Operating System/3 (0S/3)

Supervisor Macroinstructions

User Guide/Programmer
Reference

This Library Memo announces the release and availability of Updating Package B to “SPERRY UNIVAC Operating
System/3 (0S/3) Supervisor Macroinstructions User Guide/Programmer Reference’’, UP-8832.

This update documents the following changes for release 8.0:

L] Enhancement of the OC STXIT routine

L Restrictions to the monitor routine

n Addition of the Soft-Patch Symbiont to the system debugging aids

This update also includes minor technical corrections to material applicable to the supervisor macroinstructions prior

to release 8.0.

. Copies of Updating Package B are now available for requisitioning. Either the updating package only, or the
complete manual with the updating package may be requisitioned by your local Sperry Univac representative. To
receive the updating package, order UP-8832-B. To receive the complete manual, order UP-8832.

Mailing Lists BZ,
CZ and MZ

UDt1-251 Rey, 3773

Mailing Lists BOO, B18, 28U, and 29U
(Package B to UP-8832,
41 pages plus Memo)

Library Memo for
UP-8832-B

RELEASE DATE:

September, 1982






SPERRY=-LINIVAC

COMPUTER SYSTEMS

SPERRY UNIVAC UAS
SUITE 906

. 1177 WEST HASTINGS ST

’ VANCOUVER BC V6E 2K3 CAV Operating System/3 (0S/3)

Supervisor

. ATIN: CHARLIE G1BBS Macroinstructions
00155 User Guide/Programmer
CAVZOBML5541 up  8832-A Reference

This Library Memo announces the release and availability of Updating Package A to “SPERRY UNIVAC Operating
System/3 (0S/3) Supervisor Macroinstructions User Guide/Programmer Reference’’, UP-8832.

This update discusses the newly added support of checkpoint files on diskette and magnetic tape available with
release 7.1 of OS/3. It also contains minor corrections and clarifications.

Copies of Updating Package A are now available for requisitioning. Either the updating package onty or the complete

manual with the updating package may be requisitioned by your local Sperry Univac representative. To receive only
the updating package, order UP-8832—A. To receive the comptete manual, order UP-8832.

Mailing Lists Mailing Lists DE, GZ, HA, 28U and 29U Library Memo for
. BZ, CZ (less DE, (Package A to UP-8832, UP-8832—A
GZ, HA) and MZ 40 pages plus Memo)
RELEASE DATE:
September, 1981







SPERRY==UNIVAC

COMPUTER BYSTEMS

Operating System/3 (0S/3)

Supervisor
Macroinstructions

User Guide/
Programmer Reference

This Library Memo announces the release and availability of SPERRY uNivac® Operating System/3 (0S/3)
Supervisor Macroinstructions User Guide/Programmer Reference’”’, UP-8832.

This manual describes the Operating System/3 (OS/3) Supervisor macroinstructions and gives instructions and
examples for their use. It also contains Supervisor diagnostic and debugging aid information.

Additional copies may be ordered by your local Sperry Univac representative.

 LIBRARY MEMO ONLY | LIBRARY MEMO AND ATTACHMENTS  THIS SHEET IS,
Mailing Lists Mailing Lists DE, GZ, HA, 28U and 29U Library Memo
BZ, CZ (less DE, GZ (Covers and 245 pages)

and HA) and MZ

RELEASE DATE:
October, 1980







Supervisor Macroinstrrictions

o o
&
i .
@@ﬁg‘z@g@ =
e

L
. %‘%g%:%%% -
iy
e e
el e o
.
.

.-
.
. ?&% . ggzﬁ«: %ﬁ%@{
e oy E
. 3«%%@&%@%@» g&?ﬁmfﬁ'@@?ﬁ
.
...
- - . - o
| %ngf %ﬁwﬁg‘%@ﬁ%@ﬁ%w@g@ - 5 ‘,
., £, > ¥ o
... .S A 4 il -
. . . -
.. . .
- , -

.
-
S

.
.

-
b

-

-
.

. e

-

. .

b

e

.
.
.

s

.
.
ot -
. -

L
Rt
S

.
£ U o
L ) el
.
£ S s - e .
‘ o . e o o -
. . .
. - - .
. %%f%éé? .
s e
. 7
et s
- 5

i
.
-

-
. .
5 s
i%%% .
2
o %:g%;‘*;f .
.

.
e % &3&?@ R »
= o o e
- . W.vng@@%@gg,%@%ﬁ -
' -
-
.
. g%

Environment: System 80

UP-8832




This document contains the latest information available at the time of preparation.
Therefore, it may contain descriptions of functions not implemented at manual distribution
time. To ensure that you have the latest information regarding levels of implementation
and functional availability, please consult the appropriate release documentation or contact
your local Sperry Univac representative.

Sperry Univac reserves the right to modify or revise the content of this document. No
contractual obligation by Sperry Univac regarding level, scope, or timing of functional
implementation is either expressed or implied in this document. It is further understood
that in consideration of the receipt or purchase of this document, the recipient or
purchaser agrees not to reproduce or copy it by any means whatsoever, nor to permit such
action by others, for any purpose without prior written permission from Sperry Univac.

Sperry Univac is a division of the Sperry Corporation.
FASTRAND, SPERRY UNIVAC, UNISCOPE, UNISERVO, and UNIVAC are registered

trademarks of the Sperry Corporation. ESCORT, PAGEWRITER, PIXIE, and UNIS are
additional trademarks of the Sperry Corporation.

This document was prepared by Systems Publications using the SPERRY UNIVAC UTS 400
Text Editor. It was printed and distributed by the Customer Information Distribution Center
{CIDC), 555 Henderson Rd., King of Prussia, Pa., 19406.

©1980 — SPERRY CORPORATION PRINTED IN U.SA. I




UP-8832 SPERRY UNIVAC 0S/3 PSS 1
SUPERVISOR MACROINSTRUCTIONS Update D -

. PAGE STATUS SUMMARY

ISSUE: Update D — UP-8832
RELEASE LEVEL: 8.2 Forward

—
! . Page Update . Page Update X Page Update
Part/Section Number Level Part/Section Number Level Part/Section Number Leve!
Cover/Disciaimer Orig. 87(cont.} 15, 16 A
17 thru 21 Orig.
PSS 1 D 22 B
23 thru 25 Orig.
\ Preface 1 A 26 A
2 Orig. 27 thru 38 Orig.
40 B
Contents 1,2 Orig. 40a B
: 3 D 41 A
4 Orig. 42 thru 46 Orig.
5 A 47, 48 8
6.7 B 49 c
50 thru 53 8
1 1 thru 7 Ong.
8 o] Glossary 1thru S Orig.
9 Orig. 6.7 ]
10 A 8.9 Orig.
2 1 Orig. lindex 1 Orig.
2 B 2.3 A.
2a B 4 Orig.
3 thru 48 Orig. 5 D
49 B 6 A
. - -- 50 thru 56 Orig. 7 Orig.
56a, 56b D* 8 D
) 57 A 9 Orig.
58 thru 63 Orig. 10 B
i 11,12 Orig.
3 1thru 5 Orig
User Comment
4 1 A Sheet
2thru 9 Orig.
10 B8
11 thru 15 Orig
18 A : - T
17 thru 22 Orig.
23 A
24 Orig.
25 B
26 thru 44 Orig.
45 thru 48 A
49 thru §5 QOrig.
56 8
57 thru 63 Orig.
5 . 1 thru 19 Orig.
6 1 Orig.
2 B
3thru 5 Onig
7 1 Orig.
. 2 B
3 thru 8 Orig.
' 10 thru 13 A
i 14 Orig.

*New pages

All ‘the technical changes are denoted by an arrow (=e) in the mergin. A downwerd pointing arrow (1) next to a line indicates that
techmical changes begin at this line and continue until an upward powting arrow (1) is found. A horizontal arrow fe=) pointing to & line
indicates a techmical change in only that line. A honzontal arrow located bstween two consecutive lines indicates technical changes in both
hnes or deletions.






*UP-8832 SPERRY UNIVAC 0S/3 PSS 1
SUPERVISOR MACROINSTRUCTIONS Update B
PAGE STATUS SUMMARY
ISSUE: Update B — UP-8832
RELEASE LEVEL: 8.0 Forward
. Page Update . Page Update . Page Update
Part/Section| nuber | Level Part/Section Number Level Part/Section Number Level
Cover/Disclaimer Orig. 7 {cont) 27 thru 39 Orig.
40 B
PSS 1 B 40a B8
41 A
Preface 1 A 42 thru 46 Orig.
2 Orig. 47 B
48 thru 53 B*
Contents 1thru 4 Orig.
5 A Glossary 1thrub Orig.
6,7 B 6,7 B
8,9 Orig.
1 1thru9 Orig.
10 A Index 1 Orig.
2,3 A
2 1 Orig. 4,5 Orig.
2 B 6 A
2a B* 7 Orig.
3 thru 48 Orig. 8 B
49 B 9 Orig.
50 thru 56 Orig. 10 B
57 A 11,12 Orig.
58 thru 63 Orig.
User Comment
3 1thru b Orig. Sheet
4 1 A
2 thru 9 Orig.
10 B
11 thru 15 Orig.
16 A
17 thru 22 Orig.
23 A
24 Orig.
25 B
26 thru 44 Orig.
45 thru 48 A
49 thru 55 Orig.
56 B
57 thru 63 Orig.
5 1 thru 19 Orig.
6 1 Orig.
2 B
3thrub Orig.
7 1 Orig.
2 B
3 thru9 Orig.
10 thru 13 A
14 Orig.
15,16 A
17 thru 21 Orig.
22 B
23 thru 25 Orig.
26 A
*New pages

All the technical changes are denoted by an arrow () in the margin, A downward pointing arrow { * ) next to a line indicates that

technical changes begin at this line and continue until an upward pointing arrow { 4 ) is found. A horizontal arrow (=) pointing to

a line indicates a technical change in only that line. A horizontal arrow located between two consecutive lines indicates technical

changes in both lines or deletions.







SPERRY UNIVAC 0S/3 Preface 1

UP-8832
SUPERVISOR MACROINSTRUCTIONS Update A
Preface

This manual describes the SPERRY UNIVAC Operating System/3 (0S/3) Supervisor
macroinstructions and gives instructions and examples for their use. A user of this manual
should have a knowledge of the 0OS/3 assembler, job control, and data management. This
document is one of three manuals that explain the supervisor, the others are: the
Introduction manual, UP-8830, which gives a general description of the supervisor, and
Concepts and Facilities, UP-8831, which provides a functional description and gives
information on generating the supervisor. This manual is arranged as follows:

Section 1. Introduction

This section provides an introductionn and gives the conventions for writing the
macroinstruction statements that request the supervisor services.

Section 2. Program Management Macros

This section gives the function and format of the supervisor macroinstructions that
provide for management of program design and execution.

Section 3. Disk and Diskette Space Management

This section gives the function and format of the macroinstructions that provide for
automatic disk and diskette space management.

Section 4. System Access Techniqgue Macros

This section gives the function and format of the macroinstructions for the system
access technigue, which provides efficiency in the handling of disk, format label
diskette, and tape files.

Section 5. Multitasking Macros

This section gives the function and format of the macroinstructions associated with
the system’s multijobbing and multitasking capability.
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®  Section 6. Spooling - Breakpoint Macroinstruction .

This section describes spooling and gives the function and format of the breakpoint
macro.

®  Section 7. Diagnostic and Debugging Aids

This section describes the supervisor diagnostic and debugging aids and gives the
function and format of the associated macros.

B Glossary

Briefly describes some of the terms used in this manual.
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1. Introduction

1.1. GENERAL

The services provided by the System 80 Operating System/3 (OS/3) supervisor are
described in the OS/3 Supervisor Concepts and Facilities Manual, UP-8831. The basic
assembly language (BAL) programmer utilizes these services through a complement of
supervisor macroinstructions whose function and format, along with examples of their
use, are contained in this manual. (These macroinstructions are used in assembly
language and cannot be directly called by higher-level languages.)

Following are the conventions used in writing the supervisor macroinstructions and
general rules for using the assembler coding form. This section also includes a summary

listing of the supervisor macroinstructions, which includes a list of the pages where the
format of each macroinstruction is located.

1.2. MACROINSTRUCTION FORMAT AND STATEMENT CONVENTIONS

The general format of a macroinstruction is:

LABEL l AOPERATIONA I OPERAND
symbolic macro parameters
name mpemonic

® A symbolic name can appear in the label field. It can have a maximum of eight
characters and must begin with an alphabetic character.

m  The appropriate macroinstruction mnemonic must appear in the operation field and
identifies the operation or service requested.

®  When parameters are specified in the operand field, they must be positional
parameters or keyword parameters as required by the particular function.

®  Parameters must not be separated by blanks.

m  Assembler rules regarding blank columns and continuation of the operand field must
be followed.
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The conventions used to delineate the supervisor macroinstructions are as follows:

®m  (Capital letters, commas, parentheses, and equal signs must be coded exactly as
shown.

Examples:

R
ALL
(1)
SILE=

®  |owercase letters and words are generic terms representing information that must be
supplied by the user. Such lowercase terms may contain hyphens and acronyms (for
readability). Acronyms that form part of the variable symbolic name remain
capitalized.

Examples:

symbol )
start-addr
number-of-bytes
param-1
CCB-name

= |nformation contained within braces represents mandatory entries of which one must
be chosen.

Examples:

PC
17
AB

{inputi?rea}

®  |nformation contained within brackets represents optional entries that (depending
upon program requirements) are included or omitted. Braces within brackets signify
that one of the specified entries must be chosen if that parameter is to be included.

Examples:

[,entry-number]
[ R]

CCB-name

ALL

(1)
[ ,ERROR=symbol]
[ WAIT=YES]
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When an uppercase portion of a parameter is underlined, only that portion need be
coded. For example:

PR:xv

can be coded as either P:12 or PR:12.

An ellipsis (series of three periods) indicates the omission of a variable number of
entries.

Example:

CCB-name-1,..., CCB-name-n

An optional parameter that has a list of optional entries may have a default
specification that is supplied by the operating system when the parameter is not
specified by the user. Although the default may be specified by you with no adverse
effect, it is considered inefficient to do so. For easy reference, when a default
specification occurs in the format delineation it is printed on a | background. If,
by parameter omission, the operating system performs some complex processing
other than parameter insertion, it is explained in an “if omitted” sentence in the
parameter description.

Example:

Positional parameters must be written in the order specified in the operand field and
must be separated by commas. When a positional parameter is omitted, the comma
must be retained to indicate the omission, except for the case of omitted trailing
parameters.

Examples:
Assume that LOAD is a supervisor macroinstruction with one mandatory

positional parameter (phase-name) and four optional positional parameters (load-
addr, error-addr, and R}):

Format:

LABEL AOPERATIONA OPERAND

[symbol] LOAD phase-name} [,{Ioad-addr}}
{(1) (8)

[,{error-addr}] [.R] [,DA]
(v)
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Macroinstruction statements might be written:

1 10 16
LOAD RECAPLSAS,INADDR,ERADDR,R
LOAD RECAPLSS5,, ERADDR
LOAD RECAPLGS,INADDR
LOAD RECAPLSS

® A keyword parameter consists of a word or a code immediately followed by an equal
sign, which is, in turn, followed by a specification. Keyword parameters can be
written in any order in the operand field. Commas are required only to separate
parameters.

Examples:
Assume that PCA is a supervisor macroinstruction with two mandatory keyword
parameters (IOAREA1 and BLKSIZE) and nine optional keyword parameters
(EODADDR, FORMAT, KEYLEN, LACE, LBLK, SEQ, SIZE, UOS, and VERIFY):

Format:

LABEL AOPERATIONA OPERAND

[symbol] PCA IOAREAl=area-name
,BLKSIZE=n
,EODADDR=end-of -data-addr]
,FORMAT=NO]
,KEYLEN=n])
,LACE=n]
,LBLK=n]
,SEQ=YES]
,SIZE=n]

,U0S=n]
,VERIFY=YES]

Macroinstruction statements might be written:

1 10 16 72
PCA IOAREAI=WORKAREA,BLKSIZE=256, FORMAT=NO, EODADDR=ENDNAME, X
SEQ=YES,SIZE=1,U08S=1,VERIFY=YES

PCA EODADDR=ENDNAME , | OAREAI=INAREA,U0S=1,BLKSIZE=256
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m  The option to use register preloading is indicated by a register number enclosed in

parentheses and may be shown as (1), (0), (15), or (r). This indicates that, instead of
entering a symbolic address or a value as the parameter in the macroinstruction, you
intend to load the designated register with the required data prior to the execution of
the macroinstruction. For example, in the format illustration:

LABEL AOPERATIONA OPERAND

[symbol] GETCS {input-area} , {number-of-records
(1) ()

[ [{e)]

The optional entries (1) and (0) refer to registers 1 and 0. The optional entry (r) refers
to a register (other than 1 or 0) to be designated by you in the macroinstruction
statement. For example, the instruction:

1 10 16
GETCS WORK,(#),ERRADDR

Specifies the input area (positional parameter 1) as WORK and the error address
(positional parameter 3) as ERRADDR. It also specifies that, at the time this
macroinstruction is executed, register O will contain the number of records to be read
(positional parameter 2).

Note the use of the shaded entry 1, which means that an entry of one as the number
of records is assumed if you omit positional parameter 2; and the shaded entry 80,
which means a record image of 80 bytes is to be read if you omit positional
parameter 4.

1.3. ASSEMBLER CODING FORM

To convert your written program to a form that can be conveniently input to the computer,
you enter your written work in the form of 80-column card images. To make the job of the
programmer, keypunch operator, and any other person who may reference this program
easier, there are conventions for writing and reading programs and reference materials. A
useful tool is the assembler coding form. (See Figure 1-1.)

Theoretically, you could write your program on a plain sheet of paper, as long as you
observe the assembly language formatting rules. Using an assembler coding form,
however, will ease the job of preparing your input card images.
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The following subsections describe the conventions and rules that apply to the use of this
form. Following these rules will result in a stylized assembly listing that is easy to read
and use, in addition to ensuring that your program executes properly. The assembler user
guide, UP-8913 (current version) gives a detailed description of how to use the coding
form. However, some of the rules and conventions are included here for your convenience.

LABEL AOPERATIONA OPERAND

1 10 16 72

Figure 1—1. Assembler Coding Form

1.3.1. Label Field

The first eight columns of the assembler coding form may contain a symbol. This symbol
can be used to identify a line of coding, or to identify a main storage or constant area. The
rules for using the label field are:

1. The symbol must start in column 1.

2. The symbol must begin with an alphabetic or special character.

3. The symbol must not exceed eight characters in length.

4. The symbol must not contain embedded blanks or other special characters.

5. The field must be terminated by a blank.

6. An asterisk (*) entered in column 1 indicates to the assembler that the entry on this
line is to be treated as comments.

1.3.2. Operation Field

The operation code is written in the operation field (columns 10 through 14). These codes
specify the operation to be performed. The rules for using this field are:

1. The operation code must not contain embedded blanks.

2. The operation code must be written exactly as shown in the list of mnemonics for
application instructions, directives, and macro or proc instructions.

3. The operation field must be terminated by a blank.
4. An operation code consisting of six characters (for example, the macroinstruction

ATTACH,), will fall in columns 10 through 15. In this case, column 16 must be blank
to terminate the operation field.
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1.3.3. Operand Field

The operand field begins in column 16 and usually ends in or before column 71. The
operands that form part of the assembler statements are written in this field. The rules for
using this field are:

1. The operand field is terminated by a blank that is not enclosed by an apostrophe.

2. Operands may be continued onto the next line by placing a nonblank character in
column 72. The continuation line starts at column 16. Up to two continuation lines
are permitted.

1.3.4. Comments Field

Program documentation is as important to the programmer writing the program as it is to
those who must refer to it later. Operand specification is usuaily completed by column 40,
thus leaving column 41 through 71 free for comments. There must be at least one blank
between the end of the operand specification and the start of the comments. Long
comments can be entered by coding an asterisk in column 1.

1.3.5. Continuation Column

When the operand specification is to be continued onto the next line, a nonblank character
must be written in column 72. Do not confuse this with continuing a comment. An
operand specification can be continued for a total of three lines. The second and third
continuation lines start in column 16.

1.3.6. Sequence Field

Columns 73 through 80 may be used for entering sequence numbers. This is done by
assigning consecutive numbers to each line of coding and is useful for updating the input
card images as needed. It is good practice to number the lines in multiples of 10, or even
100. This allows you to insert additional coding lines without having to renumber the card
images already in the program. Some programmers use letters in addition to the numbers.
This is useful in identifying the program from which card images have come if they have
been removed for any reason.

1.4. MACROINSTRUCTIONS

1.4.1. Declarative Macroinstructions

Declarative macroinstructions generate nonexecutable code sequences in the user
program and are used to allocate areas in main storage containing control information for
various system services.
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1.4.2. Imperative Macroinstructions

Imperative macroinstructions generate executable code sequences in the user program.
These code sequences make up the interface between the user program and the
supervisor. Imperative macroinstructions are used to request services of the supervisor or
to direct the operation of the user program.

1.4.3. Summary of Supervisor Macroinstructions

Table 1-1 lists the 0OS/3 supervisor macroinstructions and gives a brief description of their

function, along with the page number where the format for each appears. ARGLST,
DTFPF, PCA, SAT, TCA, ECB, and DDCPF are the declarative macroinstructions in this list;
the remainder are imperative macroinstructions. The macroinstructions are arranged in

this manual in the same groups as they appear in this table.

Table 1—1. Supervisor Macroinstructions (Part 1 of 3)

PROGRAM MANAGEMENT Format
Page
Program Loader
LOAD Load a program phase and return control. 2-4
LOADR Load a program phase, relocate address-constants, and return control. 2-6
LOADI Locate a program phase and store its phase header in a workarea. 2-8
FETCH Load a program phase and branch. 2-10
Job and Task Termination
EOJ Terminate a job step normally. -
CANCEL Terminate a job abnormally. -
Timer Services
GETIME Obtain current time and date. 2-17
SETIME Set an elapsed time counter for the requesting task. -21
Subroutine Linkage
CALL/VCALL Call a program. 2-29
ARGLST Generate an argument list. 2-30
SAVE Save register contents. 2-31
RETURN Restore registers and return. 2-32
Island Code Linkage
STXIT Link to island code subroutine. 2-38
EXIT Exit from island code subroutine. 2-41
System Information Control
GETCOM Retrieve data from job communication area. 2-54
PUTCOM Place data into job communication area. 2-55
ETINE R trlev dat rom system control tables. 2-55
Saies GO A Z30
Control Stream Reader 7""" e 'Y ala .j’ LOA 258
GETCS Retrieve embedded data file submitted in job control stream. 2-60
SETCS Reset pointer to embedded data file. 2-61
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Table 1—1. Supervisor Macroinstructions (Part 2 of 3)

Format
DISK AND DISKETTE SPACE MANAGEMENT Page
Disk
OBTAIN Access VTOC user block. 3-2
Diskette
OBTAIN Obtain diskette label information. 3-4
SYSTEM ACCESS TECHNIQUE (SAT)
Disk SAT
DTFPF Define a partitioned file. 4-11
PCA Define a partition control appendage. 4-14
OPEN Open a disk file. 4-19
GET Retrieve next logical block. 4-20
PUT Output a logical block. 4-21
WAITF Wait for block transfer. 4-22
READE Search track by key, equal. 4-23
READH Search track by key, equal or higher. 4-23
SEEK Access a physical block. 4-24
CLOSE Close a disk file. 4-25
: Tape SAT
. SAT Defines magnetic tape file. 4-45
TCA Defines a tape control appendage. 4-47
OPEN Open a tape file. 4-51
GET Get next logical block. 4-52
PUT Output next logical block. 4-53
WAITF Wait for block transfer. 4-53
CNTRL Control tape unit functions. 4-54
CLOSE Close a tape file. 4-55
MULTITASKING
Task Management
ECB Generate an event control block. 5-5
ATTACH Create and activate an additional task. 5-7
DETACH Terminate a task normally. 5-9
TYIELD Deactivate a task. 5-10
AWAKE Reactivate an existing nonactive task. 5-n
CHAP Change the priority of a task. 5-12
Task Synchronization
WAIT Wait for a task request to complete. 5-14
WAITM Wait for one of several task requests to complete. 5-15
POST Activate the waiting task. 5-16
TPAUSE Deactivate one or more tasks other than the issuing task. 5-17
TGO Reactivate one or more tasks other than the issuing task. 5-18
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Table 1—1. Supervisor Macroinstructions (Part 3 of 3)

DIAGNOSTIC AND DEBUGGING Format
Page

Storage Displays
SNAP/SNAPF Printout portions of main storage and return control. 7-2
bDuMp Printout the job main storage and terminate the job step. 7-7

Checkpoint Facility

CHKPT Record a checkpoint. 7-12
DDCPF Define a SAT checkpoint file. 7-15
DCPOPN Open a SAT checkpoint file. 7-15
DCPCLS Close a SAT checkpoint file. 7-16

Monitor and Trace
// OPTION TRACE Monitor from start of job. 7-20
(This is a job control statement, not a macroinstruction.)

SPOOLING

DMBRK Create a breakpoint in a spool output file. 6-5

1.5. PROGRAMMING CONSIDERATIONS FOR MACROINSTRUCTIONS

When the assembler encounters a macroinstruction, it generates machine code, which is
called inline expansion code. This code can consist of machine instructions and machine
data. Data, in turn, may consist of constants defined by the macroinstruction at assembly
time and reserved main storage, which is not used until program execution time.

A macroinstruction, expecially if it is a request to the supervisor for some service, will
usually generate a supervisor call (SVC) instruction. When the program is later executed,
the SVC will either be processed by the resident supervisor, or a transient will be called.
The actual processing of the request is then performed by the supervisor; the inline
expansion code generated by your program is normally just used to set up parameters.
Because SVC instructions are processed in the supervisor region and not in your program
region, you can use macroinstructions freely, without having to allocate extra main storage
to your job.

Of the 16 general registers available to assembler programs, registers 2 through 13 are
generally left unchanged by macroinstructions. Registers O and 1, however, are the
principal means by which data and program control are passed between user programs
and macroinstructions. Consequently, these two registers cannot be counted upon to
remain unchanged during execution of any macroinstruction. If it is important to keep
intact the data in either of these two registers, you should save the data in main storage
before calling the macroinstruction and load the data back into the register afterwards. In
addition to registers O and 1, program linkage macroinstructions (2.4) change registers 14
and 15. Most other macroinstructions, though, leave these two registers intact.
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2. Program Management Macros

2.1. PROGRAM LOADER
The program loader is responsible for locating and loading program modules or overlays
output by the linkage editor in the form of phases. A load module phase may be thought of
as a program segment that can perform one or more specific processing operations. The
following macroinstructions are available:
= LOAD
Load a phase and return control.
= LOADR
Load a phase, relocate address constants, and return control.
s | OADI
Locate a phase and store its phase header in a workarea.
=  FETCH
Load a phase and give it control.
The use of these macroinstructions is described in the following subsections.
In addition, the loader is capable of modifying data in any phase of a problem program

whenever that phase is loaded. The job control ALTER statement is used to specify such
changes to the loader.
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2.1.1. Block Loader

The LOAD, LOADR, LOADI, and FETCH macroinstructions handle both standard load
modules, which are loaded by the regular program loader, and block modules, which are
loaded by the block loader, an extension of the program loader. The program loader reads
one sector at a time from disk, and then moves this data one record at a time to the user
job region in main storage. The block loader reads an entire track of data at a time directly
into the user job region in main storage. You can take advantage of the faster block loader
by using the BLK control statement in the system librarian to convert a load module phase
from the standard load module format to block format (described in the system service
programs user guide, UP-8841 (current version)). This may be done at any time before the
job is executed and there is no need to specify in the macroinstructions loading the phase
whether the load module phase is in the standard format or in block format.

NOTE:

The following problem may exist if when loading a blocked module you consistently get
the 54 error code. If the total number of partition 1 and partition 2 extents is greater than
14, then certain blocked modules start getting the 54 error code. The temporary solution is
to copy your load file to a temporary file. Then, scratch and allocate the load file, and copy
the temporary file to the load file.

If the load file is SYSLOD, you must IPL the system again from another SYSRES to scratch
SYSLOD from your original SYSRES.

2.1.2. Relocation

The loader can perform positive or negative relocation on 8-bit, 16-bit, 24-bit, or 32-bit
fields as specified by the relocation list dictionary (RLD) information in the text/RLD
records of the load module.

Because of the relocation register, user programs do not require relocation of address
constants (A-cons) when the phase is located at the address at which it was linked. If an
alternate load address is specified on LOAD or LOADR, however, the loader handles it as
follows:

= LOAD
No relocation is performed. You must ensure that the phase being loaded is self-
relocating.

s LOADR

Relocation is performed on all A-cons specified by the linker which refer to addresses
in that same phase. A-cons which point inside another phase are not relocated
because the loader has no way of knowing where that phase was loaded.
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. The following examples illustrate when the loader performs relocation:
User Program
Macro Call Relocation
LOAD phase-name No
LOADR phase-name No
FETCH phase-name No
LOAD phase-name,altad No*
LOADR phase-name,altad Yes
FETCH phase-name,entpt No

*Phase being loaded should be self-relocating.
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2.1.3. Library Search Order

The default order of search employed by the loader is:
1. Load library file (§Y$LOD)

2. Temporary job run library file ($Y$RUN)

If the temporary job run library file (§Y$RUN) is specified on the EXEC job control card, the
order of search is:

1. Temporary job run library file ($YSRUN)

2. Load library file ($Y$SLOD)

If an alternate library is specified on the EXEC job control card, the order of search is:
1. Alternate load library

2. Load library file ($Y$LOD)

3. Temproary job run library file (SY$SRUN)

To minimize search time, the loader always begins searching a library at the last root
phase loaded from that library for that job. This means that it is generally more efficient to
link modules together than to create a series of smaller, separately linked load modules.

2.1.4. Read Pointer for Repetitive Loads

Another way to minimize search time is to reduce the need for a directory search. This can
be done by using a read pointer for repetitive loads of a particular load module. When the
disk address (DA) optional parameter is used with the LOAD, LOADR, or FETCH
macroinstruction, the 8-byte EBCDIC phase name in the user program (possibly within the
macro-generated code) is overwritten with a read pointer during the first execution of the
macro. This read pointer contains the relative disk address of the phase being loaded. The
next execution of the same macro call uses this read pointer to find the phase, instead of
performing a directory search.

With the DA option, only the first load of a module requires a directory search. All
subsequent loads of the same module use the read pointer and do not have to repeat the
directory search. In this case, the larger the directory, the more efficient the use of the
read pointer.

When using the DA option, you must be certain that the module is not being updated by
another job at the same time that it is being loaded by your job; otherwise, an error will
result. Remember, the DA option may be used only with the LOAD, LOADR, and FETCH
macroinstructions, and should only be used for repetitive loads of the same module. It is
not available for use with the LOADI macroinstruction. If you do not wish to add the DA
capability to an assembled program, there is no need to reassemble.
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2.1.5. Loader Error Processing

When an error is detected by the loader, a binary error code is set up in register O. If an
error address was specified, the macro-generated code branches to that address. If no
error address was specified (or if the call was a FETCH), the calling task is abnormally
terminated.

The 4-byte error code set up in register O has the following format:

Byte O = EBCDIC A, R, or L specifying whether the error occurred while
loading from alternate, run, or load library, respectively.

Bytes 1,2 = O

Byte 3 = Binary error code. For descriptions, refer to the system messages

programmer/operator reference, UP-8076 (current version).

2.1.6. Load a Program Phase (LOAD)
Function:
The LOAD macroinstruction locates a program phase in a load library on disk, loads it

into main storage, and transfers control to the calling program immediately following
the LOAD macroinstruction.

After execution of this macroinstruction, register O contains the job-relative address
at which the phase was loaded, and register 1 contains the entry-point address. This
entry point address is determined at linkage edit time. If an alternate load address is
provided (positional parameter 2), the load point address specified to the linkage editor
is overridden and the phase is loaded at the specified address. This new override
address is returned in register O.

This macroinstruction does not relocate address constants regardless of whether an
alternate load address is specified (positional parameter 2).

Format:
LABEL LAOPERATIONA |
LOAD [ {?::se-name}[.{;;zd-addr}] [,{?:;or-addr}][,R][,DA]

Positional Parameter 1:

OPERAND

[symbol]

phase-name
Specifies the name of the program phase to be loaded. This may be either the 1-
to 6-character user-assigned alias phase name or the 8-character linker-assigned
phase name in the format nnnnnnpp where nnnnnn is the program name and pp
is the phase number.
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(1)
Indicates that register 1 has been preloaded with the address of the 8-character
phase name.

Positional Parameter 2:

load-addr
Specifies the symbolic address at which the phase is to be loaded.

(9)
Specifies that register O has been preloaded with the load address.

If omitted, the program phase will be loaded at the address specified by the linkage
editor.

Positional Parameter 3:

error-addr
Specifies the symbolic address of an error routine that is to be executed if a load
error occurs.

(r)
Specifies that the designated register (other than O or 1) contains the address of
the error routine.

If omitted, the calling task will be abnormally terminated if a load error occurs.

Positional Parameter 4:

Specifies that only the system load library is to be searched for the phase.
If omitted, a full search is to be performed.
Positional Parameter 5:

DA
Specifies that the 8-byte phase name specified in positional parameter 1 will be
overwritten with a read pointer during the first execution of this
macroinstruction. This read pointer is used to find the phase on the second and
all subsequent executions of this macroinstruction.

This option is designed to reduce the search time for separately linked load
modules which are loaded repeatedly. When using this option, you must ensure
that there is no possibility of another job deleting or moving the load module you
are trying to load. For example, if another job uses the librarian to pack the
library, this may cause a load error in your job. If you can be sure this doesn’t
happen, you may be able to considerably reduce the load time for some modules,
particularly in large libraries.

If omitted, a search is performed on the phase name specified in positional parameter
1 each time this macroinstruction is éxecuted, and the 8-byte phase name is not
overwritten. '
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2.1.7. Load a Program Phase and Relocate (LOADR)

Function:

The LOADR macroinstruction locates a program phase in a load library on disk, loads
it into main storage, and transfers control to the calling program immediately
following the LOADR macroinstruction.

After execution of this macroinstruction, register O contains the job-relative address
at which the phase was loaded, and register 1 contains the job-relative entry-point
address. This entry point address is determined at linkage edit time. If an alternate
load address is provided (positional parameter 2), the load point address specified to
the linkage editor is overridden and the phase is loaded at the specified address. This
new override address is returned in register O.

The format and operation of the macroinstruction is identical to the LOAD
macroinstruction except that all address constants in the phase are relocated if an
alternate load address is specified (positional parameter 2).

This macroinstruction is used to load a phase at an address other than that at which
it was linked.

Format:
LABEL | AOPERATIONA | OPERAND

[symbol] ‘ LOADR

{fr;se-name}[,{L;jd-addr{][,{?:;or-addr}][,R][,DA]

Positional Parameter 1:

phase-name
Specifies the name of the program phase to be loaded. This may be either the 1-
to 6-character user-assigned alias phase name or the 8-character linker-assigned
phase name in the format nnnnnnpp where nnnnnn is the program name and pp
is the phase number.

(1)
Indicates that register 1 has been preloaded with the address of the 8-character
phase name.

Positional Parameter 2:

load-addr
Specifies the symbolic address at which the phase is to be loaded.

(9)
Specifies that register O has been preloaded with the load address.

If omitted, the program phase will be loaded at the address specified by the linkage
editor.
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Positional Parameter 3:

error-addr
Specifies the symbolic address of an error routine that is to be executed if a load
error occurs.

(r)
Specifies that the designated register (other than O or 1) contains the address of
the error routine.

If omitted, the calling task will be abnormally terminated if a load error occurs.

Positional Parameter 4:

Specifies that only the system load library is to be searched for the phase.
If omitted, a full search is to be performed.
Positional Parameter 5:

DA
Specifies that the 8-byte phase name specified in positional parameter 1 will be
overwritten with a read pointer during the first execution of this
macroinstruction. This read pointer is used to find the phase on the second and
all subsequent executions of this macroinstruction.

This option is designed to reduce the search time for separately linked load
modules which are loaded repeatedly. When using this option, you must ensure
that there is no possibility of another job deleting or moving the load module you
are trying to load. For example, if another job uses the librarian to pack the
library, this may cause a load error in your job. If you can be sure this doesn’t
happen, you may be able to considerably reduce the load time for some modules,
particularly in large libraries.

If omitted, a search is performed on the phase name specified in positional parameter

1 each time this macroinstruction is executed, and the 8-byte phase name is not
overwritten.

2.1.8. Locate a Program Phase Header (LOADI)

Function:

The LOAD! macroinstruction locates the header record of a program phase and stores
it in a workarea.

You may then examine the information contained in the program phase header to
determine if it is desirable to load the program phase. If the phase is to be loaded, you
must use one of the other load instructions to load the program phase.
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The format of the phase header record is shown in 2.1.8.1.

Format:
LABEL AOPERATIONA OPERAND
[symbol] LOADI {phase-name},{work-area-addr}[,{work-area-length}]
(1) (9)

[ ?i;or addr ][ ,R]

Positional Parameter 1:

phase-name
Specifies the name of the program phase to be loaded. This may be either the 1-
to 6-character user-assigned alias phase name of the 8-character linker-assigned
phase name in the format nnnnnnpp where nnnnnn is the program name and pp
is the phase number.

(1) ’
Indicates that register 1 has been preloaded with the address of the 8-character
phase name.

Positional Parameter 2:

work-area-addr
Specifies the symbolic address of the area in main storage where the phase
header is to be placed.

(9)
Specifies that register O has been preloaded with the workarea address.

Positional Parameter 3:

work-area-length
Specifies the number of bytes of the phase header that are to be placed in the
workarea.

If omitted, the value 13,y is assumed. This specifies that the portion of the phase
header up to and including the phase load address and the phase length is to be
placed in the workarea.

Positional Parameter 4:
error-addr

Specifies the symbolic address of an error routine that is to be executed if a load
error occurs.
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o 0

Specifies that the designated register (other than O or 1) has been preloaded with
the address of the error routine.

If omitted, the calling task will be abnormally terminated if a load error occurs.
Positional Parameter 5:

R
Specifies that only the system load library is to be searched for the phase.

If omitted, a full search is to be performed.

2.1.8.1. Program Phase Header

. The format of the phase header is as follows:

Bytes Contents
01 Systems use
2 Phase number

. 3, 4 System flags
5-8 Phase load address (linker assigned)
9-12 Phase length
13-20 Phase name (linker assigned)
21-23 Date (packed decimal - yymmdd)
24-26 Time (packed decimal — hhmmss)
27-30 Module length
31-38 Alias phase name
39-68 Comments

2.1.9. Load a Program Phase and Branch (FETCH)

Function:
The FETCH macroinstruction locates a program phase in a load library on disk, loads it
. into main storage, and transfers control to the address specified in the phase transfer

= record, unless an alternate address has been specified (in positional parameter 2).
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After execution of this macroinstruction, register O contains the job-relative address
at which the phase was loaded, and register 1 contains the job-relative entry point
address. This entry point address is determined at linkage edit time. If an alternate
entry point address is provided (positional parameter 2), the entry point address
specified to the linkage editor is overridden and the phase is given control at the
specified address. This new entry point address is returned in register 1.

Format:

LABEL | AOPERATIONA | OPERAND

[symbol]
(1) (9)

FETCH | {phase-name}[.{entry-point-name}][,R][,DA]

Positional Parameter 1:

phase-name
Specifies the name of the program phase to be loaded. This may be either the 1-
to 6-character user-assigned alias phase name or the 8-character linker-assigned
phase name in the format nnnnnnpp where nnnnnn is the program name and pp
is the phase number.

(1)
Indicates that register 1 has been preloaded with the address of the 8-character
phase name.
Positional Parameter 2:
entry-point-name
Specifies the symbolic address of the point in the program at which control is to

be passed after a successful load.

(8)
Indicates that register O has been preloaded with the entry point address.

If omitted, control will be passed to the address specified in the phase transfer record.

Positional Parameter 3:

Specifies that only the system load library is to be searched for the phase.

If omitted, a full search is to be performed.
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Positional Parameter 4:

DA

Specifies that the 8-byte phase name specified in positional parameter 1 will be
overwritten with a read pointer during the first execution of this
macroinstruction. This read pointer is used to find the phase on the second and
all subsequent executions of this macroinstruction.

This option is designed to reduce the search time for separately linked load
modules which are loaded repeatedly. When using this option, you must ensure
that there is no possibility of another job deleting or moving the load module you
are trying to load. For example, if another job uses the librarian to pack the
library, this may cause a load error in your job. If you can be sure this doesn’t
happen, you may be able to considerably reduce the load time for some modules,
particularly in large libraries.

If omitted, a search is performed on the phase name specified in positional parameter
1 each time this macroinstruction is executed, and the 8-byte phase name is not
overwritten.

2.2. PROGRAM TERMINATION

The program termination macroinstructions cause the system facilities assigned to a job or
to a task to be relinquished for assignment to other jobs or to other tasks. When
terminating a task, the EOJ, CANCEL, and DETACH macroinstructions will also clear all
I/0 locks for the task.

The following macroinstructions are available:

s EOJ

Causes normal job step termination.

= CANCEL

Causes abnormal job termination and prints out the job main storage.

There are two other macroinstructions used for job and task termination:

s DETACH

Causes normal termination of a task.

s DUMP

Causes normal job step termination in addition to printing out the job main storage.



UP-8832 SPERRY UNIVAC 0S/3 2-12
SUPERVISOR MACROINSTRUCTIONS

2.2.1. Normal Termination

Normal program termination is requested by means of the EOJ or DUMP
macroinstructions, the DUMP operator command, or the self-detaching of a primary task.
This implies normal completion of the job step and continuation of the job. These functions
will detach all subtasks, delink outstanding 1/0, and wait for all outstanding system
functions to complete, prior to terminating the program and passing control to the next
phase of job control.

The termination of a job step which has open data files will cause an immediate
cancellation of the job.

The DUMP macroinstruction provides a printout of the contents of the job region if the
appropriate //0OPTION job control statement is specified (for example, DUMP, JOBDUMP,
SYSDUMP, or ABRDUMP). After printing the region, the DUMP transient overlays itself
with the end-of-job step transient routine which provides normal job step termination.

The DUMP console command sets the job step to execute its own DUMP macroinstruction.

2.2.2. Abnormal Termination

Abnormal job termination can be requested by you through the CANCEL macroinstruction,
by the operator through the CANCEL command, or as a result of a system-detected error.
The latter case includes: systems function errors with no error address specified, program
exception errors without program check island code, and unrecoverable hardware errors.

The cancel function detaches all subtasks, delinks all outstanding 1/0, and waits for all
outstanding system functions to be completed. It provides a printout of the contents of the
job region if the DUMP option was specified on the OPTION statement, and either there is
a printer assigned to this job or there is a printer available.

2.2.3. Printout

Both the CANCEL and DUMP macroinstructions provide for a printout of the contents of
the job main storage which will occur if a printer was assigned to the job using the DVC
and LFD job control statements, or is available for assignment, and the DUMP, JOBDUMP,
ABRDUMP, or SYSDUMP parameter was specified in the OPTION job control statement.
Otherwise, both macroinstructions will execute normally; however, no printout will occur.

2.2.4. End-of-Job Step (EOJ)

Function:

The EOJ macroinstruction causes normal job step termination. It terminates a primary
task or a subtask. If an EOJ macroinstruction is issued from a primary task with active
subtasks, all subtasks are terminated. If an EOJ macroinstruction is issued from a
subtask, only the subtask and any subtasks it created are terminated.




UP-8832 SPERRY UNIVAC 0S/3 2-13
SUPERVISOR MACROINSTRUCTIONS

This macroinstruction also clears all locks for the task.

Format:
LABEL IAOPERATIONA l OPERAND
[symbol ] l EOJ I

There are no parameters for the EQOJ macroinstruction.

The EOJ macroinstruction is used to cause normal job step termination. It is usually
invoked by the job step task after all attached subtasks have been detached and all
data files have been closed. Job control is then loaded in the problem program area to
prepare the next scheduled job step, or to terminate the job if it is the last job step of
the job.

The EOQOJ macroinstruction may be used to force subtask termination for the job step.
If a subtask encounters a fatal (abnormal termination) error condition before the EOJ
function receives control, the job may be canceled (depending on the existence and
function of an abnormal termination island code routine). An EOJ macroinstruction
executed by a subtask is treated as a request for the DETACH macroinstruction
function.

Error Conditions:

The job will be canceled if errors that prevent normal termination are encountered by
the EOJ routine. A hexadecimal error code is provided for display in the diagnostic
storage dump produced by the CANCEL function. The error codes and their meaning
are shown in the system messages programmer/operator reference, UP-8076
{current version).

2.2.5. Cancel a Job (CANCEL)
Function:

The CANCEL macroinstruction causes abnormal termination of a job. It terminates the
current job step, prevents execution of any remaining job steps for that job, detaches
all subtasks, delinks all outstanding 1/0s, and waits for all outstandmg system
functions to complete.

This macroinstruction also displays an abnormal termination message on the operator
console indicating which job is being terminated and the error code defining the error.
Unless NODUMP is entered as positional parameter 2, this macroinstruction provides
a diagnostic storage dump of the job region similar to that produced by the DUMP
macroinstruction.

This macroinstruction also clears all locks for the task.
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Format:

LABEL lﬁOPERATIONA I OPERAND

[symbol} CANCEL [{error-codeﬂ[,uowm]
(9)

Positional Parameter 1:

error-code
Specifies a 1- to 3-digit hexadecimal error code to be displayed on the system
console and included in the diagnostic storage dump.

(9)
Indicates that register O has been preloaded with the error code.

If omitted, the error code is set to binary zero.
Positional Parameter 2:
NODUMP

Specifies no dump regardless of the dump options specified in the OPTION job
control statement.

The CANCEL macroinstruction is used to cause abnormal job termination when error
conditions are encountered which prevent further processing. The abnormal job
termination function may be requested by you through the CANCEL macroinstruction,
by the operator through the CANCEL command, or as a result of a system-detected
error. '

If an error occurs during the execution of a macroinstruction, control will be passed to
the error routine if an error address was specified or, if none was specified, to the
abnormal termination island code if it is present. The use of island code permits you
to take additional action prior to terminating the task or job step which is in error.

Error Conditions:
A number of conditions may exist when the cancel routine is entered; however, the
error code displayed in the diagnostic storage dump will always represent the original
cause of entry to the abnormal termination function.

A printout is produced if:

®  the DUMP, JOBDUMP, ABRDUMP, or SYSDUMP option was specified via job
control;

a8  the CANCEL macroinstruction does not specify NODUMP; and

® 3 printer was assigned to the job or is available.
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2.3. TIMER SERVICES

During execution of a job, you may want to record the date and time that an event
occurred, for example, the date a credit was posted to an accounts receivable record, the
date and time a message was received from a remote communications terminal, or the
date and time a job step was completed. You can do this by using the GETIME
macroinstruction.

At times you may want to request an interrupt to your program after a specified interval.
For example, you may wish to allow 30 seconds for a response from a terminal, and if no
response if received within that time, branch to another subroutine or to another task. You
can do this by using the SETIME macroinstruction.

2.3.1. Date and Time Facilities

2.3.1.1. Current Date

The current date is placed in the systems information block by the operator during initial
program load. The date is automatically advanced each day at midnight unless the
supervisor was configured at system generation time not to update. In that case, the
operator must change the date through a console command. This date is referred to herein
as the system date to distinguish it from the job date.

System Information Block

system date

There is a date for each job, which is stored in the preamble for the job. This is the date
you get when you use the GETIME macroinstruction. Normally, the job date is the same as
the system date. However, you can change it using the SET job control statement which
changes the date for your own job and does not disturb the system date or the job dates
for other jobs being processed. For example, if your application calls for statements to be
produced on the fifteenth of each month but no processing was done that day because of
a holiday or because of machine maintenance, you could change the job date in the
preamble the next day from 16 to 15 so that the statements and other records produced
will show the date the job was intended to be run.

Job Preamble

job date
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2.3.1.2. Time of Day

In addition to the current date, the GETIME macroinstruction gives you the time. The current
time of day is maintained by a simulated day clock in the system information block. This day
clock specifies the amount of time that elapsed since midnight. The clock can show a maximum
of 99 hours and may be permitted to run past midnight if jobs were processing atthattime. The
time of day is automatically reset at midnight along with the date unless the supervisor was
configured not to update. Otherwise, the operator must reset the clock each day. Acommon use
of the clock is to record the time of day a job was run and to calculate the length of time required
to run it. The job log you receive with your listing shows the start and stop times for your job
steps. The run time could be used to charge an account number, or to invoice your department
for the computer time required to run your job.

System Information Block

day clock

2.3.1.3. Get Current Date and Time (GETIME)

Function:

The GETIME macroinstruction obtains the calendar date and the current time of day from
the simulated day clock function of the supervisor. The date is returned in register O, and
the time is returned in register 1.

Format:
LABEL | AOPERATIONA 1 OPERAND
[symbol] GET IME l

[{31]

Positional Parameter 1:

Specifies that the current time of day is to be expressed in milliseconds in binary |
representation. ‘

Specifies that the current time of day is to be expressed in packed decimal
format.

If omitted, the parameter S is assumed.
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The current calendar date is returned in register O expressed in packed decimal in the
form:

Oyymmdd+
where:
Yy = year

mm = month
dd = day

The high order half byte is always zero, and the low order half byte is the sign, which
is always positive.

The current time of day is returned in register 1. If you write this macroinstruction
with the S parameter or with no parameter, the time is expressed in packed decimal
format in the form: ’

Ohhmmss+
where:
hh = hours

mm = minutes
ss = seconds

The high order half byte is always zero, and the low order half byte is the sign, which
is always positive.

The following entries:

1 10 16
GETIME S

or

GETIME

return the date and time in registers O and 1 in packed decimal format. You can then
store the contents of these registers, and edit the fields for a printout of the date and
exact time that an event occurred.
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For example, let’'sassume you wish to print the date and exact time a job step is completed.
The two subroutines shown in Figure 2-1 each get the date and time from the job
preamble and the system information block, unpack and edit them into buffers, then print
the contents of the buffers.

——
LI

O N D W N e

—
o w

RN = s e e e e
W W 00 ~Nm o W

21

22.
23.
24,
25.
26.
27.
28.

29.
3.
31

1 10 16
GETIME S Returns date in register & and time in register 1
ST RO, WS1 Stores date from register @ to WS1.
ST RI,WS2 Stores time from register 1 to WS2.
UNPK BUFFER+4(6) WS1(4) Unpacks date into BUFFER.
UNPK BUFFER+12(6),WS2(4) Unpacks time into BUFFER.
ol BUFFER+9,X'F@"’ Changes contents of right hand byte of date from Cl1 to Fl.
0l BUFFER+17.X'F@’ Changes contents of right hand byte of time from C3 to F3.

MVC BUFFER(2),BUFFER+4
MVi BUFFER+2,C' /"’

MVC BUFFER+3(2) ,BUFFER+6
MV BUFFER+5,C‘/’

MVC BUFFER+6(2) ,BUFFER+S
MV BUFFER+8,.C* Inserts slashes, spaces, and periods in date and time.
Mvi BUFFER+9,C*

MVC BUFFER+16(2), BUFFER+12
LAA BUFFER+12,C'."

MVC BUFFER+13(2),BUFFER+14

L1A] BUFFER+15,C"."°
DMOUT PRINT.BUFFER Prints date and time from BUFFER.
E0J Terminates the job step
GETIME S Returns date in RO and time in RI.
ST 8, SAVE Stores date in full-word save.
ED DATMSK(18),SAVE Unpacks and edits date.
MVC BUFFER2(8),DATMSK+2 Moves edited date to buffer.
ST 1,SAVE Stores time in save.
ED TIMMSK(18), 6 SAVE Unpacks and edits time.
MVC BUFFER2+16(8)  TIMMSK+2 Moves edited time to buffer.
DMOUT PRINT,BUFFER2 Prints date and time.
SAVE DS F Buffer initialized to blanks
BUFFER2 DC CL18" Date mask format; 99/99/99

DATMSK DC X'40212P206120206120280° Time mask format: 99.99.99

32.

TIMMSK DC X'462129204B20204B20290°

Figure 2—1. Examples of GETIME Macroinstruction

Let's assume the GETIME macroinstruction was executed October 24, 1977 at 13 seconds
after 9:30 A.M. The job date from the preamble would be returned in register 0, and the
time from the day clock in the SIB would be returned in register 1. The registers would
contain:

System

Preamble job date Information day clock
Block

Register 0|07 | 71| 02 | 4C Register 11 00§93 |01 |3C
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Following execution of line 7, BUFFER contains:

Following execution of line 18, BUFFER contains the date (year/mon/day) and the time
{hours.min.sec):

The date and time are printed:

77/10/24 09.30.13

If the subroutine in lines 21 through 32 is executed with the same original contents of
registers O and 1, BUFFER2 will contain the following after execution of line 27

and will print the same date and time as the subroutine of lines 1 through 20.

If you write this macroinstruction using the M parameter, the date is expressed in
packed decimal in register O, but the time is expressed in milliseconds in binary
representation in register 1. For example, if the following macroinstruction was
executed at 10 seconds after midnight, September 26, 1979, registers 0 and 1 would
contain:

1 10 16
GETIME M

Register 0 | 07 90| 92 | 6C Register 1 (00| 00| 27| 10

2.3.2. Timer Interrupt Facilities

The timer services module also enables you to request a scheduled timer interrupt in the
requesting task. Using the SETIME macroinstruction you may request an interrupt after
any time period greater than 1 millisecond. You may:

continue processing the task until the interrupt, then transfer control to the task’s
timer island code;
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®  suspend processing the task until the interrupt, then continue with the next .
instruction; or

@  cancel a previous SETIME request.
The time interval requested in the SETIME macroinstruction is added to the current time of

day to calculate the time when the interrupt is scheduled to occur, and this SETIME
expiration time is stored in the task control block.

Task Control Block

SETIME expiration time

timer island code address

If timer island code is to be executed, a STXIT macroinstruction must have been previously
issued to link the island code to this task. If no timer island code is present, or if the
interrupt request was canceled, the interrupt is ignored. There may only be one set of
timer island code per task.

if the task is to be suspended, the next available task in the switch list is executed. When
the interrupt occurs, control is returned to the next instruction in the task immediately
following the SETIME macroinstruction.

2.3.2.1. Set Timer Interrupt (SETIME)

Function:

The SETIME macroinstruction requests a scheduled timer interrupt in the requesting
task and continues executing the requesting task. When the specified time interval
elapses, the task’s timer island code (as specified by a STXIT macroinstruction} is
executed.

Note that, in this case, the STXIT macroinstruction must have been previously issued
to set up timer island code for this task. There may be only one set of timer island
code per task.

If written with the WAIT parameter, this macroinstruction requests a timer interrupt
and suspends execution of the requesting task until the timer interval elapses. At this
time, the task resumes execution with the next instruction following the SETIME
macroinstruction.
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This macroinstruction cancels any previous SETIME request. By using this
macroinstruction with no parameters or with a time interval of zero, you can
effectively eliminate any outstanding SETIME requests without having to set up a new
one.

Format:

LABEL l AOPERATIONA | OPERAND

SETIME ‘ [{:;';‘e'i"terval}]['m”]['{%}]

Positional Parameter 1:

[symbol]

time-interval

Specifies the interval of time that must expire before the interrupt is generated.
This interval is expressed either in seconds or milliseconds depending on the
entry in positional parameter 3. The maximum value that may be entered as
positional parameter 1 is 4095,,. To specify a value greater than 4095, enter (1)
as positional parameter 1 and preload register 1 with the required time interval
value.

(1)
Indicates that register 1 has been preloaded with the time interval value.

If omitted, any previous SETIME request for this task is canceled, preventing the scheduled
interrupt.

Positional Parameter 2:

WAIT

Specifies that the problem program is to relinquish control until the specified
time interval expires, at which time control is returned to the point immediately
following the SETIME macroinstruction.

if omitted, the requesting program retains program control. When the time interval
expires, the timer island code is activated.

Positional Parameter 3:
M

Specifies that the time interval entered as positional parameter 1 is expressed in
milliseconds.

Specifies that the time interval entered as positional parameter 1 is expressed in
seconds.

If omitted, the parameter S is assumed.
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2.3.2.2. Continue Processing until Interrupt

If you omit the WAIT parameter, the task retains program control and continues processing
at the instruction immediately following the SETIME macroinstruction. When the time
interval elapses, the timer island code for this task is executed. For example, the

instruction:
1 10 16
SETIME 34,.S
next instruction
or

SETIME 30
next instruction

requests a timer interrupt in 30 seconds. The task continues processing until the 30-
second time interval elapses; then the timer island code is executed.

If you want to specify an interval smaller than a second, the instruction:

SETIME 260, .M
next instruction

requests a timer interrupt in 200 milliseconds. The task continues processing until the
200-millisecond time interval elapses; then the timer island code is executed.
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Figure 2-2 is an example of the use of the SETIME macroinstruction to request an
interrupt in 25 seconds so that a time of 25 seconds can be placed on the computation
that follows.

1 10 16 72
1. 1* TIMER EXAMPLE - LIMIT COMPUTE LOOP TO 25 SECONDS
2. |
3. | ESTABLISH TIMER ISLAND CODE TO HANDLE INTERRUPT
4, STXIT IT,!ILANDCOD, ICSAVE
5. |* START TIMING INTERVAL
6. SETIME 25,.S TWENTY FIVE SECONDS
7. 1" START OF COMPUTE LoOOP
8. | COMPUTE EQU *
9. (* TEST TO SEE IF TIME LIMIT HAS BEEN EXCEEDED
10. ™ FLAGBYTE,TIMEFLAG TEST IF FLAG WAS SET BY ISLAND CODE
11. BO TOOLONG BRANCH IF FLAG IS SET
12.
13. computation occurs here
14.
15. c X,Y TEST T0 SEE IF COMPUTATION 1S DONE
16. BNE COMPUTE LOOP BACK IF NOT
17.}° NORMAL EXIT FROM COMPUTE LOOP
18. STXIT T DISABLES ISLAND CODE
exit routine
19.1" ERROR IF COMPUTATION NOT DONE BEFORE TIME ELAPSES
20. | TOOLONG EQU y
21. STXIT T DISABLES ISLAND CODE
22" PRINT ERROR MESSAGES, ETC
23.
24. . error print routine
25. .
26.| " TIMER ISLAND CODE — ACTIVATED WHEN TIME ELAPSES
27 .| ILANDCOD EQU *
28. ol FLAGBYTE, TIMEFLAG SET FLAG
29. EXIT IT
30.( " WORK AREAS
3J1.| ICSAVE DS 18F REGISTER SAVE AREA REQUIRED
32 .| FLAGBYTE DC X686’ INITIALLY ZERO
33.1TIMEFLAG EQU X‘g1’ BIT =1 WHEN TIME ELAPSES

Figure 2—2. Example of SETIME Macroinstruction

Line 4 links the timer island code (lines 27 to 29} which sets a flag when the time interval
expires. Line 6 requests an interrupt in 25 seconds and the compute routine (lines 8 to 16)
is entered. Line 18 is the normal exit which occurs if computation is completed before the
time elapses. Lines 20 to 25 are the error routine which is executed if the time elapses
before the computation is completed.
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2.3.2.3. Wait for Interrupt

If you use the WAIT parameter, the task suspends processing and program control is
transferred to the next available task. When the time interval elapses, program control is
returned to the next instruction in the task immediately following the SETIME
macroinstruction. For example, the instruction:

1 10 16

SETIME 30 ,WAIT
~next instruction after interrupt

requests a timer interrupt in 30 seconds. The task is suspended until the 30-second time
interval elapses, then processing continues with the next instruction. This instruction
could be used following a message to the console operator or a question to a user at a
remote terminal allowing a period of time (in this case, 30 seconds) to reply or to enter
additional data.

2.3.2.4. Cancel a Previous Timer Interrupt Request

To cancel a previous timer interrupt request, simply use the SETIME macroinstruction
without parameters. For example:

SETIME 34090, .M
next instruction

D O W N

SETIME

Line 1 requests activation of interval timer island code in 300 milliseconds. Line 6 cancels
the request.

2.4. PROGRAM LINKAGE

A program may consist of several phases or routines produced by an assembler, compiler,
or other language translator, and then combined by the linkage editor. Control can be
passed from one routine to another within the program. This is referred to as direct
linkage. Linkage can proceed through as many levels as necessary. During the execution
of a job step, a routine (referred to as the calling program) passes control to another
routine (the called program), which can in turn become the calling program passing control
to a third routine (the called program), etc. This branch and linking process requires that
the contents of certain registers be saved, then restored, so that control can be returned to
the calling program.
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The following macroinstructions are used for direct linkage:
®  CALL/VCALL
Calis a program module and gives it control.
®  ARGLST
Generates an argument (parameter) list.
= SAVE
Saves the contents of specified registers.
= RETURN
Restores registers and returns control.

The CALL and VCALL macroinstructions can also be used to pass parameters from the
calling program to the called program.

2.4.1. Linkage Register Conventions

During the direct linkage process, certain registers are used for specific purposes to avoid
conflicts in register use. These registers and their uses in the linkage procedure are:

®  Register O - Reserved for system use
®  Register 1 - Parameter or parameter list register
Register 1 is used for passing parameters between linked programs (each parameter
is four bytes long and is aligned on a word boundary). This register is loaded with the
parameter to be passed, or, in the case of a parameter list, the address of the first
parameter in the list. The last parameter in a parameter list has its sign bit set to 1.
®m  Registers 2 through 12 - Free registers
These registers are never used or referenced by the direct linkage macroinstructions.
®  Register 13 - Save area register
If a save area is provided for the called program by the calling program (for temporary
register storage), the address of the save area, which must be aligned on a full-word
boundary, is loaded in register 13 by the calling program.

®  Register 14 - Return address register

This register is loaded by the calling program with the address to which control
should be returned following the execution of the called program.
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m  Register 15 - Entry point register

This register is loaded by the calling program with the address of the entry point in
the called program. This register can be used to provide initial addressability in the
called program.
2.4.2. Linkage Procedure
The calling program establishes direct linkage with another program by means of the CALL
or VCALL macroinstruction. If registers are used in the called program (other than O, 1,
and 15), the SAVE macroinstruction must be used to save their content. The RETURN
macro is used to return control to the calling program.

The calling program is responsible for the following:

m  Loading register 13 with the address of a 72-byte save area (if one is required by the
called program). The save area must be aligned on a full-word boundary.

®  |oading the parameter register, if necessary.
®m  |oading register 14 with the return address.

® | oading register 15 with the entry point in the called program.

The called program is responsible for the following:

®  Saving the content of all registers used by it, with the exception of registers O, 1, and
15 which are considered volatile. The contents of registers are saved in the area
addressed by register 13.

®  Following its execution, the called program must reload the saved registers and
transfer program control to the return address loaded in register 14 by the called
program.

You can have the CALL, VCALL, SAVE, and RETURN macroinstructions perform the
linkage functions for you. Or, if you prefer, depending on how you code the parameters in
the SAVE and RETURN macroinstructions, you can perform some of these functions
yourself.

If you use the SA parameters in the SAVE and RETURN macroinstructions, the macro
establishes a save area and loads the address of the save area into register 13. If you do
not use the SA parameters, you must establish the save area in the calling program and
load the address of the save area into register 13 before issuing the CALL or VCALL
macroinstruction.

If you use the COVER and COVADR parameters in the SAVE macroinstruction, the macro
loads the base register addresses. If you do not use the COVER and COVADR parameters,
you must perform your own base register loading.




UP-8832 SPERRY UNIVAC 0S/3 2-27
SUPERVISOR MACROINSTRUCTIONS

2.4.3. Register Save Area

A save area is established by one program (the calling program) for use by a second
program (the called program). If the called program finds it necessary to use any of
registers 2 through 14, thereby destroying their contents, the called program must store
the original contents of these registers in the save area provided by the calling program
before using them. The called program itself can be a calling program, and must provide a
save area for its called program (the third program in the chain). Any number of programs
can be chained together in this manner. It is not necessary to have a save area in the last
program of a chain.

Standard register save areas are used with the CALL, VCALL, SAVE, and RETURN
macroinstructions. Note that this register save area is different from the save area used
with island code linkage for register and PSW storage (described in 2.5).

The format of the register save area is shown in Figure 2-3 and further explained in Table
2-1.

Word Byte Content
1 0 RESERVED FOR SYSTEM USE
2 4 SAVE AREA BACKWARD LINK ADDRESS
3 8 SAVE AREA FORWARD LINK ADDRESS
4 12 CALLING PROGRAM RETURN ADDRESS
5 16 CALLED PROGRAM ENTRY POINT ADDRESS
6 20 REGISTER O
7 24 REGISTER 1
8 28 REGISTER 2
9 32 REGISTER 3
10 36 REGISTER 4
1" 40 REGISTER 5
12 44 REGISTER 6
13 48 REGISTER 7
14 52 REGISTER 8
15 56 REGISTER 9
16 60 REGISTER 10
17 64 REGISTER 11
18 68 REGISTER 12
NOTE:

Each word in the save area is aligned on a full-word boundary.

Figure 2—3. Register Save Area Format
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Table 2—1. Register Save Area

Word Content
1 Reserved for system use.
2 if zero, indicates the first save area of a chain. Otherwise, this is the address of the save area used by the

calling program which is located in the higher level program that called the calling program. For example,
bytes 4—7 of SAVE B (a save area in program B for the use of program C) contains the address of SAVE A
(a save area in program A for the use of program B). It is the responsibility of the calling program to store
the backward link address in this field from register 13 before loading the current save area address in
register 13.

3 If zero, indicates the last save area in a chain. Otherwise, this is the address of the save area in the most
recently called program. It is the responsibility of this called program to store the save area address in this
field before calling a lower level program.

4 The address in the calling program (as loaded in register 14) tc which control is to be returned. This address
must be stored in this field by the called program if that program intends to alter the contents of register
14. .
5 The entry point address of the called program (as stored in register 15) to which control is to be transferred.

This address must be moved to this field by the calling program.

6to8 A storage area provided to contain the contents of registers O through 12. The called program determines
the number of registers, if any, to be saved.

2.4.4. Call a Program (CALL/VCALL)

The CALL and VCALL macroinstructions pass control from a program to a specified entry
point in another program. They are written in the calling program to establish linkage with
a called program. CALL is used to establish a direct linkage with a program already in
main storage. It loads an A-type address constant and branches. VCALL is used to
establish a V-CON type linkage with a program not necessarily in main storage. It loads a
V-type address constant and branches. No SVCs are generated by either macroinstruction.

The CALL or VCALL entry point need not have a manually coded EXTRN. All other labels
used on these calls, which appear outside the assembly, must have manually coded
EXTRNSs.

You can use positional parameter 2 of the CALL or VCALL macroinstruction to pass
parameters from the calling program to the called program. In this case, you can enter the
parameters themselves, enclosed in parentheses; the macro expansion will generate a
parameter list in the required format. Or, you can enter the address of a parameter list
defined elsewhere in your program in the format required by the macro.

Another convenient method is to use the ARGLST macroinstruction to generate this list for
you. You then enter the symbolic address of the macro call as positional parameter 2 of
the CALL or VCALL macroinstruction.
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Format:
LABEL |AOPERATIONA ‘ OPERAND
[symbol] {CALL } {entry-point} ,f(param-1,..., param-n)
VCALL (15) list-address
(1)

Positional Parameter 1:

entry-point
Specifies the symbolic address of the entry point in the called program to which
program control is to be given.

(15)
Indicates that register 15 has been preloaded with the address of the called
program.

Positional Parameter 2:

(param-1,...,param-n)

Specifies one or more parameters to be passed to the called program. These
parameters are written enclosed in parentheses, and are included in the CALL or
VCALL macro expansion in the same sequence as entered on the call line. Each
parameter is considered as one full word and is aligned on a full-word boundary.
The three low order bytes of each generated word contain the address of a
parameter. To mark the end of the parameter list, the sign bit of the last
parameter in the list is set to 1. The address loaded in register 1, prior to control
being transferred to the called program, is the address of the first parameter in
the list.

The parameter entries can represent actual values. However, for compatibility with
higher-level languages, this parameter is usually used to pass address constants to
the called program.

list-address
Specifies the symbolic address of a user-defined parameter list. You can define
the list in the required format, or you can use the ARGLST macroinstruction to
generate the list for you.

(1)
Indicates that register 1 has been preloaded with the address of the parameter
list.

If omitted, no parameters are assumed.
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Examples:

1 10 16

CALL TEST,(ADDR1,ADDR2,ADDR3)
CALL TEST,TSTADR

CALL SINE, (1)

CALL - (15).(1)

2.4.5. Generate an Argument List (ARGLST)

The ARGLST macroinstruction generates an argument list (list of parameters) in the format
required by the CALL/VCALL macroinstruction.

This is a declarative macroinstruction and must not appear in a sequence of executable
code.

Format:
LABEL |AOPERATIONA | OPERAND
symbol l ARGLST l param-1,..., param-n

Positional Parameter 1:

symbol
Specifies the symbolic address of the generated parameter list. This name can be
used in the CALL/VCALL macroinstruction to refer to the parameter list.

param-1,..., param-n
Specifies one or more parameters to be included in the parameter list generated
by this macro.

Example:

TSTADR ARGLST ADDR1,ADDR2,ADDR3

2.4.6. Save Register Contents (SAVE)

The SAVE macroinstruction is written at the entry point of the called program. It saves the
contents of the calling program registers, loads one or more base registers, establishes
addressability, and sets the linking pointers of the save areas. All code is generated inline
with no inner subroutine calls or SVCs.
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. Format:

LABEL AOPERATIONA OPERAND

[symbol] SAVE [(rl,r2)] [.T] [LCOVER={r
(rl,r2,..., rn)

[,COVADR={base-addr}] [.SA=savearea-name]

Positional Parameter 1:

(r1,r2)

Specifies that the registers designated in r1 through r2 are to be saved in the
calling program save area. The registers are always stored in their respective
fields of the save area. For example, if register 2 is specified, it is stored in word
8. All combinations of valid r1 and r2 register addresses are acceptable. If r1 >
r2, the register addresses wrap around from 15 to O. If register 13 is included
within this range, it is ignored, However, if the SA keyword parameter is coded,
the contents of register 13 are stored in the save area specified.

If omitted, no registers are saved by this parameter.
. Positional Parameter 2:
Specifies that if the return and entry point registers (14 and 15) are not saved by
positional parameter 1, these registers are to be stored in the calling program
save area in words 4 and 5.
If omitted, registers 14 and 15 are not saved by this parameter.
Keyword Parameter COVER:

The COVER and COVADR keyword parameters are used to establish addressability.
The values specified by COVADR are loaded in the registers specified by COVER.

COVER=r
Specifies the register designated as base register for the called program.

COVER=(rl,r2,..., rn)
Specifies the registers to be designated as base registers. A total of nine
registers can be designated.

If omitted, register 15 is assumed to be the base register.




UP-8832 SPERRY UNIVAC 0S/3 2-32
SUPERVISOR MACROINSTRUCTIONS

Keyword Parameter COVADR:

COVADR=base-addr
Specifies the base address for the called program. If only one register is specified
by the COVER keyword parameter, this base address is loaded in that register. If
several registers are specified by the COVER keyword parameter, they are
successively loaded with 4096 increments of COVADR. A USING statement is
generated indicating the base address and all cover registers, regardless of
whether this parameter is specified or omitted.

If omitted, the base address is assumed to be the address of this SAVE
macroinstruction, that is, the contents of the location counter at the time this
macroinstruction is assembled.

Keyword Parameter SA:

SA=savearea-name
Specifies the symbolic address of a 72-byte register save area. This address is
loaded into register 13 after register 13 (which is assumed to contain the
address of a previous save area if there is one) is stored in word 2 of the save
area. This process provides linkage to a higher level save area if there is one.

If omitted, register 13 is unaltered.

Examples:

1 10 16

SUB SAVE (14,12),,COVER=12
SAVE (14,12),,SA=SAVEAREA,COVER=18
SAVE (14,12),,COVADR=SUB2,SA=AREA

2.4.7. Restore Registers and Return (RETURN)
The RETURN macroinstruction is written at the exit point of the called program. It restores
the contents of the calling program registers, branches back to the calling program, and

reserves storage for the current save area. All code is generated inline with no inner
subroutine calls or SVCs.

Format:

LABEL I AOPERATIONA | OPERAND

*

[symboll RETURN l [(rl,r2)] [.T] [,SA={savearea-name}]
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Positional Parameter 1:

(rl,r2)

Specifies that the registers designated in r1 through r2 are to be restored from
the calling program save area. The address of the save area is assumed to be in
register 13. All combinations of valid r1 and r2 register addresses are acceptable.
f r1 > r2, the register addresses wrap around from 15 to O. If register 13 is
included within this range, it is ignored. However, if the SA parameter is coded,
register 13 is reloaded from word 2 of the save area before the registers are
restored.

if omitted, no registers are restored by this parameter.

Positional Parameter 2:

Specifies that if the return and entry point registers (14 and 15) are not restored
by positional parameter 1, these registers are to be restored from the calling
program save area (words 4 and 5).

If omitted, registers 14 and 15 are not saved by this parameter.

Keyword Parameter SA:

The SA keyword parameter creates a 72-byte save area, or else it indicates that you
have created the save area elsewhere in the routine. It reloads register 13 (from word
2 of this program’s save area) with the pointer to the calling program’s save area. It
generates a branch via register 14 as the last executable instruction.

SA=savearea-name

Specifies the symbolic address of a 72-byte register save area to be created by
this macroinstruction.

SA="*
Specifies that you have defined a save area elsewhere in the routine.

If omitted, a save area is not created by this macroinstruction, and register 13 is
unaltered.

Examples:

1 10 16

RETURN (14,12)
RETURN (14,12),7,S8A="
RETURN (14,12),,SA=SAVEAREA
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2.5. ISLAND CODE LINKAGE

Your program may be interrupted at any time for a variety of reasons. Supervisor
macroinstructions are available that let you handle four of these interrupts:

1. Program Check - An operation in your program causes a program check interrupt,
such as an addressing error, arithmetic overflow, or operation exception.

2. Interval Timer - A time interval, which you specified using the SETIME
macroinstruction (WAIT parameter omitted), elapses.

3. Abnormal Termination - An error occurs that makes continuation of your program
impossible.

4. Operator Communication — The operator entered an unsolicited message at the
system console or workstation.

To handle these interrupts, you must write closed routines, called isfand code, and link
these routines to tasks in your program. When one of these interrupts occurs, the
supervisor stores the contents of the program status word (PSW) and general registers,
and then transfers control to your island code routine. If you elect to resume processing
the interrupted task, the supervisor uses this stored information to return control to the
task at the point of interrupt.

The purpose of the program check, interval timer, and operator communication island code .
routines is to handle program contingencies or to notify your program that the interrupt

has occurred. In the case of abnormal termination, the function of your island code routine

is to terminate either a task or a job step rather than the entire job (normal procedure for

abnormal termination if there is no abnormal termination island code routine).

The supervisor provides two macroinstructions that automatically generate the linkages
between your island code routine and your program. The macroinstructions are:

® STXIT

Attach and detach your island code routine.
= EXIT

Exit from your island code routine.

You must use the STXIT macroinstruction in your program to attach your island code
routines to your tasks. You use the EXIT macroinstruction in your program check, interval
timer, and operator communication island code routines to return control to the
interrupted task. Do not use the EXIT macroinstruction in the abnormal termination island
code routine. Instead, use:

= a DETACH macroinstruction to detach the task;

n a DUMP or EOJ macroinstruction to terminate the job step; or

® a CANCEL macroinstruction to terminate the job.
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2.5.1. Attaching Island Code to a Task (STXIT)

You use the STXIT macroinstruction to attach island code routines to a task. An important
point to remember is that STXIT only sets up the linkage, it does not call in the island code
routine. Control passes to the island code routine only when the interrupt for which it was
written occurs.

There are two formats for the STXIT macroinstruction. One is for program check, abnormal

termination, and interval timer island code routines; and one is for operator
communication.

2.5.1.1. Attaching Program Check, Abnormal Termination, and Interva! Timer
Island Code

Function:
This form of the STXIT macroinstruction establishes or terminates linkage between
your task and the user island code routine specified by the parameters. If only
parameter 1 is supplied, the previous linkage with the island code specified is
terminated.
If a program check or an abnormal termination condition occurs for which no linkage
is provided, the task is terminated. If the task is a primary task, the entire job is
terminated; if it is a subtask, only the subtask is terminated.
If a timer interrupt occurs for which no linkage is provided, the interrupt is ignored.

Format:

The format for the STXIT macroinstruction when it is used for program check,
abnormal termination, or interval timer island code linkage is:

LABEL AOPERATIONA | OPERAND

[symbol] STXIT {:g}[,{c(erll';ry-point},{z;\;e-area}]

17

Positional Parameter 1:

PC
Establishes linkage with the program check island code routine.

AB
Establishes linkage with the abnormal termination island code routine.
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'
Establishes linkage with the interval timer island code routine.

If only positional parameter 1 is specified, the previous linkage with the particular
user island code routine is terminated; otherwise, a linkage is established.

Positional Parameter 2:

entry-point
Specifies the symbolic address of the entry point of the user island code routine
that processes the interrupt.

(1)
Indicates that register 1 has been preloaded with the address of the entry point.

If positional parameters 2 and 3 are omitted, the previous linkage with the island code
specified in positional parameter 1 is terminated.

Positional Parameter 3:

save-area
Specifies the symbolic address of an 18-word save area for PSW and general
register storage. This save area must be aligned on a full-word boundary. The
format for the save area is:

Byte
0 PSW save area
8
~L  register save area ,_L
T (registers 0-15) T
68

(9)
Indicates that register O has been preloaded with the address of the save area.

If positional parameters 2 and 3 are omitted, the previous linkage with the island code
specified in positional parameter 1 is terminated.

As you can see from the format, parameters 2 and 3 are indicated as being optional. They
are shown this way only because these parameters are omitted when you use the STXIT
macroinstruction to detach an island code routine (2.5.2). Remember, when attaching an
island code routine, you must specify parameters 2 and 3; when you detach an island code
routine, you must omit them. Examples of the STXIT macroinstruction for program check,
abnormal termination, and interval timer are shown in 2.5.5, 2.5.6, and 2.5.7.
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. 2.5.1.2. Attaching Operator Communication Island Code

Function:

This form of the STXIT macroinstruction establishes or terminates linkage between -
your task and the operator communication island code specified by the parameters. If

only parameter 1 is supplied, the previous linkage with the operator communication
island code is terminated.

If an unsolicited console message interrupt occurs for which no linkage is provided,
the interrupt is ignored and the operator is notified.

Format:

The format for the STXIT macroinstruction when it is used for unsolicited operator
communication linkage is:

LABEL | AOPERATIONA | OPERAND

[symbol] STXIT

OC[,{entry-point,save-area,msg-area,Iength}]
(1)

Positional Parameter 1:

0c
Establishes linkage with the operator communication island code routine.

If only positional parameter 1 is specified, the previous linkage with the operator
communication island code routine is terminated; otherwise, a linkage is established.

Positional Parameter 2:

entry-point
Specifies the symbolic address of the entry point of the operator communication
user island code routine that processes the interrupt.

(1)
Indicates that register 1 has been preloaded with the address of a 4-word table
containing parameters 2, 3, 4, and 5 in the following format:

Byte

0 save area address

4 entry point address

8 message area address -
. 12 message area length
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Positional Parameter 3:

save-area
Specifies the symbolic address of an 18-word save area for PSW and general
register storage. This save area must be aligned on a full-word boundary. The
format for the save area is:

Byte
0 PSW save area
8
~  register save area e
/T—’ . -
(registers 0-15)
68

Positional Parameter 4:
msg-area
Specifies the symbolic address of an input area reserved for unsolicited
messages from the operator.

Positional Parameter 5:

length
Specifies the length (in bytes) of the message area. The size of the area can be
from 1 to 60 bytes; any message exceeding the specified length is truncated,
while any message smaller is left-justified and space-filled.

2.5.2. Detaching Island Code from a Task (STXIT)
Function:

This form of the STXIT macroinstruction terminates linkage between your task and
the user island code routine specified by the parameter.

Format:
LABEL AOPERATIONA OPERAND
[symbol] STXIT PC

AB
1T
0cC
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. Positional Parameter 1:

PC
Terminates linkage with the program check island code routine.

AB
Terminates linkage with the abnormal termination island code routine.

T
Terminates linkage with the interval timer island code routine.

0cC
Terminates linkage with the operator communication island code routine.

The specific island code routine remains in the program, but it is not entered the next time
that type of interrupt occurs. Later in the program, if you want to attach the island code
routine again, use the STXIT macroinstruction with the same parameters or with other
appropriate parameters. You may want to link another set of island code to the same task,
in which case you would detach the old routine and attach the new. Remember, except for
program check and interval timer island code in a multitasking environment, there can
only be one current island code routine of one type in a job step, that is, one island code
routine of one type currently linked to the task.

. 2.5.3. Island Code Entrance

As we have described earlier, you attach your island code routine with the STXIT
macroinstruction, specifying the type of island code routine, the routine’s entry point, and
a save area. When the event occurs for which your routine was written, the instruction
being executed at that time completes, and the PSW and the general register contents are
stored in the save area. Control is then transferred to your island code routine. If the last
instruction in the routine is an EXIT macroinstruction, the supervisor uses the stored PSW
and general register contents to return control to the interrupted task at the instruction
following the point of interrupt.

Program check, abnormal termination, and interval timer island code routines receive
control under the task control block (TCB) of the task, or subtask, causing the interrupt.
Operator communication island code routines receive control under the TCB of the primary
task. When your island code routine is activated, the contents of the PSW and the register
save area of the TCB are moved to the island code routine’'s save area. Your island code
routine should not change entries in this save area. If it does, the state of the system and
your program is different after the interrupt is processed than it was before the interrupt
occurred. You may not be able to resume program execution or you may get erroneous
results. Floating point registers are undisturbed from the time of interrupt; however, any
changes made during island code routine execution are returned to the interrupted task.
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For abnormal termination, interval timer, or operator communication island code .
processing, registers saved by the system in an island code save area should never be

depended upon or changed by your job. Usually it makes no difference; however, if two or

more interrupts for different types of island code are received at about the same time, an

island code save area may not have your PSW and registers, but rather another island

code’s PSW and registers. These rules do not apply to the PC island code. It is always safe

to look at the PC island code PSW and register save area.

Your island code routines are given control by the task switcher even though the
associated task is in a wait state. This override wait {e.g., wait for 1/0 synchronization,
wait for interval timer, task pause, PAUSE console commands) is referred to as island code
override and remains in effect during island code execution.

For example, assume that you have written an island code routine to handle operator
communications, your task has issued a wait for an 1/0 operation, and the operator enters
an unsolicited message at the system console. The island code routine is entered
immediately, regardless of whether the wait has been completed. When you exit from the
island code routine, the island code override is removed; but if the 1/0 wait is still set,
your program cannot return to the interrupted task until the /0 operation has completed.

As you know, the purpose of an island code routine is to handle an interrupt immediately.
Consequently, functions that cause a task to be put in a wait state (WAIT macroinstruction
and certain data management imperative macroinstructions such as GET or PUT, TYIELD
macroinstruction, SETIME macroinstruction) should not be placed in an island code
routine. If they are, they can defeat the purpose of the island code routine; that is, they
prevent an interrupt from being handled immediately. To illustrate this, assume that you
included a wait in an island code routine and it was followed by an EXIT macroinstruction.
Control would be immediately transferred to the interrupted task even though the wait in
the island code was still set. If another interrupt occurred, control is not transferred from
your task to your island code routine until the wait within the island code routine is
completed.

2.5.4. Island Code Exit (EXIT)

At the close of your island code routine, you can:

m  use the EXIT macroinstruction to return control to the interrupted task; or

m  use the DETACH, EOJ, DUMP, or CANCEL macroinstruction to terminate the task.
The normal procedure for program check, interval timer, and operator communication

island code is to return control to the interrupted task. You do this by coding the EXIT
macroinstruction as the last executable instruction of the island code routine.
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2.5.4.1. Exiting from Program Check and Operator Communication Island Code

Function:

This format of the EXIT macroinstruction is used for program check and operator
communications island code. The macroinstruction terminates the user island code
routine, restores the contents of the registers and the PSW, and returns program
control to the point immediately following the interrupt. This macroinstruction must
be the last executable instruction within the island code routine.

Format:
LABEL | AOPERATIONA | OPERAND
[symbol} EXIT

{oc!

Positional Parameter 1:

PC
Specifies that exit is from the program check island code routine.

0c
Specifies that exit is from the operator communications island code routine.

2.5.4.2. Exiting from Interval Timer Island Code

Function:

This format of the EXIT macroinstruction is used for interval timer island code. The
macroinstruction terminates the user island code routine, restores the contents of the
registers and the PSW, and returns program control to the point immediately
following the interrupt. If positional parameter 2 is specified, the interval timer is set
to the specified value before program control is returned to the task. When the
specified time interval elapses, the timer island code is again executed. This
macroinstruction must be the last executable instruction within the island code
routine.

Format:

LABEL AOPERATIONA OPERAND

[symbol] EXIT IT[,{timer;;l)\terval}] [%}]

Positional Parameter 1:

T
Specifies that exit is from the interval timer island code routine.
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Positional Parameter 2;

timer-interval
Specifies the interval of time that must expire beofre the timer island code is
again activated. This interval is expressed either in seconds or milliseconds,
depending on the entry in positional parameter 3. The maximum value that may
be entered as positional parameter 1 is 4095,,. To specify a value greater than
4095,, enter (1) as positional parameter 1 and preload register 1 with the
required time interval value.

The effect of this parameter is the same as if you had issued your own SETIME
macroinstruction immediately before the EXIT. If you had done that, however, an
interrupt occurring between the SETIME and EXIT macroinstructions could
possibly take control away from you long enough for your SETIME to expire and
cause an error (referenced island code in busy state). To avoid this possibility,
you should only reset the interval timer either when the EXIT macroinstruction is
issued or by a SETIME macroinstruction issued outside the timer island code.

(1)
Indicates that register 1 has been preloaded with the time interval value.

If omitted, the interval timer is reset by this macroinstruction.

Positional Parameter 3:

Specifies that the time interval entered as positional parameter 2 is expressed in
milliseconds.

Specifies that the time interval entered as positional parameter 2 is expressed in
seconds.

If omitted, parameter S is assumed.

2.5.4.3. Exiting from Abnormal Termination Island Code

You do not have the option to return to the interrupted task from abnormal termination
island code. However, you do have a choice of four macroinstructions. You may use the
DETACH, EQOJ, DUMP, or CANCEL macroinstruction. The use of these macroinstructions to
terminate abnormal termination island code is described in 2.5.6.

2.5.5. Program Check

Your program check island code routine receives control as the result of a hardware

program check interrupt. The island code routine gains control at the entry point specified

in the STXIT macroinstruction in your program that linked the island code to the task. At

this time, the least significant eight bits of register O contain an error code and register 1 .
contains the address of the event control block (ECB) of the task causing the interrupt. A

value of zero in register 1 indicates a primary task, otherwise it is the address of the ECB

of a subtask. All other registers are as they were when the task was interrupted.
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The program check error code returned in register O does not necessarily indicate an error
condition since occurrences such as arithmetic overflow can cause the interrupt. These
codes, which range from hexadecimal O1 to OF, are listed and described in the system
messages programmer/operator reference, UP-8076 (current version).

Program check island code enables you to take some corrective action so that a program
check interrupt does not cause abnormal termination of the job step. You can take
whatever action is necessary to correct the situation, then return to the interrupted task by
executing the EXIT macroinstruction.

If a program check interrupt is caused by a task for which there is no program check
island code routine, or the island code routine was detached using a STXIT
macroinstruction with only the first parameter, the task enters abnormal termination
island code with an error code of hexadecimal 20. If there is no abnormal termination
island code to handle the situation, the task is abnormally terminated. When the task is a
primary task, the entire job is terminated; when it is a subtask, only the subtask is
terminated.

Let us look at how you would use the STXIT macroinstruction with symbolic addresses.
Figure 2-4 illustrates this.

1 10 16
1. LR R3,R7
2.
3.
4. .
5. MH R3,TRAJ
6. | PCOVFL STXIT PC,AROVFL,PC1
7. ST R3,MAXTRAJ
8.
9.
10. .
11. L R6,MAXWGT
57 .1 AROVFL c R1,TESTA
58.
59 . . island code routine
60. .
61. EXIT PC
62.] PC1 DS 18F

Figure 2—4. Example of Program Check Island Code Linkage Using Symbolic Addresses
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In this example, we've coded a program check STXIT in line 6. The entry point address is
AROVFL and the save area address is PC1. The STXIT macroinstruction is not part of the
island code routine, nor does it call the island code routine. It only attaches the island
code routine to the task. The island code routine is coded in lines 57 through 61. You
should place the island code routine in the nonexecutable portion of your program.
Nothing, however, prevents you from coding it inline in your program. If you do this, you
must unconditionally branch around the island code routine. The reason for this is that
you want the island code routine executed only when a program check interrupt occurs,
not every time it is encountered in the main line of your program. Line 62 reserves the
main storage save area needed by the island code routine.

From the format, you can see that you can also code STXIT using register addresses
instead of symbolic addresses. Let’s take a look at the same program using the alternate
method of coding STXIT, as shown in Figure 2-5.

1 10 16
1. LR R3,R7
2.
3.
4. .
5. MH R3,TRAJ
6. LA R1,AROVFL
7. LA RG,PC1
8. |PCOVFL STXIT PC,(1),(8)
9. ST R3,MAXTRAJ
10.
11.
12.
13. L R6 ,MAXWGT
59.1 AROVFL c R1,TESTA
60.
61. . island code routine
62. .
63. EXIT PC
64.1PC1 DS 18F

Figure 2—5. Example of Program Check Island Code Linkage Using Register Addresses

Except for three lines of coding, the programs are identical. In order to use register
addresses in the STXIT macroinstruction, you must preload them. Register 1 must be
preloaded with the entry point address (line 6) and register O with the save area address
(line 7). When you code the STXIT macroinstruction in line 8, you simply write the register
numbers as shown in the format.
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When the STXIT macroinstruction is encountered, the supervisor takes the addresses in
registers O and 1 and stores them in a control table. These entries in the control table are
referenced when the interrupt occurs and the island code routine is needed. Once the
addresses in the registers are stored, these registers are freed. It is advisable to code the
load address instructions immediately preceding the STXIT macroinstruction because these
registers are frequently used by the system and their contents are dynamic. Other than
the exceptions just noted, the points brought out in the previous example about island
code routine placement and reserving main storage still apply.

2.5.6. Abnormal Termination

Abnormal termination island code is similar to program check island code in that an
interrupt can occur at any time during the execution of the task; however, the action to be
taken differs radically. Your program check island code routine must return control to the
interrupted task; your abnormal termination island code routine cannot.

Abnormal termination island code receives control when a task enters cancel processing.
The cancel can be either intentional (execution of a CANCEL macroinstruction) or
unintentional, as with a system-imposed cancellation due to a software detected error.
This permits you to intervene to prevent the abnormal termination of a job. For example,
the operating system can abnormally terminate a job because of a physical IOCS error.
Instead, you may prefer to terminate the job step in error, but process the next job step of
the job. Or, in the case of a subtask causing the abnormal termination interrupt, you may
want to detach only the subtask in error and continue processing the remaining active
subtasks or the primary task.

Your abnormal termination island code gains control at the entry point specified in the
STXIT macroinstruction that linked the island code routine to the job step. At this time, the
least significant 12 bits of register O contain an error code, and register 1 contains the
address of the ECB of the task causing the cancellation. A value of O in register 1
indicates a primary task; otherwise, it is the address of the ECB of a subtask.

The error codes that may cause cancellation are listed and described in the system
messages programmer/operator reference, UP-8076 (current version). Because you cannot
return to the interrupted task, you cannot use the EXIT macroinstruction to exit from
abnormal termination island code. Instead, you may use any of the following
macroinstructions to terminate the task:
m  DETACH

Terminate the task or subtask normally.
= EOJ

Terminate the job step normally.

= DUMP

Print out the job region contents and terminate the job step normally.
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s CANCEL

Print out the job region contents and terminate the job abnormally.

The EOJ macroinstruction is described in 2.2.4, CANCEL in 2.2.5, DUMP in 7.1.2, and
DETACH in 5.3.3.

If an abnormal termination interrupt is caused by a task for which there is no abnormal

 termination island code routine, or the island code routine was detached, the task is
abnormally terminated. If the task is a primary task, the entire job is terminated; if it is a
subtask, only the subtask is terminated.

If a program check interrupt is caused by a task for which there is no program check
island code routine, or the island code routine was detached, the task enters the abnormal
termination island code routine with an error code of hexadecimal 20. If there is no
abnormal termination island code routine or the island code routine was detached, the job
is abnormally terminated.

Figure 2-6 is an example of how you use the STXIT macroinstruction to attach the
abnormal termination island code routine to your task. Note that in this case we have
chosen to use the DUMP macroinstruction to exit from the island code routine.

1 10 16
1. LR R4 ,R6
2.
3.
4. .
5. STXIT AB,ABENTRY,LABSAVE
6.
7.
8. .
9. | RDREC GET DATAFIL,PARNAM
40 .| ABENTRY C RO, TESTCODE
42. .
43 . island code routine
44 . DUMP 369
45 .1 ABSAVE DS 18F

Figure 2—6. Example of Abnormal Termination Island Code Linkage Using Symbolic Addresses

In this example, we've coded an abnormal termination STXIT macroinstruction in line 5.

The entry point address is ABENTRY and the save area address is ABSAVE. As we

mentioned earlier, the STXIT macroinstruction is not part of the island code routine. The

island code routine, which is coded in lines 40 through 44, is executed only when an .
abnormal termination interrupt occurs. Line 45 reserves the main storage save area

needed by the island code routine.
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2.5.7. Interval Timer

Your interval timer island code routine receives control as the result of a timer interrupt
requested by a SETIME macroinstruction in your program written without the WAIT
parameter.

When the time interval specified in the SETIME macroinstruction elapses, your interval
timer island code routine gains control at the entry point specified in the STXIT
macroinstruction that linked the island code routine to the task. At this time, register O is
cleared to O, and register 1 contains the address of the ECB of the task for which the time
interval elapsed. A value of O in register 1 indicates a primary task; otherwise, it is the
address of the ECB of a subtask. All other registers are as they were when the task was
interrupted.

To exit from your interval timer island code routine, use the EXIT macroinstruction to
return to the interrupted task.

Remember, there must be a SETIME macroinstruction without the WAIT parameter to
request an interval timer interrupt, and a STXIT macroinstruction in the same task to
attach the task to the island code routine that handles the interrupt. If an interval timer
interrupt occurs in a task for which there is no interval timer island code routine, or the
interval timer island code routine was detached, the interrupt is ignored.

Figure 2-7 is an example of the use of the SETIME, STXIT, and EXIT macroinstructions
with an interval timer island code routine.

1 10 16
1. {* TIMER EXAMPLE — LIMIT COMPUTE LOOP TO 25 SECONDS
2. *
3. | ESTABLISH TIMER ISLAND CODE TO HANDLE INTERRUPT
4. STXIT IT,ILANDCOD, ICSAVE
5. 1" START TIMING INTERVAL
6. SETIME 25,.,S TWENTY FIVE SECONDS
7. * START OF COMPUTE LOOP
8. JCOMPUTE EQUf *
9. | TEST TO SEE IF TIME LIMIT HAS BEEN EXCEEDED
10. ™ FLAGBYTE,TIMEFLAG TEST IF FLAG WAS SET BY ISLAND CODE
11. BO TOOLONG BRANCH If FLAG IS SET
12.
13. computation occurs here
14.
15. C X,y TEST T0 SEE IF COMPUTATION 1S DONE
16. BNE COMPUTE LOOP BACK IF NOT
17.1° NORMAL EXIT FROM COMPUTE LOOP
18. STXIT T DETACH ISLAND CODE

exit routine

Figure 2—7. Example of Interval Timer Island Code Linkage Using Symbolic Addresses (Part 1 of 2)
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1 10 16
19.4* ERROR IF COMPUTATION NOT DONE BEFORE TIME ELAPSES
20.| TOOLONG EQU *
21. STXIT IT DETACH ISLAND CODE
22.1" PRINT ERROR MESSAGES, ETO
23.
24 . error print routine
25.
26.1 " TIMER 1SLAND CODE — ACTIVATED WHEN TIME ELAPSES
27.| ILANDCOD EQU  °* '
28. 0l FLAGBYTE,TIMEFLAG SET FLAG
29. EXIT 1T
30.1° WORK AREAS
31.11CSAVE DS 18F REGISTER SAVE AREA REQUIRED
32.| FLAGBYTE DC X988’ INITIALLY ZERO
33 I TIMEFLAG EQU X‘g1’ BIT =1 WHEN TIME ELAPSES

Figure 2—7. Example of Interval Timer Island Code Linkage Using Symbolic Addresses (Part 2 of 2)

In this example, the SETIME macroinstruction (line 6) requests a timer interrupt in 25
seconds so that a time limit of 25 seconds can be placed on the computation (lines 8 to
16) that follows. The STXIT macroinstruction (line 4) attaches the interval timer island
code routine (lines 27 to 29) to the task. The routine sets a flag when the time interval
expires. The STXIT macroinstruction is used again (lines 18 and 21) to detach the island
code routine. The EXIT macroinstruction (line 29) returns control from the island code
routine to the interrupted task. Line 18 is the normal exit from the compute loop, which
occurs if computation is completed before the timer elapses. Lines 20 and 25 are the error
routine which is executed if the time elapses before the computation is completed. Line 31
defines the save area needed when the interrupt occurs.

2.5.8. Operator Communication

Your operator communication island code routine receives control when the operator
enters an unsolicited message at the system console or workstation. He does this by
typing the job number and a zero, followed by the message text. For additional details of
the operating procedure at the system console or workstation, refer to the appropriate
operations handbook for your system. '

The use of operator communication island code routines permits the operator to enter a
message for the attention of your program at any time during the execution of a job step
without being prompted by your program. He could enter one of several predefined
messages to acknowledge an event or a condition external to your program, for example,
an infrequent request for statistics at the end of a particular job step.
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The island code routine gains control at the entry point specified in the STXIT
macroinstruction that linked the island code routine to the job step. At this time, register O
contains the length (including the character under the cursor) of the message entered by
the operator. Register 1 contains either a O, indicating that the operator communication
was initiated at the console, or a negative sign (-), indicating that the operator
communication was initiated at the workstation. (Register 1 would not contain an ECB
address because operator communication island code routines always execute under the
primary task TCB.)

To exit from the operator communication island code, use the EXIT macroinstruction to
return to the interrupted task.

if the operator attempts to enter an unsolicited message for a job step for which there is
no operator communication island code routine, or the island code routine has been
detached, the message is rejected.

Figure 2-8 is an example of the use of the STXIT and EXIT macroinstructions for operator
communication island code routine using symbolic addresses. The general operation is

~similar to that described for program check. However, you will note that, in addition to the

entry point and save area, the STXIT macroinstruction also specifies a message area and
message length.

Following the format, the STXIT macroinstruction in line 21 specifies that it is attaching an
operator communication island code routine (OC). The island code routine’s entry point is
SYSCON, the save area address is OC1, and the message from the system console is
stored in a reserved 60-byte area whose address is OPRMSG.

1 10 16
1. LR R3,R7
21. STXIT OC,SYSCON,OC1,0PRMSG,68
75.1 SYSCON LR R5,0PRMSG+3

island code routine

89. EXIT 0ocC
90.]0C1 DS 18F
91.1 0PRMSG DS 15F

Figure 2—8. Example of Operator Communication Island Code Linkage Using Symbolic Addresses

\

A



UP-8832 SPERRY UNIVAC 0S/3 2-50
SUPERVISOR MACROINSTRUCTIONS

Figure 2-9 is an example of how your program would look if you elect to use register .
addresses instead of symbolic addresses. The /load address instruction in line 21 places
the address of a 16-byte area, called OCSETUP, into register 1. The format of this area is:

Byte

0 save area address

4 entry point address

8 message area address
12 message area length

What we have done is taken the last four parameters of the STXIT OC format and
converted them to a short table. This short table is referenced as the (1) parameter in line
22. Line 93 reserves the main storage area for this table. Note that in the table the save
area address is the first field and the entry point address is the second field. Do not
confuse this with how these parameters are listed in the STXIT macroinstruction if you are
using symbolic addresses. Remember also that the time the operator communication
interrupt occurs, this 16-byte field (OCSETUP) must contain the appropriate addresses and
message area length.

1 10 16
1. LR R3,R7
21. LA R1,0CSETUP
22. STXIT 0C,(1)
75.] SYSCON LR R5,0PRMSG+3

island code routine

90. EXIT 0cC
91.]0C1 DS 18F
92.1 OPRMSG DS 15F
93.J0CSETUP DS 16F

Figure 2—9. Example of Operator Communication Island Code Linkage Using Register Addresses
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2.5.9. Use of Island Code with Multitasking

2.5.9.1. Program Check and iInterval Timer with Multitasking

In a multitasking environment, you can specify discrete program check and interval timer
island code routines using a separate STXIT macroinstruction in each task to link the task
to its island code routine.

Figure 2-10 depicts a job step with three tasks (the primary task and two subtasks). The
STXIT macroinstruction in each task specifies a separate island code routine and a
separate save area. Note that, upon exit, control returns to the interrupted task at the point
of interrupt.

PRIMARY TASK

ISLAND CODE ROUTINE

PRIMTASK .
STXIT PC,ICR,SAVE.
: INTERRUPT | ICR

SAVE DS 18F RETURN EXIT PC

SUBTASK 1

ISLAND CODE ROUTINE

SUBTASK1 .
STXIT PC,ICR1,SAVEA
- INTERRUPT ICR1

. RETURN EXIT PC
SAVEA DS 18F e

ISLAND CODE ROUTINE

SUBTASK2 .
STXIT PC,ICR2,SAVEB
. INTERRUPT ICR2

. RETURN EXIT PC
SAVEB DS 18F

Figure 2—10. Example of Discrete Program Check Island Code for Each Task in a Job Step
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You can also use a common program check island code routine or a common interval
timer island code routine for all the tasks within a job step. In this case, you use a
separate STXIT macroinstruction for each task to link the task to the common island code
routine, specifying the same entry point but with a different save area for each task. When
you use a common island code routine, the island code routine must be reentrant, that is,
it can't make any changes to itself or to its common parts.

Remember, this common island code routine can be entered from any of its associated
tasks and program control returns to the interrupted task via the EXIT macroinstruction.
Also, make sure you don‘t disturb the affected save area because the task environment
must be restored so that control can be returned to the interrupted task.

Figure 2-11 shows how all the tasks in a job step (in this case, a primary task and two
subtasks) could use a common island code routine. The STXIT macroinstruction in each
task specifies the same entry point; however, each STXIT specifies a separate save area.
When a program check interrupt occurs in any of the tasks, control is transferred to the
one island code routine. Upon exit, control returns to the interrupted task at the point of
interrupt.

PRIMARY TASK

PRIMTASK .
STXIT PC,ICR,SAVE
INTERRUPT
~ RETURN
SAVE DS 18F
SUBTASK 1
ISLAND CODE ROUTINE
SUBTASK1 . R
STXIT PC,ICR,SAVEA "
ICR
INTERRUPT R
RETURN -
. — EXIT PC
SAVEA DS 18F
SUBTASK 2
SUBTASK?2 .
STXIT PC,ICR,SAVEB
INTERRUPT
~_ RETURN

SAVEB DS 18F

Figure 2—11. Example of Common Program Check Island Code for All Tasks in a Job Step
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2.5.9.2. Abnormal Termination with Multitasking

There can be only one abnormal termination island code routine current in a job step at
any one time. You can use a STXIT macroinstruction in any task to attach the island code
routine. The abnormal termination island code routine is associated with the job preamble;
however, it may be entered from any task in the job step.

If several tasks in a job step are each causing an abnormal termination interrupt, these
cancellation requests are ‘queued for entry into the one abnormal termination island code
routine for the job step.

You can have several abnormal termination island code routines in a job step (for example,
one for each overlay), but only the routine linked by the current STXIT macroinstruction is
effective when an interrupt occurs. In this case, each succeeding STXIT macroinstruction
supersedes the previous one, and you do not have to issue a STXIT macroinstruction to
detach each previous island code routine.

2.5.9.3. Operator Communication with Multitasking

There can be only one operator communication island code routine current in a job step at
one time. You can use a STXIT macroinstruction in any task to attach the island code
routine. The operator communication island code routine is associated with the primary
TCB; however, it may be entered at any time, regardless of which task is processing at the
time the operator enters the job number and a zero at the system console to cause an
operator communication interrupt.

Multiple activations of an operator communication island code routine are not possible. If
the island code routine is executing, it must exit before it can be reentered. If the island
code routine is handling an operator communication interrupt when the operator attempts
to enter another unsolicited message for the same job step, the later unsolicited message
is rejected.

As is the case with an abnormal termination island code routine, you can have several
operator communication island code routines in a job step, but only the code linked by the
current STXIT macroinstruction is effective when an interrupt occurs.

2.6. SYSTEM INFORMATION CONTROL

Each problem program is assigned a variable-length storage area within the program
region which is known as the job prologue and contains the job preamble and task control
blocks. You can retrieve or read information from the job prologue only through the
supervisor. In addition, you can establish, change, or cancel information only within the
12-byte communication region of the job preamble. You cannot alter any other part of the
contents of these critical storage areas. The communicatian region is most commonly used
to pass information from one job step to the next; 12 bytes of data can be stored by one
job step and retrieved by subsequent job steps associated with the same job. The user
program switch indicator (UPSI) can be retrieved using the GETCOM macroinstruction or
set using the PUTCOM macroinstruction. The UPSI is the last byte in the 12-byte
communication region in the job preamble and is tested by a subsequent SKIP job control
statement. The job control user guide, UP-8065 (current version) contains a description of
the UPSI bit values, how to set and change the bits, and how to use the UPSI to branch
around JCL statements.
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The following macroinstructions are provided to assist you in accessing these restricted
storage areas:

= GETCOM

Retrieves the contents of the 12-byte communication region from within the job
preamble.

= PUTCOM

Writes a 12-byte character string into the communication region within the job
preamble.

= GETINF

Retrieves information from the SIB, PUBs, TCBs, or preamble.

2.6.1. Get Data from Communication Region (GETCOM)
Function:
The GETCOM macroinstruction retrieves the contents of the 12-byte communication

region from within the job preamble and stores it in an area specified in positional
parameter 1:

Format:
LABEL l AOPERATIONA ‘ OPERAND
[symbol] GETCOM l {to-addr}
(1)

Positional Parameter 1:

to-addr
Specifies the symbolic address of a 12-byte area in main storage to which the
contents of the communication region is to be moved.

(1)
Indicates that register 1 has been preloaded with the address of the area in main
storage.
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2.6.2. Put Data into Communication Region (PUTCOM)
Function:

The PUTCOM macroinstruction moves the contents of a 12-byte area in main storage
specified in positional parameter 1 to the communication region within the job

preamble.

Format:

LABEL | AOPERATIONA | OPERAND

[symboli]

PUTCOM {from-addr}
(1)

Positional Parameter 1:

from-addr
Specifies the symbolic address of a 12-byte area in main storage containing the
data characters to be moved into the communication region within the job
preamble.

(1)
Indicates that register 1 has been preloaded with the address of the area in main
storage.
2.6.3. Get Data from System Control Tables (GETINF)
Function:
The GETINF macroinstruction retrieves data from the task control block (TCB), systems
information block (SIB), physical unit block (PUB), or the job preamble and stores it in
a workarea in main storage specified in positional parameter 2.

NOTE:

If you use the GETINF macroinstruction in your program, you must reassemble your
program upon every major release of the system software.

Format:
LABEL AOPERATIONA |0PERAND
[symbol} GETINF TCB ,{work-area},number-of-bytes,displacement
SIB (1)
PRE
PUB




UP-8832 SPERRY UNIVAC 0S/3 2-56
SUPERVISOR MACROINSTRUCTIONS

Positional Parameter 1:

TCB
Specifies that the data requested is from the job task control block.

SIB
Specifies that the data requested is from the systems information block.

Specifies that the data requested is from the job preamble.

PUB
Specifies that the data requested is from the physical unit block. In this case,
register 1 must be preloaded with the address of the PUB or with the identifying
number of the PUB. The PUB identifying number is its position within the PUBs
specified at SYSGEN. That is, the first PUB is O, the second PUB is 1, and so on.
Positional parameter 2 must specify work-area, not (1).

Positional Parameter 2:

work-area
Specifies the symbolic address of the workarea in the problem program to which
the data is to be moved. This area must be large enough to contain the data
requested.

(1)
If positional parameter 1 is TCB, SIB, or PRE, indicates that register 1 has been
preloaded with the address of the workarea.

Not valid if positional parameter 1 is PUB because register 1 already contains the
address of the PUB or the identifying number of the PUB.

Positional Parameter 3:

number-of-bytes
Specifies the number of bytes of data requested.

Positional Parameter 4:
displacement

Specifies the displacement, that is, the number of bytes from the beginning of
the table to the beginning of the data requested.
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2.6.4. Move Data from LDA (GETLDA)

Function:

The GETLDA macroinstruction allows you to read data from the local data area
(LDA) (set up by job control or OS/3 interactive (OS/3l) LOGON processing) into
the user supplied buffer.

Format:
LABEL ’ LOPERATIONA l OPERAND
[symbol] l GETLDA ’ {address}[,disp][,length]
D

Positional Parameter 1:

address
Specifies the address in the user program to which the data is transferred.

(H .
Indicates register 1 is preloaded with the address of an 8-byte parameter area

as follows:
Bytes 0 — 3 = address of user buffer

Bytes 4 — 5 = displacement into LDA
Bytes 6 — 7 = length of transfer

Positional Parameter 2:

disp
Specifies the local data area displacement after data transfer.

Positional Parameter 3:

tength
Specifies the number of bytes to be transferred. The maximum is 256 bytes.

The default is 1. :
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2.6.5. Move Data to LDA (PUTLDA)
Function:

The PUTLDA macroinstruction allows you to transfer data to LDA from the user
supplied buffer.

Format:
LABEL | AOPERATIONA | OPERAND
{symbol] PUTLDA {address}[,disp][,length]
(1)

Positional Parameter 1:

address .
Specifies the address in the user program from which the data is transferred.

(h
indicates that register 1 is preloaded with the address of an 8-byte parameter
area as follows: :

Bytes O — 3 = address of user buffer
Bytes 4 — 5 = displacement into LDA
Bytes 6 — 7 = length of transfer

Positional Parameter 2:

disp
Specifies the LDA displacement for data transfer.

Positional Parameter 3:

Length
Specifies the number of bytes to be transferred. The maximum is 256 bytes

The default is 1.
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2.7. CONTROL STREAM READER

The control stream reader allows you to access data that was entered into the system with
the job control stream. This provides a convenient method to handle small quantities of
input that would normally have been handled as a card or diskette file. Because the data is
embedded within the job control stream, there is no need to define a card or diskette file,
nor is a device assignment set required for the card reader or diskette subsystems.

This embedded data might consist of transactions or changes to be processed against a
master file, source code or control statements to be processed by a utility routine, or it
might consist of PARAM job control statements to introduce parameters that can be used
during program execution. Refer to the job control user guide, UP-8065 (current version)
for a description of statements within embedded data.

When job control reads the job stream, it stores the embedded data in compressed form in
the job run library file. During the execution of the job step, this file is read into main
storage and may be accessed by GETCS macroinstructions in your program. The requested
records are expanded to their original form and stored in an input area you specify.

You can retrieve one or more records at a time from your embedded data file, and you can
retrieve records from more than one set of embedded data belonging to the same job step.
Images are read sequentially from the start of the entire data file. However, you can alter
the sequence or reread data by using the SETCS macroinstruction.

Except for PARAM statements, each retrieved record is an exact image of the source
statement, which may be from 1 to 128 bytes. Thus, you can read 80-byte images from
punched cards or 128-byte images from diskette.

NOTE:

Although PARAM and other job control statements may be handled as part of an
embedded data set, they must still observe the job control statement conventions.
Remember that job control statement information cannot extend past character position
71, and that position 72 is used to indicate continuation of a statement.
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2.7.1. Embedded Data

Embedded data is delimited by a pair of /$ (start-of-data) and /* (end-of-data) statememns
They must follow the EXEC statement in the control stream or, if used, any FARAM
statements. Note that PARAM statements are considered to be a part of the data set the:
follows. For example:

(//EXEC
//PARAM
//PARAM
/$
DataJ
Set
1
\/°
(//PARAM
/%
Data
Set
2
%
V$
Data
Set )
3
\/*
(/S
Data f/$ (Embedded /$ image)
Set
4 <
/* (Embedded /* image)
\/* (Real /* image)

2.7.2. Reading Embedded Data

If you are reading one record at a time from this embedded data file, the first GETCS
macroinstruction executed retrieves the first PARAM statement of data set 1, the second
retrieves the second PARAM statement, the third retrieves the /$ statement, the fourth
retrieves the first data card, etc. .
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Following the successful execution of a GETCS macroinstruction, program control is
returned to the issuing program at the point immediately following the GETCS
macroinstruction. Registers O and 1 will contain:

RO - The binary count of records retrieved.
- 045 if a /* that terminates a data set is the first image in the input area.
-  OOFFFFFF,s when all embedded data images have been read.

- 80000nnn if an error occurred while processing GETCS. (nnn is the error
code; refer to the system messages manual, UP-8076 (current version), for a
list of possible error codes).

R1 - The reread pointer (2.7.4). When passed to the SETCS macroinstruction
(2.7.5), it allows you to reread embedded data at this pointer.

If two or more records are requested by a single GETCS macroinstruction, the first
occurrence of a real /* image terminates the control stream reader function. The /* is not
returned until the next GETCS macroinstruction call, at which time register O is set to zero
and register 1 contains the reread pointer. On subsequent GETCS macroinstruction calls,
the /* image is always returned; however, control is not returned to the error address
specified because it is not an error.

Because control streams may themselves be embedded data, the GETCS macroinstruction
indicates the end of a data set by signaling which end-of-data (/*) image actually
terminates the data set. This is referred to as a real /* image as opposed to an embedded
/* image. An embedded /* image is treated like any other image.

2.7.3. Get File from Control Stream (GETCS)

Function:

The GETCS macroinstruction retrieves embedded data images and control statements
that were entered in the system through the job control stream. You can retrieve one
or more data images at a time from your embedded data file. The images may be from
1 to 128 bytes in length and may be obtained from more than one set of embedded
data belonging to the same job step. Except for PARAM statements, each retrieved
record is an exact image of the source statement. PARAM statements appear
according to standard JCL conventions.

Images are read sequentially from the start of the entire data file. You can alter the
sequence or reread data by using the SETCS macroinstruction.
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Format:
LABEL AOPERATIONA OPERAND
[symbol] GETCS {input-area} number-of-records
(1) (9)

[0 LA

Positional Parameter 1:

input-area
Specifies the symbolic address of an input area in main storage that is to receive
the record or records. When more than one record is requested at a time, as
each record is retrieved from the control stream, it is stored in contiguous byte
locations beginning with this address. This area must be large enough to contain
the retrieved records. The record image size is specified in positional parameter
4,

(1)
Indicates that register 1 has been preloaded with the address of the main storage
input area.

Positional Parameter 2:

number-of-records
Specifies the number of records requested.

(9)
Indicates that register O has been preloaded with the number of records
requested.

If omitted, one record is assumed.
Positional Parameter 3:
error-addr
Specifies the symbolic address of an error routine to be executed if an error
occurs.
(r)
Indicates that register r (other than O or 1) has been preloaded with the address

of the error routine.

If omitted, the calling task is abnormally terminated if an error occurs.
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Positional Parameter 4:

Specifies the size of the data images to be retrieved. To retrieve the entire
record, make sure this value equals the data stream record size.

If images smaller than n were originally written, the returned image will be left-
justified and the remainder of the input area filled to the right with spaces. If
images larger than n were originally written, only the number of bytes specified
in this parameter will be returned and the remaining bytes in the data stream
record will be ignored.

if omitted, 80-byte images are retrieved. If smaller images were originally written, the
returned image will be left-justified and space-filled to the right. If larger images were
originally written, only the first 80 bytes will be returned.

2.7.4. Rereading Embedded Data

Foliowing execution of a GETCS macroinstruction, register 1 contains a full-word reread
pointer consisting of the data set number, record displacement, and block number for the
first record of the data just retrieved. If you intend to reread data, store this pointer in
main storage and use the address of the pointer as parameter 1 of a SETCS
macroinstruction. A succeeding GETCS macroinstruction will read the same data into your
embedded data input area.

The pointer is advanced for every GETCS issued. If one image is requested, the pointer will
point to the location in the data file of the record just returned. If more than one image is
requested (parameter 2 of the GETCS macroinstruction), the pointer will point to the
location in the data file of the first record of the group of records just returned. For
example, if an execution of a GETCS macroinstruction has just returned five images, the
reread pointer would point to the first image in the data file, not the fifth.

2.7.5. Reset Control Stream Reader (SETCS)
Function:

The SETCS macroinstruction alters the sequence in which a subsequent GETCS
macroinstruction retrieves embedded data images from the job control stream. To do
this, you may back up the GETCS pointer, skip backward or forward to the start of any
embedded data set, or resume sequential reading of the data file at the beginning of
the next data set.

Format:
LABEL AQPERATIONA OPERAND
[symbol] SETCS pointer [{ }][,{error-addr}]
data-set-no (r)

(1)
NEXT
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Positional Parameter 1:

pointer
Specifies the symbolic address of a full word embedded data file pointer provided
by a previous GETCS macroinstruction.

Upon successful completion of a GETCS macroinstruction, control is returned to
the program at the point immediately following the GETCS macroinstruction, and
register 1 contains a pointer to the last set of data images read from the
embedded data file in the run library. When passed to the SETCS
macroinstruction, it allows embedded data to be reread starting at the pointer.
Note that the pointer points to the first data image.

data-set-no
The number of the embedded data set from which subsequent GETCS
macroinstructions are to retrieve data images. Data sets are numbered
sequentially starting with 1.

(1)
Indicates that register 1 has been preloaded with either the 4-byte GETCS
pointer itself or with a data set number.

NEXT
Indicates that subsequent GETCS macroinstructions are to retrieve data images .
starting at the beginning of the next data set.

Positional Parameter 2;

Specifies that the entry in positional parameter 1 is the address of the reread
pointer provided by a previous GETCS macroinstruction.

Specifies that the entry in positional parameter 1 is a data set number.
If omitted, the parameter S is assumed.

Positional Parameter 3:

error-addr
Specifies the symbolic address of an error routine to be executed if an error
occurs.

(r)
Indicates that register r (other than O or 1) has been preloaded with the address
of the error routine.

If omitted, the calling task is abnormally terminated if an error occurs.
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2.7.6. Minimizing Disk Accesses

The job control stream embedded data reader operates as a transient within the supervisor
and is called by the GETCS macroinstruction. The transient is not replaced in main storage
unless absolutely necessary. It can recognize whether or not the same user is recalling it.
If so, there is no need to reread the embedded data file from disk unless the final record of
the data file block was returned for the previous call. This reduces disk accesses while
reading the embedded data.
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3. Disk and Diskette
Space Management

3.1. GENERAL

Space management comprises a set of routines that provide an efficient and completely
automatic disk and diskette space accounting capability. Job control, by using these
routines, can;

m  allocate space to a new disk (format label} or diskette (format or data set label) file
with the EXT job control statement;

m  extend a disk or diskette format label file with the EXT job control statement;
®  scratch a disk or diskette file with the SCR statement; and
B rename a disk or diskette (format label only) file using the REN statement.

More information on these capabilities can be found in the current version of the job
control user guide, UP-8065.

In addition to these functions, space management provides you with the OBTAIN
macroinstruction for the retrieval of volume and file information from a disk or diskette
volume. For disk and format label diskette volumes, this information is contained in the
volume table of contents (VTOC), a permanently allocated, unmovable file that exists on
every volume. The VTOC is addressed by the standard volume label and is created by the
volume initialization program. The VTOC file comprises a control block, or set of control
blocks, for each file on the volume and for all unused space on the volume. Refer to the
consolidated data management concepts and facilities, UP-8825 (current version) for the
formats and description of the VTOC and disk/diskette format file labels.

For data set label diskette volumes, volume and file information is contained in the index
track.
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3.2. ACCESS DISK/DISKETTE FORMAT LABEL FILE VTOC USER BLOCK (OBTAIN)
Function:

The OBTAIN macroinstruction allows you to access any user block in the VTOC. You
must first construct the parameter list which specifies the file, the particular area of
the VTOC that is of interest to you, and the address of a buffer in main storage where
you want the retrieval data stored.

Format:
LABEL AOPERATIONA l OPERAND
[symbol] OBTAIN {?:;am-list}[,{z:;or-addr{][,{v;l-seq-no}]
[ .FCBCORE)

Positional Parameter 1:

param-Jist
Specifies the symbolic address of a parameter list containing the following:

Bytes 0-7
An 8-byte file name (as listed on the LFD job control card).

Byte 8
Function code of the requested service for the disk pack containing the
volume sequence number specified by positional parameter 3:

Code Interpretation

00 VOL1 address in form Occchhrr

01 Format 1 address in form Occchhrr

02 Format 2 address in form Occchhrr

03 Format 3 address in form Occchhrr

04 Format 4 address in form Occchhrr

05 Format 5 address in form Occchhrr

06 Format 6 address in form Occchhrr

80 Contents of VOL1 label

81 Contents of format 1 label

82 Contents of format 2 label

83 Contents of format 3 label

84 Contents of format 4 label

85 Contents of format 5 label

86 Contents of format 6 label

87 Contents of format 1-6 label record at the disk address

that is in the first word of the buffer in the form Occchhrr

NOTE:

Addresses in the form Occchhrr are in discontinuous binary, where ccc is
the cylinder number, hh is the head number, and rr is the record number.
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Bytes 9-11
Buffer address of the storage area into which the addresses or label
contents requested through byte 8 are loaded. For codes 00 through 06,
the first word of the buffer contains the disk address of the label record.
For code 87, you must store the disk address (in the form Occchhrr) of
the label desired in bytes O through 3 of this buffer area.

Bytes 12-15
Symbolic address of the FCB in main storage. This field is required only
if positional parameter 4 is specified.

(1)
Indicates that register 1 has been preloaded with the address of the parameter
list. :

Positional Parameter 2:

error-addr
Specifies the symbolic address to which control is transferred if an error is
encountered.

(r)
Indicates that a register (other than O or 1) has been preloaded with the error
address.

If omitted, the calling task will be abnormally terminated if an error occurs.
Positional Parameter 3:
vol-seq-no
Specifies the volume number of a multivolume file from which you retrieve the
VTOC information.
If omitted, a value of 1 is assumed.

Positional Parameter 4:

FCBCORE
Specifies that the FCB is in main storage. The address of the FCB is contained
within bytes 12-15 of the parameter list whose address is specified by positional
parameter 1.

If omitted, space management reads the FCB from disk, using the 8-byte file name
contained in the parameter list.

Examples:

1 10 16
OBTAIN (1),(4),2
OBTAIN RECOVER1,ERRRTN
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3.3. OBTAIN DISKETTE DATA SET LABEL INFORMATION (OBTAIN)
Function:

The OBTAIN macroinstruction retrieves the volume label or any file label on the index
track. After ensuring that the request is valid, the obtain routine locates the requested
label and returns it in a buffer area in main storage. You must construct a parameter
list which specifies the type of label requested and gives the address of your buffer.

Format:
LABEL AOPERATIONA | OPERAND
[symbol] OBTAIN {?:;am-list}[,{?:;or-addr{][,{Vél-seq-no}]

[ .FCBCORE]

Positional Parameter 1:

param-1list
Specifies the symbolic address of a parameter list containing the following:

Bytes 0-7
An 8-byte file name (as listed on the LFD job control card).
Byte 8
Function code specifying the type of label requested.
Code Interpretation
80 Contents of index track label 7
81 Contents of index track label for the file name specified in
bytes 0-7
Bytes 9-11

Buffer address of the storage area into which the label contents are to
be loaded. This buffer must be at least 128 bytes.

Bytes 12-15
Symbolic address of the FCB in main storage. This field is required only
if positional parameter 4 is specified.

(1)
Indicates that register 1 has been preloaded with the address of the parameter
list.
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Positional Parameter 2:

error-addr
Specifies the symbolic address to which control is transferred if an error is
encountered.

(r)
Indicates that a register (other than O or 1) has been preloaded with the error
address.

If omitted, the calling task will be abnormally terminated if an error occurs.
Positional Parameter 3:

vol-seq-no
Specifies the volume number of a multivolume file.

If omitted, a value of 1 is assumed.
Positional Parameter 4:

FCBCORE
Specifies that the FCB is in main storage. The address of the FCB is contained
within bytes 12-15 of the parameter list whose address is specified by positional
parameter 1.

If omitted, space management reads the FCB from disk, using the 8-byte file name
contained in the parameter list.

3.4. SPACE MANAGEMENT ERROR CODES

Errors that occur during processing of the OBTAIN macroinstruction cause a transient routine
to be called into main storage. This error transient overlay routine places an appropriate error
code into register O, depending upon the type of error. If the error is not catastrophic (one that
necessitates termination of your program), control is then switched to your error-handling
routine (through the error-addr parameter of your macroinstructions). If you do not include an
error handling routine in your program, your task is terminated and control is returned to the
supervisor.

The system messages programmer reference, UP-8076 (current version) contains a list of
space management error codes and their interpretation.
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4. System Access Technique
Macroinstructions

4.1. GENERAL

0S/3 includes several data management packages that allow you to process a wide
variety of file types in several different ways. System access technique (SAT) is a
specialized block level device handler that provides great efficiency in handling disk and
tape files.

This section provides you with a brief functional description of SAT operation techniques,
and an explanation of the interface that is available to modify the SAT operation or to
construct your own handler modules.

Whenever disk file is used in the following discussion, it refers to both disk and format
label diskette files. A format label diskette file is treated exactly the same as any other disk
file.

SAT techniques and macroinstructions that define and control disk files are described in
4.2; SAT techniques and macroinstructions that define and control tape files are described
in 4.5.

4.2. DISK SAT FILE ORGANIZATION AND ADDRESSING METHODS

SAT files may be segmented into logical parts called partitions, with each partition having
distinct physical and logical characteristics. Each partition is defined by a PCA
macroinstruction, which generates a partition control appendage to the DTF file table. Up
to seven partitions may be defined within a single file.

4.2.1. PCA Table Entries Used in Addressing

The addressing of physical blocks being accessed from a partition is controlled by two
entries in the partition control appendage (PCA) table in main storage. A PCA table (Figure
4-1) is created for each partition processed and is used as a reference by the program.
The two entries in the PCA table that affect addressing are:

®  Current ID

s End of data ID

The current ID is the starting address of the logical partition or the address of the current
block being processed.

The end of data ID is the last logical block of the partition.
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When you cpen your file with the OPEN macroinstruction, the current ID and end of data
iD for each partition in the file referenced are initialized to the start and end of that
partition. When sequential processing (SEQ keyword parameter) is performed, successtul
completion of the GET and PUT macroinstructions results in the current ID being
incremerited to the next physical block of the partition. This incrementation, which occurs
after the wait, continues until the end of data ID is encountered; this indicates that all
blocks in a file have been processed.

Provisions are also made to allow you to access blocks in other than sequential method.
The current ID is the same address as the label of your PCA (partition). This is a 4-byte
field containing a right-justified hexadecimal number representing the block to be
referenced relative to the first block of the partition.

When first initialized, this field contains a 1 corresponding to the first block of the
partition. If you wish to access a particular individual block, you must load the relative
block number into the PCA address; this causes the current ID to reflect the block you
want to access.

BYTE 0 1 J 2 l 3
o current 1D
4 max relative block
8 logical blocks/track
12 PCA ID EOD ID
16 1/0 count IOAREA/address
20 block size reserved sectors/block
24 lace factor/key length unit of store
28 DTF address
32 PCA flags EOD address
PCA FLAGS
Bit Bit
o] Format write 4 Verify required/initial allocation
1 Interlace 5 No extension permitted
2 SEQ = YES 6 Interlace adjust/keyed data
3 Write verify 7 LBLK specified

Figure 4—1. Partition Control Appendage (PCA) Table Format
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When searching by key (READE and READH macroinstructions), you must know the
relative address of at least one block on the track you want to search. Once again, when
you open the file, the current ID and end of data ID of the partition are initialized.
However, you must initialize the current ID to the relative block address of a block on the
track you want to search. Next, you place the key for which you want a match (or match
and higher) into the first key length bytes of the 1/0 buffer area. When you issue the
READE or READH macroinstruction, a search of the track begins. A successful search
results in the current ID field being loaded with the address of the block retrieved by the
match. If the SEQ keyword parameter was specified in the PCA macroinstruction, the
address contained in the current ID field will be the block just read plus 1.

When using the SEEK macroinstruction, there is no updating of the PCA table entries. In
this case, after the file is opened, place the relative block number of any block on the track
you want to access into the current ID field of the PCA.

4.2.2. Block Addressing by Key

Blocks are addressed either by key or relative ID. You create a partition using keyed data
blocks (Figure 4-2) by specifying the KEYLEN keyword parameter of the PCA declarative
macroinstruction. The key is placed in the first part of the |/0 buffer area and is left-
justified; when the PUT macroinstruction is issued, the block is then written from the /0
area and to disk by PIOCS. To read data blocks by key, place the key ID into the first key
length area of 1/0 buffer area. The instruction to read allows you two options. First, you
can access a specific block by using the READE macroinstruction, which searches for a
matching (equal) key; this block is then read into the 1/0 area for you to process. You can
use the READH macroinstruction where the key is placed in the first part of the /0 buffer
area. As the block with the matching key or higher is located, that block is read into the
/0 buffer area.

4.2.3. Block Addressing by Relative Block Number

When you address by relative block number, the current ID field of the PCA will contain
the relative block number of the current block being referenced. (The first block of each
partition is relative block 1, the second is 2, etc.) Load the relative block number of the
block you want to access, then issue a GET macroinstruction to read the block or a PUT
macroinstruction to write the block. :

WITH KEYS
I
| |
| count | key _ data
| |
|‘—' C - | K —p D -

- B

Figure 4—2. Record Formats for Disk Devices (Part 1 of 2)
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WITHOUT KEYS

T
l I
|  count [ data
| I
I |
!4 C - D
— B >
LEGEND:
C = Count field length (8 bytes). Count field is used only by data management.
K = Key field length {3-255 bytes)
D = Data field length
B = Block length (< track length and cannot span track boundaries)

Figure 4—2. Record Formats for Disk Devices (Part 2 of 2)

4.2.4. Disk Space Control

Space required for new files is allocated and scratched using the standard disk space
management routines. Requests for temporary disk space are handled through job control;
space allocated in this manner is released at the end of job step.

Allocation of disk space to your partitions is on a serial basis; first, the partition 1 space
requirements are filled from the first available tracks of the extents, then the other
partitions are satisfied in sequence.

Specify the initial space allocation to a partition using the SIZE keyword parameter of the
PCA macroinstruction. This is represented as a percentage value of the overall file.

To calculate the SIZE entry, use the following formula:

_ BLKSIZE x Percentage
SizE = Total

For example, if you have a file requiring three partitions, as follows:
Partition 1
Block size is 1024 bytes. Approximately 40% of the blocks in the file are this size.
Partition 2
Block size is 256 bytes. Approximately 50% of the blocks in the file are this size.
Partition 3
Block size is 768 bytes. Approximately 10% of the blocks in the file are this size.

NOTE:

Block size is specified for each partition by the BLKSIZE keyword parameter in the
PCA macroinstruction.
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Divide the result of each BLKSIZE times the percentage value by the total for ail the
partitions. If necessary, round the results so that the total for all partitions does not exceed
100 percent. Use this value as the specification for the SIZE keyword parameter in the
PCA macroinstruction for the partition.

Partition No. BLKSIZE Percentage Result ﬁ
1 1024 40 40960 67
2 256 50 12800 21
3 768 10 7680 12
Total 61440 100

if all the blocks in your file are of equal size and each partition will contain the same
number of words, you would simply use the percentage of the overall file with the SIZE
keyword entry. For example, if your file consisted of three partitions, each containing the
same number of blocks of the same size, the entry in the PCA macroinstruction for each
partition of the file would be SIZE=33.

Dynamic allocation is given as a unit of store (UOS keyword parameter). The unit of store
is a percentage of secondary allocation and cannot exceed 100 percent. The total of
secondary allocation is given by an EXT job control statement. If you do not use the SIZE
keyword parameter to specify initial space allocation, the initial allocation to the partition
is equal to the percentage specified in the UOS keyword parameter. When the UQOS
keyword parameter is not specified, no extension to your file can be made. When you do
not specify either the SIZE or UOS keyword parameter, an amount of disk space equal to 1
percent of your files is allocated to the partition.

Once the file is established and you have specified a UOS, the partition can be extended
by this percentage. This occurs each time your PUT macroinstruction references. a block
beyond the current maximum block address for the partition. If the new allocation cannot
satisfy the current PUT macroinstruction demands, an error will be indicated. However,
partitions will not be extended beyond the volume on which the file resides.

4.2.5. Record Interlace

Record interlace is a technique available to you that reduces the effects of rotational delay
when processing partitioned files, accessed sequentially. The interlace function is optional
and, when specified, is completely controlied by SAT.

During file creation, the interlace function automatically arranges the physical records
(blocks) in the file so that several blocks can be accessed during one disk rotation and, at
the same time, provides the necessary interval between block accesses (time frame). This
time frame is based on a lace factor specified in the LACE keyword parameter when you
define a partition by using the PCA macroinstruction. When the file is opened by the OPEN
macroinstruction, this lace factor is applied to the performance of the particular device
type being used.
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The lace factor determines the spacing of sequential blocks on the track; a lace factor of 4
results in the next logical block occurring at a minimum interval of 4 blocks. Calculation of
the lace factor is described in 4.2.5.2.

Figure 4-3 illustrates some of the factors involved in accomplishing interlace:

= Number of physical blocks on each track

@ |/0 time (time required to input or output a block)

m  Sector time (average interval available to each block)

B Time frame (time between block accesses)

Track
Physical Block Number 1 2 3 4 5 6 7 8 9 10
Logical Block Number 1 6 4 9 2 7 5 10 3 8
1/0 Sector
Time Time
!\ P
Logical Blocks Read
or Written during First 1 l i 2 3

~ Disk Revolution

W
Time Frame

Figure 4—3. Definition of Interlace Variables

4.2.5.1. Interlace Operation

Figure 4-4 illustrates the advantage of interlace accessing. For example, assume that a file
contains ten 1024-byte blocks per track and the disk subsystem being used has a
rotational speed of 21.4 ms per revolution. If the blocks were stored sequentially on the
track in contiguous locations, it would require ten revolutions to sequentially access all ten
blocks, or a total of 214 ms (exclusive of head positioning and latency for initial access).
However, using an interlace factor of 4, all ten blocks could be accessed in 81.32 ms
because the last block would be retrieved before completion of the fourth disk revolution.

This performance can be obtained only if your required time between block accesses is not
more than the actual time frame.
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Without Interlace With Interlace
Physica! Block No. 1 2 3 4 5 6 7 8 9 10 1 2 3 4 5 6 7 8 9 10
Logical Block No. [1]2]s]a]s]e]7]8]9]0] [1]e]a]e]2]7]s]10]3]s]
Rev&lution
o.

B L]

] B [1o]

Logical Blocks 4 m

Read or Written -

during Each 5

Disk Revolution [({'
6

1

Figure 4—4. |Interlace Accessing

Successful interlace operation requires that the 1/0 orders must be issued within a
specific time frame. The lace factor, therefore, determines how blocks are to be spaced on
the track to ensure that the actual time frame (which includes both user and SAT
overhead) is equal to or greater than your estimate of required time between block
accesses.

A lace factor of 4 means that the blocks will be spaced in sufficient intervals (every fourth
block) to produce an actual time frame that is equal to or greater than the estimated
required time frame.

To calculate the lace factor, use the formula described in 4.2.5.2. Although the formula is
based on the use of a typical disk subsystem, all lace factor calculations must be
performed by using this formula, regardless of the actual disk subsystem being used.
When the file is opened by the OPEN macroinstruction, the specified lace factor will be
applied to the performance of the particular disk subsystem being accessed. If necessary,
SAT will adjust the lace factor to the capacity and speed of the specific device so that a
similar time frame will be maintained for interlaced files processed on all supported disk
subsystems.
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4.2.5.2. Lace Factor Calculation

The lace factor is calculated in two steps by using the following formula:

1. BLKSIZE x .5635 = Calculated Sector Time
256
2. Required Time Frame

Calculated Secior Time + 1 (rounded high} = Lace Factor

For example, if you are using a block size of 1024 bytes, first calculate the sector time in
milliseconds:

1. 1024 _
ﬁ x .635 = 2.14 ms

Then, calculate the lace factor using an estimate of the processing time required between
block accesses. For this example, let us use a required time frame estimate of 7.48 ms:

2. 7.48

317 = 349 + 1 = 4.49 rounded to 4

The result is a lace factor of 4. In the PCA macroinstruction statement for this partition,
enter the keyword parameter LACE=4.

NOTE:

When the time frame exceeds 21.4 ms, it should be divided by 21.4 and the remainder
should be used as the time frame in the foregoing calculation.

4.2.6. Accessing Multiple Blocks

When you are engaged in sequential processing (SEQ=YES specified in PCA
macroinstruction), you can read or write more than one block with each SAT imperative
macroinstruction that is issued. This is done by specifying the number of blocks you wish to
access together by using the LBLK keyword parameter of the PCA macroinstruction. However,
when you use multiple buffer accessing, be certain that your 1/0 buffer area has enough
contiguous space to contain the blocks. Also, if you are creating the partition by using the
format write option (FORMAT=NO), an additional 8-byte area, used to construct the countfieid,
must immediately precede the first buffer area. During input operations, fewer than the
requested number of blocks may be read if the end of data ID is encountered. The i/0 count field
(bytes 44 and 45) of the DTF (Figure 4-5) will contain the number of buffers not acted upon.
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BYTE o 1 2 3

0 control 1 1/0 error count transmission byte control 2

4 next CAW

8 residual byte count reserved
12 CCW address
16 PIOCB address
20 sense byte 0 sense byte 1 sense byte 2 sense byte 3
24 sense byte 4 sense byte 5 device status channel status
28

filename
36 module flags number of vols current vol no.
40 current PCA address
44 1/O count DTF type code
|
48 | DTF type code {cont) function code error flags
52 10CS module address
56 err msg code error exit address
60 command code current 1/0 address
64 current block size reserved sectors/block
68 reserved current head reserved
72 current cylinder current sector reserved
76 address of extent storage
80 PCA count allocation incr share flags ext table entries available
84 tracks per cylinder
88 file low head file high head
92 PCA ID1 address of PCA 1
=~ o~
PCAID 7 address of PCA 7 (if present}

Figure 4—5.

Define the File (DTF) Table Format (Part 1 of 2)
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MODULE FLAGS ERROR FLAGS
Byte 1 Bit O Open Byte 1 Bit O Access to last record on track
1 Wait required 1 Invalid ID
2 WAIT = YES 2 Invalid PCA
3 Sector type disk 3 Hardware error
4 F2 active 4 Reserved
5 No extension made 5 Reserved
6 FCB not found 6 Reserved
7 Multiple 1/0 permitted 7 Reserved
Byte 2 Bit O Search wait required Byte 2 Bit O 1/O complete
1 Cylinder alignment 1 Unrecoverable error
2 Format entered by extend 2 Unique unit error
3 Reserved 3 No record found
4 Library lock required 4 Unit exception
5 FCB in core 5 Reserved
6 Single mount 6 End of track
7 Unassigned space available 7 End of cylinder

Figure 4—5. Define the File (DTFj Table Format (Part 2 of 2}

Normally, SAT makes a single reference to the physical input/output control system
(PIOCS) for the number of blocks requested. If an end-of-track condition is encountered for
any block other than the last block of the request, SAT makes an additional reference to
PIOCS to access the next track. For interlaced files, SAT makes one reference to PIOCS for
each block requested. If an end-of-block condition is encountered on the last, or only, block
requested, an information bit will be set in the error status field (byte 50, bit O, of the DTF)
to indicate the last block on that track has been accessed.

The LBLK keyword parameter specifies the number of blocks required, within a range from
1 to 255; however, the total size of the buffer cannot exceed 32,767 bytes.

4.3. DISK SAT FILE INTERFACE

Interface with SAT files is through declarative and imperative macroinstructions. The
DTFPF declarative macroinstruction is used to define your overall file structure, while a
separate PCA declarative macroinstruction is required to define each of the partitions
which make up a particular file.

The imperative macroinstructions allow you to control file activity, the set of imperative
macroinstructions varies slightly, depending upon the type of accessing you specify. The
following subsections describe these interfaces in detail.

4.3.1. Define a New File (DTFPF)

When organizing your partitioned file, you must assign a unique name (filename) to the
file and describe certain operating characteristics as well as physical characteristics of
your file. This is accomplished by the define the file partitioned file (DTFPF)
macroinstruction which creates a table in main storage (Figure 4-5) that can be referenced
by the system.
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. This is a declarative macroinstruction and must not appear in a sequence of executable
code.
Format:
LABEL AOPERATIONA OPERAND
filename DTFPF PCAl=partition-name

| ,PCA7=partition-name
[ ACCESS=(EXC
EXCR
SRDO
| SRD
JALINE=YES]
,ERROR=symbol]
,EXTENTS=n]
,FCB=YES ]
,LIBUP=YES]
JWAIT=YES]

— e e e —

. The DTFPF macroinstruction provides up to six operating/physical characteristic
specifications and allows you to name from 1 to 7 file partitions. In its most abbreviated
form, the DTFPF macroinstruction contains only the required partition names (one for each
PCA macroinstruction) supplied by using the PCA1 through PCA7 keyword parameters. For
file operation, these keywords must be specified in sequence with no intervening
keywords missing. The remaining six keyword parameters, when not specifically listed in
your DTFPF macroinstruction, assume a predetermined value or condition (default). These
keyword parameter defaults are as follows:

Keyword Default

ALINE PCAs start on track boundaries.
ERROR Program will terminate when a major file error occurs.
EXTENTS No extent table will be generated with the DTFPF macroinstruction.

FCB The file control block (FCB), which controls file 1/0, is placed into the
transient area of main storage during the open operations.

LIBUP or The file being accessed cannot be written into. This is a read-only lock
ACCESS for the file.

WAIT You must issue a WAITF macroinstruction after each 1/0 operation
. (GET, PUT, READE, or READH).
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The default values and characteristics applied to your file partition represent the most ‘
common usage. However, you have the option of specifying your own parameters for these

keywords. This enables tailoring the file to suit your own particular needs. For example,

you may want to use your own error routine to handle file errors. The following options

are available:

B When creating a file, you can have your PCAs start and end on cylinder boundaries by
specifying ALINE=YES in your DTFPF macroinstruction.

®  When you want the program to branch to your own error routine when a file error
occurs, provide the address (symbol) of the error routine by specifying
ERROR=symbolic address.

®  An extent table can be generated for you if you specify the EXTENTS keyword
parameter. When your DTFPF macroinstruction references one of the standard system
library files ($Y$SLOD, $YS$SRC, $YSMAC, $Y$OBJ, or $Y$JCS), you must use the
EXTENTS keyword parameter to specify the number of extent entries you want to be
allocated. The number of extents required is calculated by added the number of
extents allocated (to the file) to the number of partitions in the file.

When standard system libraries are being accessed, 19 extents are recommended to
be specified as EXTENTS=19.

®  File control blocks (FCBs) are used to make information available about a file or
partition to the system. Normally, the FCB is placed in the transient area when the
OPEN macroinstruction is issued. However, you may place an FCB in the I/0 area
specified in the PCA macroinstruction for the first or only partition of the file. This
area address is specified by the IOAREA?1 keyword parameter of the PCA
macroinstruction.

®  There are several ways to request a specific type of filelock. If you use LIBUP=YES,
when the file is opened, it is reserved for exclusive use of the job step until it is
closed. No access by any other task will be permitted.

You can request the same type of filelock using the ACCESS=EXC keyword parameter
entry instead of LIBUP=YES. The ACCESS parameter provides an expanded filelock
capability with more options available. -

®  Normally, you must issue a WAITF macroinstruction after each 1/0 function to assure
completion of the input or output operation and to set particular status bytes in the
DTFPF reference table. However, you can have SAT initiate this waiting period by
specifying WAIT=YES. When specifying the WAIT keyword parameter, you don’t have
to use the WAITF macroinstruction.

4.3.1.1. Filelocks

The use of filelocks enables you to restrict access to your files. A filelock is applied when a
file is opened and remains in effect until it is closed. You can choose the specific type of
restriction you want for a file during the execution of your job step. For example, you may
want exclusive use of the file, or you may want to permit other tasks to read but not write.
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The files that may be locked and the type of filelock processing performed are determined
by a combination of system generation, job control, and SAT options. The FILELOCK
parameter at system generation (refer to the system installation user guide, UP-8839
(current version)) specifies the type of filelocks available and the types of files affected. The
LIBUP or ACCESS parameter in your DTFPF macroinstruction specifies the type of lock you
want to be applied to that file. The LBL job control statement assigns a lock ID to your user
file (refer to the job control user guide, UP-8065 (current version)), and the ACCESS
parameter in the DD job control statement at run time adds or changes the ACCESS
parameter in the DTFPF.

For SAT disk files, if the LIBUP or ACCESS DTF keyword parameters are not used, the file
is locked as read only. Therefore, any attempt to output to the file results in a DM14 error
message (invalid imperative macro/macro sequence issued). To avoid this situation and to
prevent reassembling the DTF, you can place a //DD ACCESS=EXC job control statement
anywhere between the DVC and LFD statements for the file in question. This statement, at
open time, causes the file to be marked as exclusively dedicated to the requesting DTF and
thereby removes any restrictions as to the type of operation you can perform while
preventing concurrent use of the file by other jobs.

4.3.1.2. Shared Filelock Capability

The ACCESS parameter provides a greater filelock capability than the LIBUP parameter.
They should not be used together. If both appear in the same DTFPF, the ACCESS
parameter supersedes LIBUP. The ACCESS options can only be used if FILELOCK=SHARE
was specified at system generation. The filelock options available with ACCESS are:

ACCESS=EXC

Requests exclusive use of the file. You may read, update, and extend the file. No
access is permitted by any other task. This type of filelock is the same as that
requested by the LIBUP=YES parameter entry.

ACCESS=EXCR

Requests exclusive-read use of the file. You rhay read, update, and extend the file.
Other tasks may also read the file, but may not write.

ACCESS=SRDO
Requests shared-read-only access to the file. You intend only to read the file. Other
tasks may also read the file. No writing is permitted. This type of filelock is the same
as the default of LIBUP.

ACCESS=SRD

Requests shared-read access to the file. You intend to read the file. Other tasks may
read, update, or extend the file.
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4.3.2. Defining a Partition (PCA)

Once your file is defined and each file partition is listed by using the PCA1 through PCA7
keyword parameters of the DTFPF macroinstruction, the characteristics of each partition
appendage must be described. This is done by using the partition control appendage (PCA)
macroinstruction.

This is a declarative macroinstruction and must not appear in a sequence of executable
code.

Format:

LABEL AOPERATIONA OPERAND

partition- PCA BLKSIZE=n

name ,IOAREAl=symbo |
,EODADDR=symbol ]
,FORMAT=NO]
,KEYLEN=n]
,LACE=n]
,LBLK=n]
,SEQ=YES]
,SI1ZE=n]
,U08=n]
L,VERIFY=YES]

— e e e e e e e e

The partition name for a particular PCA macroinstruction is the same as that assigned by
the PCAn keyword parameter in the DTFPF macroinstruction. The keywords allow you to
specify up to 10 operating and physical characteristics for each partition; these
characteristics are placed in a PCA table in main storage together with a current ID and
end of data ID. In its most abbreviated form, it is required only that you specify the size, in
bytes, of the blocks in the partition (BLKSIZE=n) and the address of an input/output area
where the blocks are going to be processed (IOAREA1=symbol). The size of the I/0 area is
the same as the BLKSIZE specification. The remaining keywords, when not specifically
listed, assume their default conditions as follows:

Keyword Default

EODADDR When the GET macroinstruction accesses the block with the relative
block number equal to the end of data ID for that partition, SAT
assumes that there is no end of data routine for this partition and
indicates that an invalid ID has been requested.

FORMAT Space allocated to the partition on 8430 and 8433 disk subsystems is
preformatted. This is used when writing new files in which each block
is written in format (count field followed by either a data field or a key
field and data field).

KEYLEN Assumes blocks will not be referenced by key.
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Keyword Default

LACE Assumes that no interlace is to be applied. LACE and FORMAT keyword
parameters are mutually exclusive.

LBLK One block (the size as specified in the BLKSIZE keyword parameter)
comprises one logical block (LBLK=1).

SEQ The file is not treated as a sequential file and you must provide the 4-
byte current ID field at the address of the PCA being referenced for
each 1/0 request (WRITE |D and READ ID macroinstructions).

SIZE The new file partition being defined requires one percent of the total
file allocation (SIZE=1).

UoS The unit of store (secondary allocation of disk space) has a value of 1.

VERIFY No verification (parity check) of block writing is performed.

The default values of the PCA macroinstruction represent the most common usage.
However, you have the option of specifying your own parameters for these keywords.
Certain keywords are interrelated; the following are some examples:

Some of these are mutually exclusive, such as the FORMAT and LACE keyword
parameters, because you cannot use format write (WRITE ID) and interlace
simultaneously.

Some are required together, such as the SEQ and EODADDR keyword parameters.

The LACE keyword parameter must be specified for interlace files. The lace factor is
adjusted by SAT for all disk subsystems.

The SIZE keyword parameter is applicable only to files being created.

The BLKSIZE, IOAREA1, and the LBLK keyword parameters are also interrelated.

User-supplied options to the PCA macroinstruction keywords are as follows:

When specifying blocksize (BLKSIZE keyword parameter), also specify the size of the
/0 area. When using sectorized disk subsystems, specify this value in multiples of
256 because this is the size of the fixed sectors. The multiple buffer keyword
parameter (LBLK) specifies the number of blocks that can fit within this 1/0 area.

If specifying sequential file processing (SEQ=YES), inform the program at which point
file processing should terminate. This is done by specifying the end of data
(EODADDR) keyword parameter address. When the GET macroinstruction accesses
the block with the relative block number equal to the end of data ID for that partition,
SAT transfers control to the address specified by the EODADDR keyword parameter.
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® |f loading your file on a device where the space allocated is not preformatted

(FORMAT=NO), a format write command is issued by SAT for each PUT
macroinstruction that references a relative block number equal to the end-of-data
address of the partition being accessed. A data write command is issued by SAT for
each PUT macroinstruction that references relative block numbers less than the
current end of data address.

This means that data written in the area outside the existing file partition area is
written as a new file, while those within the existing file partition are written as
update records.

The address of the input/output area needed to process records is specified by the
IOAREA keyword parameter. The length of this area is specified by the BLKSIZE
keyword parameter.

When you have interlaced creation or retrieval of sequential files, specify the LACE
keyword parameter to achieve most efficient processing. This value is computed by
SAT to make all disk subsystems conform to a similar access pattern. A thorough
discussion of interlace operation and computation is provided in 4.2.5.

Under certain circumstances, you may desire to retrieve more than one physical block
to construct one logical block. In this case, specify the block size through the BLKSIZE
keyword parameter. The LBLK keyword parameter would then specify the number of
physical blocks within the logical block. For example, assume that your physical
blocks are 256 bytes long and that you must have four of these to make up your
logical block.

PHYSICAL BLOCK

N > - - - —

-~ -~ —, P — T —

256 256 256 256

—

LOGICAL BLOCK

The following would be specified:

BLKSIZE=256
LBLK=4

When you wish to process a file sequentially, you can specify SEQ=YES. When the
OPEN macroinstruction is issued, the open transient routine sets the current ID field
to relative block 1 of the partition. Each subsequent GET or PUT macroinstruction that
is issued will transfer the next block in sequence to or from main storage. The current
ID is updated after each GET or PUT macroinstruction has been waited.

Random processing of the sequential file can be achieved as well as sequential
processing of random portions of the file by supplying the new value in the current ID
field before any GET or PUT macroinstruction is issued.




UP-8832 SPERRY UNIVAC 0S/3 4-17

SUPERVISOR MACROINSTRUCTIONS

m At the time that you are organizing your file, specify the space required for the
partition in the terms of a percentage of the overall file allocation. For example, if
your file contained four partitions of equal size, you would specify SIZE=25.

m  |f you feel that additional space may be needed to expand your file partition, specify
this space in increments called units of store (UOS). A unit of store is a percentage of
secondary allocation.

Each time an attempt is made to write a block with a relative block number larger than the
current maximum for the partition, a unit of store is added to the partition. For example,
suppose that you had a secondary allocation of 10 cylinders and you wished to add 2
cylinders to your partition each time you needed more space. You would specify: U0S=20
since 2 cylinders are 20 percent of your secondary allocation.

If the block chosen to be added to the partition exceeds the unit of store, an invalid ID
indication would be returned to the error field in your DTFPF table in main storage.

= If writing records to disk and you want to be certain that the block written is complete
and accurate, use the VERIFY=YES option. The blocks are check-read for parity. An
additional disk rotation must be allowed for the verification process.

m  |f blocks are to be addressed by key, use the KEYLEN parameter to specify the length
(3 to 255 bytes) of the key field in formatted records.

4.3.3. Processing Partitioned SAT Files

Once you have established your file on disk (that is, you have issued DTFPF and PCA

macroinstructions to describe and name your file), use the imperative macroinstructions to

open, control, and close your file processing. These macroinstructions are universal, but

are normally grouped according to their use as follows:

®  Processing Blocks by Key - OPEN, PUT, WAITF, READE/READH, SEEK, CLOSE

B Processing Blocks by Relative Number - OPEN, GET, PUT, WAITF, SEEK, CLOSE

The following subsections give a brief functional description of these imperative

macroinstructions. This description is followed by listing these macroinstructions in 4.4

and includes a detailed description of their parameters and characteristics.

4.3.3.1. Processing Blocks by Key

Macroinstruction Function

OPEN Initiates the open transient routine and identifies the file (as
listed in the DTFPF macroinstruction) to be processed.

PUT Identifies the file and partition to be accessed. Issues the
write for the indicated block.
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Macroinstruction

WAITF

READE

READH

SEEK

CLOSE

Function

Identifies the file and ensures completion of the current 1/70. If
the current |/0 was a successful READE or READH, it places
the ID of the block accessed in the current ID field. Updates
the current ID by 1 if the SEQ=YES keyword parameter was
specified.

Initiates the search for a block by key of a particular track. You
must place a relative block number, that is, on the track to be
searched, in the current ID field of the PCA table. You must
also place the key of the block to be accessed in first key
length bytes of the buffer area.

Same as for READE, except that the search is for a block that
is equal to the key specified or higher than the key.

Initiates movement of the disk heads to a particular track or
disk. It is your responsibility to place the relative address of a
block on that track in the current ID field of the PCA table.

ldentifies the file. After the file processing has been
completed or when the end of data ID has been detected, it
initiates the transient file close routine.

4.3.3.2. Processing by Relative Block Number

Macroinstruction

OPEN

GET

PUT

WAITF

SEEK

CLOSE

Function

Initiates the open transient routine and identifies the file (as
listed in the DTFPF macroinstruction) to be processed.
Initializes the start ID entry in the PCA tables of the file.

Identifies the file and partition to be accessed. Issues the read
for the indicated block.

Identifies the file and partition to be accessed. Issues the
write for the indicated block.

Identifies the file and assures completion of the current 1/0.
Updates the current ID by 1 if the SEQ=YES keyword
parameter was specified.

Initiates movement of the disk heads to a particular track on
disk. It is your responsibility to place the relative address of a
block on that track in the current ID field of the PCA table.

Identifies the file. After the file processing has been concluded
or when the end of data ID has been detected, it initiates the
transient file close routine.
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4.4. CONTROLLING YOUR DISK FILE PROCESSING

After you have specified the details of the file and partition you wish to access through the
declarative macroinstructions, the imperative macroinstructions described in the following
subsections actually control your file accessing. The sequence of these macroinstructions
for a particular type of processing is listed in 4.3.3.1 and 4.3.3.2, together with a brief
description of their function.

4.4.1. Open a Disk File (OPEN)
Function:

The OPEN macroinstruction opens a file defined by the DTFPF and PCA
macroinstructions so that it can be accessed by the logical 10CS.

Format:
LABEL I AOPERATIONA | OPERAND
[symbol] OPEN ‘ {filename-l[ ..... filename-n]}
(1)

Positional Parameter 1:

filename-1
Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file to be opened.

(1)
indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.

Positional Parameter n:

filename-n
Successive entries specify the symbolic addresses of the DTFPF
macroinstructions in the program corresponding to the additional files to be
opened.

Use this form (for example, OPEN FILE1, FILE2) when more than one lockable file
is to be accessed by a single task. This opens all the files named and applies the
required read or write locks at the same time. ’

Multiple open should be used to open more than one file when filelock is
involved to prevent a lockout between two programs contending for the same
file. If any one file on an OPEN macroinstruction cannot be opened because of
lock, then none of the files will be opened. In such a case, if an error address
had been specified in the DTF of the first file that failed, control returns to that
error address. An 88 {lock failure) occurs in the DTF error code (byte 56 of the
DTF file table). If no error address was specified, all files specified by the OPEN
macroinstruction are deactivated pending the closing of those files by the locking
program. This also produces a DM88 (writing for lock) console message.
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After the file has been defined by the DTFPF and PCA macroinstructions, you must issue
an OPEN macroinstruction to initialize the file before any other access can be made. Use
the GET macroinstruction to access the first (or next) data block.

The transient routine called by the OPEN macroinstruction allocates disk space to each of
the partition control appendages from the VTOC file extents; these areas are then
preformatted if necessary. If too little disk space has been allocated to a file to satisfy all
PCA requirements, partitions requiring space may be extended during processing.

4.4.2. Retrieve Next Logical Block (GET)
Function:
The GET macroinstruction reads a logical block from disk into main storage and

makes it accessible for processing. The address into which the data is read is
specified in the associated PCA macroinstruction by the keyword parameter IOAREAT.

Format:
LABEL ‘ AOQOPERATIONA I OPERAND
[symbol] GET {filename}.{PCA-name}
(1) (9)

Positional Parameter 1:

filename
Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file being read.

(1)
Indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.

Positional Parameter 2:

PCA-name
Specifies the symbolic address of the PCA macroinstruction associated with the
partition to be accessed.

(9)
Indicates that register O has been preloaded with the address of the PCA
macroinstruction.
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. PCA Table Content;

The OPEN macroinstruction initializes the current ID field in the PCA table to the start
ID of the partition. If the SEQ keyword parameter in the PCA macroinstruction is
used, the current ID field will be updated after each GET macroinstruction has been
waited.

If the SEQ keyword is not used, or random access is desired, it is your responsibility
to preload the current ID field with the relative ID of the data block to be read. The
current ID field is located at the address (label) of the PCA being referenced. This is a
4-byte field and contains a right-justified hexadecimal number representing the
number of the block (relative to the first block in the partition) to be read.

When a GET macroinstruction is issued for a SAT file, the contents of registers 14, 13,
and 12 are saved in three consecutive full words whose address is in register 13.
4.4.3. Output a Logical Block (PUT)
Function:

The PUT macroinstruction writes a logical block from main storage to disk. The main

storage address from which the data is written is specified in the associated PCA
macroinstruction by the keyword parameter IOAREA1.

Format:
LABEL | AOPERATIONA | OPERAND
[symbol] PUT {filename}.{PCA-name}
(1) (9)

Positional Parameter 1:

filename
Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file being written.

(1)
Indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.

Positional Parameter 2:

PCA-name
Specifies the symbolic address of the PCA macroinstruction associated with the
partition to be written.
o o)

Indicates that register O has been preloaded with the address of the PCA
macroinstruction.
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PCA Table Content:

The OPEN macroinstruction initializes the current ID field in the PCA table to the start
ID of the partition. If the SEQ keyword parameter in the PCA declarative
macroinstruction is used, the current ID field will be updated after each PUT
macroinstruction has been waited.

If the SEQ keyword is not used, or random access is desired, it is your responsibility
to preload the current ID field with the relative ID of the data block to be written. The
current ID field is located at the address (label) of the PCA being referenced. This is a
4-byte field and contains a right-justified hexadecimal number representing the
number of the block (relative to the first block in the partition) to be written.

When a PUT macroinstruction is issued for a SAT file, the contents of registers 14, 13,
and 12 are saved in three consecutive full words whose address is in register 13.

4.4 4. Wait for Block Transfer (WAITF)

Function:

The WAITF macroinstruction ensures that a command initiated by a preceding GET,
PUT, READE, or READH macroinstruction has been completed. When completed, the
error status field contains the error status information pertaining to the 1/0 request. It
is your responsibility to check these bits, which are in bytes 50 and 51 of the DTF
table.

If the keyword parameter WAIT=YES was not specified in the DTFPF
macroinstruction, the WAITF macroinstruction must be issued after a GET, PUT,
READE, or READH macroinstruction and before another imperative macroinstruction
is issued for that file.

Format:

LABEL IAOPERAﬂONA | OPERAND

[symbol]
(1)

WAITF ‘ {filename}

Positional Parameter 1:

filename

Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file being accessed.

(1)
Indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.




( UP-8832 SPERRY UNIVAC 0S/3 4-23
SUPERVISOR MACROINSTRUCTIONS Update A

. 4.45. Read by Key Equal/Read by Key Equal or Higher (READE/READH)

Function:

The READE and READH macroinstructions initiate a search by key for a block having
a key equal to the key specified (READE) or equal to or greater than the key specified

(READH).
Format:
LABEL ' AOPERATIONA ‘ OPERAND
[symbol} {READE} filename},{PCA-name}
READH (1) (9)

Positional Parameter 1:

filename
Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file being processed.

(n)
Indicates that register 1 has been preloaded with the address of the DTFPF

. macroinstruction.

Positional Parameter 2:

PCA-name

Specifies the symbolic address of the PCA macroinstruction associated with the
partition to be accessed.

(9)
Indicates that register O has been preloaded with the address of the partition to
be accessed.

PCA Table Content:

After a successful search, the current ID entry in the PCA table is updated to reflect
the relative number of the record retrieved. However, if SEQ=YES has been specified
in the PCA macroinstruction, the current ID field in the PCA table will be the relative
block number plus 1.
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4.4.6. Access a Physical Block (SEEK)

Function:

The SEEK macroinstruction initiates movement of the disk read/write head to the
position specified in the current ID field of the PCA. This is a 4-byte field which
contains a right-justified hexadecimal number representing any block number on the
track (relative to the first block in the partition) to which head movement will be
initiated. It is your responsibility to store the desired relative block number in this

field.
Format:
LABEL l AOPERATIONA I OPERAND

{filename},{PCA-name}

[symbol] l SEEK
(1) (8)

Positional Parameter 1:

filename

Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file being accessed.

(1)
Indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.

Positional Parameter 2:

PCA-name

Specifies the symbolic address of the PCA macroinstruction associated with the
partition to be accessed.

(0)
Indicates that register O has been preloaded with the address of the PCA
macroinstruction.

4.4.7. Close a Disk File (CLOSE)
Function:
The CLOSE macroinstruction performs the required termination operations for a file.

Once the CLOSE macroinstruction has been issued for a file, only the OPEN
macroinstruction may reference that file.
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Format:
LABEL | oPERATIONA | opErRAND
[symboi] CLOSE filename-1[,..., filename-n]
(1)
*ALL

Positional Parameter 1:

filename-1
Specifies the symbolic address of the DTFPF macroinstruction in the program
corresponding to the file to be closed.

(1)
Indicates that register 1 has been preloaded with the address of the DTFPF
macroinstruction.

*ALL
Specifies that all files currently open in the job step are to be closed.

Positional Parameter n:

filename-n
Successive entries specify the symbolic addresses of the DTFPF
macroinstructions in the program corresponding to the additional files to be
closed.

4.5. SAT FOR TAPE FILES

The OS/3 tape system access technique (TSAT) is a generalized input/output control
system that provides a standard interface to PIOCS for magnetic tape subsystems. It
performs the basic functions of a tape data management system and provides block level
170 for sequential tape files.

Interface with TSAT files is through declarative and imperative macroinstructions. You use
the SAT and TCA declarative macroinstructions to define the characteristics of the file and
the data management technique to be used to process the file. The SAT macroinstruction
creates the DTF table for the file, and the TCA macroinstruction creates the appendage to
the table. These macroinstructions are described in 4.8. You use the OPEN, GET, PUT,
CNTRL, WAITF, and CLOSE imperative macroinstructions to control file processing. These
are described in 4.9.

All files processed by TSAT are written in a forward direction, and can be read forward
and backward. The CNTRL macroinstruction initiates nondata operations on the device and
can be issued whether or not the file is open.
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To use TSAT, you must observe tape label conventions (described in 4.6) and tape volume
and file organization conventions (described in 4.7).

If you are processing block numbered tapes, you must also observe the special
conventions applicable to these tapes. Requirements and processing for block numbered
tapes are summarized in 4.10.

4.6. SYSTEM STANDARD TAPE LABELS

Magnetic tapes may be labeled or unlabeled, and a labeled tape may contain either
standard or nonstandard labels. You indicate this using the FILABL parameter in the TCA
macroinstruction. TSAT assumes that tapes have standard labels. If nonstandard labels
exist on input files, TSAT bypasses them.

All standard tape labels are in blocks of 80 bytes and are always recorded at the same
density as the data. The first three bytes of each label identify the type, and the fourth byte
indicates its position within the group. For example, VOL1 indicates this is the first volume
label for this file.

For block numbered tapes, each label includes a 3-byte block number field as the first
three bytes of the label, making the label 83 bytes long.

There are five tape label groups; three are required and two are optional. The tape label
groups are:

®  Volume label group VOL
B File header label group HDR
m  User header label group (optional) UHL
®  File trailer label group EOF or EOV
n User trailer label group (optional) UTL

TSAT does not process user header (UHL) or user trailer (UTL) labels. No provision is made
for creating these labels on output files; if they exist on input files, TSAT bypasses them.

TSAT label processing is limited to one volume label (VOL1), two file header labels (HDR1
and HDR2), and two file trailer labels (EOF1 and EOF2 or EOV1 and EOV2). No provision is
made for creating additional labels on output files; if they exist on input files, TSAT
bypasses them.

Tape label formats for block numbered files are shown in Figures 4-17 through 4-21. Tape
label formats for files without block numbers are shown in Figures 4-6 through 4-10 and
are described in the following subsections.
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4.6.1. Volume Label Group

A volume label group consists of a single volume label (VOL1). The VOL1 label identifies
the tape reel, and it is used to check that the proper reel is mounted. When a tape is first
used at an installation, its volume serial number (VSN) and other volume information, as
shown in Figure 4-6, are specified by parameter cards supplied to a standard utility
routine that writes the label. The serial number is also written on the exterior of the reel
for visual identification.

If you want logical IOCS to prep the volumes of a standard labeled file, INIT must be
specified as a parameter of the LFD job control statement associated with that file. Logical
IOCS will then prep the volumes from the information supplied on the associated VOL and
LBL job control statements.

When you issue an OPEN macroinstruction to an output tape, its open-and-rewind options
are executed first, and then the tape is checked to see if it is at the load point. If it is at
the load point, the VOL1 label is read (if in a nonprepping mode) and the volume serial
number is checked and saved for use in the file header labels (HDR1 and HDR2). The tape
is then positioned so that the volume labels are not destroyed, and no further volume label
processing is performed.

If the output tape is not at the load point after the open-and-rewind options are performed,
TSAT assumes that the tape is positioned between the two ending tape marks of the
previous file or just prior to the HDR1 label of an existing file. In either case, no volume
label checking or creation is performed.

For an input tape, the OPEN transient first executes the open-and-rewind options and then
checks to see whether the tape is at the load point. If it is, the VOL1 label is read and the
volume serial number is used to check the file serial number in the appropriate file header
or trailer label. The tape is then positioned to the proper file header or trailer label as
specified in the file sequence number field of the associated LBL job control statement,
and no further volume label processing is performed.

if the input tape is not at the load point after the open-and-rewind options are performed,
TSAT assumes that the tape is positioned between the two ending tape marks of a
previously created file or just prior to the HDR1 label of an existing file. In either case, no
further volume label processing is performed.

When any volume label is encountered during the processing of a CLOSE macroinstruction
for an input tape and you have specified READ=BACK in the TCA macroinstruction, the
label is bypassed without processing.

The format of the volume label is shown in Figure 4-6. The fields are described in Table 4-1.



UP-8832 SPERRY UNIVAC 0S/3 4-28
SUPERVISOR MACROINSTRUCTIONS

BYTES

volume serial number

reserved
20 \
reserved
24
N
28
32
reserved
36

owner identification

64 reserved

72

76

.

LEGEND:

Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

Figure 4—6. Tape Volume 1 (VOL1) Label Format for an EBCDIC Volume
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Table 4—1. Tape Volume 1 (VOL1) Label Format, Field Description for an EBCDIC Volume

Field Initialized By Bytes Code Description
Label Tape prep 0-2 EBCDIC Contains VOL to indicate
identifier that this is a volume label
Label number Tape prep 3 EBCDIC Always 1 for the initial
volume label
Volume serial Tape prep 4-9 EBCDIC Unique identification number
number assigned to this volume by

your installation, TSAT
expects 1- to 6-alphanumeric
characters, the first of which

is alphabetic
Volume TSAT 10 EBCDIC Reserved for future use by
security ) installations requiring

security at the reel level.
Currently blank

(Reserved) | ----- 11-20 EBCDIC Contains blanks (4016)
(Reserved) | ----- 21-30 EBCDIC Contains blanks (4016)
(Reserved) | ----- 31-40 EBCDIC Contains blanks (4016)
Owner | =----- 41-50 EBCDIC Unique identification of the
identification owner of the reel: any

combination of alphanumerics

(Reserved)  }  ----- 51-79 EBCDIC Contains blanks {40, )

NOTE:

For ASCII files, bytes 0-36 of a VOL1 label have the same significance as shown in the preceding
example. Bytes 37-50 indicate the owner identification field. Bytes 51-78 are blank and are
reserved for future standardization. Byte 79 indicates the label standard level, and when set to 1,
indicates formats on this volume meet the American National Standard, X3.27-1969.

4.6.2. File Header Label Group

The file header label group consists of two labels: the file header 1 labe! (HDR1) and the
file header 2 label (HDR2).

4.6.2.1. First File Header Label (HDR1)

The first file header label (HDR1), which identifies the file, is written at the beginning of
each file. The HDR1 label is required and has the fixed format shown in Figure 4-7; its
fields are described in Table 4-2. All fields in the HDR1 label may be specified in the job
control stream.

For input files, all fields up to and including the system code in the HDR1 label are
checked against values specified in the LBL job control statement. Only those fields for
which values have been supplied are checked. However, if you specified READ=BACK in
the TCA macroinstruction, the HDR1 label is bypassed without processing. For multifile
input volumes, you should specify the file sequence number in the LBL job control
statement to ensure proper tape positioning.
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For output files, the tape must be positioned properly before the files can be opened. On
file open, the expiration date in the HDR1 label is checked against the current or actual
calendar date to determine if the associated file has expired. If the file has expired, the
tape is positioned so that the old HDR1 label is written over. The new HDR1 label is set up
from values specified by the LBL job control statement and is written on the tape.

BYTES

0\ H D R 1

file identifier
12

16

file serial number
volume sequence

24 number

file sequence

ce number
volume sequence el number

28

32 file sequence number geheration number

36 generation number version number

version number

creation date

expiration date

52 | ’ - file secutity

unused

56

7

2
)

system code
64 Y

72 N reserved \

N
5 N\ §§\\
LEGEND

‘\*
& Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

Figure 4—7. First File Header Label (HDR1) Format for an EBCDIC Tape Volume
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4-31

Table 4—2. First File Header Label (HDRT1), Field Description

{Reserved)

Field Bytes Description
Label identifier 0-2 Contains HDR to indicate a file header label
Label number 3 Always 1
File identifier 4-20 A 17-byte configuration that uniquely identifies
the file. 1t may contain embedded blanks and is
left-justified in the field if fewer than 17 bytes
are specified.
File serial number 21-26 The same as the VSN of the VOL1 label for the
first reel of a file or a group of multifile reels
Volume sequence 27-30 The position of the current reel with respect
number to the first reel on which the file begins.
This number is used with multivolume files only.
File sequence number 31-34 The position of this file with respect to the
first file in the group
Generation number 35-38 The generation number of the file (0000—-9999)
Version number of 39-40 The version number of a particular generation
generation of a file
Creation date 41-46 The date on which the file was created, expressed
in the form YYDDD and right-justified. The
leftmost position is blank.
Expiration date 47-52 The date the file may be written over or used
as scratch, in the same form as the creation
date
File security indicator 53 Reserved for file security indicator. I ndicates
whether additional qualifications must be met
before a user program may have access to the file.
0 = No additional qualifications are required.
1 = Additional qualifications are required.
{Unused) 5459 Unused field, containing EBCDIC 0's
System code 60-72 Reserved for system code, the unique identification
of the operating system that produced the file
73-79

Reserved field, containing blanks (4016)A
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4.6.2.2. Second File Header Label (HDR2)

The second file header label (HDR2) acts as an extension of the HDR1 label and is a
required label. Unless the HDR2 label was created by the OS/3 operating system as
indicated in the system code field of the HDR1 label, the HDR2 label is ignored by TSAT.
Figure 4-8 shows the format of the HDR2 label; Table 4-3 describes its fields.

BYTES

record format

character block length

record length

reserved

28

32

- N
36 printer control
character

40

reserved

=

AN
64
68
N
72
76 N\ x\
LEGEND:

Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

LU

Figure 4—8. Second File Header Label (HDR2} Format for an EBCDIC Tape Volume
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Table 4—3. Second File Header Label (HDR2), Field Description

Field Bytes ) Description

Label identifier 0-2 Contains HDR to indicate a file header label

Label number 3 Always 2

Record format character 4 Character Meaning
D Variable-length (ASCII), with length

fields specified in decimal

F Fixed-length
S Spanned
8] Undefined
v Variable-length (EBCDIC), with length

fields specified in binary

Block length 5-9 Five EBCDIC characters specifying the maximum
number of characters per block

Record length 10-14 Five EBCDIC characters specifying the record length for
fixed-length records. For any other record format, this
field contains O's.

(Reserved) 15-35 Reserved for future system use
Printer control 36 One EBCDIC character indicating which control character
character set was used to create the data set.

A=Special (ASA) control character present
D=Device independent control character present
M=1BM control character present

U=SPERRY UNIVAC control character present

(Reserved) 37-79 Reserved for future system use

NOTE:

For ASCI files, bytes 0—14 of a HDR2 label have the same significance as shown in the preceding
example. Bytes 50 and 51 indicate the buffer offset field which must be included in the block
length. All other fields are recorded as ASCH spaces.

4.6.3. File Trailer Label Group

The file trailer label group comprises either of two pairs of labels, depending on whether
the reel contains an end-of-file or an end-of-volume condition. In the first condition, the
first label of the pair is the EOF1 label, in a format identical to the HDR1 label; the second
label is the EOF2 label. Its format is identical to the HDR2 label. In the end-of-volume
condition, these labels are the EOV1 and EQV2 labels; again, the formats of these labels
are identical to their counterparts in the file header label group, HDR1 and HDR2.

The contents of the EOF1 and EOV1 labels are identical to the HDR1 label except for the
label identifier, label number, and block count fields. The contents of the EOF2 and EOV2
labels are identical to the HDR2 label except for the label identifier and label number
fields.

When you issue an OPEN macroinstruction to an input tape file, with READ=BACK
specified in the TCA macroinstruction, the OPEN transient checks the fields in an EOF1 or
EOV1 label against the values you have specified in the LBL job control statement. This
processing is similar to that of the HDR1 label.
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Figure 4-9 illustrates the format of the EOF1 or EOV1 label; Table 4-4 summarizes the contents .

of its fields. Figure 4-10 illustrates the format of the EOF2 or EOV2 label; Table 4-5 presents

the contents of its fields.

BYTES

3 ‘

0 :\\\\ label identifier

label
N

number

file identifier

file serial number

volume sequence
number

volume sequence number

file sequence
number

file sequence number

generation number .

generation number

version number

version number

creation date

expiration date

|. file spcurity

56 block count
N\
60

system code
64
68
72

reserved

Generated by TSAT or reserved for system expansion.

-
m

(2}

I %l m
o

Written by TSAT from user-supplied data.

Figure 4—9. Tape File EOF1 and EOV1 Label Formats for EBCDIC

Tapes
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Table 4—4. Tape File EOF1 and EQV1 Labels, Field Description

Field Bytes Description

Label identifier 0--2 Indicates that this is a file trailer label;
contains EOF for an end-of-file label,
or EOV for an end-of-volume label

Label number 3 Always 1

File identifier 4-20 A 17-byte configuration that uniquely identifies
the file. It may contain embedded blanks and is
left-justified in the field if fewer than 17

bytes are specified.

File serial number 21-26 The same as the VSN of the VOL1 label
for the first reel of a file or a group of
multifile reels

Volume sequence number 27-30 The position of the current reel with respect
to the first reel on which the file begins.
This number is used with multivolume files only.

File sequence number 31-34 The position ot this file with respect to the
first file in the group

Generation number 35-38 The generation number of the file (0000—9999)
Version number of 39-40 The version number of a particular generation
generation of a file

Creation date 41-46 The date on which the file was created, expressed

in the form YYDDD and right-justified. The left-
most position is blank.

Expiration date 47-52 The date the file may be written over or used as
scratch, in the same form as the creation date

File security indicator 53 Reserved for file security indicator. Indicates
whether additional qualifications must be met before
a user program may have access to the file.

0 = No additional qualifications are required.

1 = Additional qualifications are required.

Block count 54-59 In the first file trailer label, indicates the
number of data blocks: either in this file of
a multifile reel, or on the current reel of a
multivolume file. TSAT checks the block
count for input files or writes the count for
output files.

System code 60-72 Reserved for system code, the unique identification
of the operating system that produced the file

(Reserved) 73-79 Reserved field, containing blanks (4016)
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4-36

BYTES

3

label identifier

label
number

record format
character

block length

record length
\
N
0 N
reserved \\\\i\
24 \\
28
32
printer control
character \
40 \
48 \
52 \
reserved

72

76

e

LEGEND:

§ )
&\ Generated by TSAT or reserved for system expansion.

Figure 4—10. Tape File EOF2 and EOV2 Label Formats for EBCDIC Tapes

Written by TSAT from user-supplied data.
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Table 4—5. Tape File EOF2 and EQV2 Labels, Field Description

Field Bytes Description

Label identifier 0-2 Indicates that this is a file trailer label; contains
EOF for an end-of-file label, or EOV for
an end-of-volume label

tabel number 3 Always 2
Record format character 4 Character Meaning
D Variable-length (ASCII), with length
fields specified in decimal
F Fixed-length
S Spanned
U Undefined
Y Variable-length (EBCDIC), with
length fields specified in binary
Block length 5-9 Five EBCDIC characters specifying the maximum

number of characters per block

Record length 10-14 Five EBCDIC characters specifying the record length
for fixed-length records. For any other record
format, this field contains zeros.

(Reserved ) 15-35 Reserved for future system use
Printer control 36 One EBCDIC character indicating which control
character character set was used to create the data set.

A = Special (ASA) control character present

D = Device independent control character present
M = IBM control character present

U = SPERRY UNIVAC control character present

{Reserved) 37-79 Reserved for future system use
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4.7. TAPE VOLUME AND FILE ORGANIZATION

As was stated earlier, magnetic tape files processed by TSAT must observe certain label
conventions. These were described in 4.6. Magnetic tape files must also observe
conventions as to volume and file organization. The following subsections and figures
describe the organization of files and volumes with respect to standard labeled,
nonstandard labeled, and unlabeled files used with OS/3 tape sequential access method
(SAM). Except where noted otherwise, these conventions also apply to tape files used with
TSAT.

Remember that TSAT assumes only standard labeled files. TSAT bypasses user header
labels, user trailer labels, and nonstandard labels. These labels are included in the
following figures and descriptions only to show their relative location within the various
volume organizations.

4.7.1. Standard Tape Volume Organization

A standard volume has standard labels, required tape marks, and is capable of being
processed by the logical 10CS. Figures 4-11, 4-12, and 4-13 illustrate the reel
organization for standard volumes with either an end-of-file (EOF) or end-of-volume (EQOV)
condition. The logical IOCS assumes that the labels appear in the order shown. A volume
processed by TSAT will end in either an end-of-file or end-of-volume label group (EOF1
and EOF2 or EOV1 and EOV2) followed by two tape marks. The second tape mark signifies
that no valid information follows.

User header {(UHL) and user trailer (UTL) labels are optional. Tape SAM permits you to
specify a special label handling routine to process these labels. If you do not specify such
a routine, the optional labels are simply bypassed. However, with TSAT, you cannot specify
your own label handling routine for optional labels. TSAT always bypasses these labels,
and your program is not made aware of them.

On output operations, no provision is made in TSAT for the creation of additional volume
labels, file header labels, or file trailer labels. If these additional labels exist on input files,
TSAT bypasses them.
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WITH END-OF-FILE CONDITION

LEGEND:

Contents supplied by user.

N
&\ Required and generated by TSAT.

Generated by TSAT; user supplies content for certain fields.

WITH END-OF-VOLUME CONDITION

VOL1 label VOL1 label
HDR1 label HDR1 label
HDR?2 label HDR?2 label
user header labels user header label HHH
UHL1-UHLS UHL1—-UHLS8
tape mark tape mark
data pY data
«]—' blocks T blocks
\ tape mark tape mark
EOF1 label EOV1 label
EOF2 label EOV2 label

user trailer labels user trailer labels
UTL1-UTLS8 UTL1—-UTLS8
{
tape mark tape mark
tape mark tape mark

Generated by user at his option. Content is at user’s option except for content of 4-byte label 1D fields. User is
limited to eight UHLs and eight UTLs. Bypassed by .TSAT.

Figure 4—11. Reel Organization for EBCDIC Standard Labeled Tape Volumes Containing a Single File
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VOL1 label

HDR 1 label of file A

HDR2 label of file A

tape mark

data blocks
of file A

tape mark

EOF1 label of file A

EOF 2 iabel of file A

tape mark

HDR1 label of file B

HDR2 label of file B

tape mark

data blocks
of file B

tape mark

EOF1 label of file B

EOF2 label of file B

tape mark

tape mark

LEGEND:

Content supplied by user.

\
\;\\ Required and generated by TSAT.

Generated by TSAT; user supplies content for certain fields.

NOTE:
Assume that file B complietes on this volume.

Figure 4—12. Reel Organization for EBCDIC Standard Labeled Tape Volume: Multifile Volume with End-of-File Condition
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Figure 4—13. Reel Organization for EBCDIC Standard Labeled Tape Volumes: Multifile Volumes with End-of-Volume

REEL 1 REEL 2

VOL1 iabel VOL1 label

HDR?1 label of file B

HDR1 label of file A

HDR2 label of file A HDR2 labe! of file B

tape mark tape mark

data blocks
of file A

data blocks
of file B

tape mark tape mark

EOF2 label of file B

EOF1 label of*file A

EOF2 label of file B

EOF2 label of file A

tape mark tape mark

HDR1 label of file C

HDR1 label of file B

HDR2 label of file C

HDR?2 label of file B

tape mark tape mark

data blocks data blocks
of file B of file C
\ \
tape mark tape mark

N

EOV1 label of file B EOV1 label of file C

EOV2 label of fite B EOV2 label of file C

7

tape mark tape mark

N
N\ N

tape mark tape mark
N
LEGEND:

i \
Content supplied by user. N Required and generated by TSAT.

Generated by TSAT; user supplies content for certain fields.

NOTE:

Assume that file C is not completed on reel 2, but carries over (like file B) onto another volume.
If file C were completed on reel 2, its EOV1 and EOV2 labels shown here would be replaced with
EOF1 and EOF2 labels.

Condition
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4.7.2. Nonstandard Tape Volume Organization

A nonstandard volume is any volume that has nonstandard labels and is capable of being
processed by the logical IOCS. Figures 4-14 and 4-15 illustrate the reel organization for
nonstandard volumes.

Nonstandard user header and trailer labels (UHL and UTL) are optional. These may be of
any format, length, or number because they are handled by the user’s label routine. When
processing tapes using tape SAM, the address of the user’'s label handling routine to
process nonstandard labels is usually specified, in which case the tape mark following the
UHL may be omitted. It is required only if label checking is to be omitted or a read-
backward operation is specified. If nonstandard labels appear on an input file but are not
to be checked when the file is read, the user omits specifying the address of his label
handling routine - but the tape mark must be present.

The tape mark following the data blocks is required and is written by logical 10CS, which
also writes two required tape marks after the UTL, if they are present. If the optional UTL
are not present, logical IOCS writes only one additional tape mark after the one following
the data blocks. This second tape mark is always present when this file is the only file or
the last file on the reel. It is overwritten by the next file to be written on a multifile
volume.

\/\-—-\-’/\_'—\——N

optional user
header labels

tape mark

\ <

data blocks

—\
\\
a0\

tape mark

|

optional user
trailer labels

tape mark

tape mark

.

LEGEND:

Contents supplied by user.

Required and generated by TSAT; only two tape marks follow data blocks if UTLs are not
present.

. Generated by TSAT unless user specifies TPMARK=NO; required only if label checking is omitted or
user specifies READ=BACK.

Presence, content, format, and number entirely at user’s option. Bypassed by TSAT.

Figure 4—14. Reel Organization for EBCDIC Nonstandard Volume Containing a Single File
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optional user
header labels

tape mark

data blocks
of file A

AN\

)

tape mark

_ =

optional user
trailer labels

tape mark

optional user
header labels

tape mark

data blocks
of file B e

tape mark \§

T

optional user

trailer labels
\ tape mark \
\\\l§ tape mark

LEGEND:

Content supplied by user.

Required and generated by TSAT; only two tape marks follow data blocks of last fil‘e on
volume if UTLs are not present.

Generated by TSAT unless user specifies TPMARK=NO; required only if iabel checking is omitted
or user specifies READ=BACK.

Presence, content, format, and number entirely at user’s option. Bypassed by TSAT.

. Always present; written by TSAT

. Figure 4—15. Reel Organization for EBCDIC Nonstandard Muttifile Volume
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4.7.3. Unlabeled Tape Volume Organization

An unlabeled volume is any volume that has no labels and is capable of being processed
by the logical I0OCS. The user specifies FILABL=NO, or omits this parameter in the TCA
macroinstruction, to indicate an unlabeled volume or file. A tape mark is expected or
written by logical IOCS preceding the data blocks unless the user has specified
TPMARK=NO in the TCA macroinstruction.

Figure 4-16 illustrates the reel organization for unlabeled volumes. The tape mark
following the data blocks is required on both single-file and multifile volumes and is
supplied by TSAT on output operations. A second tape mark is always written by TSAT
following the last or only file on each volume and is overwritten by the next file to be
written on a multifile volume.

tape mark

tape mark

v J’ data blocks ~
lock
data blocks T P of file A ,r
N
tape mark \\ tape mark
N
tape mark L L
- data blocks -
of file B
SINGLE-FILE VOLUME
tape mark
N
\ tape mark

MULTIFILE VOLUME

LEGEND:

Content supplied by user.

N
&\\ Required and generated by TSAT; two tape marks follow data biocks of last file on volume.

Generated by TSAT unless user specifies TPMARK=NQO; required only when user specifies
READ=BACK.

Figure 4—16. Reel Organization for Unlabeled EBCDIC Volumes
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4.8. TAPE SAT FILE INTERFACE

Each file to be processed by TSAT must be predefined by two declarative
macroinstructions:

= SAT

Defines a TSAT magnetic tape file.

s TCA

Defines a tape control appendage.

The SAT macroinstruction describes the physical characteristics of the file, and the TCA
macroinstruction describes the logical attributes of the file.

4.8.1. Define a Magnetic Tape File (SAT)

This is the DTF macroinstruction for TSAT files. The assembler also accepts the name
DTFPF; however, the name SAT is used here to avoid confusion between the DTF
macroinstruction for disk SAT files and tape SAT files.

Function:

The SAT macroinstruction defines a magnetic tape file to be processed by SAT. It
generates a DTF table in main storage containing the file name and operating and
physical characteristics of your file that can be referenced by the system.

This is a declarative macroinstruction and must not appear in a sequence of
executable codes.

Format:
LABEL AOPERATIONA OPERAND
filename SAT TCA=TCA-name
[ .ERROR=error-addr)
[ ,FCB=YES]
[ WAIT=YES]
Label:
filename

Specifies the name used to identify the file. This is the same as the 8-character
name in the LFD job control statement.

Keyword Parameter TCA:

TCA=TCA-name

Specifies the symbolic address of the TCA for the file. This name must be
entered in the label field of the corresponding TCA macroinstruction describing
the tape control appendage.
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Keyword Parameter ERROR:
ERROR=error-addr

Specifies the symbolic address of your error routine that receives control if an
error occurs.

If omitted, the job is abnormally terminated if an error occurs.
Keyword Parameter FCB:
FCB=YES
Specifies that before issuing the OPEN macroinstruction, you have placed the
FCB for this file in the 1/0 area specified by the IDAREA1 keyword parameter of
the TCA macroinstruction associated with this file, instead of in the transient

area where it is normally placed.

If omitted, the FCB, which controls file 1/0, is placed into the transient area of main
storage during file-open operations.

Keyword Parameter WAIT:
WAIT=YES
Specifies that TSAT is to issue the required WAITF macroinstruction after each
I/0 function (GET, PUT). This initiates a waiting period to assure completion of

the input or output operation and sets certain status bytes in the DTF table.

If omitted, you must issue a WAITF macroinstruction after each 1/0 operation.

4.8.2. Define a Tape Control Appendage (TCA)

Function:

The TCA macroinstruction defines the logical attributes of a magnetic tape file to be
processed by TSAT. It generates a tape control appendage to the DTF table for the file.

This is a declarative macroinstruction and must not appear in a sequence of
executable code.

Format:
LABEL AOPERATIONA OPERAND
TCA-name TCA |0AREAl=area-name
,BLKSIZE=n
[ ,BKNO=YES]

[ .CKPTREC=YES]

[ ]

[ EOFADDR=end-of -data-addr]

(continued)
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LABEL AOPERATIONA OPERAND

TCA-name 'FILABL:{STD }

(cont) NSTD
NO

[.LBLK=n]
[.OPRW=NORWD]

[,READ:{¥ }}]

BACK

[,REWINDz{UNLOAD}]
NORWD

[.TPMARK=NO]

[ TYPEFLE=OUTPUT]

Label:

TCA-name
Specifies the symbolic address of the TCA table generated by this
macroinstruction. This must be the same name specified in the TCA parameter of
the SAT macroinstruction for this file.

Keyword Parameter IOAREA1:

10AREAl=area-name
Specifies the symbolic address of an input/output area in main storage where
the blocks are to be processed. The size of this area is specified in the BLKSIZE
keyword parameter.

When processing block numbered tapes (BKNO=YES), you must reserve a 4-byte
storage area immediately preceding your input/output area for supervisor
processing of the block number. The 4-byte block number area and the
input/output area must be aligned on a full-word boundary. Do not include these
four bytes as part of the IOAREA1 specification.

Keyword Parameter BLKSIZE:

BLKSIZE=n
Specifies the size in bytes of the area in main storage named by the IOAREA1
keyword parameter.

When processing block numbered tapes (BKNO=YES), you must reserve a 4-byte
storage area immediately preceding your input/output area. Do not include these
four bytes as part of the BLKSIZE specification.

If you are reading input tapes backward (READ=BACK), your BLKSIZE
specification must accommodate the largest block on tape; otherwise the data at
the beginning of the block may be lost. If the data is truncated on a backward
read of a block numbered file, the block number field will be lost and incorrect
positioning of the tape may result.
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Keyword Parameter BKNO:

BKNO=YES
Specifies that you have reserved a 4-byte storage area, aligned on a full-word
boundary, immediately preceding your input/output area. Do not include these
four bytes as part of either the IOAREA1 specification or the BLKSIZE
specification. Processing of block-numbered tape files is described in 4.10.

Keyword Parameter CKPTREC:

CKPTREC=VYES
Specifies that any checkpoint records occurring in an input tape file are to be
bypassed by TSAT. In this case, your BLKSIZE specification in the TCA
macroinstruction must equal or exceed the length of a header or trailer label of

the checkpoint set.

In 0OS/3 tape files, the first and last blocks of a checkpoint dump begin with the
following:

//ACHKPTA/ /nnttCsss
where:
nn

Is the number, in binary, of image records plus control blocks, less 1,
not including the header or trailer labels.

tt
Is the total number, in EBCDIC, of checkpoint records following the
header label, including the trailer label; tt is OO in a trailer label.

C
Is a constant, coded in EBCDIC as shown.

SSS

Is the serial number of the checkpoint, in EBCDIC.

If omitted, any checkpoint records occurring are accepted as data by TSAT and your
program must include the coding to recognize them.

Keyword Parameter CLRW:

CLRW=NORWD
Specifies that a tape is not to be rewound when a file is closed.

CLRW=RWD
Specifies that a tape is to be rewound without interlock when a file is closed.
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= PUT
Outputs the next logical block.
s WAITF
Waits for block transfer.
m  CNTRL
Controls tape unit functions.
= CLOSE

Closes a tape file.

4.9.1. Open a Tape File (OPEN)

Function:
After the file has been defined by the SAT and TCA declarative macroinstructions, the
OPEN macroinstruction must be issued to initialize the file before any other access
can be made. This macroinstruction validates the DTF and TCA tables and performs
any required tape positioning functions.

Format:

LABEL l AOPERATIONA I OPERAND

[symbol]
(1)

OPEN | {filename-l[ ..... filename-n]}

Positional Parameter 1:

filename-1
Specifies the symbolic address of the SAT macroinstruction in the program
corresponding to the file to be opened.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

Positional Parameter n:

filename-n
Successive entries specify the symbolic addresses of the SAT macroinstructions
in the program corresponding to the additional files to be opened.
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4.9.2. Get Next Logical Block (GET)

Function:
The GET macroinstruction reads a logical block from tape into main storage and

makes it accessible for processing. The address into which the data is read is
specified in the associated TCA macroinstruction by the keyword parameter IOAREA1.

Format:

LABEL I AOPERATIONA | OPERAND

GET {filename},{TCA-name}
(1) (0)

Positional Parameter 1:

[symbol]

filename
Specifies the symbolic address of the SAT macroinstruction in the program
corresponding to the file being read.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

Positional Parameter 2:

TCA-name

Specifies the symbolic address of the TCA macroinstruction associated with the
partition to be accessed.

(8)
Indicates that register O has been preloaded with the address of the TCA
macroinstruction.

When a GET macroinstruction is issued for a SAT file, the contents of registers 14, 13,
and 12 are saved in three consecutive full words whose address is in register 13.
4.9.3. Output Next Logical Block (PUT)

Function:

The PUT macroinstruction writes a logical block from main storage to tape. The main
storage address from which the data is written is specified in the associated TCA
macroinstruction by the keyword parameter IDAREA1.
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Format:

LABEL | AOPERATIONA l OPERAND

PUT {filename},{TCA-name}
(1) (98)

Positional Parameter 1:

[symbol]

filename

Specifies the symbolic address of the SAT macroinstruction in the program
corresponding to the file being written.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

Positional Parameter 2:

TCA-name

Specifies the symbolic address of the TCA macroinstruction associated with the
partition to be written.

(9)

Indicates that register O has been preloaded with the address of the TCA
macroinstruction.

When a PUT macroinstruction is issued for a SAT file, the contents of registers 14, 13,
and 12 are saved in three consecutive full words whose address is in register 13.
4.9.4, Wait for Block Transfer (WAITF)

Function:

The WAITF macroinstruction ensures that a command initiated by a preceding GET or
PUT macroinstruction has been completed. When completed, the error status field
contains the error status information pertaining to the |/0O request. It is your
responsibility to check these bits, which are in bytes 50 and 51 of the DTF table.

If the keyword parameter WAIT=YES was not specified in the SAT macroinstruction,
the WAITF macroinstruction must be issued after a GET or PUT macroinstruction and
before another imperative macroinstruction is issued for that file.

Format:

LABEL I AOPERATIONA | OPERAND

{symbol] WAITF {filename}
(1)
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Positional Parameter 1:

filename

Specifies the symbolic address of the SAT macroinstruction in the program
corresponding to the file being accessed.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

4.9.5. Control Tape Unit Functions (CNTRL)

Function;

This macroinstruction initiates nondata operations on a tape unit. All tape control
functions may be issued whether or not the file is open. Do not issue a WAITF
macroinstruction following a CNTRL macroinstruction.

Format:
LABEL | AOPERATIONA | OPERAND
[symbol] | CNTRL | {filename},code
(1)

Positional Parameter 1:

filename
Specifies the symbolic address of the corresponding SAT macroinstruction in the
program.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

Positional Parameter 2:

code
Is a mnemonic 3-character code specifying the tape unit function to be performed:

BSF Backspace to tape mark*

BSR Backspace to interrecord gap*
ERG Erase gap (writes blank tape)

FSF Forward space to tape mark*

FSR Forward space to interrecord gap*

*Applies only to input files.
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REW Rewind tape
RUN Rewind tape with interlock (unloads tape)

WTM Write tape mark

4.9.6. Close a Tape File (CLOSE)

Function:

The CLOSE macroinstruction performs the required termination operations for a file,
for example, construction of the EOF label group. Once the CLOSE macroinstruction
has been issued for a file, only the OPEN macroinstruction may reference that file.

Format;
LABEL l AOPERATIONA I OPERAND
[symbol] CLOSE l {filename-l[ ..... filename-n]}
(1)

Positional Parameter 1:

filename-1
Specifies the symbolic address of the SAT macroinstruction in the program
corresponding to the file to be closed.

(1)
Indicates that register 1 has been preloaded with the address of the SAT
macroinstruction.

Positional Parameter n:

filename-n
Successive entries specify the symbolic addresses of the SAT macroinstructions in
the program corresponding to the additional files to be closed.

4.10. BLOCK NUMBER PROCESSING

TSAT can process magnetic tapes with or without block numbers. The use of block numbers
reduces the possibility of incorrect tape positioning and, therefore, incorrect tape
processing. This is especially helpful for error recovery on read and write commands and for
restarting at a checkpoint.
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Processing of block numbered tapes for TSAT files is executed by PIOCS. Some of the
general requirements are noted here for convenience.

®  When the block numbering capability is being used, all blocks on tape except tape
marks will include a 3-byte block number field as the first 3 bytes of the block. This
24-bit block number field is composed of a 4-bit tape mark counter and a 20-bit block
number counter. PIOCS uses both of these counters when reading and writing block
numbered tapes.

®  The first block on tape that is not a tape mark will contain a block count of 1 plus the
number of tape marks preceding it.

= Block numbers are incremented sequentially by 1. All label, data, and checkpoint blocks
are counted and numbered. Tape marks are counted, but no number is written.

®  For both EBCDIC and ASCII tapes, the 3-byte block number field is added to a standard
label immediately preceding the label identifier (VOL1, HDR1, etc), making the label 83
bytes long. The 83-byte ASCII label is nonstandard for information interchange. Tape
label formats for block numbered EBCDIC tapes are shown in Figures 4-17 through
4-21.

m  Block number processing will be exactly the same for both EBCDIC and ASCIl tape files.
= Block numbers will be volume dependent and file independent. If a volume contains

more than one file, the block count is continued from the preceding file on the volume
and the blocks are consecutively numbered to the end of the tape.

s Files on a volume and volumes in a multivolume file must be all numbered or all
unnumbered, not mixed.

®  The 7-track odd parity tapes operating in convert mode may be block numbered if the
block size is a multiple of 3.

The PUB trailer for a block numbered tape file will contain an expected block number. This
number will reflect the next block number anticipated in a forward read and will be
adjusted accordingly for backward reads. When the tape is read in either direction, the
block number read from tape is stored in the PUB trailer and compared with the expected
block number. If there is no discrepancy (and no other errors), control is returned to the
user program. If there is a discrepancy, PIOCS attempts to find the correct block by moving
the tape backward or forward the number of blocks implied by the discrepancy. If the
correct block is found, control is returned to the user. If the correct block cannot be found,
the tape is left positioned where it was on the last attempt and an error message is sent
to the console.

4.10.1. Facilities Required for Block Number Processing

To process block numbered tape files, three conditions (called preliminary conditions) are

required. .

1. So that the generated supervisor can process both numbered and unnumbered tapes,
you must operate with a supervisor configured to process block numbered tapes.
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2. You must reserve a full-word aligned, 4-byte storage area immediately preceding your
input/output area for supervisor processing of the block number. Do not include these
four bytes as part of either the address or the length specifications (IOAREA and
BLKSIZE keyword parameters of the TCA declarative macroinstruction).

3. You must indicate to TSAT that you have reserved the 4-byte block number area by
specifying BKNO=YES in the TCA macroinstruction (4.8.2).

If these three preliminary conditions exist, you may then control block number processing
through either job control (JCL) or automatic volume recognition (AVR). This permits you to
leave the 4-byte storage area and the BKNO parameter in your program even though you
may at times be processing unnumbered tapes.

4.10.2. Specifications for Block Number Processing

Several factors determine when and how block number processing is employed. If a tape is
not at load point when the file is opened, the file will be handled according to the
specifications existing when the tape was opened at load point. Therefore, you cannot have

both numbered and unnumbered files on the same volume.

If a tape is at load point when it is opened, processing will proceed as described in the
following subsections.

The various methods of tape file processing can be divided into two categories: processing
with tape initialization, and processing without tape initialization. These will be referred to
simply as initialized or noninitialized processing.

4.10.2.1. Initialized Processing

Initialized processing includes:

®  TPREP utility routine processing, described in the system service programs user guide,
UP-8841 (current version);

®  processing output files with standard labels (FILABL=STD specified in the TCA
macroinstruction) and PREP specified in the VOL job control statement; or

B processing input or output files with nonstandard labels (FILABL=NSTD) or no labels
(FILABL=NO specified in the TCA macroinstruction). '




UP-8832 SPERRY UNIVAC 0S/3 4-58
SUPERVISOR MACROINSTRUCTIONS

For initialized processing, you control the presence or absence and the processing of block
numbers by the first parameter of the VOL job control statement as follows:

You Specify Preliminary Conditions Result
Nothing All present Block number processing
Some missing No block number processing
N Ignored No block number processing

4.10.2.2. Noninitialized Processing
Noninitialized processing includes:

B processing output files with standard labels (FILABL=STD specified in the TCA
macroinstruction), but without PREP specified in the VOL job control statement; or

®m  processing input files with standard labels (FILABL=STD specified in the TCA
macroinstruction).

For noninitialized processing, TSAT ignores the first parameter of the VOL job control
statement. Instead, the specification is obtained from the tape content (which was detected
by AVR), as follows:

Tape Content Preliminary Conditions Result
Block numbers All present Block number processing
Some missing No block number processing
No block numbers| Ignored No block number processing

For processing of multivolume files, you must ensure that all volumes have (or do not have)
block numbers. You cannot mix numbered and unnumbered volumes within a file.
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BYTES
1 3
\
0 block number \)

volume serial number

reserved

reserved

reserved

\

owner identification

64

68

72

76

80

reserved

LEGEND:

\
&\ Generated by TSAT or reserved for system expansion.

NOTE:

Written by TSAT from user-supplied data.

The first three bytes (bytes 0-2) of the tape file label contain a 24-bit block number field. The contents of the remainder of

the VOL1 label are the same as described in Table 4-1, except that each field is offset three bytes.

Figure 4—17. Tape Volume 1 (VOL1) Label Format for an EBCDIC Volume with Block Numbers
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4-60

BYTES

12

16

20

24

28

32

36

40

44

48

52

56

60

64

68

72

76

80

NOTE:

block number

file identifier

file serial number

volume sequence number

volume sequence number

file sequence number

file sequence number

generation number

generation number

version number

creation date

expiration date

file security

unused

system code

\

reserved

\

LEGEND:

‘ -
\\\\ Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

The first three bytes (bytes 0-2) of the tape file label contain a 24-bit block number field. The contents of the remainder of
the HDR1 label are the same as described in Table 4-2, except that each field is offset three bytes.

Figure 4—18. First File Header Label (HDR1) Format for an EBCDIC Tape Volume with Block Numbers
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. BYTES

0 block number H

record format
character

block length

record length

reserved
28 \

32

printer control

36
character

N\ \
¢ §

48

52
56
60 reserved
64

68 \

72

" \

80

LEGEND:

\ Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

. NOTE:
The first three bytes (bytes 0-2) of the tape file label contain a 24-bit block number field. The contents of the remainder of
the HDR2 label are the same as described in Table 4-3, except that each field is offset three bytes.

Figure 4—19. Second File Header Label (HDR2) Format for an EBCDIC Tape Volume with Block Numbers
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4-62

BYTES

0 J 1 2

3

0 block number

label
identifier

label

label identifier number

12 file identifier

16

20

24 file serial number

28

volume sequence number

32

volume sequence number file sequence number

36

file sequence number generation number

40 generation number

version number

44 creation date

a8

52 expiration date

56 file security

block count

60

64

68 system code

72§\

76

X reserved
80 \

LEGEND:

Generated by TSAT or reserved for system expansion.

Written by TSAT from user-supplied data.

NOTE:

The first three bytes (bytes 0-2) of the tape file label contain a 24-bit block number field. The contents of the remainder of
the EOF1 and EOV1 labels are the same as described in Table 4-4, except that each field is offset three bytes.

Figure 4—20. Tape File EOF1 and EQV1 Label Formats for Block Numbered EBCDIC Files
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BYTES
»
0 1 2 3

24

28

32

36

40

44

48

52

56

60

64

68

72

76

80

NOTE

fabel \
identifier z\

label
number

\X ' block number
\

label identifier

record format
character

block length

record length

Written by TSAT from user-supplied data.

reserved
s \
printer control \
character
\ \
N
reserved
\\X
LEGEND:
Generated by TSAT or reserved for system expansion.

The first three bytes (bytes 0-2) of the tape file label contain a 24-bit block number field. The contents of the remainder of
the EOF2 and EQV2 labels are the same as described in Table 4-5, except that each field is offset three bytes.

Figure 4—21. Tape File EOF2 and EOV2 Label Formats for Block Numbered EBCDIC Files
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5. Multitasking Macros

5.1. GENERAL

5.1.1. Multijobbing and Multitasking

The OS/3 data processing system can concurrently process from 1 to 14 jobs, each job
consisting of one or more job steps (programs) that are executed serially. A job step will
also have one or more tasks which may be executed concurrently. This capability allows
you greater flexibility in attaining maximum use of the system’s resources.

Multijobbing consists of scheduling multiple jobs (up to 14) for concurrent execution. The
allocation of processor time to these jobs is based on a system switch list that contains
information regarding task priorities, synchronization, and 1/0 utilization. While one job is
awaiting the completion of an external event (such as completion of an |/0 request), the
operating system activates another job that is ready to ensure optimum utilization of the
processor’s capabilities. Since the majority of programs require support other than
processing instructions, multijobbing provides an effective method for you to reduce
processor idle time and increase system productivity (throughput).

Multitasking is the concurrent execution of multiple tasks. Because every job has at least
one task to which control of the processor is dispatched, the term multitasking is
sometimes applied (from the point of view of the task switcher within the supervisor) to
the concurrent execution of several jobs each having one task. However, multitasking, as
used here, refers to the concurrent execution of several tasks asynchronously within a
given job step. Multitasking enables you to overlap processing with external occurrences
within a program to obtain maximum throughput in the same manner as the system
achieves optimum utilization using multijobbing.

5.1.1.1. Primary Task

Every job step submitted to OS/3 is established as a primary task. A task is the lowest
viable entity that can compete for processor time. 0S/3 permits up to 256 tasks per job. The
switch list has the capacity to allow you to specify up to 60 levels of processing priority for
tasks. The maximum number of task priority levels that the supervisor will recognize is
established at system generation time. The technical limit is 60; however, a more practical
limit of 3 to 15 is sufficient to achieve a high degree of processor utilization. When a task is
interrupted to perform external processing (external to the instruction processor), it frees the
processor and OS/3 searches the switch list for the highest priority task that is not waiting
for an external event to be completed. This task could be in the same job or it could be from
any other job currently being processed.
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5.1.1.2. Subtask

0S/3 has another level of multitasking which may occur within a job step. The primary task
is capable of initiating other tasks, called subtasks, within the job step. Primary tasks and
subtasks are simply two categories of tasks; each is processed in the same manner.
However, the primary task is automatically initiated into the multitasking environment by
0S/3 at job step initiation, while subtasks must be created by the program in the job step.
Subtasks can be given the same priority as the primary task or they can have a lower
priority. Thus, a job step may consist of a primary task and several subtasks, all of which
compete independently for processor time.

5.2. TASK MANAGEMENT

5.2.1. General

The supervisor is designed with multitasking capability which is utilized by the supervisor
and extended to the user through macroinstructions. In a multitasking environment, several
tasks may compete for control of the processor on a priority basis.

A task is defined as a point of control within an environment which is capable of utilizing
the processor asynchronously with other tasks. It refers to a level of control only and not the
physical code itseif.

Every task, regardless of the code the task executes, will be identified to the supervisor by a
task control block (TCB). The TCB contains or points to all control information associated
with a task. This includes register/program status word save areas and other task-oriented
information.

Each job step has a task (and thus a TCB) inherited at job step initialization from job control
which is referred to as the primary task. Additional tasks may be attached as subtasks and
cause additional TCBs to be created to identify the new tasks to the supervisor. The primary
task is considered to represent the job step. As such, any termination, normal or abnormal,
of this task will cause the job step to terminate.

Additional tasks (subtasks, other than primary) are created by the ATTACH macroinstruction
which causes task management to create a TCB and initialize it with the attaching task’s
environment. Once a subtask has been created, it is entered on the switch list to compete
for the processor control on a priority basis. Each task competes independently for the
processor. When the switcher gains control, it selects the highest priority nonwaited task
and dispatches control. A task is nonwaited (active) if it can use the processor and waited
(not active) if some event must take place before the task can use the processor.

A subtask terminates when a DETACH macroinstruction is executed for that task or an error
occurs that prevents the task from successfully completing its work. A DETACH in behalf of
the primary task is interpreted as an end-of-job step. When a subtask terminates, the task’s
event control block (ECB) is reset to the idle/unused state and any task waiting for that task
is activated.

All tasks of a job have all the capabilities of the primary task; that is, a task can create
additional tasks of its own and perform all communication functions with these tasks. The
exception is that unsolicited operator messages can only be accepted at the job step level.
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5.2.2. Task Creation

Task creation is performed by the ATTACH macroinstruction, which causes entry into the
attach function to create a subtask. The code to be executed by the task specified on the
ATTACH macroinstruction call must be in main storage, within the user region, when the
ATTACH macroinstruction is issued.

The number of tasks which may be created by a user is limited to the number designated to
job control with a maximum of 255 subtasks. The space for creation of task control blocks is
reserved by job control when the job region is established. The number of possible
simultaneous tasks must be specified as a parameter on the JOB statement in the job
control stream.

Tasks may create other subtasks in a pyramidal fashion with a limit of four total or three
subtask levels. This hierarchical structure is not intended to provide a means of task
synchronization. This structure is composed of subtask families so that when a subtask
terminates, the family it has created is also terminated.

When a task is created, the originating task must pass the address of an area in the user
storage to be used as an event control block (ECB) for the newly created task. This ECB
address is placed in the newly created task’s TCB and may be considered as an extension to
the TCB for the purpose of task synchronization by user. The separation of the ECB and TCB
is a system requirement because a TCB cannot be addressed by the user programs.

5.2.3. Task Priority

When a primary task is created, job control assigns it a dispatching (switch list) priority as
requested on the job control EXEC statement. Any subtask created by the primary task or
other subtask can have a priority based on the primary task priority as specified on the
ATTACH call. The attaching task may request the same or a lower priority for the new
subtask.

5.2.4. Task Termination

A task executes a DETACH macroinstruction to cause entry into the task termination
function for processing. The DETACH function determines whether the DETACH was
executed from abnormal termination island code to determine if termination was normal or
abnormal. For normal termination, the ECB for that task is posted by the termination
routines and all tasks in the subtask family of this task are terminated.

Task control notifies any other task awaiting the completion of the terminating task and
unlinks the TCB from the system. The task termination routines recognize the TCB for a
primary task and treat that as a job step termination (EOJ).

An abnormally terminating task is one that executed a CANCEL either intentionally or
imposed by the system. Task control, when processing an abnormally terminating task,
posts the task’s ECB, and activates abnormal termination island code on behalf of this task.
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5.2.5. Queue Driven Task

The AWAKE function is provided for queue driven tasks to allow for better synchronization
and less overhead. AWAKE can only be issued to a task which has been previously created
by ATTACH. If the AWAKE function is addressed to a nonexistent task (no ATTACH), an
abnormal termination is initiated. The AWAKE is utilized to activate an existing but idle task.

The queue driven task continues to process until it has exhausted all queue entries and then
can execute the TYIELD macroinstruction to mark itself nondispatchable until further queue
entries have been made. Each time an AWAKE macroinstruction is executed, the addressed
task will be removed from the idle state. This is accomplished whether the task is idle or
active and will permit a task to be dispatched.

b.2.6. Hierarchical Structure

Subtasks are attached as members of task families providing a hierarchical structure similar
to a pyramid. This structure provides the family naming conventions which allow a task to
terminate and have all its subtasks also terminated. The hierarchy is not imposed as a
restriction to task synchronization or control. Therefore, tasking functions may reference
across family lines. Additionally, this structure has no relationship to the dispatching
priority.

The internal subtask naming convention consists of a concatenation of the physical TCB
(within the job) and the attaching task’s name. The numbering of the subtasks should be
random rather than sequential. For example, if a task named X'0102" attaches two subtasks,
these might be named X'010205" and X'010209’, or X'010203" and X'010207".

5.3. TASK MANAGEMENT MACROINSTRUCTIONS

Task management macros provide the interface by which jobs can create and control a
multitasking environment. Each job step by definition has at least one task, which is
referred to as the primary task. The following macros allow for the creation, activation,
deactivation and deletion of additional tasks within a job step.

The user must inform job control via job control statements of the maximum number of
tasks that can be created for a job step. This allows job control to reserve the main storage
required for TCB within the job’s prologue. Likewise, you must provide storage for and
control of the ECBs. These ECBs are 2-word (8 bytes) fields that task management utilizes to
communicate with the user to allow for task synchronization and to identify the task. You
can look at the information but should not write into these words which are unique to a
given task. The primary task doesn’t have an ECB and is identified by an ECB address of
zero.

The following macroinstructions are available for multitasking:

= ECB

Generates an event control block for task identification and status.
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ATTACH

Creates and activates an additional task.
DETACH

Terminates a task normally.

TYIELD

Deactivates a task.

AWAKE

Reactivates an existing nonactive task.
CHAP

Changes the relative priority of a task.

5.3.1. Generate an Event Control Block (ECB)

Function:

The ECB macroinstruction generates and initializes an event control block. The event
control block is used by task management to identify a task and to indicate status to the
other tasks within a job step. The current status of the associated task is reflected by
bits within the ECB (Figure 5-1).

This is a declarative macroinstruction and must not appear in a sequence of executable
code.

Format:
LABEL 'AOPERATIONA l OPERAND
[symbol] | ECB |

There are no parameters for the ECB macroinstruction.

The ECB is utilized to communicate between task management and the job step. The
following programming considerations and conditions are set into the ECB.

1.

The ATTACH macro specifies an ECB when the task is created. The specified ECB is
linked to the TCB and is reserved for this task until this task is detached.

As with 1/0, only one task can wait for a given command control block (CCB) or ECB.
However, unlike 1/0, which allows only the task that submitted the CCB to wait for it,
task management allows only one of the other tasks to wait for the task which is
identified by the ECB.
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3. A primary task does not have an ECB associated with it; therefore, the primary task .
cannot be waited. This task can synchronize with 1/0 by utilizing the WAIT and WAITM
macros and can synchronize with other tasks by the AWAKE and TYIELD macros.

Example:
1 10 16
PRIMTASK START
1. ATTACH ECBI1,START,,2
2. WAIT ECB1
£0J
3. | ECB1 ECB
4. | START EQU * SUBTASK EXECUTION STARTS HERE
5.1 DETACH ECBI SUBTASK EXECUTION ENDS HERE
Explanation:

1. Line 1 attaches a subtask whose ECB name is ECB1. The subtask will begin
execution at the address of START. If the priority of PRIMTASK is two, the priority
of the subtask being attached is four.

2. Atline 2, the primary task gives up control until the subtask is completed.

3. Line 3 generates the ECB called ECB1 associated with the subtask. Note that this
macro does not appear in a sequence of executable code.

4. & 5.
Lines 4 and 5 represent the beginning and ending of the subtask execution.
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BYTE 0 1 2 3
o] control byte attaching task’s ID activity byte unused
4 address of TCB waiting for this ECB

BYTE

0 Control Byte

Bit O
1-4
5
6-7

1 = This is an ECB.
Not used

1 = This task completion is being waited.

Not used

1 Attaching Task’s ID

Task identification number of task with which this ECB is associated. This ID number is not related to subtask name.
It is the number of the TCB counting from the job step TCB which is number O.

2 Activity Byte

Bit O

1-6
7

3 Unused

0 = Task is active in that it has not executed either a TYIELD or DETACH macro.
1 = Task is idle in that it has executed a TYIELD or DETACH macro.

Not used

1 = Task has abnormally terminated and should be detached.

4-7 Address of TCB that is awaiting completion of the task with which this ECB is associated.

Figure 5—1. Event Control Block (ECB) Format

5.3.2. Create an Additional Task (ATTACH)

Function:

The ATTACH macroinstruction creates and activates a task desiring control of the
processor. It generates an additional task control block and enters the task onto the

switch list.

Format:
LABEL ANOPERATIONA OPERAND
[symbol] ATTACH

{ECB—name},{entry-point-name}
(1) (0) ]

,ferror-addr [.n]
{0
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Positional Parameter 1:

ECB-name
Specifies the symbolic address of the ECB used to identify and control this task.

(1)
Indicates that register 1 has been preloaded with the address of the event control
block.

Positional Parameter 2:

entry-point-name
Specifies the symbolic address of the point in the program at which this task will
receive control. The coding to be executed for the task must be in main storage
when the ATTACH macroinstruction is issued.

(9)
Indicates that register O has been preloaded with the address of the entry point.

Positional Parameter 3:
error-addr

Specifies the symbolic address of an error routine to receive control if an error
occurs.

(r)
Indicates that the register designated (other than O or 1) has been preloaded with
the address of the error routine.

If omitted, the task will be abnormally terminated if an error occurs.
Positional Parameter 4:
Specifies a value to be added to the switch list priority of the originating task.
This raises the dispatching priority value resulting in a lesser priority for the task.
(The higher the priority number, the lower the priority.) The result is assigned as
the switch list priority of the new task unless it exceeds the limit of this system,

in which case the highest number (lowest priority) for this system is used.

The use of this parameter always results in a lesser priority. There is no way to
attach a task with a priority higher than that of the primary task.

If omitted, the new task will be created at the same priority as the originating task.
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Example:
1 10 16
1. ATTACH ECBIL,ENTRYPT,ERROR,?2
ECBI ECB
ENTRYPT EQU * SUBTASK EXECUTION BEGINS HERE
ERROR EQU CONTROL RETURNS HERE IN CASE OF ERROR

Attach a task identified by the event control block named ECB1. The subtask will
receive control at the instruction whose address is labeled ENTRYPT. If an error is
encountered during the execution of the ATTACH macroinstruction, control will be
transferred to the error processing routine labeled ERROR. The dispatching priority of
the newly created task will be two greater than that of the originating task.

5.3.3. Terminate a Task (DETACH)

Function:

The DETACH macroinstruction terminates a task by delinking the TCB from the switch
list and returning the TCB to the job’s free TCB queue. If this macroinstruction is
executed by the primary task, it will be interpreted as an end-of-job step. All subtasks of
the task being detached will also be detached.

This macroinstruction also clears all locks for the task.

Format:
LABEL | AOPERATIONA l OPERAND
[symboi] DETACH I

R

Positional Parameter 1:

ECB-name

Specifies the symbolic address of the event control block of the task to be
detached.

(1)
Indicates that register 1 has been preloaded with the address of the ECB.

If omitted, indicates that the task issuing the DETACH instruction is terminating. No
task other than the primary can terminate the primary task.
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Positional Parameter 2:
error-addr

Specifies the symbolic address of an error routine to be executed if an error
occurs.

(r)
Indicates that the register designated (other than O or 1) has been preloaded with
the address of the error routine.

If omitted, the executing task will be abnormally terminated if an error occurs.

Example:

1 10 16
DETACH ECBI1,ERROR

ECB! ECB
ERROR EQU *

Detach the task identified by the event control block labeled ECB1. If an error occurs
during the DETACH macroinstruction, transfer control to error processing routine

labeled ERROR.

5.3.4. Yield Until Task Completion (TYIELD)

Function:

The TYIELD macroinstruction relinquishes control of the processor and sets the TCB in
a waiting state. The ECB is tested and if there is a task awaiting the yielding task, the
waiting task is activated.

The TYIELD macrinstruction is used in combination with the AWAKE macroinstruction
which reactivates a task made dormant by the TYIELD macroinstruction.

Format:
LABEL | AOPERATIONA | OPERAND
[symbol] I TYIELD I

There are no parameters for the TYIELD macroinstruction.
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5.3.5. Reactivate a Task (AWAKE)

Function:
The AWAKE macroinstruction reactivates a task made dormant by a TYIELD
macroinstruction. It clears the TYIELD bit within the wait bytes of the TCB regardless of
whether or not the task is idle, thereby activating the task to receive control of the

processor from the switcher. -

Format:

LABEL ‘ AOPERATIONA | OPERAND

AWAKE | [ECB-name}
(1)

Positional Parameter 1:

[symbol]

ECB-name
Specifies the symbolic address of the event control block of the task to be
reactivated.

(1)
Indicates that register 1 has been preloaded with the address of the ECB.

If omitted, or if this macroinstruction is executed with a zero address in register 1, the
primary task will be taken out of a TYIELD condition.

Examples:
1 10 16
1. AWAKE AWAKE PRIMARY TASK
2. SR R1,RI
AWAKE (1) AWAKE PRIMARY TASK
3. AWAKE ECBI AWAKE SUBTASK
ECB1 ECB
4. LA R1,ECB1
AWAKE (1) AWAKE SUBTASK

Explanations:
Examples 1 and 2 will take the primary task out of a TYIELD condition.

Examples 3 and 4 indicate that the task identified by the ECB named ECB1 will be
taken out of a TYIELD condition.
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5.3.

6. Change a Priority (CHAP)

Function:

The CHAP macroinstruction changes the dispatching priority of the task issuing the
instruction. The number (either positive or negative) entered as the operand is added to
or subtracted from the current dispatching priority of the task (specified by the switch-
priority parameter in the EXEC job control statement). This changes the dispatching
priority value, resulting in a lesser or greater priority for the task. A positive value will
lower the priority; a negative value will raise the priority. This macroinstruction does
not change the priority to a specific level; instead, it adjusts the priority relative to the
level under which it is executed.

The highest priority level to which you can change is to the original priority of the job
step.

The lowest priority level to which you can change depends upon the number of priority
levels specified by the SUPGEN keyword parameter PRIORITY. See the supervisor
concepts and facilities manual, UP-8831 (current version).

If you try to raise or lower the priority beyond the specified boundaries, the system wiill
automatically stop at the highest (or lowest) priority level with no error.

Format:
LABEL | AOPERATIONA | OPERAND
[symbol] CHAP

i

Positional Parameter 1:

Specifies a value to be added to or subtracted from the dispatching priority for the
task in order to change its priority. To lower the priority, use a positive number; to
raise the priority, use a negative number.

(1)
Indicates register 1 has been preloaded with either a positive or negative
increment.

Examples:

To lower priority:

1 10 16

CHAP 2

LA R1,2
CHAP (1)
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Change the dispatching priority of the task by two. This will raise the dispatching
priority value by two, which will result in a priority two less than the current priority.
Both examples perform the same function.

To raise priority:

1 10 16
1. CHAP -3

2. L R1,=A(—-3)
CHAP (1)

Change the dispatching priority of the task by three. This will lower the dispatching
priority value in the negative direction by three, which will result in a priority three
more than the current priority. Both examples perform the same function.

5.4. TASK SYNCHRONIZATION

5.4.1. General

Task synchronization provides a task with a means of waiting for one or more other tasks.
The waiting task is awaiting the completion of the specified task or tasks which is signaled
by the deactivation of an awaited task or by the execution of the POST macroinstruction.

Tasks are waited by setting a unigue wait bit within that TCB. These wait bits signal the
switcher that this task is nondispatchable and indicate the reason for the wait. Upon
clearing the wait bits, the task becomes dispatchable and can be activated.

The ECB address, which is specified as a parameter to task management macros, points to
an event control black which allows for task to task synchronization. The ECB format is
compatible with the first two words of |/0O CCBs as far as the WAIT and WAITM
macroinstructions are concerned. These macros are utilized to synchronize tasks in a
manner similar to 1/0 synchronization.

When the performance of a task is dependent on any other task or tasks, the tasks involved
may synchronize themselves via the ECB associated with a task from the ATTACH
macroinstruction. The ECB is posted with a completion code when a task terminates or
executes the TYIELD macroinstruction. The ECB is specified on a WAIT and WAITM
instruction in order to hold processing of an issuing task until the awaited task either
terminates or issues a POST macroinstruction.

Several macroinstructions are available for task synchronization:
= WAIT

Wait for a task request to complete.
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= WAITM

Wait for one of several task requests to complete.
= POST

Activate a waiting task.
= TPAUSE

Deactivate a task.
= TGO

Reactive a task.

A WAIT or WAITM macroinstruction suspends execution of the issuing task. A POST
macroinstruction reactivates the suspended task.

A TPAUSE macroinstruction deactivates a task other than the issuing task. A TGO
macroinstruction reactivates a task (other than the issuing task) deactivated by a TPAUSE
macroinstruction.

The WAIT and WAITM macroinstructions can also be used (with different parameters) to
synchronize a task with its 1/0. For task synchronization, the macroinstruction references
an event control block; for 1/0 synchronization, the macroinstruction references a command
control block.

5.4.2. Wait for Task Completion (WAIT)

Function:

The WAIT macroinstruction temporarily suspends program execution until the specified
task is completed or executes a POST macroinstruction in behalf of the waiting task. If
the related task is completed, control is returned to the point immediately following the
WAIT macroinstruction. If the awaited task is not complete, the issuing task is placed in
a wait state and control is passed to another task.

The ECB indicates the status of the task. When a WAIT macroinstruction is issued, the
issuing task relinquishes control until the ECB is marked complete or until a POST
macroinstruction is executed by the awaited task in behalf of the waiting task.

Format:
LABEL I AOPERATIONA | OPERAND
[symbol] WAIT

{ECB-name}
(1)
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Positional Parameter 1:

ECB-name

Specifies the symbolic address of the event control block to be tested for
completion.

(1)

Indicates that register 1 has been preloaded with the address of the event control
block.

Examples:

1 10 16

WAIT ECBI
WAIT (1)

5.4.3. Multiple Task Wait (WAITM)

Function:

The WAITM macroinstruction temporarily suspends program execution until any one of
several tasks specified by the instruction is completed or executes a POST
macroinstruction on behalf of the waiting task. Upon completion of one of the tasks,
control is returned to the program at the point immediately following the WAITM
macroinstruction, with register 1 containing the address of the event control block
associated with the completed task.

Format:
LABEL AOPERATIONA l OPERAND
[symbol] WAITM ECB-name-1,ECB-name-2[,...,ECB-name-n]
list-name
(1)
Positional Parameter 1:
ECB-name-1,ECB-name-2,...,ECB-name-n

Specifies the symbolic addresses of the event control blocks to be tested that are
associated with the tasks to be awaited. At least two ECBs must be specified.

list-name

This is a single entry which specifies the symbolic address of a list containing full-
word addresses of ECBs associated with the tasks to be awaited. The byte
following the last full word must be nonzero to indicate end of list.

(1)

Indicates that register 1 has been preloaded with the address of the list of ECB
addresses.
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NOTE:

The WAITM macroinstruction may also specify a combination of ECB and CCB
addresses as parameters.

When this macroinstruction is executed, each referenced ECB is marked as being awaited.
Upon completion of a marked ECB, the waiting task is activated, and the remaining ECBs
that are marked as being awaited are cleared.

The WAITM macroinstruction always requires more than one event to be tested. If only one
event is to be tested, use the WAIT macroinstruction.
5.4.4. Activate the Waiting Task (POST)
Function:
The POST macroinstruction activates the waiting task without requiring the awaited
task to terminate. When the POST macroinstruction is issued by a task, the task

waiting on the event completion which was posted will be reactivated at the point
immediately following the WAIT or WAITM macroinstruction.

Format:
LABEL I AOPERATIONA | OPERAND
[symbol] | POST |

The task being activated by the POST macroinstruction is the one waiting for the task
executing the POST macroinstruction; therefore, there are no parameters for this
macroinstruction.

Examples:

1 10 16

TASK EQU *
AWAKE TASK2ECB
WAILT TASK2ECB

TASKIECB ECB
TASK2ECB ECB
TASK2 EQU *

EXCP INPUTCCB
WAIT INPUTCCB
POST

TYIELD
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5.4.5. Deactivate a Task (TPAUSE)

Function:

The TPAUSE macroinstruction causes a specified task to be deactivated until a
subsequent TGO macroinstruction is issued to reactivate that task. This permits better
control of task synchronization within a job. The TPAUSE macroinstruction can also be
used to deactivate all tasks of a job step other than the issuing task. When used, no
other task, even if it had a higher priority or pending island code activation, can possibly
interrupt the task and take control. '

Format:

LABEL AQPERATIONA ' OPERAND

[symbol] TPAUSE ECB-name)[,ferror-addr
ALL (r)

(1)

Positional Parameter 1:

ECB-name

Specifies the symbolic address of the event control block of the task to be
activated.

AlLL

Specifies that all tasks of the job step are to be deactivated. Note that the calling
task is not acted upon in this case.

(1)
Specifies that register 1 has been preloaded with the address of one or more
addresses pointing to the ECBs controlling the task to be deactivated. The last
address in the list must have the X'80’ bit set in the high order byte to indicate the
termination of the list.

Positional Parameter 2:

error-addr

Specifies the symbolic address of an error routine to be executed if an error
occurs.

(r)
Specifies that the designated register (other than O or 1) has been preloaded with
the address of the error routine.

An error is returned to the user if the address or addresses passed do not point to a valid
ECB, the ECB does not point to an attached TCB, or the ECB points to the calling task.
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5.4.6. Reactivate a Task (TGO)

Function:
The TGO macroinstruction reactivates a specified task or tasks deactivated by a
previous TPAUSE macroinstruction. The TGO macroinstruction can also be used to
reactivate all tasks of a job step (other than the issuing task) previously deactivated by

TPAUSE. If the TYIELD parameter is specified, the issuing task also relinquishes control
of the processor.

Format:

LABEL AOPERATIONA | OPERAND

[symbol] TG0 ECB-name) [, error-addr} [,TYIELD]
ALL {(r)

(1)

Positional Parameter 1:

ECB-name
Specifies the symbolic address of the event control block of the task to be
activated.

ALL

Specifies that all tasks of the job step are to be reactivated. Note that the calling
task is not acted upon in this case.

(1)
Specifies that register 1 has been preloaded with the address of one or more
addresses pointing to the ECBs controlling the task to be activated. The last
address in the list must have the X‘80’ bit set in the high order byte to indicate the
termination of the list.

Positional Parameter 2:

error-addr

Specifies the symbolic address of an error routine to be executed if an error
occurs.

(r)
Specifies that the designated register (other than O or 1) has been preloaded with
the address of the error routine.
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An error is returned to the user if the address or addresses passed do not point to a valid
ECB, the ECB does not point to an attached TCB, or the ECB points to the calling task.

Positional Parameter 3:

TYIELD
Specifies that the TYIELD function is to be performed on the issuing task at the
end of the TGO processing. If you use this parameter, the effect is exactly as if you
had coded a TGO followed immediately by a TYIELD. If you had done that,
however, your task could have been interrupted between the TGO and TYIELD
macroinstructions and possibly lost control to another task. This parameter
eliminates that possibility and the TYIELD takes effect immediately.
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6. Spooling - Breakpoint
Macroinstruction

6.1. GENERAL

Spooling is the technique of buffering data files for low speed input and output devices to a high
speed storage device independently of the program that uses the input data or generates the
output data. Data from card readers or from remote sites is stored on disk for subsequent use by
the intended program. Data output by the program is stored on disk for subsequent punchingor
printing. The spooling function also handles diskette files. It treats input from diskette as
though it were from a card reader, and output to a diskette as though it were to a card punch. In
this description of spooling, any reference to a card reader, card input, or card file also includes
diskette input; any reference to a card punch, card output, or card file also includes diskette
output. The consolidated data management concepts and facilities, UP-8825 (current version)
shows the formats for diskette records.

Spooling enhances system performance by releasing large production programs and system
software from the constraint of the slower speed devices, thereby freeing the main storage
occupied by these programs sooner, and by driving the slower speed devices at their rated
speed on a continuous basis, thereby making full use of the devices during the time that is
normally lost to systems overhead or to job steps not using printers.

The spooling function comprises five elements: initialization, input reader, spooler, output
writer, and special functions. These elements are described in the following subsections.
Figure 6-1 gives a simplified picture of the relationship between the input/output devices
and the software components of the spooling function.

6.1.1. Initialization

Spool initialization provides for the establishment, data recovery, or reestablishment of the
spoolfile at supervisor initialization. Based on system generation parameters or operator
specified options at supervisor initialization, it allocates the spoolfile and builds the system
spool control table, or it recovers an existing spoolfile. In the case of an existing spoolfile, it
clears the file, recovers closed subfiles, or recovers and closes all subfiles.
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(PRINTER,
USER PROGRAMS PUNCH. OR
DISKETTE)

Vv

MAIN STORAGE

Figure 6—1. Relationship of Spooling Devices and User Programs

6.1.2. Input Reader

The input reader reads cards from a real card reader or records from a diskette and writes
these images to the spoolfile via a virtual card reader and the spooler. It closes the previous
subfile if one exists and opens a new subfile. A given input reader can handle only one card
reader or diskette at a time; however, any number of input readers can be active.

6.1.3. Spooler

The spooler is the hub of the spooling package and is linked as part of the resident
supervisor. It provides record level input and output to and from the spoolfile for each
element in the system needing access to that file. It intercepts all input/output commands
to virtual printer, punch, and card reader devices, and accesses the disk when necessary
using the system access technique (SAT) for accesses to the spoolfile. All input/output
requests addressing virtual devices are trapped and routed to the spooler for processing.
The spooler supports both reads and writes to virtual devices while simulating the action
of PIOCS as far as error handling, page spacing, and synchronization are concerned. It
allocates tracks to subfiles and maintains control of the user’s spool control tables. It can
handle any number of print, punch, and read files simultaneously, including muitiple files
per job.
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6.1.4. Output Writer

The output writer reads data from the system spoolfile and prints or punches this data on
the physical devices. As an alternative, it can output this data to a tape, disk, or diskette so
that it may be reintroduced at a later time to the output writer as input, rather than using
the spool file as input, or for processing at a later time by the user.

PUNCH FI LE = p———PUNCH FILE OUTPUT =i
—— f— —
PRINT FILE OUTPUT PRINT FILE OUTPUT
WRITER
LOG FILE > LLOG FILE OUTPUT =
OUTPUT WRITER TAPE, ——p] — REDIRECTED OUTPUT TO TAPE, =
DISK, OR DISKETTE DISK, OR DISKETTE

The output writer configures itself dynamically to the printer or punch assigned, thereby
keeping main storage requirements to a minimum. It is loaded automatically whenever
there are files to be printed or punched and there is a printer or punch available. As with the
input reader, a copy of the output writer can handle only one printer or punch. However, for
every printer or punch on a system, there can be a version of this element running that
device.

A number of capabilities and options are available:

®  Processing may be handled in either burst or nonburst mode.

®  The operator may define burst mode by selecting a subcriterion.

®m A maximum of 255 copies of a given file may be printed or punched.
®  Subfiles may be retained after they have been printed or punched.

®  Printer or punch output may be initially assigned, or redirected, to tape, disk, or
diskette.

The output writer determines which file to process based on criteria entered at system
generation, or later by an operator system command or function to the output writer by the
operator. For example, let us assume nonburst was specified at system generation. This
means an output subfile cannot be printed or punched until after the job has terminated and
the job log has been closed. Also, each job’s output is handled as a continuous entity. The
operator can change this to burst mode processing, which means that an output subfile can
be printed or punched after it has been closed, or after a breakpoint has been created, and
does not have to wait until the job has terminated. He can specify file selection by various
criteria such as first-in/first-out by device type, account number, job number, etc. Operator
commands and responses are described in the appropriate operations handbook for your -
system.
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6.1.5. Breakpoint

There are a number of special functions, such as open, close, find, and delete, that can be used
by symbionts accessing the spoolfile but are not available for use by user programs. However,
the breakpoint function is available to user programs and to the operator. A breakpoint is the
closing and reopening of a spool subfile to permit output to the physical device to start before
the job step terminates. For example, if a spool subfile is getting full, a message to the operator
notifies him of this so that he can create a breakpoint to the output file. The user program can
also create a breakpoint by using the DMBRK macroinstruction.

6.2. TO USE SPOOLING

At system generation, you can select:

®  no spooling;

®  output spooling only;

®  input/output spooling; or

L] input/output and remote batch spooling.

Also, you can specify first-in/first-out processing in the nonburst mode, or accept the burst
mode, which is the default condition. This can be changed later or qualified by the operator.

Statements input to job control enable it to set up the files, buffers, linkages, and control
tables by which the spooling functions are performed. If the system does not have the
spooling function, these job control statements are ignored.

Job control options for spooling are entered using the JOB, SPL, DATA, and DST job control
statements. These are described in the job control user guide, UP-8065 (current version).
Initialization options are also entered by the system operator. These are described in the
appropriate operations handbook for your system.

There are no changes required to a user program to use spooling. You can define your files
using data management macroinstructions. A job that runs on a nonspooling system will also
run on a spooling system, and vice versa. If you use the DMBRK macroinstruction in your
program, it will be ignored if your job is run on a nonspooling system.
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6.3. CREATE A BREAKPOINT IN A SPOOL OUTPUT FILE (DMBRK)

Function:
The DMBRK macroinstruction creates a breakpoint in a printer or punch spoolfile. It closes
and reopens the subfile as it is being generated by the spooler. Each segment created at
this breakpoint is considered a logical subfile so that output to the physical device can be

started prior to job step termination.

If this macroinstruction is included in a program executing in a system that does not have
the spooling capability, the macroinstruction is ignored.

Format:

LABEL I AOPERATIONA | OPERAND

[symbol] DMBRK | {filename’

(1)

Positional Parameter 1:

filename
Specifies the symbolic address of the CDIB macroinstruction in the program which
defines the file in which a breakpoint is to be created.

(1)
Specifies that register 1 contains the address of the CDIB macroinstruction defining
the file in which a breakpoint is to be created.
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7. Diagnostic and Debugging Aids

7.1. STORAGE DISPLAYS

Most programs don’t run properly on the first try. Sometimes, there may only be minor
coding errors, but other times, there may be logic errors. Coding errors are relatively easy to
find, but logic errors tend to be elusive. This is why Sperry Univac has provided a method of
obtaining printouts of main storage areas. These printouts are commonly called dumps.

Dumps are most helpful when you, not the operating system, control when they occur. This
control is available through four macroinstructions: CANCEL, SNAP, SNAPF, and DUMP. For
any of these macros, however, a dump is not provided if:

B a printer is not assigned to the job; or

8 an OPTION job control statement with the DUMP, JOBDUMP, or SYSDUMP parameter
is not present in the job to override the default NODUMP condition of job control.

7.1.1. Snapshot Dumps (SNAP/SNAPF)

A snapshot dump is, by definition, a selective dynamic dump performed at various times in a
run. The SNAP macroinstruction produces this type of dump. It gives you a picture of the
job’s 16 general registers as well as selected areas of main storage.

There are really two macroinstructions for obtaining snapshot dumps: SNAP and SNAPF.
Each macroinstruction performs the same function, except that the SNAPF macroinstruction
is used in the spooling environment. To simplify this discussion, whenever we mention the
SNAP macro, we also mean the SNAPF macroinstruction.

By using job control, you can initiate or suppress snapshot dumps at run time. You don’t
have to recompile a program in order to dump or not dump, since the SNAP
macroinstruction is only effective when combined with an OPTION job control statement
(using the DUMP, JOBDUMP, or SYSDUMP parameter) in the job step in which you want
the dump to occur. If the program is run without this OPTION job control statement, the
SNAP macroinstruction is bypassed.
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A hexadecimal printout of the general registers and the job’s main storage area is always
given when the SNAP macroinstruction executes. Program-relative addresses are listed on
the left, and absolute addresses are listed on the right. After the SNAP macroinstruction
executes, normal processing of the program continues. Control is returned to the
instruction immediately following the SNAP macroinstruction.

The SNAPF macroinstruction works the same way as the SNAP macroinstruction, but it
allows you to direct the snapshot dump to a specified allocated printer or to a spool file via a
virtual printer. In a spooling environment, you can use the SNAPF macro to direct snapshot
dumps to a spool file other than the job log file. This enables you to obtain the printed output
prior to job termination by using the spool breakpoint feature or closing the file.

The formats of the SNAP and SNAPF macroinstructions are;

LABEL IAOPERATIONA IOPERAND
[symbol] {SNAP } start-addr-l,end-addr-l[,...,start-addr-n,end-addr-n]}
SNAPF (1)

Either symbolic addresses or general register 1 can be used to indicate the areas to be
dumped. To use symbolic addresses, you code the starting address (start-addr parameter)
and the ending address (end-addr parameter) for each area you want dumped. Up to a
maximum of 50 separate areas per SNAP macroinstruction may be used.

If you use the SNAPF macroinstruction, register O must be preloaded with the address of
either an allocated printer or a virtual printer physical unit block (PUB), as obtained from
execution of a data management OPEN macroinstruction. . RpFcB

Remember, when using symbolic addresses, an even number of parameters must be used
(start and end).

For example, if you coded the SNAP macroinstruction like this:

1 10 16

SNAP TAG1,TAG2,TAG3,TAG4
N e — o—
First Second
Area Area
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. and placed it in your program like this:

LOC. OBJECT CODE ADDR1 ADORZ LINE SOURCE STATEMENT
000 1 PROG RY

00t [1
000000 0560 2 BALR 6,0
000002 3 USING #,6
000002 4TFO 4010 00012 % BRANCH 8 el6
©00006 C1C2C3CH40404080 s ne CLE*ABCO®
00000E CSCoCTCH sEFGH
SNAP__TAG1, TAGZ, 1463, TAGH ]
000012 A -
€00012 0700 A 9 CNOP 0,8
00001 4510 6026 00028 A i0+ BAL lesrinsnion
000016 GO00Q02E A o1le [ ALTAGL)
€0Co1C 0000003 A g2e [ ATAG2)
000020 0000G0s A 13 [13 AITAGS)
00002¢ 80 A 1% oc x*80°
000025 000062 4 15e¢ 14 ALItTAGH)
000028 4111 0000 nosO0 & 16+ LA 1,0¢12
£0002C Qhed A _17e sve o :
COGOZE 0203 6008 600C DOOOA DUOGE |18 YAZT FE B RCRTT TR RGN j ¢ First Area
19 TAG2 OPEN_ OUT, (OUTRIS8)
togo3s TS v to Dump
000034 A 21eTAB2 EQU
00CO3% 4510 603 00040 A 22+ BAL 1,012
000038 81 A 23e oc xa1’
00C03? 00006C A 24e 14 AL3touT)
go0a3c ac A 25¢ oC x* 8
000030 0OGO9E A 26+ [ AL3IOUTRIB)
00CO%0 0A26 4274 SVC 38 ISSUE S¥C
000042 D207 U000 6004 COOQC 000L6 28 MYC __ BUF(8),BRANCHY
29 TAGS OMOUT 0UT.8
0000%8 [} g Y(0) ¢ SET_ALTGWNEN
COCO%S 5810 6086 00088 & 31¢ L 1,2A100T) » LOAD RS, COID ADDRESS
0GLOC 5800 608A GUOBC 4  32¢ L CoSALBUF) @ LOAD ROS, VORMAREA ADDRESS
00€050 9220 1002 [l H A 33 WVI  201),X°206% = SET FUNCTION CODE
0OLOS 9209 1603 00003 A 3ae MVI 3610,C e SET FUNCTION CONTROL BYTE 1
cutas A 35e SCALL 47
8 B 36+ s oH
R gn:nso BAEF B 374 svc 239 Second Area
00054 10 8 38+ o L1016}
cotoss 2F B 39+ oc YL1taT) to Dump
00005¢ OA3Y 8 a0+ sve 28
CO005€ 0700 B 4l+ NOPR [
€0Lo60 GAlC 8 42 sve 28
:agnso A 43 ORG  »-2
00060 A5 A ane Sve 33
] (] Fosr ot P |
000062 3 R Ty
000062 5810 6086 00088 & A7e L 1,2A000T) LOAD RL KITH FILENAWE ADDRESS
00C066 0A27 A use SVC 39 ISSUE SVC
49 £04
00C068 A 50 oS GH
000068 QALA s 51 Ve 26

you would get the following dump when you executed the program (provided you used an
. OPTION DUMP job control statement):

SAAP  BY SUPEXMI AT N3Ou2L
Gen,eral REGS G-7 230GTCA0  C370%613  JuCétily  79Cubudu FLOOEL  BuGE0a 4.TCLLT2 TLTLTUNG
Registers FEGS a-F  000LACAG 03CANLTu  0L3LTWOL  TWTWPLO. PL200ute 00000d0% BIPLEUML TLRLNLAL
TAGI-TAG2 SNAP 415026 10 01573e
) €G0U28-41113037 NA6AD203 62.860.C 45 L -915028
SAAP 015048 TO 15062
TAG3-TAG4 { CGrL4B-58176036 SB7UBUCA SI.717N_2 9IML1SN3 NAEFIL2F JAI9J7uC 46533 D L T S AN -015u48

Notice that the SNAP macroinstruction is placed before the instruction areas to be dumped.

If you code a large number of addresses to be dumped, the processor time to access the
addresses for the dump will increase. But, it takes less time if you access these addresses
from a general register. You preload register 1 with the address of a predefined list of one or
more address pairs (full word) specifying the areas to be dumped. The leftmost bit of the last
ending address must be set to 1 (X‘80') to indicate the end of the list to the routine that
interprets the SNAP macroinstruction.

Borrowing from the example we just used, we'll alter it to set TAG1 through TAG4 in a

predefined list, load the symbolic address of this list into general register 1, and instruct the
SNAP macroinstruction that this register contains the address by coding:

. 1 10 16
SNAP (1)
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and inserting it in your program.

LOC.
cotunu
cocooc
€LLoo2
caconz
ccCooe
oeone
tocol2

[ 3 0]
coccule
cucola
cGeulc

ccco22
€GCG24
cuco24
£ogo2s
cGCu29

tocazc 8

tucozo
tacoso
€oee32

06C038
000036
corosc
cotuso
00Couy

coCoss
coctoss
gocosa
cotoss
cocloac
00C0+E
0cQaso
0ocaso
00C050

goc0s2
cocos2

({1477 ¥4
cocoe2z
cocoeu
cucues
cocusC
cococo
catucl

coroce
cococe

OBJECT CODE
056"

§IF0 6J14

ADDR1

ClC2C3Cuanuupun

C5cecTCe
4119 6082

4111 9000
ubod

D203 6uD8 6DUC
Lwen

4517
1
weunsc

6U2E

©

D2C7 63AC &7ud

5810
5840
9220
9200

60C6
6GCA
1902
ton3

QAEF
it
2F
uAL9
arcn
oac

Q485

$810 60C6

Jeea
otuaunc
uCudutay
90020238
8C
wBu052

uegoucsc
UeSI0nA2

NOTES:

®

©)
®

UN0A

[W1ad ¥4

K2
a3

ADDRZ  LINE
3

"uri2

Culou

fiunen

nynuE

ron 30

nange

nancs
fnudcc

nyocs

A
A
A

L

PR o

SQURCE STATEMENT

©)

to Dump

PROG START
2 EALR 640
3 USING ,6
4 BRANCH b " le
5 ue cL8*ABCC"
6 0¢ CLU®EFGH®
7 ) T,LIST T
= SNAP_ (1) ] —
Se [ o I
19+ LA Leatld
11+ sve 1_3;“
12 YAG1 WVC  ERANCHeBTUT, BRANCHTIC .
13 Tac2 GPEN _ GUT, ICUTRIG} —F_F'r“ Area
14+ CNOP L4
15+7a62 -
16+ cAL  1,eel2
17 Le x*81°
18+ c AL3OUT)
19+ e xrgne
20+ cc ALI(OUTRIE)
21+ SVC 38 ISSUE SVC
22 MVC_ EUF(81,BRANCHe4
(23 Ti53 OWOUT GUT,5UF 1)
Z4eTAGS ot i) . SEY ACIGNALNT
25+ L 1oZAM0UT) » LOAD R1S, CDIE ADDRESS
26+ L LeZALBUF) LOAD RPS, WOPKAREA ACDPESS
27+ MVI it1),X020° « SET FUNCTION CODE
28+ MV 3(10,0 ¢ SET FUNCTION CONTROL BYTE 1
29+ SCALL 47
30+ s o Second Area
31+ sve 239
32 ce YL1ti6s to Dump
33+ oc Y1t
34 S
35+ NOPR
360 SVE 0B
3. ORG  #-2
38+ Sve 433
35 Tics TLosE cuf —
DRO 14 viey
ule L 1,=A(0UTH LOAD R1 wITH FILENAME ADDRESS
.
.
L]
613 BUF s e
616 LIST Te LAY
615 e ATAG2)
616 [ AUTALZ)
617 Le xrane
618 ue AL3LTAG)
619 TNG
620 satouT)
621 ZA(BUF)

Designates the predefined list of areas to be dumped. The entire list is referenced as LIST. TAG1 through
TAG3 are defined as full-word address constants (DC A). The X'80° sets the leftmost bit of TAG4 to 1 (80 =
1000 0000). The remaining three bytes of TAG4 are specified by AL3.

Loads, the address of LIST into general register 1.

Is the SNAP macroinstruction, indicating that general register 1 contains the address of the list of the areas to
be dumped.

The dump obtained is identical, in desired content, to the dump that was obtained using
symbqllc addresses. The execution time for the program using register 1 was reduced. The
only differences in the output listings are minor, and do not affect the use of the dumpasa

debugging aid. They are:

The program-relative and absolute addresses differ for each method used.
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The listing produced by either method aligns on a double-word boundary. Because
different inline expansion codes are generated by the different uses of the SNAP
macroinstruction, there is a difference in the addresses of the areas to be dumped. So,
the listings may be slightly different (as they are in our two examples). You will always
get the exact area you want, but you can also receive the generated code of the
instruction before or after the area to be dumped, depending on where the double-word
alignment begins.

Registers

SNAP  BY SUPEXMZ AT 13a41cC
General REGS ©=7  M0M0NLOU  MI%u0uB4  JulL ule  SSMLDutL GuutuCu  C3MUTLTu 4L0uCN2 MINLTRNS
REGS 8-F  000uCGOJ 230J0UOG QUOGIITw  SuO0NUN.  Co2uM006 2o%0he0d 0L%u04%4 23907606

SNAP  L1891C TO wlSTzu

CLCO18-270NUAGA D2036096 ©7.CUT LT uS LERTTY PEFE PO -015018

TAG1 - TAG2 {

SNAP (15738 TO U15052

i TAGs - TAG4 { €0%038-581760C6 583U60CA 92291902 9290123 OAEFLL2F 24190700 DAB>5e ®ev-Foa-senssccacssssnsssses -015038

Another benefit of using general register 1, rather than symbolic addresses, is when there
is a large string of addresses. If you wanted to remove one of the addresses, and it was not
at the end of the string, you would have to change the entire line that contains the address.
By using a predefined list, you only have to remove the DC instructions defining the
symbolic addresses.

If you code the SNAP macroinstruction without any parameters,

1 10 16
SNAP

only the contents of the 16 general registers are printed.

NOTE:

The contents of general register 1 are destroyed by the SNAP or SNAPF macroinstruction. If
you want to record the true contents of the register, store it in a field within the area of
main storage to be dumped. Also, if you do not specify full-word addresses, the nearest half-
word location to the left of the specified address is used.

7.1.2. Normal Termination Dumps (DUMP)

A normal termination dump of main storage differs from a snapshot dump in that it prints
out the entire contents of the job region or all main storage, not just selected areas. The
DUMP macroinstruction causes this, and it is inserted in place of and acts as an EOJ
macroinstruction. This means your job step runs to normal completion. Therefore, a DUMP
macroinstruction terminates a job step without canceling it, unless, of course, something is
wrong with your program.
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Just as with the SNAP macroinstruction, you can initiate or suppress the dump at run time
through the OPTION job control statement. However, with the DUMP macroinstruction,
there are three types of dump available: SYSDUMP, JOBDUMP, and DUMP. Only one
feature is functional per job step, and their hierarchy is in the order just stated. In other
words, if both SYSDUMP and JOBDUMP are specified, only SYSDUMP is effective.

The specific meaning of each type of dump is explained in the dump analysis user
guide/programmer reference, UP-8837 (current version). But briefly, they can be
summarized as follows:

The DUMP feature gives you:

®  the job’s last executed program status word (PSW) and an identification code indicating
the source of the dump;

®  the job’s 16 general registers;
®  the job’s prologue area with the preamble and task control blocks (TCB); and
®  the job's program region.

The SYSDUMP feature provides a method of determining why the system terminated
abnormally, which entails:

®  a translation of the state of the entire operating system into charts and texts; and
® 3 hexadecimal dump of all of main storage.

The JOBDUMP feature is basically the same as the DUMP feature, except that the dump
listing is also translated from hexadecimal to a more easily readable, English-language
version of the dump. Additionally, whenever you want to use the JOBDUMP feature, you
must place the following device assignment set in your job control stream:

1 10 20

// DVC 280
// LFD PRNTR

If this device assignment set is missing, the dump given is of the module (program) called
JOBDUMP, not of your module.

For DUMP and SYSDUMP, a printer must be assigned to the job, but the LFD job control
statement does not have to have a file name of PRNTR; the file name is what you have
specified on your DTF macroinstruction for the job’s print file.

If an OPTION job control statement is not present in the control stream, the DUMP
macroinstruction acts as an EOJ macroinstruction. The OPTION job control statement must
appear in the job step in which you want the dump to occur.
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For example, if you assemble, link edit, and execute your load module, and you want the
dump to occur when you execute your load module, you place the OPTION job control
statement in the job step that executes your load module, not in the one that assembles or
link edits.

The format of the DUMP macroinstruction is:

LABEL AOPERATIONA | OPERAND
[symbol] DUMP identification-code

The identification-code parameter is a 1- to 4-byte hexadecimal code you assign within the
program to indicate the source of the dump. If you use all four bytes, it can consist of four
alphabetic characters, eight numeric characters, or, because each byte can hold one
alphabetic character or two numeric characters, any combination that equals four bytes.
Examples of this are:

® 12345678
m A123456
= AB1234

s ABC12

= ABCD

One of the reasons for using an identification code is to uniquely identify the load module
producing the dump. This serves as an identifier, which can be used for easy reference
when several different dumps are involved.

If we used an identification code of ABCD in the DUMP macroinstruction, like this:

1 10 16
DUMP ABCD
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and used an OPTION JOBDUMP job control statement, the identification code would show
up here (note also the program status word):

T A S

CONTRO

L 8L O0CK .

e S e Ty P D P T Y P TX Y LY PP Ty S TN T JA0 Sy phy Sy g piy pup ey

TASK CONTROL bLOCK AT ADDRESS

TASK KEY = |
NEXT TCB ADDRESS =
BACKWARD
SUB TASK VERTICAL
SUB TASK COUNT =
wAlT FOR THANSI
OUTSTANDING
TASK SwilCH PRIUNKITY
PREAMHLE AUDRFSS =
TRANSLENT
ECH AUDRESS =
TIMER VvALUE =

uuaon

L g T A S K P S o o

LINK AUDRESS =
1D =
u

170 REQUESTS =

10/SvC CODE =

006500

0086500

006500
0nouoy
ENT
= 2n
oas%u0
18
[¢]

viguino

: PROGRAM STATUS wORD €0160013  7nONUMFA I

PROGRAM KEY » | , WHICH 1S Jn8 DUMP
SYSTEM MODL
CHARACTER MODE 1S EHCOIC
REGISTER SET [S PROALEM
PROCESSOR STATE IS PROB(EM
OPERATION MODE 1S NATEvF
MONJTOR MODE 1S OFF
INTLRUPT (OUE = IB
CONUITIUN CUDE = 3
INSTRUCTION ADDRESS s 00U4FaA
NONZERO INSTRUCTION LENGTH (72 RYTES)
OUPERATION: S¥Y( DUMP INSTRUCTIUNS OAlw
Identification REG U Rbg 1 REG 2 REG 3 KEw 4 REy S KEG & REG 7
em——
Code 0000ABCD 0gLUNSUD [SUTTNY VYY) uuouaonN [VNTTTIY] uouuenoy YunUVYR2 vuoonuon
R 8 Reo 9 REG A KEG B REo ¢ Rts D nEG E REG F
(U] nouuo0u0 RLREIVITI vuugun unnurnuo uoULONUY 4u0UUYEC 40N004F 6
®-0ctcs-tctot-sconane
1 )
» 1C8 .
1 1
LR T P O RY T Supaupipy
1 PSW
Identification Code
0UUVD0-100065001U0U002UD Z00QESO0 0NODDUOD  ONDOOUOD UGGOAY400 IROUUVUO LUUUJOUD sse0=006500
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If we used the same DUMP macroinstruction (with identification code ABCD), but used an
OPTION SYSDUMP job control statement, the identification code and the PSW again appear
in the task control block (TCB) area and register O of the program registers of the portion of

the dump belonging to the particular program (job step) that issued the DUMP
macroinstruction.

Iif an OPTION DUMP job control statement was used, it would appear as:

USER t0J DUMP

PSw AT INTERKUPT igﬂléuﬂluIOUUﬂMfA I EKROK ¢ODF -|uﬂDOAnCDI Tcn ADDR = 4086500

PROUBLEM PROGHAM REULS
REGS D=7 untuupsSuu  NUOOOBDL  BOONNNDUY 000000N0  OuLUOOLO  4uOUUY82  00000WUNU
Identification kess a-fF oooduous unoupoou nuoovuue  ononuoou DON0JU00  OuUDLOVLO  YUDUUYEC “0UCUYF
Code JOB PREAMBLE
FFFCOD CHE4DYUT  4n4%uB0Y0  NDNNUUAY  (NUOLOGY QUOU4CNO  DUDUDSCY UuOUe8NU UDDOULOU  UUGYCU
FFFC20  D30502u3 UGC4fOFO D3DSD2D3  DACHFOFU 76011500 0uLOTU44  NUOUVT458  0OUOUULL  LL&Y420
PSW FFFC4Y0  00NUOOUL  ONUUPODO  0ULNUNSE  EASHDIE4 D54U40N0  OuLUDOUD yoOULOUU  OOUOULOU  UDG44Y
FFFC6O 4040%040  UTULISC  DUYCOUUF  4NFTIFEFO FIF50000 Ou400DUULU  UUF 40200 UBUUOUOU  UUG460
tdentification FFFCHU  000UB0ULD ODOULOUG ODURNDIBL  ONY0GCOU OAFOOU%E  OLLUOOUI  uwUTB0501  OAFOUUDU  NUGYSD
Code FFFCAD  OUOULUDUI  UD7wuA00 nwOdUOOU  UNVDUNOU G0NUVLND  VUOULULLO  UUDULUNU  UOBUUUOU  NUé4AU
FFFCCO  00QudleR  0DOOUVDOL  nDupauuy  ORVONNOU JUOUDONY  NUCUDLLU  WUBUUT8U  UOBUOUUI 0084CO
FFFCED 0ULLULUL  UNOUVOOO  QUUMWDND  LADONOOU 00N0UNAU  OUUUUDUO  LUbULUNND  ©UOOULUOU QUéeYEL
PSVV TCuS
FFFNNO 1onuesun L UN0LL2UG 200500 0000ONDY QUNDQONU  0uGUSYU0  1BOLLDOOU  VDO00LOL 006500
FFFD20 |[C0160UIR  7NDUUYFA l 000NABCD I onoonsou UUUULO0O  CUOLULUG  DUCULLUOU  000D0UOU  NUsS520
FFFD40 40pu0%s2  UODUUCDU  QUONODOU  ONCONOOD 0000UN0N  OLUDUULO  LUDUUDOU  UOUUDUOL  NU&SYD
FFFns0 400UUYLC  9NQUUYES  000NDODG  0NLOODDD 000UONATR  AuUOUOUD  LLOUVODU  UODBOUNLD  CUsSsD
FFFOKO  OUQUONUD  UNOULLADU  0UNODDUUY  VOVONOUL UUNUVODD  NuHUNUUL  QOBUIEDD 0CBIOUDU  VUsH8U
FFFOAD 000U0YLC UMQUUODD NAUONDODU  DOBORDUY DUNUOARND  NULONOUD  QUOULVOOU UOODVUBU  DUS5A0
FFFDCO  0UOULUUD  LNDUVONG n065€y

Just to see what an alphanumeric identification code printout looks like, here is an example
using an OPTION DUMP job control statement with an identification code of AB1234:

USLKR tUJ vUMP

PSw AT INTERRUPT 4LDIb0ﬂlHTﬂUUD!Fl| ER<OR cODF -|UUAHIZJQ| Tew ADDN = UUBS(GU
PROALEM PROGRAM REu

REGS L= ONUUPSVO  GBONJULU  VNUOLDNY GUONaNNG  NLUUOOLL  4UNUUYAZ  LOUYULND

Identification KEaS w=F HUoJUULL  UOULRNNU  AUENNLOL  UDUDUNDY 0UO0ULN0  HLUUUUUL  YUBUUNYEC  YUGUUYt 6
Code JUY PREANBLE

PFEF QL C1CLFr2 FAFgody 2UONDUSY nnunsnou nHYuNcno Huoyiuses vulusslU viluvguru une4uD

FFFC20 03050213 LACHQUFD DIDSDEDS  DACYHEUFL 76N116N0  UULLOTUYY  JUOUTZ7458  UDULUULGLD Hle420

PFFC40 ISIVIVIVES IV3a) unougonu nubnytise £ RSANYEY D5Y04000 Duuuluul Gubuunny  VoO00LGOU uvile440
PswW FF¥Con 4p40N09n UTONL16C  N0%CANIL H4FTFAFU FIFoUNND  Du4%0DULL  GUFZUZ0U  UBUDULCUY HUbYbU
Identification FFF‘CHU QUUUBLUN  UNOGUUOULD  OUC2010  Gr4¥NCNY VAFDUGYE  Qulnd0ul  Uuloul3tl  UAFDULOU UUeH48s0
COde FFFCAY GUICULLYL Ui 7nLADU OUOMKILVDY ONUOONDU QUNUUOND  NLUUDBULL  YUluwuNu  UNUDDUCU HO64AD

FFF(CND nuguu L uiteuung 8% JVIaN apUNLe0Yy 0uauUi00D nyuuouuy uvuuiI by voorouo uussCy

FFFCED OUNUOUUD  UNELLBOL  NUDIRIVDY UNUORNGN u00uduNU  NuLudbLul  YLYUUDOY  UDU0LLOU GUG4ED
Psvv Y¢S

FFF- DU 106Us5un J UNOUL20U  2uniBh5U0  uhuNnNOy wunnaano  auLueYult  1e0uL(Y LVULOUUOUY nussuo

#FFoZ0 [ CULBUULIR  700U0AFA | ovarizas | unonisou UUALINAD  LLULUYG  UUBULOUO  UODOUULY  NU6S2U

FFFDYG 4NUUUYE2  UNUULDDUY  DUOHOUUY wPUOLADY VUNLUB0O  DUUULULY  GUBOUOND  VOOULULU ~ UUebYY
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You can preload register O with the identification code in the same manner as you load
the list of symbolic addresses for the SNAP or SNAPF macroinstruction. By using register
0, you save on execution time and conserve main storage space.

If you don’t specify an identification code, either on the DUMP macroinstruction or by .
preloading it in register O, an identification code of binary zeros is supplied by the
operating system.

NOTE:

A main storage dump and normal termination can also be requested by the console
operator entering the DUMP command at the system console. The results are the same as
for a DUMP macroinstruction included within your program.

7.1.3. Abnormal Termination

A main storage dump can also be obtained by using the CANCEL macroinstruction.
However, in this case, the issuing program is terminated (and any subsequent programs in
the job). This macroinstruction terminates the issuing program when error conditions are
encountered that prevent further processing.

A main storage dump and abnormal termination can also occur when the operating
system performs abnormally. This is known as a system failure dump.

The functions of the CANCEL macroinstruction can also be obtained by the console
operator entering the CANCEL command at the system console.

7.2. CHECKPOINT AND RESTART CAPABILITY

Hardware and software malfunctions can cause your job to terminate before its normal
completion. Another reason for termination could be that the operator canceled your job
because a high-priority job required all the facilities of the computer. If the job is small,
you can rerun it without any really great loss. But, what if it is a long or complex job,
where rerunning the job could increase both processing time and cost, thereby reducing
productivity? OS/3 has provided the checkpoint facility, which allows you to periodically
record the operational status of your job with checkpoints. You can then restart the job
from the point where a checkpoint was taken rather than start the entire job all over
again.

When a checkpoint is taken, a series of records are written to a SAT checkpoint file on
disk, format label diskette, or tape. These records contain the data needed to restart the
job, which includes:

®  the checkpoint header;

®  the job preamble;

= the primary TCB (and any subtask TCBs);

}




- UP-8832 SPERRY UNIVAC 0S§/3 7-11

SUPERVISOR MACROINSTRUCTIONS Update A

& the remainder of the prologue;
m 3 list of the files open when the checkpoint was taken; and
& your program.

Each checkpoint is assigned a serial number, which is contained in a checkpoint header
record along with the checkpoint file name, job name, and job step number. This
information is displayed on the system console and written to the system log. When you
want to restart from a checkpoint, you enter this information as parameters on the RST job
control statement.

When you restart the job, it is reestablished to a condition functionally identical to the
condition at the time the checkpoint was reached. Tape files are repositioned to the point
at which they were, and control is returned to the program at the address specified by the
checkpoint. In this way, you do not have to rerun the entire job, just the part that was not
completed. (However, if the cause of the failure is in your program, the same error will
reoccur.)

You might want to create a checkpoint record at some specific occurrence, such as the
end of a magnetic tape reel in a multivolume input file or after processing a specific
number of records. Some people prefer to generate the checkpoint record at fixed time
intervals, say, every 15 minutes (by using the SETIME macroinstruction to set a timer
interrupt).

A user issuing checkpoints and using an open file with the FCB in main storage feature
may receive errors on attempting a restart, as the file is not guaranteed to be available.

It is not practical to try to reposition data cards in the card reader when restarting from a
checkpoint. However, if you want to use the checkpoint facility with card files, you can
enter the cards as embedded data in the job control stream and use the GETCS
macroinstruction to access the data.

The capability to generate checkpoint records is a function of the supervisor, and the
capability to use these checkpoint records to restart a job is a function of job control
(through the RST job control statement).

In order to restart a job, you must reenter the original control stream with an RST job
control statement, which must appear as the first job control statement of your job control
stream. Of course, all the files needed to complete the job must be available, along with
the file that contains the checkpoint records. For information on how to use the RST job
control statement, see the job control user guide, UP-8065 (current version).

NOTE:

The LFD job control statement in the device assignment set for the checkpoint file must
not contain the INIT parameter. This parameter causes the file to be written from the
beginning of the file. In other words, the checkpoint records already existing on the file
will be overwritten.
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7.2.1. How to Generate Checkpoint Records (CHKPT)

A series of checkpoint records is generated each time a CHKPT macroinstruction is

- executed in a program. These records must be written to a SAT file (defined by a DDCPF
macroinstruction). The use of this macroinstruction and those needed to open and close
the file are discussed later in this section (along with how the CHKPT macroinstruction is
used in connection with these other macroinstructions). The format of the parameters of
the CHKPT macroinstruction is:

LABEL I AOPERATIONA | OPERAND

—— [symbol} , CHKPT I fitename [,restart-addr][,.error-addr]

All the parameters of this macroinstruction are positional parameters.

The filename parameter specifies the symbolic address of the macroinstruction that
defines the checkpoint record file. This macroinstruction is a DDCPF macroinstruction for a

—  SAT file. The value specified for this filename parameter is also the value you use for the
filename parameter of the LFD job control statement in the device assignment set that
defines the checkpoint file in the job control stream.

The restart-addr parameter is used to supply the symbolic address of an instruction in your
program that is to receive control when restarting the program from the series of records
taken by the execution of this CHKPT macroinstruction.

If an error occurs during the execution of the CHKPT macroinstruction, the job, by default,
is terminated abnormally. However, you can place an error routine in your program to
override this abnormal termination and continue processing without the checkpoint. The
error-addr parameter is used to specify the symbolic address of this error routine. In this
way, if an error does occur, the error routine receives control; no abnormal termination
occurs. After the execution of a CHKPT macro, the checkpoint routine checks register O,
which contains the checkpoint status, and which is, in effect, an error code. If the error
code is equal to O, it means the checkpoint completed successfully, and processing of the
job continues. If the code is other than O, the error routine (or abnormal termination, if an
error-addr parameter is not used) receives control. The possible checkpoint error
conditions and error codes that may occur are listed in Table 7-1. Also listed are the
possible restart error conditions and codes that may occur when trying to restart the job.

NOTE:
If you use the error-addr parameter, you must code two commas preceding it.

Once again, if you do not provide a checkpoint error routine in your program and do not
supply its symbolic address with the error-addr parameter of the CHKPT macroinstruction,
the job terminates abnormally (if an error occurs), and the following message is displayed
at the system console:

JCO3 JOB jobname TERMINATED ABNORMALLY.ERR CODE number

where number corresponds to the error code listed in Table 7-1. These error codes are
also listed in the system messages programmer/operator reference manual, UP-8076
(current version).
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Table 7—1. Checkpoint/Restart Error Codes

; Error
Code Description
{in Hexadecimal)
Checkpoint Error Codes
AO Checkpoint file is not opened.
Al Unrecoverable 1/0 error while writing a checkpoint record
A2 Checkpoint record cannot fit in checkpoint file.
NOTE:
if the checkpoint record cannot fit, an attempt is made to write it at the start of the
checkpoint file. If it still does not fit, this error code is returned.
A3 lllegal parameter specified on checkpoint macro
Restart Error Codes
A4 Unrecoverable |/0 error while reading checkpoint file
Ab At restart, processor could not locate designated checkpoint.
A6 At restart, processor could not position data tape files; unrecoverable /0 error.
A7 At restart, processor determined that supervisor was not compatible with the supervisor at the time
. ’ of the checkpoint.
A8 At restart, processor determined that hardware incompatibilities existed between the system at
checkpoint time and the system at restart time.

7.2.2. Using a SAT File as a Checkpoint File

When using a SAT disk as a checkpoint file, as many checkpoint records as will fit are
recorded in the disk space you allocate for the file (with an EXT job control statement).
When the space is exhausted, a wraparound, in effect, takes place: the checkpoint records
are written at the beginning of the file, over the existing records, thus losing those
checkpoint records taken earlier. For this reason, you cannot intersperse any of your data

with checkpoint records on disk, because you could lose data if wraparound occurs.

With tape or diskette SAT files, as with disk files, you cannot mix any of your data with

checkpoint records; data and checkpoint records must go to separate files.
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7.2.2.1. Estimate Space Requirements for a Disk Checkpoint File

Each checkpoint consists of a series of 256-byte records of the following type:

Data
Checkpoint header
Prologue

Preamble
TCB

Remainder of prologue

File list

User program

File structures

Using this list, you can estimate the minimum disk space requirements. The total amount of
space required depends on the size of your program. For example, assume your program
consisting of one task occupies 8192 bytes of main storage plus a prologue of 1024 bytes,
and six files are open at the time the checkpoint macro is issued. The checkpoint records

would consist of the following:

Data

Checkpoint header

Prologue
Preamble
TCB

Total prologue

File list

User program

File structures

Checkpoint

Records

1

o}

(2 TCB records per task)

< remaining size)
n =
256

( number of open files
n -
10

< user program)
n= —m—m
256

)

(n = 4 x number of open files)

(1 record - 256 bytes)
(2 records - 512 bytes)
Remainder of prologue (2 records - 512 bytes)

Checkpoint
Records Bytes
1 256
5 1280
1 256
32 8192
24 6144
Totals T3 16128
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Thus, a checkpoint for this program would consist of 63 records of 256 bytes each, or a
total of 16,128 bytes. It should be noted that the previous formula results in an estimate of
minimum space required. The actual space needed may be greater or less than the
estimate, depending on the specific program environment (for example, the number of files
open at the time of checkpoint).

If you allocate only two tracks, each checkpoint taken would overwrite the preceding
checkpoint. To avoid doing this, you must allocate at least twice the minimum space
required, which in this case is approximately four tracks. The current checkpoint would
then overwrite the records recorded from an earlier checkpoint, while the most recent
checkpoint would always be available.

7.2.2.2. Define, Open, and Close a SAT Checkpoint File (DDCPF, DCPOPN,

DCPCLS)

When employing a SAT checkpoint file, a different group of macroinstructions are used to
define, open, and close the file. We will now explain each.

In order to define a SAT checkpoint file, use the DDCPF macroinstruction. As you can see
in the format, there are no parameters associated with this macroinstruction.

LABEL l AOPERATIONA | OPERAND

filename l DDCPF |

There is only a filename in the label field. This filename is the symbolic address and is
used as positional parameter 1 (filename) of both the CHKPT macroinstruction and the LFD
job control statement.

Because the DDCPF macroinstruction does not generate executable code, it must be
placed separate from your BAL instructions and imperative macroinstructions.

Use the DCPOPN macroinstruction to open the SAT checkpoint file (before the execution of
the CHKPT macroinstruction). It has this format:

LABEL l AOPERATIONA I OPERAND

[symbol}

DCPOPN {filename}
(1)

The filename parameter specifies the symbolic address of the DDCPF macroinstruction
that defines the checkpoint file. You can also preload this address in general register 1,
and you indicate this by coding (7) in place of the filename parameter.
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To close a SAT checkpoint file, use the DCPCLS macroinstruction (after the last time the
CHKPT macroinstruction is executed). The format is:

LABEL AOPERATIONA l OPERAND

[symbol ] DCPCLS {filename}
(1)

The two parameter choices, filename or (1), have the same meaning as the parameters of
the DCPOPN macroinstruction: filename is the symbolic address of the DDCPF
macroinstruction, and (7] indicates that the address is stored in general register 1.

Following is an example showing the relationship between the parameters of the CHKPT
macroinstruction and the new macroinstructions we just discussed.

1 10 16
DCPOPN CKDISK

CHKPT CKDI!SK,RESTART, ERRI

ERR1 (your error recovery routine)

RESTART (instruction where program is to begin if restarted)

DCPCLS CKDISK

EOJ

CKDISK DDCPF
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7.3. MONITOR AND TRACE CAPABILITY

Another means of debugging a program is the monitor routine. It enables you to track (or
trace) the execution of a program (by using a hardware interrupt) so that errors can be found
and fixed. As input, you provide monitor statements that indicate the type of diagnostic
action to be performed at a specific point in the program.

The monitor routine interrupts each instruction after it is executed, and tests whether any of
the following test conditions are stated in the monitor statement input and have been met
by the instruction.

® A specified storage location is referenced (or the data stored at that location is
changed).

® A specified location in the program is reached.
® A specific sequence of instruction occurs.
m A specified register is changed.

Iif any of these conditions are met, you get a printout of various types of program
information, depending on which display option you chose. This is summarized in Table 7-1.

Then, you can:
B continue executing the program under monitor control;
B suspend program execution; or

B continue the normal execution of the program without intervention from the monitor
routine.

Depending on how you call the monitor routine into main storage and the choice of actions
you select, an entire task or only part of a task can be monitored.

To activate the monitor routine, you must ensure that the following provisions are met:
®  The monitor routine must be in main storage.
®  The monitor bit in the PSW must be set.

®  The task to be monitored, location options, and actions must be specified to the monitor
routine.

® A printer must be available.
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7.3.1. How to Call the Monitor Routine

There are two ways to call the monitor routine into main storage. Which one you use
depends on whether you want to trace instructions from the beginning of the job or wait
until after the job begins executing.

Whenever you use the monitor routine, keep this in mind: it occupies 3K bytes of main
storage. If you specify the minimum main storage as a parameter of the JOB control
statement, make sure you do not overestimate the storage size needed by your job, because
it is possible that there might not be enough main storage availabie for the monitor when
you combine your job needs plus the 3K bytes needed by the monitor.

Another point to remember: the monitor routine cannot be run in a strict spooling
environment, because the job being monitored always requires the sole use of a printer. You
can accomplish this through the addr parameter of the DVC job control statement which, in
effect, dedicates a printer strictly to this job. It's coded immediately following the logical unit
number (separated by a comma). Every device has a hardware address number associated
with it. Your site manager can provide you with the number you need. {In most cases,
however, this number can be physically found on the device itself, generally on some type of
label.) This number is then coded in the device assignment set for the print file in your job.

Assume the printer you want to dedicate has a hardware address number of 170. Using 20
as the logical unit number, the DVC job control statement would be:

1 10 20
// DVC 28,1790

It is also recommended that the job be run as the first job immediately after the system is
initialized (initial program load) to ensure that the job is scheduled; otherwise, you might
have to wait for the job to be scheduled, depending on the work load.

7.3.1.1. Monitoring from the Beginning of the Job

If you want to begin monitoring with the first instruction executed, you must call the
monitor routine into main storage before the job to be monitored is run. In this case, the
monitor input is entered as embedded data in the control stream. The following job control
statement must be inserted into the job you are monitoring:

// CC MO
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If enough main storage is available at the time the job is scheduled, the monitor routine will
be loaded at the time the job is initiated. If enough main storage is not available, it is
possible that your job could be scheduled without the monitor routine. This could happen
because the // CC job control statement cannot guarantee immediate loading of the
monitor. If this happens and your job is scheduled without the monitor, you may select one
of two options as follows:

1. Wait until more main storage is available before running your job.

2. Load the monitor routine into main storage by using the MO console command. The
format of the command is:

MO

After typing in the command, you can verify that the monitor had been loaded by typing
in the following console command:

Ml DA

If the monitor routine has been successfully loaded, the symbiont SL$$MO will appear
among the jobs and symbionts listed. When you have verified that the monitor is
loaded, the job to be monitored should be run WITHOUT the // CC job control
statement.

If you want to use the monitor beginning with the first instruction of the program, you must
enter the monitor statements as embedded data in the job control stream. The job step that
contains the program to be monitored must include an OPTION job control statement with
the TRACE parameter specified. This parameter activates the monitor routine by setting the
monitor bit in the PSW and creates a link between this job step and the monitor statements.
If the OPTION job control statement is not present in the proper job step (the one with the
monitor statements - the one you want to trace), it will not activate the monitor routine
because an OPTION job control statement is effective only in the job step in which it is
encountered. As soon as the program begins executing, monitoring begins, and it continues
until the program completes or until the monitor is deactivated by meeting the conditions
that accompany a Q action (7.3.5.3).
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The control stream you submit when you want to monitor from the beginning of the job
would look something like this:

1 10 20
1. | /7 JOB jobname

device assignment sets
2? and any other necessary
job contro! statements

\[|// cc mo

3. |// OPTION TRACE

// EXEC program-name
/%

5. monitor input-expiained
in 7.3.2
/t

// PARAM operands
/$

any data cards

needed by the program
T

// FIN

1. Is the JOB control statement, which must be present at the beginning of every job.

2. Represents the device assignment sets and any other job control statements you
might need to define the requirements for the job.

3. Is the OPTION job control statement indicating you want to monitor the job step. It
is placed before the EXEC job control statement for the job step.

4. Calls the program from a library and initiates its execution.

5.  Shows where you place the monitor statements. They are enclosed by the /$ and
/* job control statements (start of data and end of data). The monitor statements,
in effect, are data for this job, but their presence does not affect pro'cessing of any

other data for this job.

6. Indicates where you would place any PARAM job control statements that pertain
to this job step: after the monitor statements, but before any other card data files.

7. Is the start of data, card data file, and end of data.
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8. Ends the job and terminates the card reader operations. Of course, there could be
more job steps than this, but for the sake of brevity, we have shown only a single-
job-step job.

7.3.1.2. Monitoring after Execution Begins

it should be noted that, when the monitor is in use, it executes several instructions of its
own for every monitored instruction in the program. For a large program, this could require
excessive amounts of processor time, especially if the problem area is at the end of the
program. (If it is at the beginning of the program, a Q action can be used to deactivate the
monitor after the necessary data is obtained. The Q action is described in 7.3.5.3.) However,
once you determine the particular area in which the problem exists, you can limit the
monitor activities to this portion of the program. You do this by initiating the monitor routine
via a console type-in (7.3.1.1) after the job begins execution, and then entering the monitor
statements through the card reader (or the system console if a card reader is not available).
This requires some form of communication between you and the console operator, either
oral or written.

The executing program must be temporarily suspended so the monitor can be activated
before the area of code to be monitored is passed. There are three different methods for
doing this.

First, if you have an instruction in the program that you do not need for this execution, you
can use the ALTER job control statement to change that instruction to a supervisor call
{SVC) for the YIELD routine. This changed instruction must be a point in the program before
the area to be monitored. The ALTER job control statement would look something like this:

1 10 20 30
// ALTER phase-name,address,X BA94’

The ALTER job control statement and its parameter are explained in the job control user
guide, UP-8065 (current version). The X'0A04’ (positional parameter 3) is what replaces the
existing instruction and makes it an SVC instruction for the YIELD routine. It causes the
program to halt at the address on the ALTER job control statement. You tell the operator to
have the monitor statements ready in the card reader. When the program halts, the operator
types in OO MO R, which activates the monitor routine. (This acts just like the TRACE
parameter of the OPTION job control statement.) The monitor statements are then read into
the system, and the program named on the monitor statement is matched against all the
programs currently executing, until it arrives at the proper program (this applies to all three
methods). In 7.3.2, we explain the format for the monitor statement input, which applies to
input entered after execution begins or as embedded data in the control stream. However, it
should be noted that when monitor statements are entered after execution begins, no /$ or
/* job control statements are needed to enclose the monitor input. Since all the job control
statements are read before execution, an OPTION TRACE job control statement is not
included in that control stream to activate the monitor. If you examine the control stream
shown in 7.3.1.1 used to activate the monitor from the beginning of the job, you will see the
difference between it and the following control stream used only to start the job and alter an
instruction in your program. (It does not activate the monitor; a console type-in does.)
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1 10 20 30 40 50

// JOB jobname
// ALTER phase-name,address,X GA@4’

device assignment sets and any other necessary job control statements

// EXEC program-name
// PARAM operands
/%
any data cards needed by the program
/*
/&
// FIN

The explanation for each job control statement is the same as for the corresponding job
control statement in 7.3.1.1. Notice the absence of an OPTION job control statement and the
monitor statements, and the presence of the ALTER job control statement.

After the monitor statements have been read, the operator must issue the GO command,
using the same job name as that on the JOB control statement. This resumes program
execution under monitor control.

The second method of suspending the executing program is the use of a DMDSP
macroinstruction with a REP parameter. By placing it in a location near the area you want to
monitor, you can use the halt when the program is suspended and the message it generates to
instruct the operator to activate the monitor. Once again, the operator must have the monitor
statements ready in the card reader (no /$ or /*). He then enters OO MO R to activate the
monitor. After the monitor statements have been read, he enters the reply you requested with
the DMDSP macroinstruction to resume processing under monitor control. The monitor input is
exactly the same as when using the first method. That is, no /$ or /* encloses it, and an
OPTION TRACE job control statement is not submitted in the control stream. (And, inthis case,
no ALTER job control statement is submitted.) For more information on the DMDSP
macroinstruction, refer to the consolidated data management macroinstructions user
guide/programmer reference, UP-8826 (current version).

The third method is to instruct the operator to type in the PAUSE command at some specific
place in the program execution. This could be after a certain time limit has expired, or when
a certain milestone is reached, such as the end of an input tape file. The operator places the
monitor statements in the card reader and, when the system halts, types OO MO R to
activate the monitor routine. After the monitor statements are read, he finally types GO and
the job name from the JOB control statement to resume program execution under monitor
control.
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There might be a situation when there is no card reader available to read in the monitor
statement (or no keypunch readily available to prepare the monitor statements). If this is the
case, the operator can type in OO MO C at the system console. The C indicates to the
system that the monitor statements are going to be input via the console, not via a card
reader. (This applies to entering the monitor statements during all three methods of
suspending program execution.) In this way the operator can enter the task, options, and
actions at the console. He enters one card at a time, a line on the screen corresponding to a
card in the monitor statement input, and indicates the end of each card by pressing the
TRANSMIT key. After all monitor statements are sent, he enters the GO command followed
by the job name.

7.3.2. Monitor Input Format

The monitor statements define what to monitor (task), when to monitor (option), and what to
do when you monitor (action). This applies to monitor statements submitted via the control
stream as embedded data before the job begins, and to the monitor statements used by the
operator after program execution was begun. (Remember, the /$ and /* job control
statements are only needed when the monitor statements are submitted as embedded data.)

For the program you want to monitor, only one task can be specified. It must be coded as the
first monitor statement of the input, and no options or actions can share this card with the
task. These tasks are explained in 7.3.3. For the task, however, you can specify up to 15
different options. (Each option must be on its own card; no two options can be present on
the same card.) Each option can specify as many actions as will fit on a single card. A space
must be used to separate the option from the first action on the card, and each succeeding
action is separated from the previous action by a semicolon (;).

So, if you want to specify one option and one action, it would be coded as:

1 10 20

option action

If you wanted three different options, each with two actions, it would be coded as:
option-1 action-1;action-2

option-2 action-1l;action-2
option-3 action-1l;action-2

The last card used in the monitor input stream is a $ card. (Do not confuse this with the /$
job control statement, which indicates start of data.)

So, the order of a monitor input stream is:

] the task statement;

the first option statement with its actions;

any other option statements and their actions; and

n the $ card.
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The options are described in 7.3.4, and the actions are defined in 7.3.5.

Figure 7-1 shows the format of the monitor statements.

} task |
First
Monitor *U=jobname
Statement *P:phase.name
*S=symbiont-name
_*T=transient-number
Nota 1| F———opion———45 . —i ———
B (PR:xv) _ . __ - ]
S < (B/D:bddd) DAR [[n[—Rn]] DAR [ n[-Rni]
, (ABS:xv)
S:A?:ii‘::g (BR:xv) (_ER:XV)
Statements A(PR:xv) [Rnn] DAS[Lnn] < (B/D:bddd) DAS[Lnn] < (B/D:bddd)
A (ABS:xv . (ABS:xv
{xmcd)
Hcce Hcce
R{n) :
Q Q
Note2 - - - -

NOTES:

1. If no option is specified, the monitor routine assumes a default option (7.3.4.5) and default display (7.3.5.1.3).

2. If no action is specified, the monitor routine produces a default display (7.3.56.1.3). Also, remember that the first

action is separated from the option by a blank space, and any succeeding actions are separated from the previous
action by a semicolon.

Figure 7—1. Monitor Input Format

7.3.3. Defining What You Want to Monitor

The task you want to monitor can be one of four types:
1. Your entire program

2. A certain phase of your program

3. A symbiont, which is a system utility routine

4. A transient, which is an OS/3 routine that is nonresident and is called into a transient
area when needed .
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In this format:

*U=jobname
*P=phase-name
*S=symbiont-name

*T=transient-number

you can see that each type has its own specification, and each type is preceded by an

asterisk.

If you want to monitor all the phases of your program, use the *U=jobname entry. The
jobname is the same as the jobname parameter on the JOB control statement. (Remember,
if you have the operator enter the monitor statements after the program has started, you
can limit monitoring to a part of the job step; otherwise, the job step is monitored from the

beginning.)

For example, if the JOB control statement is:

1 10 20

// JOB POCO

the monitor task statement would be:

*U=pP0CO

Because a program can consist of more than one phase, it can be useful to use the
specific phase name with the *P=phase-name entry. (A program can also have more than
one phase.) If you want to monitor a phase, you have to know its name. The names of_the
phases used in a program are listed on the allocation map provided by the linkage editor.
(Remember, operator input can limit the monitor to a portion of a phase.)

if the phase name you want is this:

LOAD MUDWLE = LNRLUL
FHASE NANME TRANS ADDNW FLAG LAnkL
LARLODUY NODe = ~OOT
vee BF AUTO=INCLUDLD ELFEMFUTS -
- 75/1G/04 USe59 =~ PR 1NE

PRATOL

DPIComy
BeiCcony
DPSCOMY
UPS(OMs
DPS$COn2
IPECONS
NDPICOMY
oPECOnN)

the monitor task statement is:

*P=LNKLODO®

e ALLOCATINN MAP oo

S1LE -

TYPLE

(13- V]
CSECTY
ENTRY
EnTNY
EntRY
EnTRY
ENTRY
ENTRY
ENTRY
ENTRY

NOUUOSCL

LSID

i3]
Ji
ol
91
ut
Ji
'3}
0t
ot

Lnk URa
Juuuouoy

Uuuuivuy
YuulUuug
ouuguuLy
Jvulouuy
ST TVLHTEIVEPRT]
ouuNNUUY
[sh [+ T VIVIV)
Guuoouy
LUIVIN TV VIV

HLAUDR
QOUULSHCR

NUUUUYAF

LiNGeTHn
QOD0USCC

unNnouuNes

0HJ ORG

fo000Nun
0oygoeonnun
000000V
oougguoo
oouunoon
ousocoan
00VGI000
nEgoovo0Q
ouuo00un
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To monitor a symbiont, you have to obtain its name from the system load library file
(SYSLOD), and use the *S=symbiont-name entry. For example, the name of the system
utility symbiont (SU) is SL$$SU. To monitor it, you would code .

1 10 20

*§=SL$SuUBP

as the monitor task statement.

Every transient has a decimal number associated with it. A list of these decimal numbers
is maintained by the supervisor. If you want to monitor a supervisor transient your
program is using, your Sperry Univac systems analyst can help you in determining the
number of the transient you need. Once you have obtained it, you use it in the *
T=transient-number entry. If, for example, the transient number is 24, you would code the
monitor task statement as:

*T=24
NOTE:

If the job or symbiont you want to monitor has one primary task and one or more subtasks,
you can monitor only the primary task.

7.3.4. Specifying Options

The second and succeeding cards used for monitor statements specify options and actions, .
that is, points in the program where one or more actions are to be taken by the monitor
routine, and what is to occur.

The first entry in each of these cards specifies the option. This may be followed by one or
more actions to be performed at the specified location (or else a default action applies).
These actions are described in 7.3.5. In this discussion, all the options are discussed first
and then the actions. You can tie the appropriate options and actions to a task to obtain
your desired result.

If there are duplicate or overlapping options, only the first one specified is processed at
execution time. For example, if the same instruction location is specified by two separate
cards, the monitor routine performs the actions requested on the first card for that location
and then executes the instruction. The second card is never considered for that location,
even if the actions are totally different.

Options may be specified in any sequence; there is no need to list them according to any
pattern. Remember, in the case of duplicate or overlapping options, only the first option is
-processed.

o

There are four types of options you can specify, using the following format:
S{(PR:xv)
(B/D:bddd)
(ABS:xv)

A(PR:xv)[Rnn}]
I (xmcd)
R(n)
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The S option is used for storage reference, the A option for instruction location, the / option
for instruction sequence, and the R option for register change. Each, along with its
associated parameters, is discussed in the following subsections.

7.3.4.1. Storage Reference Option (S)

This option requests the monitor routine to take action when the specified storage location
is referenced or the data at that location is changed. There are three ways to express the
location in a storage reference option:

1. Program relative (PR)

2. Base/displacement (B/D)

3. Absolute (ABS)

7.3.4.1.1. Program Relative Address (PR)
The format for the storage reference option using a program relative address is:

S(PR:xv)

The xv is the address, and can consist of from one to six hexadecimal characters, in the
range O,4 to FFFFFF,5. Notice that it is separated from the PR by a colon. For example:

1 10 20
S(PR:43C)

Because this format is shown with an underline under the P, you could also code it as:

S(P:43C)

This is explained in the statement conventions.

In this example, this option is selected if program execution reaches an instruction that
references storage at program relative address 43C. The location specified need not be the
first byte of a field. For example, a move instruction from location 42E for 18 bytes would be
detected because the specified program relative address 43C falls within the field moved
(42E to 43F).

For your program, a phase of your program, or a symbiont, a program-relative address is
relative to the start of the load module. In other words, the address in the assembly listing
must be added to the link origin (LNK ORG) address for the control section (CSECT) of your
program. This shows up in the allocation map produced by the linkage editor.
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For example, if you wanted to monitor from address 32 in this program listing:

LCCs» OBJECT CODE ADDR1 ADDRZ LIMNE SCURCE STATEMENT
label for the phase ————t0400¢ | PROG | START o

€0C000 3560 2 LALR  €£,3

00€002 3 LSING #,6

€0C002 47F0 6U1G 03012 4 BRANCH b 416

000006 €1C2C3C440°404040 S te CL&E*ABCD®

COCOOE cscecrCs 6 oe CLYUSEFGH®

00C012 4110 6982 outsy 7 LA lyLIsT

8 SNAP (1)

cotale A 9« C$ LH

0CCO16 4111 0COO 030C0 & 10+ LA 1,0¢1)

00CO1A QA6A A 1l SVC 116

00CQ1C D203 6CD8 600C 0U00A CUDLE 12 TAGL MVC ERANCH+8(4),BRANCH*12

13 TAG2 OPEN CUT,(CUTRIG)

€ocg22 u7cn A 14+ CNOP  (,4

€oco24 A 15+7A62 EQu  »

00C024 4517 6Q2E CuC33 A 16+ BAL 1y8+42

000028 81 A 17 e x*81*

€0Cu29 0CQ0sC A 18+ Le AL3(OUT)

coea2c 8¢ A 19 [l x*8C"

€0C020 GCoNss A 20+ sl AL3LOUTRIB)

0030 GA2e6 A 21+ SVC 38 ISSUE Sve

——.—H:ﬂ;iﬂozm 6UAD 60U4 CLDA2 OUCGe 22 MVYC  EUF (8),BRANCH+4

address 23 TAG3 OMOUT QUT,BUF

you would have to look at the allocation map for the LNK ORG of the CSECT (4B0):

*® ALLOCATION MAP #e

LOAD MODULE - LNKLOC slze - [Pl1¥e] s I t00]
PHASE NAME TRANS ADDR FLAG LABEL TYPE £SIC LNK OFG HIADCR LENGTH OBJ ORC
LAKLODGO NODE - ROOT Cu2in4d0u aunangeE 75207000

*9% START OF AUTO-INCLUDED ELEMENTS -
#9% END OF AUTO-INCLUDED ELEMENTS -

- 80/N2/22 04435 - PROG oty
[Proc cSECT 1 €CN393%% ] 52CGROCF 2620000C noCGeoty
ouT TRYRY LR TTTatasC 20707 05¢C
OUTRIb ENTRY 01 5C700088 20000088
0C0n0000

and add them together, producing 4E2 as the program relative address. This applies to
both single-phase and multiphase load modules. However, with the multiphase modules,
additional considerations are necessary. One phase can overlay another phase, so the
same program relative address can be used in more than one phase. In order to monitor
the correct phase, you should use the *P=phase-name entry discussed in 7.3.3.

If you want to monitor a transient routine, the address is relative to the start of the
transient.

Another important point to note is that when using the storage reference option for a
program relative address, you frequently will obtain two groups of monitor output for a given
option. The first printout is produced just before the execution of the instruction that
references the location. This may be either a read or write type of reference. The second
printout is produced on the next instruction, but only if the data at that location has been
changed. This may appear to be superfluous and even confusing (the second instruction
shown will probably not even reference the area), so this printout should be considered as
only a changed data confirmation.

The real value of this second printout comes in those cases where the data is not changed
directly, so no reference (first printout) occurs at all. This includes cases of areas changed
by execute instructions (EX), supervisor call instructions (SVC), 1/0 operations, and
occasionally even supervisor or symbiont routines running concurrently. So, in any case
where a storage reference option printout seems invalid (the instruction printed does not
reference the data location), check the preceding instruction in your program for an EX or
SVC instruction or an 1/0 operation.
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7.3.4.1.2. Base/Displacement Address (B/D)

To use the base/displacement address method for the storage reference option, you need
this format:

S(B/D:bddd)

Here, the b is the base register, and the ddd is the displacement; b can range from O to
Fie. and ddd can range from 000,¢ to FFF,s. For example, if you used:

1 10 20
S(B/D:4B29)

an instruction that contains a storage reference of 4B29 must occur to make the monitor
take action. In other words, for this option to be effective, your program must have a storage
reference using base register 4 and a displacement of B29. Notice the colon separating the
B/D from 4B29.

7.3.4.1.3. Absolute Address (ABS)

You use this type of option primarily when you are using system symbiont or transient
routines that can refer to locations that are outside of their area. But you might also find it
applicable to your program as well. It uses this format:

S(ABS:xv)

The xv is the absolute address, and can consist of one to six hexadecimal characters, in
the range of 0,5 to FFFFFF,4.

For example, if you want the monitor routine to take action when the program reaches an
instruction that references storage at absolute address 34AE, you would code:

S(ABS:35AE)

7.3.4.2. Instruction Location Option (A)

This option requests the monitor routine to take action when the specified instruction
location is reached. Just as with the storage reference option, it uses the program relative
address. However, you can also add a range to continue this monitor action for a specific
number of bytes. It has only one format:

A(PR:xv)[Rnn}

The xv is the 1- to 6-hexadecimal-character program relative address (0,5 to FFFFFF,;). If the
program reaches an instruction at this location (program relative), monitor action begins.
You can also continue monitor action for this option for a length of up to 255 bytes by
specifying a range (Rnn). The allowable values for this range field are 02,4 to FF;.
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For example, if you coded either:

1 10 20
A(PR:CB2)

or
A(P:C82)

the monitor takes action for this option if the instruction at program relative address is
reached.

If you coded (notice the convenient form P instead of PR):

A(P:CO2)ROE

monitor action begins when the instruction at program relative address CO2 is reached, and
continues for 14 bytes (OE). This means the monitor action is to continue until program
relative address C10 is reached. Note that you must use two hexadecimal characters for the
range even when it can be expressed in one. In the last example, if the leading O of OE was
omitted, and it was coded as this:

A(P:C@2)RE

monitoring would continue for 224 bytes to program relative address CE2.

7.3.4.3. Instruction Sequence Option (l)

This option requests the monitor routine to taken action when the exact instruction
sequence specified is reached. The monitor routine compares the machine code specified in
the option entry to the actual instruction sequence of each instruction to be executed in the
program being monitored, and takes action when an exact match occurs. The format for the
instruction sequence option is:

I (xmcd)

The xmcd stands for hexadecimal machine code. It may consist of from 2 to 64 hexadecimal
characters (1 to 32 bytes). This is the value you want compared to the actual machine code
being processed.

There are three different types of machine code sequences you can select:

® A single instruction

®  Just the operation code of an instruction

m A string of instructions
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For example, if you want monitor action to start when a supervisor call instruction for
supervisor routine 31 occurs (SVC 31 in machine code = OA1F), code it as:

1 10 20
I (BALF)

If you want monitor action whenever any branch on condition instruction is reached
(hexadecimal code = 47), you would code:

1(47)

But, if you want monitor action to occur whenever the following sequence of instructions
occurs (even though we are showing a series of inline expansion codes):

LOC. OBJECT CODE ADDR1 ADDRZ LINE SOURCE STATEMENT
1

£6C000 PROG START
00C000 0S6N 2 BALR  byu
€0co02 3 USING #,6
00C002 47F0 6010 naoi2 4 BRANCH b w16
COLOD6 C1C2C3C440404040 5 oc CLB*ABCD®
COCO0E C5C6CT7CB 6 oc CL4 EFGH®
00€012 4110 6082 [¢SLE:T 7 LA 14LIST
8 SNAP (1)
000030 0AZ6 A 21 SVC 38 ISSUE SVC
€0C032 D2C7 60A0 60Uy C0OAZ DU0D6 22 MVC  BUF (8 },BRANCH4
23 1463 DMOUT OUT,BUF + ALTGRRENT

A 24+TAG3 oc LYI0) » SE
:22::: 5810 60C6 nJocs A 25+ N TozALOUT) LOAD RIS, CDIB ADDPESS
00C03¢| 5800 60CA ‘_Trmu;_‘_qo__, L C,zALBUF) » LOAD ROS, WORKAREA ACDRESS
00Cos0| 9220 1002 002 A 27+ MYI 2010, X°20° » SET FUNCTION CODE
000044 | 92560 1003 00003 A 208+ MVl 311),0 * SET FUNCTION CONTROL BYTE 1

A 29 STALL 47
00C0ose B 30« 0s o
00C0N8 CAEF 8 3le SVC 239
60008A 10 B 32+ De YLIt16)

you would code it as:

1(581060C6580060CA9220100292081003)

7.3.4.4. Register Change Option (R)

This option requests the monitor routine to take action whenever a specified register is
changed. It has only one format:

R(n)

The n is the hexadecimal number of the registers to be checked. Because this monitor
action is triggered by the comparison of the current register contents to its previous
contents, the instruction displayed when the change occurs will be the instruction
following the instruction that caused the change. This is similar to the storage reference
option for a program relative address (7.3.4.1.1.), which also occurs after the storage
location changes. (Remember, it is possible to get two displays from a single storage
reference option: one before and one after the area changes.)

For example, if you want monitor action to take place whenever the contents of register 10
change, you would code:

R(A)

Because the contents of registers are changed frequently during the course of most
programs, the register change option may produce a large amount of display printout.
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7.3.4.5. No Option Specified? You Get a Default

If you omit the option specifications (if your monitor input consists only of the *U, *P, *S, or
*T card, and the $ card), the monitor routine interrupts each instruction in the task before its
execution and prints out pertinent information at that point in the program. The processor
then executes the interrupted instruction (identified on the printout as the NEXT INST). The
succeeding instruction is then interrupted, the printout produced, and the instruction
executed. This interrupt, printout, and execution pattern is performed for each instruction
processed. This could require excessive processor time and could produce a huge printout of
unneeded information. Therefore, you would use the default option only for special cases.

The program information printed is the same as for the default display described in
7.3.5.1.3, except that there is no option mentioned on the printout because one is not
specified.

7.3.5. Specifying Actions

Action entries follow the option entry on the monitor statements. They share the same card;
option is specified first, then any actions. Actions for an option must be completely specified
on one card; no continuation to the next card is permitted. If there are duplicate or
overlapping options, only the first one specified is processed, and any action specified on
this second card for the same option is never considered.

There are four different types of actions: DAR, DAS, H or Q (plus a default), as shown in this
format:

(DAR[n[—Rn]] )
(PR:xv)
DAS[Lnn]}{(B/D:bddd
) (ABS:xv)
Hcee
\Q /
NOTE:

If no action is specified, the monitor routine produces a default display (7.3.5.1.3).

The DAR and DAS actions (for display register or display storage) print out program
information, including specified registers (DAR) or storage (DAS), and continue monitor
processing.

The H action (for halt) prints out the program information and suspends the job until it is told
to continue.

The Q action (for quit) prints out the program information, then deactivates the monitor
routine so that processing can return to normal.

If you omit an action entry, the monitor routine produces a default printout of program
information (including changed registers and storage) and continues monitor processing
until the end of the program.
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7.3.5.1. Display Actions
There are two types of display specifications: register display (DAR) and storage display

(DAS). But the addition of a default display provides you with the capability of having three
types.

The three display actions have similar functions; that is, program information is printed,
then the instruction causing the printout is executed, and program processing continues
under monitor control. The printouts are basically the same, except for a few minor
differences, depending upon the type of display action requested.

7.3.5.1.1. Register Display (DAR)

If you select this type of action, you get the following items:

1. The jobname, TCB address, and program base address. Because this information does
not change during the course of program execution, it is given only for the first option
that causes a printout. Remember, you can have up to 15 different options; it would
be senseless to print any information about the program that does not change.

2. PSW contents

3. Next instruction to execute (which is the instruction causing the printout)

4. Option causing this printout

5. The contents of the specified general registers (four bytes)

After this printout is given, the instruction executes and the program continues processing

under monitor control (that is, all remaining instructions are traced to see if they match

any other options that might have been specified).

You can cause one or more general registers to print by selecting one of three ways to
display a register. The format shows the three different types (combined into one format).

DAR[n[-Rn]]

®  DAR, which prints the contents of all 16 general registers

®  DARn, which prints a specific register, with n being the hexadecimal number (O-F) of
the register you want

®m  DARn-Rn, which allows you to print a consecutive number of registers. The first n
indicates the first register (O-F), and the second n indicates the last register (O-F).
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For example, if you wanted to display register 15 when the program reaches a program
relative address based on the instruction at assembly address 32 in this listing (remember,
the assembly address (32) must be added to the LNK ORG address, which in this case is O,
to obtain the program relative address - 32):

LOC. OBJECT CODE ADDR1 ADDR2 LINE SQURCE STATEMENT
1

000000 PROG START ¢
600000 0560 H BALR 6,0
000002 3 USING #,6
000002 470 6010 00012 & BRANCH 8 wle
000006 C1C2C3CH40804040 s oc CL8°ABCD*
00C00E CSCecICs 6 1 CLUEFGH"
000012 #110 6082 ocacas 7 LA 1,L18T
. [} SNAP (1)
[ 110 A 9 0s H
00C016 4111 0000 0UNco 4 10+ LA 1,001)
000014 OA6A A 11e S¥C 106
00001C D203 6008 600C 0OQOOA 0Q0QE 12 TAG1 NVC  BRANCHeB (%) ,BRANCH®12
: 13 TAG2 OPEN  OUT,(OUTRIB)
000022 G100 A lee CNOP Gy
00002 . A 15+TAG2 EQU e
€00028 4510 602E 00030 &4 16¢ BAL  1,e432
000028 81 A 2T ot x*81°*
000029 0000SC A 18 oc AL3tOUT)
ooto2c o0 A 19 oc x*80*
000020 0C00se A 20+ 14 AL3(OUTRIB)
A26 A 21e SVC 38 ISSUE SVC
address “0AD 400% DODAZ DO0G6| 22 NV BUF (8),BRANCH*N
23 163 DMOUT QUT,BUF
000038 A 26+TAG3 113 Yo = SET ALIGNMENT
880038 3610 40C6, 000Ce A 25+ L 103AL0UT) » LOAD R1S, CDI8 ADORESS
00003C 5800 40CA 000CC A 26+ L GyzA(BUF) » LOAD ROS, WORKAREA ADDRESS
you would code:
1 10 20
A(PR:32) D RF
and your monitor printout would look like this:
Option Job Name TCB Address Program Base Address
Causing
Printout
MONITOR USER- EXAMPLET TeB-3nCI?DSC P.BASE. - COCORIIC .
OPTION AT 1,L0C(L00032) This is also the instruction
Program Psw=£0161226 CL0OU0032 NEXT INST = 02076 0A060 (&t . !
g Rf- 0OOLOCIO causing the printout.
Status
Word

register 15

If, for the same program, you coded:

A(PR:32) D R

the contents of all 16 registers (plus items 1 through 4) are displayed, like this:

MONITOR USER- EXAMPLED TCo-Ln(r70CC P.ASE. - (Z0GCR300
OPTION *=*AT 1,L0C(003022)
PSw=g0161026 50000232 NEXT INST = D20C765A06004

R(~ 0COCDU6 R1- 500C04F3 P2- 20000COC R3- £300C0C0 R4= "0G00COG RS~ CZ0J00CP R6- 60000302 R7- €LCOCE0Q
Rg- 06000000 RS- L0O00L0C  RA- 000000NC  Re- (JC0S070  Re- "U2M0Q3, kb- 00003000  RE- 00000032  RF- 0050000
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Both of these examples would have continued monitoring for the option until the end of the
job. However, if you add a quit action (Q, which will be explained in 7.3.5.3) you would have
obtained the same printout and discontinued monitor control. This holds true for all options.
If you want to monitor only a specific area or instruction, it is advisable to end the option
with a quit action, so additional processor time is not wasted by having the monitor search
when there is nothing left to find. Coded with a quit action ending the option in the last
example, it would have looked like:

1 10 20
A(PR:32) D R;Q

Notice that a semicolon is used to separate the actions.

7.3.5.1.2. Storage Display (DAS)

Most of the information provided by a storage display type of action is similar to that of a
register display (7.3.5.1.1): you get items 1, 2, 3, and 4. However, item 5 is different; the
storage display action prints out the contents of specified storage locations.

After the printout is given, the instruction executes and program processing continues
under monitor control.

You can specify up to 256 consecutive bytes of main storage with a length option, or the
monitor prints (by default) 8 consecutive bytes starting at the specified storage location.

Just as in displaying registers, the storage display action has three different types, but each
is shown in its own format, because of their diverse range of actions:

DAS[Lnn](PR:xv)
DAS[Lnn](B/D:bccc)
DAS[Lnn]}(ABS:xv)

Each one has a length option, shown as Lnn, which allows you to specify how many
consecutive bytes of main storage you want displayed. L indicates that this is a length
specification, with nn as the length, in the range of 01,4 to FF,5 (allowing you to display 256
bytes).

The item after each length expresses the method in which you want to display a specified
location in main storage. They have the same format and meaning as the storage reference
options explained in 7.3.4.1, but are not to be confused as to function (action versus option):
m  (PR:xv) is used to display a main storage area starting at a program relative address.

=  (B/D:bddd) displays a main storage area using base/displacement.

m  (ABS:xv) displays storage starting at an absolute address.
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The xv is the address for program relative and absolute addressing locations, in the range of
046 to FFFFFF,s. The bddd is for the base displacement method, where b indicates the
number of the base register (the range is O;5 to Fig), and ddd is the displacement (in the
range of 000, to FFF ;).

For an example of the option, we will use an instruction sequence (l) to prevent any
confusion that might initially arise by seeing similar codes (such as a program relative
option (PR) and a storage display action starting at a program relative address) on the same
line:

1 10 20
1(47) D SL14(PR:3C)

This displays 20 bytes (145) starting at program relative address 3C. This happens
whenever any branch condition is reached in the program (hexadecimal code 47).

If you want to display eight bytes (default) starting at the address using base register 1 and a
displacement of B29 whenever any branch condition is reached, you would code:

1(47) D S(B/D:1B29)

If you want to display the default eight bytes starting at absolute address 35AE whenever
any branch condition is reached, code:

1(47) D S(ABS:35AE)

If you wanted only four bytes at absolute address 35AE whenever any branch condition is
reached, code:

1(47) D SLO4(ABS:35AE)

Notice that you must use two hexadecimal characters for the length even when it can be
expressed in one.

The following example uses a program relative option and a program relative address for the
action:

A(PR:2A) D S(PR:3C)

When the instruction at program relative address 2A is reached, a storage display of eight
bytes starting at program relative address 3C is produced.
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7.3.5.1.3. Default Display

You can omit the action specification; that is, you can enter an option without specifying any
particular action you want taken when the monitor option becomes effective. In this case,
the monitor routine prints out items 1, 2, 3, and 4 listed in 7.3.5.1.1, and (items 5 and 6):

5. The contents of any general registers that were changed since the last printout was
given. If this is the first action taken by the monitor routine for this program, the
present contents of all the general registers is printed.

6. The contents of the storage locations referenced by the instruction causing the
printout.

The instruction causing the printout is then executed, and program processing continues
under monitor control.

For example, assume that the following option statement was the only input to the monitor
routine (and the task statement):

1 10 20
S(B/D:4B29)

When the program reaches an instruction that references an address using base register 4
and a displacement of B29, a default display is given.

Remember, you can also get a default by omitting the option statement (7.3.4.5). The only
difference between the default display caused by omitting the option and the default display
caused by omitting the action is that the option causing the display is not printed.

7.3.5.2. Halt Action (H)

This action, like the other actions, prints out items 1, 2, 3, and 4 (detailed in 7.3.5.1.1). It
then prints a halt message on the system console and suspends program execution until a
reply from the console operator allows execution to continue.

The halt message sent to the system console has the following format:

HALT ccc. TYPE-IN GO jobname TO RESUME

Program execution is then suspended until the operator issues the GO command followed
by the job name (same as that on the JOB control statement). You can then provide the
operator with special instructions about what to do before entering the GO command, such
as taking a main storage dump. After he completes these special instructions, and enters
the GO command, the instruction causing the halt is executed, and program processing
continues under monitor control.
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The format for the halt action is:

Hcce

The ccc is a 3-character EBCDIC code that you specify to identify the halt, and corresponds
to the ccc in the halt message displayed to the operator.

For example, assume that your JOB control statement has a job name of TWESTMON, and
uses the following monitor statement:

1 10 20
A(PR:1B4) HDMP

When the program reaches the instruction at program relative address 1B4, the monitor
routine prints out the program information and displays the following message on the
system console:

HALT DMP TYPE-IN GO TWESTMON TO RESUME

You would instruct the operator to take your desired action when he sees this message. In
this case, assume it is a dump. After issuing the DUMP command (and a dump of main
storage is given), the operator would then type:

GO TWESTMON

to reactivate the interrupted job. The instruction at program relative address 1B4 is then
executed, and program processing continues under monitor control.

7.3.5.3. Quit Action (Q)
The quit action (Q) prints out items 1 through 4 and nothing else. The instruction causing

the printout is then executed, and program processing continues without any further
monitor intervention (pertaining to the option to which this action applies).

This action is useful when you want to monitor a problem area in the beginning of your
program, and then exit from the monitor routine without tracing all the remaining
instructions in the program (thus not wasting execution time).

The format for the quit action is:
Q

For example, if you coded:
A(PR:F18) Q
the monitor routine would print out the program information when program execution

reaches the instruction at program relative address F18. This instruction is then executed,
and program processing continues without monitor intervention.
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When the quit action is not used as one of the actions for an option, monitor processing
continues until the end of the job step.

Table 7-2 summarizes the program information that is displayed by each action.

Table 7—2. Summary of Actions and Program Information Printed

Action
Program Information Printed g:;zzr SD::'::: Df;fault Halt Quit
(DR) (DS) Display (H) @

Job name* X X X X X
TCB address* X X X X X
Program base address* X x X x X
PSW contents X X X X x
Next instruction to execute X X X X X
Option causing this printout X X X X X
Contents of specified registers X
Contents of specified storage X
Contents of changed registers X
Contents of referenced storage X
HALT message X

*These items are included for only the first option that causes a printout.

7.3.6. Cancel of Monitor

If the monitor routine is terminated abnormally, either by a CANCEL command or by a
program exception within the monitor routine, all programs requesting the monitor routine
will continue normal program processing without any type of monitor intervention. The
monitor routine itself will dump and leave the system. A CANCEL command should not be
issued while monitoring is in progress.
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7.4. SYSTEM DEBUGGING AIDS

Several debugging aids are built into the OS/3 supervisor to aid in solving system
problems which cannot be identified through a normal SYSDUMP. These aids are useful
only with some knowledge of the internal supervisor structure and are therefore not
intended for general use. This section is provided for informational purposes only.

Table 7-3 summarizes the debugging aids described in the following subsections.

Table 7-3. Summary of System Debugging Aids (Part 1 of 2)

Function

Use

Console Command

Results

Pseudo monitor*®

To identify the routine

SE HA ,PM,address

HPR 99130202 (Press

changing a particular
byte

address|,job-name]

changing a particular |.job-name] START to continue)
byte
Resident monitor* To identify the instruction SE HA.RM, HPR 991304 (Press

START to continue)

Verify bytes 0-B*

To identify the routine
destroying low-order
storage

Included in supervisor
debug option

HPR 99130303 (Take
SYSDUMP to find
problem})

History tables”

To provide some recent
history in SYSDUMPs

Included in supervisor
debug option

Continuous updating
of tables

Halt on transient load

To hait if and when
a particular transient
is loaded

SE HA,TL hex-id

HPR 990COC (Press
START to continue)

Halt on transient call*

To halt if and when a
particular transient
is called

SE HA,TC hex-id

HPR 990COD (Press
START to continue)

Halt on transient exit"

To halt if and when a
particular transient
exits

SE HA,TE, hex-id

HPR 990COE (Press
START to continue)

Halt on symbiont load

To halt if and when a
particular symbiont phase
is loaded

SE HA,SY idnn

HPR 997C (Press
START to continue)

Halt on shared code
call*

To halt if and when certain
(or all) shared code modules
are called

SE HA,SCffmodule-name}’]
prefix. }

HPR 991D0O1 (Press
START to continue)

Halt on shared code
return®

To halt if and when certain
(or all}) shared code modules
return

SE HA,SR T{module—name}.’

i prefix. ]

HPR 991D02 (Press
START to continue)

Halt on shared code
return with error*

To halt if and when certain
{or all) shared code modules
return with error

SE HA,SE[fmodule-name)]
prefix.

-

HPR 991DO03 (Press
START to continue)
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Table 7—3. Summary of System Debugging Aids (Part 2 of 2)
Function Use Console Command Resuits

Pause on shared code
call*

To pause a task if and when
certain (or all) shared code
modules are called

SE PA,SC ',{module-name}"

prefix.

SE25 console message
(Enter C to continue)

Pause on shared code
return*

To pause a task if and when
certain {or alt} shared code
modules return

SE PASR T{module-name}'

prefix.

SE25 console message
(Enter C to continue)

Pause on shared code
return with error*

To pause a task if and when
certain (or all) shared code
modules return with error

SE PASE ",{module—name

prefix.

E

SE25 console message
(Enter C to continue)

commands

PIOCS debug option To identify checksum SE DE,IO HPR 990F
errors or internal
PIOCS problems
Transient debug option To halt on transient SE DE,TR HPR 99080800
errors (100 - 1FF)
Loader debug option To halt on loader errors SE DE,LD HPR code 991500 (Press
(52-5F) RUN to continue.}
Shared code debug To halt on shared SE DE,SC HPR code 990809 (Press
option code errors RESTART to take a
SYSDUMP and continue.)
HPR 99130A when dynamic
buffer pool links are
destroyed.
Dynamic buffer To halt on dynamic SET DE,DB HPR code 991300
debug option* buffer overfiow
Screen format To take a snapshot dump SET DE,INO Writes snapshot dump
coordinator input/ of all input and output to job log
output debug buffer blocks when using
option the screen format
coordinator
Screen format To take a snapshot dump SET DE,FS Writes snapshot dump
coordinator format/ of the format block; the to job log or printer
input/output debug input buffer (on input system
option operations); the output
buffer (on output
operations); and, if errors
occur, the screen format
coordinator blocks
Reset pause options Resets all SE PA commands SE PA,OFF None
Reset halts Resets all SE HA SE HA,OFF None
commands
Reset debug options Resets all SE DE SE DE,OFF None

*Supervisor debug option required at IPL
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7.4.1. Supervisor Debug Option

The supervisor debug option is set at initial program load (IPL) time by entering D as the
option of the initial IPL message. This is described in the operations handbook. Use of this
D option causes the supervisor being loaded to be expanded in size (by over 2K) to support
the supervisor debug option.

The following functions are provided:

A normal halt (HPR code 99130101) between IPL and supervisor initialization. This
indicates the supervisor has been successfully loaded by the IPL and also allows
changes to be made to the supervisor prior to loading the supervisor initialization load
module. Normally, however, you should simply press the START key to continue.

A pseudo monitor to detect when any byte within the supervisor has been changed.
This function is activated via the SE HA,PM console command (Table 7-3). The byte
specified is checked on every interrupt and on every pass through the switcher. When
changed, the supervisor halts (HPR code 99130202) without restoring the original
contents. If you want to continue, simply press START. The new value becomes the
original value and the supervisor will halt if the byte is changed again.

A resident supervisor monitor to detect when any byte in main storage has been
changed. This function is activated by the SE HA,RM console command (Table 7-3).
The specified address (either absolute or relative to the preamble of a currently active
job) is monitored on every instruction executed by the operating system, including
interrupt processing, transients, symbionts, shared code, and job control. The only
code not monitored is nonkey O code (user jobs) because the hardware storage
protection feature prevents such code from destroying any part of the supervisor.
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When the specified byte is changed, the resident monitor halts (HPR code 991304)
without restoring the original contents. The double word at absolute location 80,4
contains the PSW at the time the byte was changed. If you want to continue, press
START. The new value then becomes the original value, and the supervisor will halt if
the byte is changed again.

When using the resident monitor, you may notice that the operating system is
performing much more slowly than it normally would. This is because every
instruction executed now requires about 10 additional instructions to verify the byte
being monitored. For this reason, you should only use the resident monitor for short
periods of time.

To turn off the resident monitor, use the SE HA,OFF console command. The resident
monitor must not be used when the normal monitor (7.3) is active.

Verification of the 12 low order bytes of main storage (locations 0-B) on every

interrupt and every pass through the switcher. When changed, the supervisor saves

the incorrect setting, restores the correct setting, and halts (99130303). Although you
may continue past this HPR by pressing START, you should take a SYSDUMP here to
determine why these bytes are being altered.

History tables that provide the following information:

- Critical event history table. This shows the last 16 critical events that occurred in
the supervisor and the value in the interval timer register (ITR) at the time they
occurred. These are listed in 4-byte entries as follows:

Byte O = EBCDIC event code:
1 (X'C9’) = Interrupt
S (X’E2’) = Switcher call
T (X'E3’) = Task given control by switcher
L (X'D3’) = Transient load
O (X'D6’) = Transient issued a call for an overlay
R (X'D9’) = Transient release
Byte 1 = Interrupt type (if event code = |)

0=1/0

1 = Exigent machine check
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2 = Program exception

3 =S8VC

4 = External interrupt (timer or interrupt key)

b = Repressible machine check

Bytes 2-3 = Value in ITR when event occurred. The ITR decrements once

every millisecond.

- Dynamic buffer management history table. This shows the last 16 requests to
either obtain a buffer (GETBUF) from a dynamic buffer pool (DBP) or release a
buffer (FREEBUF). These are listed in 8-byte entries as follows:

Byte O = EBCDIC G (X'C7") if GETBUF
= EBCDIC F (X’C6’) if FREEBUF
Bytes 1-3 = Buffer address
Byte 4 = Buffer characteristics:
Bits 0-1 = 0
Bit 2 = 1 indicates buffer is allocated, and
bits 5-7 indicate the software
using the buffer.
Bit 3 = 0
Bit 4 = 1 if buffer is under storage
protection
Bits b-7 = 5 if shared code local storage
= 4 if data management buffer
= 3 if external TCB
= 2 if stack frame
= 1 if shared code
= 0 if none of the above
Bytes 5-7 =  Buffer size, in bytes, if GETBUF

= TCB address if FREEBUF

-

- TCB history table. This shows the absolute addresses of the last 6 TCBs given
control by the switcher. The address of the last active TCB is found in the system
information block (relative location X'94°), not in this table.
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Interrupt history table. This shows the PSW (8 bytes) at the time of the last 8

interrupts. Bits 4-7 of each PSW are set to an interrupt ID, as follows:

O = 170 interrupt

1 = Exigent machine check interrupt

2 = Program exception interrupt

3 = SVC interrupt

4 = External interrupt (timer or interrupt key)

5 = Repressible machine check

- Alternate transient history table. This shows the transient IDs of the last 12
transients loaded from the alternate transient file (§YSTRANA). This table would
normally be all zeros.

- Transient history table. This shows the transient IDs (12 bits) of the last 32
transients loaded by transient management. These are listed in 2-byte entries,
with the high order 4 bits containing the transient area number (O means
supervisor overlay area (SOA).) Reused transients are not included.

The history tables previously described reside near the end of the supervisor. They can be
easily identified in a SYSDUMP by the CSECT names, as follows:

ENTRYTIM
DYNBUFFR

LOWCORE

LASTTCBS
OLDPSWS
ALTTRANS

TRANIDS

Critical event history table
Dynamic buffer management history table

Correct and altered contents of the low order 12 bytes in main
storage

TCB history table
Interrupt history table
Alternate transient history table

Transient history table

The entries in each table are always arranged from the oldest (lower addresses) to the
newest (higher addresses). Foliowing is an example of a history table maintained by the

supervisor debug option.
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. Critical event

s+ EANTRYTIN CSECT, SYSOSICC PHASE »nce history table
COO760-C9C301AS E20001A2 C90001A2 E£2G001A0 E3C0019F C903019F E20C019E CICOCIE2 $TeseSeoeToaeSesaTesaTosoSeoeTone=012280

DOO783-E2C00180 Emm £2000175 €3000175 03010174 0N9000171 E20C0170 ESPO01EF %SeeeTeesSasaTosolosePeseSeaeTeo?~012260

Timer value
Interrupt type (if event type=l; /0 interrupt)

Event e (I=interrupt)
e P Dynamic buffer management

history table
*+% DYNBUFFR CSECT, SY$O0SIL" PHASE * 32

COGTAD-C7 {2150C 280002C8 CTC217E0 28000108 CT0219CC 24000198 CT021A8C 2400CCFC %GosoveoHBevesnsaCrssrenebasecneae-L1228C
0007CP-C6T213DC 25017200 C6C20670 25017200 CT70321RA8 24N001A8 CHOIFEQD 2501720C #FesseesoFevecsssbocacscsaFosseeee~0122A0
0007ED-C6 719360 25017207 C6C18640 250172DC C7D1B6AC 25000028 C7022810 2100C2E8 #Fee-veesFossanvsbosnsscebosncars-0122C0

c7fcz2aec|25poonTt] coz224k0 25017200 [cef18eacT2fo17200] c7C3C61T 21009€8L *EaaneseeFacansosFaaennsaCoFooosa-0127EC

cooson

Buffer size (for GETBUF)
Buffer type (shared code
local storage)

Buffer address
“G"=GETBUF

TCB address (for FREEBUF)

Buffer type (shared code local storage)
Buffer address

“F"=FREEBUF

Current contents of low order main
storage bytes O-B (exampie
* %8 L CWCORE CSECTYT, SYS$O0SITZC PHASE =% shows no change)

EDUBZD{SBFCDS?C 07FDO3CO 20729650!UDDEADOG |SSDDDS7C CIFDO3CO 207286£E]UDDEIDCC ®eoedececcsscscovsscdrccsvsceveee-512300

Correct contents Altered contents (if different)
* a2 L ASTTCEBS CSECTYT, SY®0S3CC PHASE » 99 TCB history table
. CCO842-0OTEADCE 0CI08D28 OOTGAO26 Q0J08N28 0O00CS029 70008028 SOOCBD28 GOPEADCD Pessscssssaassnsncssecscsssassene=-012320
Interrupt history table
(interrupt IDs in PSW
*+* % OLOPS WS CSECT, SYS$O0SILC PHASE 2 49 are circled)

CO0e60-C3C40C30 40008BB2 C3C4COC1 4D7D78BBC COCCOCCT CCCL12056 C30800CE 6000CLAE #Cove e0sCose cssssencesslose-es®-01224C

CCCe8D-COTO0C00 00302060 C3C4CC21 400CCO58 CO3COCOC C©CO012256 [CNOCOODD QOT12C56 %eeseseseCone cvocnsscoscanasenese-012360

Most recent interrupt

Alternate transient

**xs ALTTRANS CSECT, SyYsos3cr puaset saw [/ history table

CCOSAC-DOCEADDD OCOOOCOC OGCO0CO0 COQQDOOC OOJCOCOC CCOO0CCO J00COCIC COREACLC ®vevecvcscssovsscensecrcosovccone-012380

Transient history table (example
shows activity in transient areas
#O(SOA), #1, and #2)

Transient area
) Table entry
s s % TCANTIDS CSFCT, SY$O0S3ICC PHASE s Transient ID
CODRCC-25662709 25842218 269C26ED 20422212 213728CC 24AC2T6F 20841019 11° ®eeoResossscasasarsescos?essscsee-012240

CDCREC~-16711605 16D71019 16CD1601 16D5C614 OSF305E1 T5F37423 USFEOT708 06181607 $edeNePescoedeNorodeoeTeoaboenesP-0123C0

CCOSU0-0JTEACDD OCDEADOC NONEADGO OODEADDC GODEADIC rODEADND ODDFADOO OUDEALCC ®seeevecrcecacovccnnsasssasoscese-0123E0

In addition to the history tables at the end of the supervisor, the supervisor debug option
. causes a shared code history table to be added to the end of all task control blocks. The

EBCDIC names of the last eight shared code modules called on behalf of this task are listed,

with the most recent eight-byte load module name always last (i.e., highest address).
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7.4.2. Console Debug Options

A number of debug options that can be set by console commands are available for supervisor
debugging:

®  PIOCS debug option. Causes system halt (HPR code 990F) on any CCB checksum error
or program check during PIOCS. The console command is:

SET DE, 10

s Transient debug option. Causes system halt (HPR code 9908) on any transient error
(i.e., error normally producing an Ixx error code). This is useful because normal
recovery from an Ixx error code often causes the offending transient to be overlaid by
other transients. The console command is:

SET DE,TR

®  |oader debug option. Causes system halt (HPR code 9915) whenever the loader detects
any error other than 51 (module not found). A SYSDUMP taken at this halt will provide
useful information in determining the exact cause of any loader error (562-5F) which
cannot otherwise be diagnosed. The console command is:

SET DE,LD

m  Shared code debug option. Causes system hait (HPR code 990809) on any error
detected by the system during execution of dynamic shared code. The console
command is:

SE DE,SC

8 Dynamic buffer debug option. Causes system halt (HPR code 99130D) whenever the
supervisor debug option detects the alteration of any of the last 32 bytes of any
dynamic buffer, usually caused by dynamic buffer overflow. The console command is:

SE DE,DB

To turn off all debug options, the console command is:

SE DE,OFF

7.4.3. Transient Management Halts

When trapping a system problem, it is often desirable to halt the processor whenever a
particular transient or supervisor overlay is loaded into main storage. Every transient is
uniquely identified with a transient ID. By using this ID (in hexadecimal), you can cause the
system to halt in any of three ways:

1. Halt on transient load. The SE HA,TL console command causes an HPR 990COC
whenever transient management loads the specified transient or overlay into a
transient area. The halt occurs less than 10 instructions before the transient is given
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control, and you can continue normally by pressing START. Note that this halt occurs
only when a transient has just been loaded from SYSRES. A few transients can be
reused; the halt will, therefore, occur only when the transient is initially loaded.

2. Halton transient call. The SE HA,TC console command causes an HPR 990COD whenever
a transient or overlay calls the specified transient as an overlay. For example, if transient
200 processes errors by overlaying transient 204, the SE HA,TC,204 command causes a
halt before transient 204 is loaded on top of transient 200.

3. Halt on transient exit. The SE HATE console command causes an HPR 990COE
whenever a specified transient or overlay exits, either by releasing the transient area or
by calling an overlay.

All three halts described can be set simultaneously, if desired, but only the last SET

command of each type is recognized. When the halts occur, problem register 15 can be used

to find the address of the transient area involved. Refer to the operations handbook for
instructions on reading problem registers.

The halt on transient load is available on all supervisors. Halt on transient call and exit
require use of the supervisor debug option at IPL.

7.4.4. Symbiont Halt

The SE HA,SY console command causes an HPR 997C whenever a particular symbiont or
phase of a symbiont is loaded. This could be useful when debugging a particular symbiont.

To halt whenever a specific symbiont is loaded, simply key in SE HA,SY,id where id is the 2-
character symbiont id (e.g., RU,FI,PR,SU). To halt when a phase other than the root phase is
loaded, key in SE HA,SY,idnn where nn is the decimal EBCDIC phase number (00-99).

The HPR occurs less than 10 instructions prior to the symbiont phase being given control.
To continue normally, press START.

7.4.5. Shared Code Halts and Pauses
SET console commands are available to interrupt or halt processing when shared code

modules are called or when they return. These commands allow the operator to request
an interrupt or halt on the call or return for:

® 3 specific module;

m 3 specific group of modules, which have a common prefix; or
®  all modules.

The format of these commands is:

“{22}'{§$]['{E£;Z”'}]

SE
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The first and second parameters form individual commands, which are discussed in the
following paragraphs. The third parameter determines what modules these commands
affect. You specify an individual module by its full name, a module group by its prefix
followed immediately by a period, or all modules by omitting the parameter completely. For
example, the command SE HA,SC,DM. causes an HPR upon a call to any module whose
name begins with DM.

You can continue past any HPR resulting from these commands by pressing RUN. The
supervisor debug option is required at IPL time for all of these functions. The individual
commands are:

. Halt on shared code call. The SE HA,SC command causes an HPR of 991D01 when a
module is called.

. Halt on shared code return. The SE HA,SR command causes an HPR of 991D02 when
control returns from a module.

. Halt on shared code return with error. The SE HA,SE command causes an HPR of
991D03 when control returns from a module with an error condition.

m  Pause on shared code call. The SE PA,SC command interrupts processing and
displays the following message when a module is called:

SE25 SC PAUSE ON shared-code-name. CONTINUE? (Y, HELP)

This message shows which shared code module has been called. A reply of Y causes
processing to resume. A reply of HELP displays the following information: the job or
symbiont name, the name of the calling module, the TCB address, the base address of
the calling module, and the local store address.

= Pause on shared code return. The SE PA,SR command interrupts processing and
displays the SE25 message when control returns from a module by execution of the
SRETURN macroinstruction. If requested to, this command displays the same shared
code information as SE PA,SC does, except that it shows what module is being
returned to rather than what module called the shared code.

®  Pause on shared code return with error. The SE PASE command interrupts
processing and displays the SE25 message when control returns from a module in
which an error has occurred. If requested to, this command displays the same shared
code information as SE PA,SR does.

7.4.6. Soft-Patch Symbiont (PT)

The PT symbiont is used to temporarily patch transients (transient overlays), load modules,
and shared code modules at the time they are loaded in main storage (soft patch), instead
of permanently patching the disk (hard patch). This is useful if you want to test a patch to
see if it is effective before hard-patching or if you want to trap a problem by temporarily
applying a patch. To use the PT symbiont, you must have included the supervisor debug
option at IPL time.
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When initiated, the PT symbiont builds a patch table from input keyed in from the
workstation console or read from cards. The PT symbiont then locks itself into the
supervisor so it can scan this table on every load of a transient, load module, or shared
code module. During the scan, if the module name matches an entry on the patch table,
the specified patches are applied. These patches are temporary. Patches to transients
remain in effect until the PT symbiont is cancelled. Load and shared code modules that are
loaded in main storage while the PT symbiont is active remain patched until reloaded.

The PT symbiont is also used to apply patches to the resident supervisor; however, these
patches remain in effect until you IPL the system again.
7.4.6.1. Soft-Patching Using the Workstation Console

To apply a soft patch from the workstation console, you must initiate the PT symbiont by
keying in a console command:

PT C

Once initiated, the PT symbiont solicits input from the workstation console. The entries
you make identify the modules to be patched and the patches to be applied. The input is
entered in card-image format. Four types of input entries are solicited by the PT symbiont:

1. The first entry is for compatibility purposes. It is necessary when using the transient
patch (TRNPAT) program, which applies core to transients.

Format;

1 D=R

A 1 must be keyed in first, followed by a blank, and then D=R.

2. The second entry defines the type and the id (or name) of the module to be patched.
The form of this entry depends upon the module type.

Formats:

2 T=decimal-id (for transients)

2 S=module-name {for shared code modules)

2 L=module-name {for load modules - the load modules can be the resident
supervisor, a symbiont, or a module loaded from a user
library)

2 0=module-name (for resident supervisor modules specifying the csect

or object module name)

In all formats, a 2 must be keyed in first, followed by a blank. Each module to be
patched must be defined with one of these entries. *
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3. The third entry defines the patch. Only one patch can be entered at a time, and the
patch is applied only to the module specified in the preceding 2 entry.

Format:

P addr,patch

A P is entered first, followed by a blank. Then, the hexadecimal address (relative to
the start of the transient or module phase to be patched) is entered. The address must
be within the module specified or the entry will be ignored. The adress is followed by
a comma and then the patch. (The patch is also given in hexadecimal, and embedded
blanks are not permitted.) The patch character string can be any length, though the
entire P entry must fit on one line of the console (or on one card, if using card input).

More than one patch can be made to a module by keying in more than one P entry.
All patches to be applied to a given module should be specified in succesive P entries,
following the 2 entry that defines the module.

4. The last entry signifies the end of the patches.

Format:
/ ®
Examples:
PT C Initiates the PT symbiont
1 D=R Can be eliminated if not using TRNPAT
2 L=MYSAL Defines the load module MYSAL
P 1A, 47000000 Defines a patch to be applied to MYSAL
2 T=1539 Defines a transient
P 94,C@ Defines two patches to be applied to the
P 12A,47808F2E49966 transient
2 S=MYSHRCOD Defines a shared code module MYSHRCOD
P 24,87C8 Defines a patch to be applied to MYSHRCOD
2 0=SMS$DEBUG Defines an object module SM$DEBUG
P 27,FF Defines a patch to be applied to SM$DEBUG
/* Indicates the end of the patches

There are some optional features available to you when soft-patching directly from the
console. For example, you can enter all the information for a single patch on one line from
the workstation console. The following is the format of this option:

PT{(T,transient-id ,addr,patch
,shared-code-module-name
,load-module-name

o r~ »n —-

,object-module-name
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Although this form eliminates the need of separate entries for 2 and P type card-image
inputs, it can only be used to make a patch at one location (module address). To patch
more than one location, use one of the other forms of the command, or key in this form
one time for each location to be patched.

Examples:

PT L,MYSAL,1A, 47000000
PT T,440 ,F0,45A0F2290
PT S,MYSHRCOD,24,07C@0
PT O,SM$DEBUG,27,FF

If your system has card input/output capabilities, you can key in the following console
command to initiate the PT symbiont:

PT[dev-addr] C

This form of the command not only solicits patch input from the workstation console, but
also punches that input on the device specified. The card deck produced contains the
patches that you can reuse at some later time.

7.4.6.2. Soft-Patching Using Card Input

If your system has card input capabilities, you can use a card deck as input for a soft
patch. The input deck is comprised of cards containing the same four types of input entries
described in 7.4.6.1. The sequence and formats for the cards are the same as previously
described for the input entries made via the workstation console. After you produce the
card deck, it must be placed in the system reader prior to initiating the PT symbiont. Once
the card deck is in place, the PT symbiont can be initiated via the following console
command:

PT

This form of the command causes the PT symbiont to accept the patches on the card deck
from the system reader device.

7.4.6.3. Using the PT Command

Whether you use console input or card input, you can enter the PT symbiont command
more than once, and the input is simply added to the end of the patch table. in addition,
any combination of the various forms can be used. For example, you can key in PT and a
patch table will be built from card input. Later in the same session, you can key in PT C
and enter additional patches. These additional patches will be added to the existing patch
table.



UP-8832 SPERRY UNIVAC 0S/3 7-52
SUPERVISOR MACROINSTRUCTIONS Update B

7.4.6.4. Cancelling the PT Symbiont

Regardless of how the input is entered, the PT symbiont can be cancellied at any time by
keying in the following console command:

CA PT,S N

Cancelling the PT symbiont eliminates all the patches entered, except those that changed
the resident supervisor. (These will remain in effect until you IPL the system again.)
Shared code and load modules that were loaded while the PT symbiont was active will
remain patched until reloaded. Subsequent loads of modules, however, will not be
patched.

7.4.6.5. PT Symbiont Error Messages

Error messages are produced by the PT symbiont and appear on the workstation console
screen. The following is a list of the error messages that might occur, the condition that
caused the error, and the corrective action to take:

PTO1 TWO 2 IMAGES IN A ROW

Two 2 entries have been made in a row. This is invalid because a module has been
specified to be patched, but no patches have been entered. The first 2 entry is
ignored, and the PT symbiont continues. This could result in incorrectly applied
patches. To avoid this, cancel the PT symbiont, correct the input deck, and begin a
new PT symbiont session.

PTO2 INVALID CHARACTER STRING, CHARACTER ON CARD

A nonhexadecimal digit (other than 0-9 and A-F) was entered in a field requiring a
hexadecimal digit. This message is also produced if an odd number of characters was
entered for a patch (patches cannot be half bytes in length). Cancel the PT symbiont,
correct the input deck, and begin a new PT symbiont session.

PTO3 PATCH TABLE OVERFLOW - SOME PATCHES LOST

Too many patches have been entered. There is a limited amount of space that can be
allotted to the patch table, and the PT symbiont will stop accepting input when this
limit is exceeded. This could result in a patch table that contains only part of the
patches you intended to apply. To avoid this, cancel the PT symbiont, limit the number
of soft patches you enter, and begin a new PT symbiont session.

PTO4 INVALID PT - NEEDS SUPV DEBUG OPTION SET AT IPL

The supervisor debug option, which is required if the PT symbiont is to be used, was
not specified at IPL time. The PT command is ignored, and the symbiont cannot be
initiated. You must IPL the supervisor again, specifying the debug option; then begin a
new PT symbiont session.
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PTO5 PUNCH SPECIFIED BUT NO CONSOLE INPUT

The form of the PT command specifying a punch device was used, but the input was
not specified as coming from the workstation console. This will occur if the C
following the device address was not entered. The PT command is ignored under this
condition. Reenter the command, including the final C.

PTO6 csect-name NOT FOUND

The object module or csect name specified on the 2 O= entry was not found on the
supervisor currently loaded. The 2 O= entry and all the P entries until the next 2
entry are ignored. If an incorrect object module or csect name was entered, you can
enter the correct name later in the session, and the input will be added to the patch
table.

PTO7 SYSRDR NOT AVAILABLE

The form of the PT command used requires the system reader device, but in this case
it is unavailable. The PT command is ignored. When the system reader becomes
available, reenter the command.

PTO8 INVALID INPUT FORMAT
An error was made in entering the information for a patch on a single line from the

workstation console. The PT command is ignored under this condition. Check to make
sure that all commas are in the right place, and reenter the command.
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Glossary

A

alias phase name

A 1- to 6-character phase name supplied by the user to the linkage editor, which can
be used in place of the linkage editor-generated name for the phase.

alternate load library
A library other than the run library or load library from which you may call a load

module and which you must specify on the EXEC job control statement for that
program.

alternate transient file

A duplicate of the transient file, from which the supervisor calls transients if it cannot
get them from the transient file.

B

block number processing
A technique to ensure correct tape positioning whereby a block sequence number is
written on output tape files and checked on input tape files. This block count is
recorded on tape in the first three bytes of the block, and consists of a 4-bit tape mark
count and a 20-bit block humber count.

breakpoint
A point in a spool subfile where the subfile is closed, then reopened so that the
contents of the subfile can be output to the physical device before the job step
terminates.
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C

CDIB (common data interface block)
A control block that exists for each MIRAM file on disk as well as for files on all other
0S/3 devices. It contains the file name and serves as the primary interface of the file
to consolidated data management.

checkpoint
A point in a program or routine where a recording of the contents of main storage and
the state of peripheral units is made so that, in the event of machine failure or some
other interruption, a job can be restarted at an intermediate point rather than from the
beginning.

communication region
A 12-byte field in the job preamble used to pass information from one job step to the
next.

control stream
A sequence of control statements that define one or more jobs to the operating
system and may include source code or data as required by the jobs.

current ID
A field in the PCA table that contains the starting address of the logical partition or
the address of the current record being processed.

D

DTF (define the file) table
A control block that contains the file name and operating and physical characteristics
of a file used by the SAT routines.

dump
To copy the contents of all or part of main storage. Also, the data resulting from the
process.

E

ECB (event control block)
A control block that identifies a subtask and indicates status to the other tasks within
a job step. An ECB is created for each subtask.

embedded data set
Data in the form of card images entered into the system with the job control stream.

end of data ID
A field in the PCA table that contains the address of the last logical record of the
partition.
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F

‘FCB (file control block)

File and device information compiled by job control and stored by the supervisor in
the PIOCB.

file identifier
The physical label of a file. It is specified in the LBL job control statement and, for a

disk file, may have up to 44 bytes. It is used to locate the VTOC entry that contains
control information for this disk file.

filelock
A lock to prevent unauthorized access to a file. This lock is set at the logical level.

Only macroinstructions specifying a required password prefixed to the file name can
access the file.

file name
The name of the logical file. It is specified in the LFD job control statement and may
have up to eight alphanumeric characters. It is the logical file name used to access a
file and to locate the FCB block for a file.

H

HPR (HALT AND PROCEED)
A privileged machine instruction that halts the processor when an error occurs.
Depending on the HPR, you may or may not be able to continue. If you can resume
processing, correct the problem, then press the START key.

interlace
A technigue whereby blocks on a partitioned file are spaced on the track so that more
than one 1/0 operation may be performed per disk revolution. The interlace factor is
specified by the LACE keyword parameter of the PCA macroinstruction.

interrupt
An external event which the supervisor must handle in some way to permit
processing to continue.

IPL (initial program load)
The procedure by which the operator loads into main storage and initializes the
resident portion of the supervisor. :
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island code
Closed routines by which you may handle interrupts, contingencies, or events not
normally processed by the supervisor. These island code routines are activated when
your program is interrupted for:

@  Abnormal termination
An error occurs, making continuation of the program impossible.
= Interval timer
The time interval previously specified by a SETIME macroinstruction elapses.
= QOperator communications
An unsolicited message is entered at the system console by the operator.
®  Program check
An operation in the problem program causes a hardware program check

interrupt, such as an addressing violation, an arithmetic overflow, or an
operation exception.

J

job
A total processing application comprising one or more processing steps. Each job is
divided into job steps (programs) that are executed serially.

job region
An area in main storage reserved for each job containing the control information
(prologue) and the program code for the job step being executed.

job step
The unit of work associated with one processing program. A job step is an executable
program consisting of one or more tasks and requiring a specific amount of the
hardware resources of the system.

L

library search order
The default order of search employed by the loader is:

1. Load library file ($Y$LOD)

2. Job run library file ($YSRUN)
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If the job run library file ($Y$RUN) is specified on the EXEC job control card, the order
of search is:

1. Job run library file ($Y$RUN)

2. Load library file ($Y$LOD)

If an alternate library is specified on the EXEC job control card, the order of search is:
1. Alternate load library

2. Load library file ($Y$LOD)

3. Job run library file ($YSRUN)

To minimize search time, the loader always begins searching a library at the last root
phase loaded from that library for that job. This means it is generally more efficient to
link modules together than to create a series of smaller, separately linked load
modules.

load library
The system file containing all system-supplied load modules used in normal
processing; its file identifier is $Y$LOD.

load module
A single-phase, multiphase, or multiregion program produced by the linkage editor
and loaded into main storage for execution.

loader
The supervisor routine that brings a program, in /oad module form, from disk to main
storage and optionally gives control to the newly-loaded program.

M

machine check
An interrupt that notifies the operating system of hardware failure.

main storage consolidation
The repositioning of jobs in main storage in order to run a job requiring more
contiguous space than is currently available.

MIRAM (multiple indexed random access method)
A data management access method that can read and write records sequentially,
randomly by relative record number, or randomly by key (up to five separate keys).

module
A program element existing in either source, proc, object, or loadable program format
and serving as input or output to various system functions.
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monitor
A supervisor routine that interrupts each instruction in a program, or a part of a
program, so that a trace of program execution can be made.

multijobbing
The concurrent scheduling, loading, and execution of more than one job at a time. Up
to seven jobs can be processed concurrently, with each job consisting of one or more
job steps.

multitasking
The concurrent processing of many tasks asynchronously. Multitasking applies to the
switching of processor control among two or more tasks on a priority or rotational
basis. Job steps with more than one task are capable of using multitasking.

P

PCA (partition control appendage)
A control block that contains the characteristics of a partition within a file used by the
SAT routines.

PIOCS (physical input/output control system)
A set of resident routines that controls the activity between the processor and all
peripheral devices connected to the multiplexer, selector, and integrated channels.

preamble
The fixed portion of the job region prologue at the beginning of the prologue.

primary task
A task that represents a job step and is capable of creating subtasks of equal or lower
priority.

priority
One of several levels within the supervisor switch list, each of which may be
assigned one or more tasks.

processor
A unit of the computer that includes the circuits controlling the interpretation and
execution of instructions. Synonymous with central processing unit.

program exception

An interrupt generated by hardware when it detects the improper specification or use
of machine instructions or data.

program phase (load module phase)
A program segment that can perform one or more specific processing operations. A
program phase is output by the linkage editor and stored in a load library, then
located and read into main storage by the program loader routine.

prologue

The portion of the job region containing the preamble, TCBs, and disk storage extent
control information for a job.
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PSW (program status word)
A hardware structure that contains an instruction address and control information for
the program currently being executed. When an interrupt occurs, the supervisor
stores the PSW in a PSW save area, suspends the task, processes the interrupt, and
then uses the stored PSW to resume the interrupted task.

PUB (physical unit block)
A control block in main storage for each 1/0 device containing the physical address,
characteristics, status, and other control information for the device.

R

relocation register
A hardware register, one of which exists for each job in main storage. Whenever a
program within a job addresses main storage, the address, which is job-relative, is
added to the job base address contained in its corresponding relocation register to get
the absolute address the hardware needs. The process is invisible to user programs.

repressible machine check
An interrupt generated by a hardware malfunction from which the supervisor may
recover, but which may indicate a potentially serious hardware problem.

restart
To resume processing a job from some intermediate point (called a checkpoint)
following an interruption.

rollout/rollin
The temporary transfer of jobs from main storage to disk to make room for a job with
a preemptive scheduling priority (rollout) and the transfer of those jobs back into main
storage when the preemptive job has finished (rollin).

run library
The file that most system programs use by default for input/output storage; its file
identifier is $Y$RUN.

S

SAT (system access technique)
An input/output control system that provides a standard interface for tape and disk
subsystems between OS/3 data management and the PIOCS.

shared code
Executable code that does not write to itself and, therefore, can be used
simultaneously by more than one program.
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SIB (system information block)
An area in main storage, which is part of the resident supervisor, containing system
control information.

spooling (simultaneous peripheral operation on line)
A technique that increases the throughput of a system by buffering data files for low
speed input and output devices to a high-speed storage device independently of the
program that uses the input data or generates the output data. Data from card
readers or from remote sites is stored on disk for subsequent use by the intended
program. Data output by the program is stored on disk for subsequent punching or
printing.

subtask
A task that is created by a user ATTACH macroinstruction and executes concurrently
with the parent task.

supervisor
The set of programs that forms the central control of OS/3 and coordinates tasks
within 0S/3 with each other and with external events such as interrupts.

SVC (SUPERVISOR CALL)
A machine instruction that acts as a user program’s only interface to the supervisor.

switch list
A supervisor table divided into priorities; each priority may specify one or more tasks.
The switcher uses the switch list to coordinate all the tasks currently in a system.

switcher
A supervisor routine that maintains the switch list, selecting one task among all those
on the list to get processor control.

symbiont
A system utility routine that operates concurrently with other system programs and
with user programs and is executed in the same manner as a job step.

task
A unit of work capable of competing with other tasks for control of the central
processor. A task is a logical point of control rather than a physical set of instructions.
Each job step has at least one task (the primary task) and may have additional tasks
(subtasks), all of which compete independently for processor time. There may be a
maximum of 256 tasks per job.

TCA (tape control appendage)
A control block that contains the characteristics of a magnetic tape file used by the
SAT routines.
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TCB (task control block)
A control table generated for each task and stored in the job region prologue. A TCB
is constructed for each job step submitted by job control for execution. Additional
TCBs are constructed for each subtask created by the ATTACH supervisor
macroinstruction.

trace
A diagnostic technique in the monitor routine that prints program information (PSW
and register contents, etc) at specified points in a program executing in the monitor
mode so that errors can be located and corrected.

transient
A supervisor routine that resides in the transient file on disk and is called into main
storage for execution only when needed; after execution is finished, the transient may
be executed again or overlaid by other transients.

\%

VTOC (volume table of contents)
A directory on a disk volume that defines the files contained in that volume.
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index 1

Term

Abnormal termination
description
dumps

Abnormal termination island code
attaching
description

example using symbolic addresses

exiting
multitasking

Absolute address (ABS)

Actions, monitor statements
description
display (D)
hait (H)
quit (Q)

summary

Activate waiting task (POST)
ALTER statement

ARGLST macroinstruction

Assembler coding form
comments field
continuation column
description

label field
operand field
operation field
sequence field

ATTACH macroinstruction
function
multitasking
task creation

Reference

222
712
113

2511
256

Fig. 2—6
2543
2592

73413

735
1351
71352
7353
Table 7—2

544
71312

245

1.34
135

13

Fig. 1—1
131
133
132
136
532

53
522

Page

2—12

2—-35
2—45
2—46
2—42
2—53

7—29
1—32
7—33
7-37
7—38
7—39
5—16

71—21

N
&
o

\l@\lLﬂOl’UT\l\l

et e b b e s et

Term

AWAKE macroinstruction
function
multitasking
queue driven task

Base displacement address {B/D)

Block addressing
by key
by relative block number

Block level device handler

Block loader

Block modules

Block number processing, TSAT
description
facilities required
initialized

noninitialized

Block numbers, relative

Block transfer, wait

Blocks
accessing multiple
accessing physical
logical
output logical
retrieve next logical
wait for transfer

Branch, FETCH macroinstruction
Breakpoint function

Buffering data files, spooling

Index

Reference  Page

535 5—11
53 5—-5
525 5—4
73412 7—29
422 4—3
423 4—3
41 4—1
2.1.1 2—2
2.1 2—1
4.10 4—55
410.1 4—56
4.10.2.1 4—-57
4.10.2.2 4—58
See relative

block numbers.

444 422
494 4—53
426 4—8
4456 424
See logical blocks.
443 4-21
442 4—20
444 4—-22
219 2—9
6.1.5 6—4
6.1 6—1



Index 2

UP-8832 SPERRY UNIVAC 0S/3
SUPERVISOR MACROINSTRUCTIONS Update A
Term Reference  Page Term

CALL macroinstruction

CANCEL macroinstruction
abnormal termination
function

Cancel of monitor
Cancel processing

CHAP macroinstruction
function
muititasking

Checkpoint and restart capability
description
error codes
generating checkpoint
records
using SAT file as a
checkpoint file

Checkpoint dump
Checkpoint file
define, open, and close SAT
SAT
space requirements, disk
Checkpoint records, generating
CHKPT macroinstruction
CLOSE macroinstruction
disk processing
magnetic tape processing

CNTRL macroinstruction

Coding form, assembler

Comments field

Communication region
get data (GETCOM)
put data {(PUTCOM)

Continuation column

24 2—24
222 2—12
22 2—11
736 7—39
256 2—45
536 5—12
53 5—5

1.2 7—10
Table 7—1 7—13
7121 71—12
722 7—13
481 4—46

71222 7—15

7122 7—13
7221 7—14
7.2.1 7—12
7.2.1 7—12
447 4—-24
496 4—55
495 4—54
See assembler
coding form.

1.34 1—7
261 2—54
262 2—55
135 1—7

Control stream reader
description
embedded data

get file
minimizing disk accesses
reset
Control tape unit functions {CNTRL)
Current date

description
get (GETIME)

Data, embedded
Date, current
Date and time facilities

Day clock

description

time of day
DCPCLS macroinstruction
DCPOPN macroinstruction

DDCPF macroinstruction

Debugging aids

Declarative macroinstructions
Defaults, monitor routine
display action
options

Define the file (DTF)

Reference  Page .

27 251
271 258
272 258
274 2—61
273 259
276 2—63
275 261
495 4—54
2311 2—15
2313 2—16

See embedded
data.

See current
date.

See timer
services.

23 2—15
2312 2—15
1222 7—15
71222 7—15
71222 71—15

See diagnostic
and debugging

aids.

141 1—7
73513 7—37
7345 7—32
Fig. 4—5 4—9
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DETACH macroinstruction Display actions
function 533 5—9 default 73513 71—37
multitasking 53 5—4 description 7.35.1 7—33
program termination 2.2 2—12 register 73511 7—33
task termination 524 5-3 storage 73512 7—35
Diagnostic and debugging aids Displays, storage See storage
checkpoint/restart 7.2 7—10 displays.
monitor and trace 7.3 1—17
normal termination dumps 7.1.2 7—5 DMBRK macroinstruction 6.3 6—5
snapshot dumps 711 7—1
storage displays 7.1 7—1 DTF Fig. 4—5 4-—-9
Disk accesses, minimizing 2.16 2—63 DTFPF macroinstruction 431 4—10
Disk SAT DUMP macroinstruction
controlling disk file processing 44 4—19 description 2.2 2—11
description 41 41 normal termination 221 2—12
disk file interface 43 4—10 1.1.2 7—5
disk file organization and
addressing methods 42 4—1 Dumps
abnormal termination 7.13 7—10
Disk SAT files normal termination 112 7—5
access a physical block (SEEK) 446 4—24
close (CLOSE) 447 4—24 DVC job control statement 7131 7—18
controlling processing 44 4—19
defining new 431 4—10 Dynamic allocation 424 4—4
defining partition 432 4—14
interface 43 4—10
opening (OPEN) 441 4—19
organization and addressing 4.2 4—1
output a logical block {PUT) 443 4—21
processing 433 4—17 E
processing partitioned 433 4—17
read by key equal or higher ECB macroinstruction
(READE/READH) 445 4—23 format Fig. 5—1  5—7
retrieve next logical block (GET) 442 4—20 function 531 5—5
using as checkpoint file : 12.2 7—13 general 521 52
wait for block transfer (WAITF) 444 4—22 multitasking 5.3 5—4
Disk space control 424 4—4 Embedded data
description 271 2—57
Disk space management reading 272 2—58
description 31 3—1 rereading 274 2—61
error codes 34 3—5
obtain routine 3.2 3—2 End-of-data {/*) job control statement
control stream embedded data 273 2—59
Disk system access technique See disk monitor input 7311 7—20
SAT. 7.3.1.2 7—21
Diskette space management End-of-file (EOF)
description 3.1 3—1 description 463 4—33
error codes 34 3—5 field description Table 4—4 4-35
obtain routine 32 3—2 Table 4—5 4—-37
33 3—4 label format Fig. 4—9 4—34
Fig. 4—10 4—36
Diskette system access technique See disk SAT. Fig. 4—12 4—40
Displacement address 7.34.1.2 7—29
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End-of-job step 224 2—12 F
End-of-volume {EQV) i . . _
description 463 4—33 FETCH macroinstruction 219 2—9
field description Table 4—4 4--35 :
label formats Table 4—5 437 | " "Heer 48 1621 4—27
fig. 4—9 ~ 4—34 Fig. 4—7  4—30
Fig. 4—10 436 Fig. 4—18 4—60
Fig. 4—13 44l second (HDR2) 4622  4—29
Entry point address E:g 3:;39 3:2?
abnormal termination island code 2511 2—-35 )
interval timer island code 2511 2—35 . -
operator communication island code 2512 2—-37 Fil or%a:;l‘:(zast:}n 49 4—1
program check island code 2511 2—35 tape SAT 4'7 4—38
EOF1 and EOF2 labels tsr?illefr"e File termination operations 447 4-24
labels. File trailer labels
. . description 46.3 4—33
EOJ macroinstruction 224 » 19 EOF1 and EOV1 field descriptions Table 4—4 4—35
function 2. - EOF1 and EOV1 formats Fig4—9  4—34
general 22 2—11 Fig. 4—20 4—62
normal termination 221 212 EOF2 and EOV2 field descriptions Table 4—5 4—37
. EOF2 and EQV2 format Fig. 4—10 4—36
EQV1 and EQV2 labels See file OF2 an ormas F:g 4—21 4—63
trailer '
labels. Filelocks 4311  4—12
Error codes Files
checkpoint/restart Table 7—1 7—13 checkpoint See checkpoint
disk space management 34 3—5 file.
program loader 215 24 defining new 431 4—10
Event control block disk SAT g:? ?I"Zl;
format . Fig. 5—1  5—7 spooling 6.1 6—1
generating 531 5—5 tape SAT See tape
program check 255 2—42 SAT files.
EXEC job control statement 7311 7—20 First file header label See HDR1
EXIT macroinstruction 2541 241 label.
2542 2—41 Format illustrations 1.2 1—1
Format write option 426 4—8
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G Initialized block number processing 4.10.2.1 4—57
GET macroinstruction Input format, monitor 7:3.2 7—23
disk processing 442 4—20 Fig. 7—1 724
tic tape i 492 4—52
MAgnEtc fape processing Input/output buffer 443 4-21
GETCOM macroinstruction 26.1 2—54 . . .
Instruction location option (A) 7.34.2 7—29
GETCS macroinstructi 213 2—59
macromstriction Instruction sequence option (I) 7343 7—30
GET!ME macroinstruction Interfaces
| Fig. 2—1 2—18 X )
Cinct: 2513 o1 disk SAT files 43 4—10
timer services 23 2—15 tape SAT files 438 4—45
GETINF macroinstruction 263 2—55 Interlacing . .
- ot 244 o accessing _ . F!g. 4—4 47
GETLLA macreinsTriacun <., £-56a definition of variables ' Fig. 4—3 4—6
: lace factor calculation 4252 4—38
operation 4251 4—6
record 425 4—5
H
Interrupt levels 25 2—34
It action (H 7352 7—35
Halt action (H) Interrupts, timer 23.2 2—19
Hardware program check interrupt 255 2—42 ) .
Interval timer island code
description 4621 4—29 description 2517 2—47
field descriptions Table 4—2 4—31 example Fig. 271 247
formats Fig. 4—7  4—30 exiting from 2542 2—41
Fig. 4—18 4—60 i
Island code linkage
HDR? label abnormal termination 2..5.6 2—45
description 4622  4—32 ‘ Fig. 12—5 2—46
field descriptions Table 4—3 4—33 attaching to a task 25. 2—35
formats Fig. 4—8  4—32 soly ¥
Fig. 4—19 4—61 o 5.1 —
description 25 2—34
detaching from a task 252 2—38
Headerf,ofél(;gtram phase 2181 2—9 entrance 253 2—39
locate 218 2—8 exit 254 2—40
2541 2—41
. . _ 2542 2—41
Hierarchical structure, tasks 526 5—4 9543 942
interval timer 257 2—47
Fig. 2—7 2—47
multitasking 259 2—51
operator communication 258 2—48
| Fig. 2—8 2—49
Fig. 2—9 2—50
: ; ; _ program check 255 2—42
imperative macroinstructions 142 1—8 Fig 24 243
information control See system Fig. 25 2—44
information
control.
Initial space allocation formula 424 4—4
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Jd Loader, program See program
loader.
Job )
cancel 225 2—13 Loader error processing 215 2—4
-of-j 24 2—12
end-ofjob step 2 LOADI macroinstruction 218 2—17
Job control statement 7312 7—21 . _
LOADR macroinstruction 217 2—6
Job preamble 25 2—34 '
Lackable file 4311 4—12
Job prologue 26 2—-53 _
| Logical blocks
output 443 4-21
493 4—52
retrieve next 442 4—20
49.2 4--52
K
Keys : M
block addressing 422 4-—3
processing blocks 4331 4-—17 Macroinstruction conventions
READE/READH macroinstructions 445 4—-23 coding form 13 1—5
format illustration and
statement conventions 1.2 1—1
Macroinstructions
L checkpoint/restart 7.21 7—12
control stream reader 2.7 257
Label field, coding form 131 1—6 controlling tape file processing 49 4—50
date and time facilities 231 2—15
Labels, tape See tape labels, declarative 14.1 1—7
system standard. disk space management 3.2 3—2
imperative 142 1—-8
Lace factor istand code linkage 2.5 2—34
calculation 4252 4—8 pracessing blocks by key 4331 4—17
description 425 4—5 processing blocks by relative
block number 4332 4—18
LBL job control statement 46.1 4-—27 program linkage 24 2—24
program loader 2.1 2—1
LFD job contro} statement 46.1 4-27 program termination 2.2 2—11
programming considerations 1.5 1—10
Library search order 2.1.3 2—3 storage display 7.1 7—1
summary 143 1—8
Linkage system information control 2.6 2—53
island code See island tape SAT file interface 48 4—45
code linkage. task management 53 5—4
program See program linkage. task synchronization 541 5—13
timer interrupt facilities 232 2—19
Linkage procedure 242 2—26
Main storage
Linkage register conventions 24.1 2—-25 dumps 7.1 7—1
SAT checkpoint files 7221 7—14
LOAD macroinstruction 2.16 2—4 snapshot display 7.1.1 7—1
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Monitor and trace capability N
absolute address (ABS) 73413 7—29
base displacement address (B/D) 73412 7—29 Noninitialized block number
calling a monitor routine 731 7—18 ; 2 4—
cancel of monitor 736 7—39 processing 4102 %8
display actions 7351 7—33 Nonstandard tape volumes
instruction location option (A) 7342 7—29 oganizaton 172 2
instruction sequence option (I) 7343 7—30 reel organization, multifile
monitor input format 732 7—23 volume ' Fig. 4—15 4—43
monitoring after execution begins ;Ig 172_ : ;—g reel organization, volume
Dol - taini ingle file Fig. 4—14 4—42
monitoring from beginning of job 7311 7—18 containing a singte 1 ¢
no option specified 7345 732 N | termination d 221 212
program relative address (PR) 7.34.1.1 7—27 ormal ferminats Hmps 7:1:2 7—5
register change option (R) 7344 7—31
specifying actions 735 7—32
specifying options 734 1—26 (o)
storage reference option (S) 7341 1-27
See also system debugging aids. OBTAIN macroinstruction
. . disk 32 3-2
Monitor routine 7131 1—18 diskette, data set label 33 3—4
isk f . —2
Multifile input volumes 4621 4—-29 diskete, format label 32 3
472 4—42 OPEN macroinstruction
. disk file 441 4—19
Multifile volumes general 421 4—1
nonstandard Fig. 4—15 4—43 lace factor 425 4—5
standard tape Fig. 4—12 4—40 4251 4—6
Fig. 4—13 441 tape file 49.1 451
Multijobbing Operand field 133 1—7
description 511 5—1
See also multitasking. Operation field 132 1—6
Multiple blocks, accessing 426 4—8 Operator communication island code
. . attaching 2512 2—-37
Multiple buffer, accessing 426 48 description 258 248
examples Fig. 2—8 24§
Multiple task wait (WAITM) 54.3 5—15 P Fe -9 250
Multitask exiting 2541 2—41
ftasking Ititaski 2593 2—53
abnormal termination 2592 2—53 muitiasking
description L1 >=1 | OPTION job control statement 7311 718
environment 252 2—38 73.1.2 7—21
island code 259 2—51 '
macroinstructions 53 5—4 Onti ; ;
- ptions, monitor routine
op.erator communication 2593 2—53 instruction location (A) 7342 7—29
primary task . , 5.111 o—1 instruction sequence (I) 7343 7—30
program check and interval timer 259.1 2—5 none specified 7345 732
subtask 5.112 5—2 register change (R) 7344 7-31
See also task management and specifying 734 726
task synchronization. storage reference (S) 7341 7—217
Output, logical block (PUT) 443 4—21
493 4—52
Output writers 6.14 6—3
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P Program loader
block loader 211 2—2
. description 2.1 2—1
PARAM job control statement ;;?1 _2, ?Sg) erfor processing 915 24
e library search order 213 2—-3
. _ load a program phase (LOAD) 216 2—4
Partition control appendage (PCA) ?{2.14-—1 2_; locate a program phase header
g (LOADI) 218 2—7
. ) . load a program phase and relocate
Partitioned SAT files, processing 433 4—17 (LOADR) 217 9_6
. read pointer, repetitive loads 214 2—3
Partitions 432 =14 relocation 2122 22
PAUSE console command 7312 721
Program management
. control stream reader 2.7 2—57
PCA Fig. 4—1  4—2 initiation and loading 21 21
PCA macroinstruction i_sland code linkage 25 2—34
description 42 4—1 nkage o i
function 432 4—14 . . ’
Fig. 4—1  4—2 systgm |anormat|on control 26 2—53
termination 22 2—11
Phase header format 2181 2—9 timer services 23 2—15
. . . Program phase
Physical block, accessing 446 4—24 header 2181 99
. . load 216 2—4
POST macroinstruction 544 5—16 load and branch 219 99
. load and relocate 2.1.7 2—6
Primary task >111 -1 locate header 218 2—7
Printout, program termination 223 2=15 | program relative address (PR) 73411  7—27
Priority, task ggg g:?z Program termination
e abnormal 222 2—12
Program check island code cancel a job 2.2.5 2—13
attaching 2511  2—35 description gg 2“1;
common, all tasks in a job step Fig. 2—11 2—52 end;al-mb step 2'2"11 5:%2
description 255 2—42 no_rt ut 2‘2'3 51
discrete, each task in a job step Fig. 2—10 2—51 printo -
examples 22 g:g g:ﬁ PT symbiont 746 748
exiting from 254.1 2—41 . .
N PUT macroinstruction
multitasking 2591 2—51 disk processing 443 4—21
Program initiation and loading 2.1.1 2—1 magnetic tape processing 493 4—52
Program linkage PUTCOM macroinstruction 262 2—55
call a program 244 2—28 PLTLDA mactsingliaclion 265 -5k
description 24 2—24
procedure 242 2—26
register conventions 241 2—25
register save area 243 221 Q
Fig. 2—3 2-27
Table 2—1 2—28 Queue driven task 525 5—4
restore registers and return 247 2—32
save register contents 246 2—30 Quit action (Q) 7353 737
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R S
Reactivate a task 535 5—11 SAT
block number processing 410 4—55
Read by key equal 445 4—-23 controlling disk file processing 44 4—19
controlling tape file processing 49 450
Read pointer, repetitive loads 214 2—3 description 41 4—1
disk file interface 43 4—10
READE macroinstruction 421 4—1 disk file organization and
445 4-23 addressing methods 42 4—1
system standard tape labels 46 4—-26
READH macroinstruction 421 4—1 tape file interface 48 4—45
445 4—-23 tape files 45 4—-25
tape volume and file organization 47 4—38
Record interlace See also disk SAT files
description 425 4—5 and tape SAT files.
interlace operation 4251 4—6
lace factor calculation 4252 48 SAT macroinstruction 481 4—45
Register addresses Save area, register 243 221
operator communication island code Fig. 2—8 2—-50 Fig. 2—3 2—27
program check island code Fig. 2—5 2—44 Table 2—1 2—28
Register change option (R) 7344 7—31 | Save area address 25.8 2—48
Register display action 73511 7-33 SAVE macroinstruction
function 246 2—30
Registers, program linkage program linkage 24 2—24
conventions 241 2—25
restore and return 247 2—32 Search order, library 213 2—3
save area 243 227
save contents 246 2—30 Second file header label See HDR2
label.
Relative block number
block addressing 423 4—3 SEEK macroinstruction 421 4—1
processing blocks 4332 4—18 446 4—24
Relocation 212 2-2 Selective dynamic dump 7.1.1 7—1
217 2—6
Sequence field 1.36 1—7
Relocation list dictionary (RLD) 212 2—2
SETCS macroinstruction 275 261
Repetitive loads 214 23
SETIME macroinstruction
Restart facility See checkpoint continue processing until
and restart capability. interrupt 2322 2—22
example Fig. 2—2 2-23
Restore registers and return 247 2—32 function 2321 2—20
interval timer 257 2—47
RETURN macroinstruction timer services 23 2—15
function 247 2—32
program linkage 24 2—24 Shared filelock capability 4312 4—13
Rewind to load point 482 4—47 SIB 2311 2—15
Rewind with interlock 482 4—47 SNAP macroinstruction 7.11 7—1
RLD 212 2—2 SNAPF macroinstruction 7.1.1 7—1
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Snapshot dumps 711 7—1 Storage reference option (S) 7341 727
Soft-patch symbiont STXIT macroinstruction 25 2—34
cancelling the symbiont 7464 1—52 251 2—35
description 7146 7—48
error messages 71465 71—52 Subtask 5112 5—-2
patching from a single entry
on the console 7461 7—49 Supervisor
producing a card deck from diagnostic and debugging aids Section 7
the console 746.1 7—49 disk and diskette space management Section 3
using card input 7462 7—51 macroinstructions Section 1
using console input 746.1 71—49 multijobbing and multitasking Section 5
using multipie forms of spooling Section 6
the command 74.6.3 71—51 system access technique Section 4
Space control, disk 424 4—4 Symbolic addresses
abnormal termination island code Fig. 2—6 2—46
Spooler 6.13 6—2 interval timer island code Fig. 2—7 247
operator communication island code Fig. 2—8 2—49
Spooling program check island code Fig. 2—4  2—43
breakpoint in output file 6.3 6—5
initialization 6.1.1 6—1 System access technique See SAT.
input reader 6.1.2 6—2
output writer 6.14 6—3 System control tables 263 2—55
relationship of devices and
programs Fig. 6—1 62 System debugging aids
special functions 6.1.5 6—4 history tables 74.1 7—42
spooler 6.1.3 6—2 mini monitor 742 7—46
use 6.2 6—4 pseudo monitor 741 7—41
resident supervisor monitor 74.1 7—41
Standard load modules 21 2—1 summary Table 7—3 7—40
Standard tape labels System information block (SIB) 23.1.1 2—15
system 46 4—26
tape volume organization 471 4—38 System information control
description 26 2—53
Standard tape volume organization get data from communication region 26.1 2—54
description 471 4—38 get data from system control tables 26.3 2—55
multifile volume with end-of-file Fig. 4—12 4—40 put data into communication region 26.2 255
multifile volumes with
end-of-volume Fig. 4—13 4—41 System library file 431 4—10
volumes containing a single file Fig. 4—11- 4—39
System standard tape labels See tape
Start-of-data (/$) job control statement labels, system
control stream embedded data 213 2—59 standard.
monitor input 7311 7—18
7.3.1.2 7-21
Statement conventions 1.2 1—1
Storage display action 7351.2 7—35
Storage displays
abnormal termination 7.13 7—10
checkpoint and restart 1.2 7—10
description 7.1 7—1
monitor and trace 1.3 7—17
normal termination dumps 7.1.2 7—5
snapshot dumps 7.11 7—1
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T termination 524 5—13
_ . _ 533 5—9
Tape control appendage (TCA) See TCA yield until task completion 534 5—10
macroinstruction. Task switches 253 2—39
Tape data management system 45 4—25 -
Task synchronization
Tape labels, system standard activgte waiting task 544 5—16
description 46 4—26 deactwa‘te task 545 5—17
file header 162 4—29 description 54 5—13
file trailer 463 4—33 . , 541 —13
standard tape volumes 47.1 4—38 reactivate task _ 5.4.6 o—18
unlabeled 473 4—44 wait for task completion 542 5—14
volume 46.1 427
Tasks
Tape SAT files attaching island code 251 2—35
block number processing 410 4—55 detaching isiand code 252 2—38
close 496 4—55 . .
control tape unit functions 495 4—54 | TCA macroinstruction 438.1 4—45
defining 481 4—45 482 4—A47
description 45 4-25
get next logical block 492 452 Tc8 021 52
interface 48 4—45 I
open 491 4—51 Termination, program See program
output next logical block 493 4-52 termination.
processing 49 4—50 Terminati
system standard labels 4.6 4—-26 ermination dumps
tape control appendage 482 4—47 abnormal 713 /—10
volume and file organization 47 4—38 normal 712 7=5
it for block transf 494 4—53 )
waror ranster TGO macroinstruction 546 5—18
Tape system access technique See TSAT. !
pe & ad Time of day 2312 2—16
Tape unit functions 495 4—54 2313 2—16
T | d fil izati Timer interrupt facilities
ae vgélsrg:eipz:ir:m 1ie organization 4.7 4—38 cancel previous request 2324 2—24
nonstandard 4'7 2 4—42 continue processing until interrupt 2322 2—22
standard 471 4—38 description 232 2—19
wait for interrupt 2323 2—24
Tape volume label group 46.1 4-27 Timer services
_ current date 2311 2—15
Task control block (TCB) 521 52 description 23 915
Task management get current date and time (GETIME) 2_.3.1.3 2—16
creation 522 52 . . Fig. 2—1  2—18
53.2 5_7 interrupt facilities See timer
description 52 52 interrupt
521 5_2 . facilities.
generate event control block 531 5—5 time of day 2312 2—15
i i 2. —4 . .
mgge:g?:slffdcstit;ﬁgture gg 6 2_4 TPAUSE macroinstruction 545 5—17
priority ggg g:?z Trace See monitor
queue driven task 525 5-4 and trace.
reactivate a task 535 5—11
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Trace job control option 7311 71—18 Volume serial number (VSN}) 46.1 4-27
TSAT Volume table of contents (VTOC) 31 3—1
block number processing 410 4—55
controlling tape file processing 49 4-—-50 Volumes
description 45 4—25 nonstandard tape See nonstandard
system standard tape labels 46 4—26 tape volumes.
tape file interface 48 4—45 standard tape See standard
tape volume and file organization 47 4—38 tape volumes.
TYIELD macroinstruction VOL1 label
function 534 5—10 description 46.1 4--27
multitasking 53 5—4 field description Table 4—1 4—29
formats Fig. 4—6 4—28
Fig. 4—17 4-—59
U
VTOC, disk space management 31 3—1
Unit of store 432 4—14
Unlabeled tape volume organization 473 4—44 w
User program switch indicator {UPSI) 26 2—53 WAIT macroinstruction, task
synchronization 542 5—14
") WAIT parameter, SETIME macroinstruction 2322 2—22
2323 2—24
VCALL macroinstruction
function 244 2—28 WAITF macroinstruction
program linkage 24 2—24 disk processing 444 4—-22
magnetic tape processing 494 4—53
VOL job control statement 46.1 4-27

WAITM macroinstruction, task
Volume labels, description 46.1 4-27 synchronization 543 5—15
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