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1-1 GENERAL

SECTION I
GENERAL DESCRIPTION

This section describes the operation of the Central Processor (CP) of the
Texas Instruments Advanced Scientific Computer (ASC). It includes a brief
system overview of the ASC, a general functional block diagram description of
the CP, a physical description of the CP, plus information about the instruc-
tion set and words used in the CP. Section 4 of this manual provides a de-
tailed discussion of the CP theory of operation. Other useful charts and
data are contained in the appendices to this manual. This manual applies to
one-pipe CP configurations only.

1-2 PURPOSE

The ASC CP accesses program instructions from Central Memory, executes those
instructions, and stores the results either within the CP or back into Central
Memory. In performing this function, it also monitors program status to detect
errors, branches and conflicts, and informs the Peripheral Processor if it is
unable to continue a particular operation. The Peripheral Processor controls
the selection of programs executed by the CP.

1-3 ASC SYSTEM OVERVIEW

Besides the CP, the ASC includes the following major units:

Peripheral Processor (PP)
Central Memory System (CM)
System Clock

Disc Storage System
Magnetic Tape System

Data Communications Channel
Paper Peripheral Channels
Operators Console

Display Console

Power System

Maintenance System.

The relationship of these components is shown in figure 1-1. The CP interfaces
directly with Central Memory for instruction and operand fetching, as well as
for maintenance purposes. Initial programming sequences are determined by the
PP, which also controls CP reaction to certain status conditions and calls.

The CP, however, executes programs under its own control.

1-1 Advanced Scientific Computer
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1-4 FUNCTIONAL DESCRIPTION

Three functional units comprise the Central Processor of the ASC: Instruction
Processing Unit (IPU), Memory Buffer Unit (MBU), and Arithmetic Unit (AU).

Each unit is a layered pipeline processor utilizing small, decentralized con-
trollers. The IPU obtains instructions from Central Memory and develops oper-
and addresses. The MBU performs memory fetch and data buffering functions for
acquisition of operands. Three buffer levels in the MBU ensure a continuous
data stream for vector operations. The MBU may also receive operands directly
from the IPU. In either case, the MBU transfers the proper operands to the AU
concurrently with control instructions for processing the operands. The AU
performs the designated partial steps to satisfy the requested operation for
the two operands. The result returns to the Register File in the IPU, or to
the MBU for storage into Central Memory or for reprocessing as a new operand.
The layered pipeline construction of the CP allows an instruction or group of
two operands to be processed concurrently at each level of the pipeline, unless
the layer is reserved by a previous operand or instruction. Figure 1-2 pro-
vides a block diagram of the CP. The following paragraphs briefly describe the
function of each component in the diagram. Refer to section 4 of this manual
for a more detailed discussion of CP operation.

1-5 ADDRESS REGISTERS AND CONTROL

Four address registers control the acquisition of instruction word octets (8-
word groups) from Central Memory. These registers select the proper instruc-
tion word for processing, call up a new octet while the current one is being
processed, and provide for branch address acquisition. During indirect address-
ing, the output of the Address Modification network updates the Output Address
Register in this circuit for each new address developed by the network until

the terminal effective address is reached. The other registers maintain the
program address so that the program resumes when the effective address is
reached.

1-6 REGISTER FILE

The Register File is a memory source contained within the IPU. These registers
are loaded by program instructions with data from either memory or the AU out-
put. The file consists of six sets of eight 32-bit registers (six octets).
Each area in the file has a primary function, such as base addresses for devel-
oping effective addresses (15 words), general arithmetic use (16 words), seven
index registers, and eight vector parameter registers to define the scope of a
specific vector instruction. They may, however, be used for other processes.

1-7 INSTRUCTION FILES

Two instruction files, each containing one octet (eight words), supply a con-
tinuous source of instructions to the Instruction Register. The Address Regis-
ters and Control block controls loading and selection from these registers. It
first loads one file and begins drawing instructions from the octet in that
file. Address Control then loads the second file while the first one empties.
Consecutive addresses supply a smooth transition from one file to the next.
During indirect addressing, the effective address of an instruction from the
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Address Modification block selects the output from the instruction files if the
address is currently in the files.

1-8 INSTRUCTION REGISTER

The Instruction Register receives the selected word from the instruction file
and holds it for processing. Depending on the instruction format, the register
may contain address bits, address modifiers, and operand and/or an operation
code. The register output drives instruction decode and address generation
networks.

1-9 ADDRESS MODIFICATION

When the Instruction Register specifies either direct or indexed addressing,
the Address Modification block performs the operations required to generate a
new address. This block provides for base address (from Register File) plus
displacement modification and/or addition of the contents of one of the seven
index registers in the Register File. The circuit permits direct or indirect
addressing with or without modification, or the development of an immediate
operand. Operands, direct operand addresses, and terminal operand addresses
transfer to the MBU to provide operands for the AU. If an indirect address
develops, it returns to the Output Address Register to retrieve a new instruc-
tion word for further address generation. The modification hardware includes
input registers for indexing, base address and displacement, an adder, plus a
result holding and output register.

1-10 ADDRESS AND OPERAND REGISTERS

These two registers are the IPU output registers. They provide the MBU with
either two operands, one operand and an operand address, or just one address.

1-11 IMM/REG REGISTERS

The Immediate (IMM) and Register (REG) Operand Registers receive operands from
the IPU. During vector initialization, the IMM Register also transmits the
vector parameters to the MBU Registers to set up the beginning vector condi-
tions. Once a vector operation begins, neither of these registers is used un-
til the next operation begins. Control signals generated within the MBU trans-
fer data that is in these registers to the output registers of the MBU during
scalar operations.

1-12 MEMORY ADDRESS CONTROL

This circuit supplies addresses to memory for storing results from the AU vec-
tor and store operations and for accessing new operand octets from memory for
input to the AU. During scalar operations, operand addresses are supplied from
the IPU. If the desired operand is already in the Memory Buffer File, the IPU
sends only a 4-bit address to select the output from one of the file registers.
If the operand is not in the buffer file, the IPU sends a full 21-bit address
to fetch the octet containing the operand from Central Memory and load it into
the buffer file before transferring the operand to the output register. Dur-
ing vector operations, Memory Address Control generates the address of each
octet in the vector after the address is initially loaded by the IPU.
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1-13 MEMORY BUFFER FILE

‘The Memory Buffer File consists of six octet buffers plus an octet receiver/
synchronizer register. The buffers are arranged in two three-stage buffers

with the output of the final stage available to the output registers. Inputs

to the buffers may enter the final file to bypass the delay in the buffering
sequence. During scalar operations, Memory Address Control can select the out-
put from either buffer and transfer it to the MCD Operand Register. During
vector operations each buffer set supplies a stream of operands to one of the
MAB/MCD Operand Registers. Either buffer set may be modified by the result out-
put from the Arithmetic Pipeline (update) during scalars.

1-14 MAB/MCD OPERAND REGISTERS

These registers supply two operands simultaneously to the AU for processing.
The MAB Register receives register operands from the REG Register during scalar
operations, and vector operands from the buffer file during vector operations.
The MCD Register receives either immediate operands from the IMM Register or
operands from either set of the buffer file during scalar operations. During
vector operations the buffer file supplies a stream of operands to the MCD Reg-
ister.

1-15 AU CONTROL DECODE

The AU Control Decode is a Read Only Memory (ROM) that designates to the AU
which processes must be performed to accomplish the function specified by the
Op Code. The decode circuit also supplies control signals to aid in selection
of operands for the MAB/MCD registers.

1-16 BUFFER UPDATE AND STORE

The buffer update provides temporary retention of an octet of AU output. This
octet may change the contents of the buffer file, or may be stored into Central
Memory when the AU begins to produce results for a new octet.

1-17 AB/CD OPERAND REGISTERS

These registers are the input phase to the arithmetic pipeline. They receive
two operands from the MBU and transfer them to the pipeline when the pipeline
segment that performs the first operational step becomes available. Other in-
puts to these registers come from within the AU to provide a feedback path.

1-18 PIPELINE PATH CONTROL

This circuit follows the directions of the AU Control ROM in the MBU to perform
the gating and sequencing functions required to develop a complete process in
the pipeline.

1-19 ARITHMETIC PIPELINE

The Arithmetic Pipeline is a segmented arithmetic processor whose sequence is
determined by the MBU ROM signals. Six segments of the pipe perform indepen-
dent operations on up to six different sets of operands simultaneously. Each
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segment is a basic function that, combined in a specific order with other seg-

ments, performs arithmetic operations from scalar addition to complex vector
operations on both fixed and floating point operands.

1-20 EF OUTPUT REGISTER

The EF Output Register receives a result from any segment of the pipeline, ex-
cept the multiplication segment (output of multiplier is two partial products
that must be added to produce a result). The output of this register may re-
turn to the Register File in the IPU (scalar operations), may update the data
in th§ Memory Buffer File, or may be stored in memory (vectors and store opera-
tions).

1-21 GENERAL CHARACTERISTICS

Table 1-1 Tlists some of the general characteristics of the ASC Central Proces-
sor.

1-22 CP_INSTRUCTION SET

The ASC Central Processor performs scalar and vector operations through a pow-
erful array of instructions. The instruction set includes Load and Store func-
tions, arithmetic scalar operations, scalar logical instructions, and branching
capabilities. Two special instructions, VECT and VECTL, expand the ASC in-
structions into the vector mode by loading a new set of parameters into the IPU
from the Vector Parameter File. The set of vector parameters includes a vector
operation code. The function of the vector operation is defined by an addi-
tional set of vector instructions that can be loaded only through this vector
mode. Table 1-2 lists the instructions in the normal ASC instruction set with
their mnemonic code and operation code; figure 1-3 supplies a mapping of scalar
Op Codes. Table 1-3 and figure 1-4 contain similar information for the vector
mode instructions. Refer to the ASC programming manuals for a more detailed
explanation of the uses of each instruction.

1-7 Advanced Scientific Computer



Table 1-1.

Central Processor General Characteristics

Item

Characteristic

Construction

Word Size

Instruction word size

Memory address size:

Octet
Word

Memory transfer size

Number of memory paths

Operation Modes

Control:

Initiate/Terminate
Operating

CP Clock Period

Processing Rate

Layered pipeline

16 bits (halfword) -fixed point only

32 bits (single word)-fixed or floating point
64 bits (doubleword) -floating point only

32 bits (8 Op Code, 4 R-field, 4 T-field,
4 M-field, 12 N-field)

21 bits (sent to CM)
24 bits (internal to CP)

1 octet (256 bits)

3: IPU (instruction fetch), MBU (operand
fetch/store) AU (maintenance - Load/Store
Details)

2: Scalar and Vector

Through CR File in the Peripheral Processor
Individual pipe level controllers in CP

65 nanoseconds

1 result per clock as an upper limit

1-8
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Table 1-2. Scalar Instruction Set

hrenonic instruction Opegation | grerane
ST Store arithmetic register, single length 24 R,@BN,X
ST Store base register, single length 28 R,@N,X
ST Store index register or vector parameter 2C R,@N,X
register, single length
STLL Store arithmetic left halfword into memory 25 R,@N,X
left halfword, indexed
STRL Store arithmetic register right half into 26 R,@N,X
memory left half, indexed
STRR Store arithmetic register right half into 2D R,@N,X
memory right half, indexed
STLR Store arithmetic register left half into 29 R,6BN,X
memory right half, indexed
SPS Store program status word 22 @GN, X
STD Store arithmetic register, double length 27 R,@N,X
STZ Store zero, single length 20 @N,X
STZH Store zero, half length 21 @N,X
STZD Store zero, double length 23 @N,X
STN Store negative, single length 34 R,@=N,X
STNH Store negative, half length 35 R,@=N,X
STNF Store negative, floating point 36 R,@=N,X
STND Store negative, double length 37 R,0=N,X
STO Store ones complement 2E R,@=N,X
STOH Store ones complement, half length 2A R,@=N,X
STF ;Egre base register file, registers 1-7]6, 2B M,@N,X
STF af?re base register file, registers 8-F]6, 2B M,@N,X
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
STF Store arithmetic register file, registers 2B M,@N,X
10—1716, M=2

STF Store arithmetic register file, registers 2B M,@N,X
18-1F, ., M=3

16

STF Store index register file, registers 2B M,@N,X

20-27,., M=4
16

STF Store vector parameter register file, reg- 2B M,@N,X

isters 28-2F,., M=5
16

STFM Store all register files, registers ]'2F16 2F @N,X

L Load arithmetic register single length 14 R,8=N,X
word

L Load base register single length 18 R,@=N,X

L Load index register or vector parameter 1C R,@=N,X
register single length

LLL Load arithmetic register left halfword from 15 R,0=N,X
memory left halfword, indexed

LRL Load memory left halfword, indexed, into 10 R,8=N,X
arithmetic register right halfword

LRR Load memory right halfword, indexed, into 1D R,@=N,X
arithmetic register right halfword

LLR Load memory right halfword, indexed, into 19 R,@=N,X
arithmetic register left halfword

LD Load arithmetic register double length 17 R,0=N,X
word

LI Load immediate into arithmetic register 54 R,I.X
single length

LI Load immediate into index register, or 5C R,I,X
vector parameter register single length

LIH Load immediate into arithmetic register 55 R,I,X
half length

LM Load magnitude fixed point single length - 3C R,@=N,X

arithmetic register
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
LMH Load magnitude fixed point half length - 3D R,@=N,X
arithmetic register

LMF Load magnitude floating point single 3E R,@=N,X
length - arithmetic register

LMD Load magnitude floating point double 3F R,0=N,X
length - arithmetic register

LN Load negative fixed point single length 30 R,@=N,X
(load twos complement) arithmetic reg-
ister

LNH - Load negative fixed point half length - 31 R,@=N,X
arithmetic register

LNF Load negative floating point single 32 R,0@=N,X
length - arithmetic register

LND Load negative floating point double 33 R,@=N,X
length - arithmetic register

LNM Load negative magnitude fixed point sin- 38 R,@=N,X
gle length - arithmetic register

LNMH Load negative magnitude fixed point half 39 R,@=N,X
length - arithmetic register

LNMF Load negative magnitude floating point 3A R,0=N,X
single length - arithmetic register

LNMD Load negative magnitude floating point 3B R,0=N,X
double length - arithmetic register

LF Load base register file, registers ]'716’ 1B M,@N,X
M=0

LF Load base register file, registers 8-F]6, 1B M,GN,X
M=1

LF Load arithmetic register file, registers 1B M,6N,X
10-17, ., M=2

16 ,

LF Load arithmetic register file, registers 1B M,BN,X

18-1F, ., M=3
16

LF Load index register file, registers 1B M,@N,X

20"27] 6 ) M=4
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Table 1-2. Scalar Instruction Set (Continued)
Mnemonic . Operation Operand
Code Instruction Code Format
LF Load vector parameter register file, reg- 1B M,@N,X
isters 28-2F]6, M=5

LFM Load all register files 1F @N,X

XCH Exchange - arithmetic register 1A R,@N,X

LAM Load arithmetic mask 12 @=N,X

LAC Load arithmetic exception condition 13 @=N,X

LLA Load look ahead 16 I

Lo Load arithmetic register with ones com- 1E R,8=N,X
plement, single length

A Add to arithmetic register, fixed point, 40 R,8=N,X
single length

A Add to base register, fixed point, sin- 60 R,0=N,X
gle length

A Add to index or vector parameter regis- 62 R,0@=N,X
ter, fixed point, single length

Al Add immediate to arithmetic register, 50 R,I,X
fixed point, single length

Al Add immediate to base register, fixed 70 R,I,X
point, single length

Al Add immediate to index or vector param- 72 R,I,X
eter register, fixed point, single length

AH Add fixed point, half Tength - arithmetic 41 R,8=N,X
register

AIH Add immediate fixed point, half length - 51 R,I,X
arithmetic register

AF Add floating point, single length - 42 R,0=N,X
arithmetic register

AFD Add floating point, double length - 43 R,@=N,X

arithmetic register
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . | Operation Operand
Code Instruction Code Format
AM Add magnitude fixed point, single length - 44 R,0=N,X
arithmetic register

AMH Add magnitude fixed point, half length - 45 R.@=N,X
arithmetic register

AMF Add magnitude floating point, single 46 R,0=N,X
length - arithmetic register

AMFD Add magnitude floating point, double 47 R,0=N,X
length - arithmetic register

S Subtract fixed point, single length - 48 R,0=N,X
arithmetic register

SI Subtract immediate fixed point, single 58 R,I,X
length - arithmetic register

SH Subtract fixed point, half length - 49 R,@=N,X
arithmetic register

SIH Subtract immediate fixed point, half 59 R,I,X
length - arithmetic register

SF Subtract floating point, single length - 4A R,0@=N,X
arithmetic register

SFD Subtract floating point, double length - 4B R,0=N,X
arithmetic register

SM Subtract magnitude fixed point, single 4C R,@=N,X
length - arithmetic register

SMH Subtract magnitude fixed point, half 4D R,@=N,X
length - arithmetic register

SMF Subtract magnitude fixed point, half 4E R,8=N,X
length - arithmetic register

SMFD Subtract magnitude floating point, dou- 4F R,@=N,X
ble length - arithmetic register

M Multiply fixed point, single length - 6C R,@=N,X

arithmetic register
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
M Multiply base register 68 R,@=N,X
M Multiply index or vector parameter reg- 6A R,@=N,X
ister

MI Multiply immediate fixed point, single 7C R,I,X
length - arithmetic register

MI Multiply immediate to base register 78 R,I,X

MI Multiply immediate to index or vector 7A R,I,X
parameter register

MH Multiply fixed point, half length - 6D R,@=N,X
arithmetic register

MIH Multiply immediate fixed point, half 7D R,I,X
length - arithmetic register

MF Multiply floating point, single length - 6E R,8=N,X
arithmetic register

MFD Multiply floating point, double length - 6F R,@=N,X
arithmetic register

D Divide fixed point, single length - 64 R,0=N,X
arithmetic register

DI Divide immediate fixed point, single 74 R,I,X
length - arithmetic register

DH Divide fixed point, half length - arith- 65 R,0=N,X
metic register

DIH Divide immediate fixed point, half 75 R,I,X
length - arithmetic register

DF Divide floating point, single length - 66 R,@=N,X
arithmetic register

DFD Divide floating point, double length - 67 R,0=N,X
arithmetic register

AND AND - arithmetic register EO R,@=N,X
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
ANDI Immediate AND - arithmetic register FO R,I,X
OR OR - arithmetic register E4 R,@=N,X
ORI Immediate OR - arithmetic register F4 R,I,X
XOR Exclusive OR - arithmetic register E8 R,0=N,X
XORI Immediate Exclusive OR - arithmetic reg- F8 R,I,X
ister

EQC Equivalence - arithmetic register EC R,@=N,X

EQCI Immediate equivalence - arithmetic reg- FC R,I,X
ister

ANDD AND - arithmetic register (double E1 R,@=N,X
length)

ORD OR - arithmetic register (double length) ES R,08=N,X

XORD Exclusive OR - arithmetic register (dou- E9 R,@=N,X
ble length)

EQCD Equivalence - arithmetic register (dou- ED R,0=N,X
ble length)

SA Arithmetic shift, fixed point, single co R,I,X
length - arithmetic register

SAH Arithmetic shift, fixed point, half C1 R,I,X
length - arithmetic register

SAD Arithmetic shift, fixed point, double C3 R,I,X
length - arithmetic register

SL Logical shift, single length - arith- C4 R,I,X
metic register

SLH Logical shift, half length - arithmetic C5 R,I,X
register

SLD Logical shift, double length - arith- c7 R,I,X

metic register
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
SC Circular shift, single length - arith- cC R,I,X
metic register

SCH Circular shift, half length - arithmetic cD R,I,X
register

SCD Circular shift, double length - arith- CF R,I,X
metic register

RVS Bit reversal, single length - arithmetic Cé6 R,I,X
register

C Compare fixed point, single length - c8 R,8=N,X
arithmetic register

c Compare index register, single length CE R,@=N,X

CI Compare immediate, fixed point, single D8 R,I,X
length - arithmetic register

CI Compare immediate, index register, sin- DE R,I,X
gle length

CH Compare fixed point, half length - C9 R,@=N,X
arithmetic register

CIH Compare immediate, fixed point, half D9 R,I,X
length - arithmetic register

CF Compare floating point, single length - CA R,@=N,X
arithmetic register

CFD Compare floating point, double length - CB R,@=N,X
arithmetic register

CAND Compare logical AND - arithmetic register E2 R,8=N,X
(single length)

CANDI Compare immediate logical AND - arith- F2 R,I,X
metic register (single length)

COR Compare logical OR, single length - E6 R,@=N,X
arithmetic register

CORI Compare immediate logical OR, single F6 R,I.X

length - arithmetic register
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
CANDD Compare logical AND, double length - E3 R,@=N,X
arithmetic register

CORD Compare logical OR, double length - E7 R,8=N,X
arithmetic register

1BZ Increment, test, and branch on zero - 88 R,8=N,X
arithmetic register

IBZ Increment, test index, and branch on 8C R,@=N,X
zero

IBNZ Increment, test and branch on non-zero - 89 R,0=N,X
arithmetic register

IBNZ Increment, test index, and branch on 8D R,@=N,X
non-zero

DBZ Decrement, test, and branch on zero - 8A R,08=N,X
arithmetic register

DBZ Decrement, test index, and branch on 8E R,@=N,X
zero

DBNZ Decrement, test, and branch on non- 8B R,@=N,X
zero - arithmetic register

DBNZ Decrement, test index, and branch on 8F R,@=N,X
non-zero

ISE Increment, test, and skip on equal - 80 R,@=N,X
arithmetic register

ISNE Increment, test, and skip on not equal - 81 R,8=N,X
arithmetic register

DSE Decrement, test, and skip on equal - 82 R,@=N,X
arithmetic register

DSNE Decrement, test, and skip on not equal - 83 R,@=N,X
arithmetic register

BCLE Branch on arithmetic register less than 84 R,R,N

or equal to
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
BCLE Branch on index less than or equal to 86 R,R,N
BCG Branch on arithmetic register greater 85 R,R,N

“ than
BCG Branch on index greater than 87 R,R,N
PSH Push word - arithmetic register 93 R,@N,X
PUL Pull word - arithmetic register 97 R,BN,X
MOD Modify - arithmetic register 9F R,@N,X
BLB Branch and load register with PC 98 R,8=N,X
BLX Branch and load index register or vec- 99 R,8=N,X
tor parameter register
LEA Load effective address - index register 56 R,@=N,X
LEA Load effective address into base regis- 52 R,@=N,X
ter
INT Interpret - arithmetic register 92 R,8=N,X
XEC Execute 96 @=N,X
FLFX Convert floating point single length to AO R,BN,X
fixed point single length - arithmetic
register
FLFH Convert floating point single length to Al R,@N,X
fixed point half length - arithmetic
register
FDFX Convert floating point double length A2 R,@N,X
fixed point single length
FXFL Convert fixed point single length to A8 R,GN,X
floating point single length
FXFD Convert fixed point single length to AA R,@N,X
floating point double length
FHFL Convert fixed point half length to A9 R,@N,X

floating point single length
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Table 1-2. Scalar Instruction Set (Continued)

Mnemonic . Operation Operand
Code Instruction Code Format
FHFD Convert fixed point half length to AB R,@N,X

floating point double Tength
NFX Normalize fixed point single length - AC R,GN,X
arithmetic register
NFH Normalize fixed point half length - AD R,@N,X
arithmetic register
. . Assembler
Mnemonic . Operation . Operand
Code Instruction Code Supp!1es Format
R Field
MCP Monitor call and proceed 90 I,X
MCW Monitor call and wait 94 I,X
VECT Vector BO R =1 @N, X
VECTL Vector after loading vector BO R=0 @N,X
file

Compare Code Branch Operation Code = 91
BCC Branch on compare code 91 M,0=N,X
NOP Take next instruction 91 R=20 @=N,X

Comment: Execution of data values or indirect address constants will have the
effect of a no-operation if the first four bits of the word (operation code)

are zeros.
BE (R) = (o) 91 R=1 @=N,X
BG (R) (e) 91 R=2 @=N,X
BGE (R) («) 91 R=3 @=N,X
BL (R) (a) 91 R=4 @=N,X
BLE (R) (o) 91 R=5 @=N,X
BNE (R) # (@) 91 R=26 @=N,X
B Unconditional branch R=17 @=N,X
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Table 1-2. Scalar Instruction Set (Continued)

e opepstion | Sippties | Gperand
Logical Branch Operation Code = 91
BCZ A11 bits are zero 91 R=1 @=N,X
BCO A11 bits are one 91 R=2 @=N,X
BCNM Not mixed 91 R=3 @=N,X
BCM Mixed zeros and ones 91 R=4 @=N,X
BCNO  Not all ones 91 R=25 @=N,X
BCNZ Not all zeros 91 R=6 @=N,X
Result Code Branch Operation Code = 95
BRC Branch on result code 95 M,0=N,X
BZ (R)y =0 95 R=1 8=N,X
BPL (R) >0 95 R=2 @=N,X
BZP (Ry20 95 R=3 @=N,X
BMI (R)< 0 95 R=4 @=N,X
BZM (Ry <0 95 R=5 @=N,X
BNZ (R)y # 0 95 R=6 @=N,X
Logical Result Branch Operation Code = 95
BRZ A11 bits are zero 95 R=1 @=N,X
BRO A11 bits are one 95 R=2 @=N,X
BRNM Not mixed 95 R=3 @=N,X
BRM Mixed zeros and ones 95 R=14 @=N,X
BRNO Not all ones 95 R=5 @=N,X
R=26 @=N,X

BRNZ Not all zeros 95
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Table 1-2. Scalar Instruction Set (Continued)

. . Assembler
Mnemonic . Operation - Operand
Code Instruction Code Sgpg};$z Format

Arithmetic Exception Branch Operation Code = 9D

BAE Branch on arithmetic exception 9D M,0=N,X

BU Floating point EXP underflow 9D R=1 @=N,X

BO Floating point EXP overflow 9D R=2 @=N,X

BUO Floating point EXP underflow 9D R=3 @=N,X
or overflow

BX Fixed point overflow 9D R=24 @=N,X

BXU Fixed point overflow or float- 9D R=25 @=N,X
ing EXP underflow

BXO Fixed point overflow or float- 9D R=6 @=N,X
ing EXP overflow

BXUO Fixed point overflow or float- 9D R =7 @=N,X
ing EXP overflow or underflow

BD Divide check 9D R=28 @=N,X

BDU Divide check or floating point 9D R=29 @=N,X
EXP underflow

BDO Divide check or floating point 9D R=A @=N,X
EXP overflow

BDUO Divide check or floating point 9D R=8B @=N,X
EXP underflow or overflow

BDX Divide check or fixed point 9D R=2C @=N,X
overflow

BDXU Divide check or fixed point 9D R=D @=N,X
overflow or floating point EXP
underflow

BDXO Divide check or fixed point 9D R=E @=N,X
ocverflow or floating point EXP
overflow

BDXUO Divide check or fixed point 9D R=F @=N,X

overflow or floating point EXP
overflow or underflow
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Table 1-2. Scalar Instruction Set (Continued)

. . Assembler
Mnemonic . Operation : Operand
Code Instruction Code Sgpg};$§ Format

Branch on Execute Condition Operation Code = 9C

L]
—

BXEC Branch on Execute branch con- 9C R
dition true or odd

@N,X
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OP BITS 4-7

OP BITS 0-3

1 2 3 4 S © 7 8 9 A B C D E F

LRL STz LN A Al A Al ISE MCP FLFX | VECT SA AND ANDI
STZH | LNH AH AlH ISNE BCC FLLFH SAH ANDD

LAM SPS LNF AF LEA A Al DSE INT FDFX CAND | CANDI
LAC STZD | LND AFD DSNE | PSH SAD CANDD
L ST STN AM L D DI BCLE | MCW SL OR ORI
LLL STLL | STNH | AMH LIH DH DIH BCG BRC SLH ORD
LLA STRL | STNF | AMF LEA DF BCLE | XEC RVS COR CORI
LD STD STND | AMFD DFD BCG PUL SLD CORD
L ST LNM S St M Ml 1BZ BLB FXFL C Cl XOR XORI1
LLR STLR | LNMH | SH SIH IBNZ BLX FHFL CH CIH XORD
XCH STOH | LNMF | SF M MI DBZ FXFD CF
LF STF LNMD | SFD DBNZ FHFD CFD
L ST LM SM L M MI 1BZ BXEC | NFX sC EQC EQCI
LRR STRR LMH SMH MH MIH IBNZ BAE NFH SCH EQCD
Lo STO LMF SMF MF DBZ C Cl
LFM STFM | LMD SMFD MFD DBNZ MOD SCD

Figure 1-3.
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Table 1-3. Vector Instruction Set

Mnggggic Function Opeggg;on
VA Vector Add, fixed point, single length 40
VAH Vector Add, fixed point, half length ' 41
VAF Vector Add, floating point, single length 42
VAFD Vector Add, floating point, double length 43
VAM Vector Add magnitude, fixed point, single length 44
VAMH Vector Add magnitude, fixed point, half length 45
VAMF | Vector Add magnitude, floating point, single length 46
VAMFD Vector Add magnitude, floating point, double length 47
N Vector Subtract, fixed point, single length 48
VSH Vector Subtract, fixed point, half length 49
VSF Vector Subtract, floating point, single length 4A
VSFD Vector Subtract, floating point, double length 4B
VSM Vector Subtract magnitude, fixed point, single length 4C
VSMH Vector Subtract magnitude, fixed point, half length 4D
VSMF Vector Subtract magnitude, floating point, single 4E

length
VSMFD Vector Subtract magnitude, floating point, double 4F
length
VM Vector Multiply, fixed point, single length 6C
VMH Vector Multiply, fixed point, half length 6D
VMF Vector Multiply, floating point, single length 6E
VMFD Vector Multiply, floating point, double length 6F
VDP Vector dot product, fixed point, single length 68
VDPH Vector dot product, fixed point, half length 69
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Table 1-3. Vector Instruction Set (Continued)

Mnggggic Function Opeggglon
VDPF Vector dot product, floating point, single length 6A
VDPFD Vector dot product, floating point, double length 6B
VD Vector Divide, fixed point, single length 64
VDH Vector Divide, fixed point, half length 65
VDF Vector Divide, floating point, single length 66
VDFD Vector Divide, floating point, double length 67
VSA Vector Shift arithmetic, fixed point, single length co
VSAH Vector Shift arithmetic, fixed point, half Tength C1
VSAD Vector Shift arithmetic, fixed point, double length C3
VSL Vector Shift logical, single length C4
VSLH Vector Shift arithmetic, half length C5
VSLD Vector Shift arithmetic, double length C7
VsSC Vector Shift circular, single length cC
VSCH Vector Shift circular, half length CD
VSCD Vector Shift circular, double Tength CF
VAND Vector logical AND, single length EO
VANDD Vector logical AND, double Tength El
VOR Vector logical OR, single length E4
VORD Vector logical OR, double length E5
VXOR Vector logical Exclusive OR, single length ES
VXORD Vector logical Exclusive OR, double length E9
VEQC Vector logical Equivalence, single length EC
VEQCD Vector logical Equivalence, double length ED
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Table 1-3. Vector Instruction Set (Continued)

Mnemonic . Operation
Code Function Code
VL Vector search for largest arithmetic element, fixed 50
point, single length

VLH Vector search for largest arithmetic element, fixed 51
point, half length

VLF Vector search for largest arithmetic element, float- 52
ing point, single length

VLFD Vector search for largest arithmetic element, float- 53
ing point, double length

VLM Vector search for largest magnitude, fixed point, sin- 54
gle length

VLMH Vector search for largest magnitude, fixed point, half 55
length

VLMF Vector search for largest magnitude, floating point, 56
single length

VLMFD Vector search for largest magnitude, floating point, 57
double length

VSS Vector search for smallest arithmetic element, fixed 58
point, single length

VSSH Vector search for smallest arithmetic element, fixed 59
point, half length

VSSF Vector search for smallest arithmetic element, float- 5A
ing point, single length

VSSFD Vector search for smallest arithmetic element, float- 5B
ing point, double length

VSSM Vector search for smallest magnitude, fixed point, 5C
single length

VSSMH Vector search for smallest magnitude, fixed point, 5D
half length

VSSMF Vector search for smallest magnitude, floating point, 5E
single length

VSSMFD Vector search for smallest magnitude, floating point, 5F

double length
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Table 1-3. Vector Instruction Set (Continued)

Mngggzic Function Opegzglon
VC Vector arithmetic comparison, fixed point, single DO
length
VCH Vector arithmetic comparison, fixed point, half D1
length
VCF Vector arithmetic comparison, floating point, half D2
length
VCFD Vector arithmetic comparison, floating point, dou- D3
ble length
VCAND Vector Logical Comparison using AND, single length E2
VCANDD Vector Logical Comparison using AND, double Tength E3
VCOR Vector Logical Comparison using OR, single length E6
VCORD Vector Logical Comparison using OR, double length E7
VMG Vector Merge, single words D8
VMGH Vector Merge, halfwords D9
VMGD Vector Merge, doublewords DB
Vo Vector order single words, fixed point D4
VOH Vector order halfwords, fixed point D5
VOF Vector order single words, floating point D6
VOFD Vector order doublewords, floating point D7
VPP Vector peak, fixed point, single length DC
VPPH Vector peak, fixed point, halflength DD
VPPF Vector peak, floating point, single length DE
VPPFD Vector peak, floating point, double length DF
VFLFX Vector floating to fixed point conversion, single A0
length '
VFDFX Vector floating to fixed point conversion, double to A2

single lengths
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Table 1-3. Vector Instruction Set (Continued)

Mnemonic . Operation
Code Function Code
VFLFH Vector floating to fixed point comparison, single to Al

half lengths
VFXFL Vector fixed to floating point conversion, single A8
lengths
VFHFL Vector fixed to floating point conversion, half to A9
single lengths
VFXFD Vector fixed to floating point conversion, single to AA
double lengths
VFHFD | Vector fixed to floating point conversion, half to AB
double lengths
VNFX Vector normalize, fixed point, single length AC
VNFH Vector normalize, fixed point, half length AD
VSEL Select single words from vector A BO
VSELH Select halfwords from Vector A B1
VSELD Select doublewords from Vector A B3
VREP Replace single words in Vector c B8
VREPH Replace halfwords in Vector [ B9
VREPD Replace doublewords in Vector T BB
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133ndWoY 31413Ud19S PIJUEAPY

OP BITS 4-7

OP BITS 0-3

a4 ) 6 7 A B8 C D E
o VA viL VFLFX VSEL VSA vC VAND

' VAH VLH VFLFH VSELH VSAH VCH VANDD
2 VAF VLF VFDF X VCF VCAND
3 VAFD VLFD VSELD VSAD VCFD VCANDD
4 VAM vLM vD vsL \"J¢] VOR

Y VAMH VLMH VDH VSLH VOH VORD
6 VAMF VLMF VDF VOF VCOR
7 VAMFD| VLMFD VDFD vsSLD VOFD VCORD
8 VS VvSS VDP VFXFL VREP VMG VXOR
9 VSH VSSH VDPH VFHFL VREPH VMGH VXORD
A VSF VSSF VDPF VFXFD

8 VSFD VSSD VDPFD VFHFD VREPD VMG

[ VSM VSSM vM VNFX vCcs vPP VEQC
[o) VSMH VSSMH VMH VNFH VCSH VPPH VEQCD
E VSMF VSSMF VMF VPPF

F VSMFD| VSSMFD| VMFD VvCsD VPPFD

Note: Blank Boxes represent illegal Op Codes.

Figure 1-4.

Vector Op Code Map
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1-23 INSTRUCTION FORMAT

The instruction word of the Central Processor contains 32 bits and is divided
into five fields (see figure 1-5):

. Bit Field .
Field Name . Positions Size Function
oP 0-7 8 Operation Code
R 8-11 4 Register address
T 12-15 4 Address modifier tag
M 16-19 4 Base address designator
N 20-31 12 Displacement address
A}
o 4 8 12 16 20 24 28 31
Ho Hy Hp Hay Hy, Hg Heg Hy

HEXADECIMAL CHARACTER

Figure 1-5. ASC Instruction Word Format
o Op-Field. The Op-Field specifies the machine instruction to be
executed.

¢ R-Field. The R-Field addresses one of 16 registers from the arith-
metic, base, or index register group.

e T-Field. The T-Field is an address modifier tag that has the fol-
Towing interpretation:

. Virtual Address, o,
T Addressing Type of Memory Operand
0 Direct address N + (M)
1-7 Indexed address N+ (M) + (T)
8 Indirect (N + (M)
9-F Indexed indirect (N+ (M) + (T -8))
address

A symbol or expression enclosed by parentheses () represents "the
contents of."

The T-field (figure 1-6) may be decomposed into an I-bit and an
X-field where the most significant I-bit designates indirect ad-
dressing and the 3-bit X-field specifies one of seven index reg-
jsters used in the indexing operation. The index registers are
physically assigned to register file address locations 21 through
27 (hexadecimal%. A special set of index instructions are used to
load, store, modify, and test the index registers.
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BIT X—-FIELD

T-FIELD

Figure 1-6. T-Field Subdivision

Displacement indexing is provided such that the indexing operation
is compatible with word size; i.e., the index registers are auto-
matically aligned according to word size. If an index register
contains the value K, the Kth element of an array is accessed,
whether it is a halfword, singleword, or doubleword.

M-Field. The M-field is a base register designator. It is used

to extend the addressing range capability of the ASC to a potential
16.7 million words. The M-field selects one of fifteen 24-bit base
registers to be added to the N-field displacement before indexing
or indirect addressing. No base addressing is used when M equals O.

N-Field. The N-field is the address displacement relative to the
base address contained in M.

The M- and N-fields also may be interpreted as immediate operands when immed-
jate instructions are specified by the operation code.

1-24 DATA FORMATS

Four data format representations may be used in the ASC:

SIGN

Fixed point, single length, 32-bit word (see figure 1-7).

MsB

FIXED POINT SIGNED INTEGER

of 1+

Figure 1-7. 32-bit, Fixed Point Data Word Format

The sign bit is zero for positive numbers and one for negative.
Negative numbers are represented in twos complement notation. The
binary point is to the right of the least significant bit (LSB),
particularly for multiplication or division. The result after ad-
dition is the same as though two binary fractions were added.
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o Fixed point, half length, 16-bit word (two half length words are
shown in figure 1-8).

SIGN

SIGN _\ Ms8 Ls8 ’4——_»153 '/—— Ls8

b4 SIGNED INTEGER * SIGNED INTEGER

o 1 2 . . . 16 17 18 31

Figure 1-8. 16-bit, Fixed Point Data Word Format

The sign bit is zero for positive numbers and one for negative.
Negative numbers are represented in twos complement notation. The
binary point is to the right of the LSB. Numbers are in fixed
point signed integer notation.

0 Floating point, single length, 32-bit word (see figure 1-9).

Ls8

SIGN —\‘ /-—— MsB

BIASED EXPONENT FRACTION

1 . . . 7 8 9 . . . 31

Figure 1-9. 32-bit, Floating Point Data Word Format

The sign bit is zero for positive numbers and one for negative.
Sign and magnitude representation is used for the fractional por-
tion, bits 0, 8 through 31. The binary point is to the left of
the MSB of the fraction (between bits 7 and 8).

The biased hexadecimal exponent has the range 00]6 to 7F16’ which

covers the base 16 exponent range 16'64 to 16+63.

If the value 40 hex is subtracted from the biased exponent, a num-
ber is obtained which in signed integer twos complement notation
(sign in bit position 1) can be converted to its equivalent deci-
mal value. Sixteen raised to this decimal power gives a number
which when multiplied by the fraction produces the number that was
represented in floating point notation.

Examples:
Floating point Decimal value
4110 0000 ~(1716) x 161 =1
4210 0000 (1/16) X 162 =16
C110 0000 -(1/716) X 161 = -
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Floating point Decimal value

7FFO 0000 (15/16) X 1663

0010 0000 (1/16) X 16-64 = 16-65

By definition:

0000 0000 zZero

7FFF FFFF +

FFFF  FFFF - @

7F00 0000 Indefinite (machine generated)
XX00 0000 Indefinite (dirty zero)

e Floating point, double length, 64-bit word (see figure 1-10).

SIGN MsB

+ | BIASED EXPONENT FRACTION

°c 12 . . .. 7809 . .. A

LS8

FRACTION

Figure 1-10. 64-bit, Floating Point Data Word Format

The sign bit is zero for positive numbers and one for negative.
Sign and magnitude representation is used for the fractional por-
tion, bits 0, 8 through 63. The binary point is to the left of
the MSB of the fraction (between bits 7 and 8).

The biased hexadecimal exponent has the range 0016 to 7F16’ which

covers the base sixteen exponent range 16'64 to 16+63.

Subtracting the value 40,,. from the biased exponent yields a num-
ber which, in signed intéger twos complement notation (sign in bit
position 1), can be converted to its equivalent decimal value.
Sixteen raised to this power gives a number which when multiplied
by the fraction produces the number that was represented in float-
ing point notation.

1-25 PHYSICAL DESCRIPTION

The ASC Central Processor in a one-pipe configuration is housed in a series of
eight vertical logic and service columns. Figure 1-11 illustrates a typical
layout for these columns; their actual arrangement may be changed to meet the
physical requirements of the particular site. Each vertical logic column (IPU,
MBU or AU) contains a three motherboard chassis capable of accepting up to 66
logic cards. Three other vertical columns containing mounting space for power
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1PU CENTRAL AU AU AU
LOGIC SERVICE LOGIC POWER SERVICE
COLUMN COLUMN COLUMN SUPPLIES COLUMN

MBU
LOGIC
COLUMN

1PU
POWER
SUPPLIES

MBU
POWER
SUPPLIES

(A) 115135

Figure 1-11. Typical ASC Central Processor One-Pipe Configuration

supplies provide the dc power requirements for their respective CP unit. Be-
tween the three main logic columns is a service column that contains the con-
nector panels for the cable connections between the logic columns. In addition
to this central service column, other non-logic service columns provide elec-
trical output busses and water input plumbing for the CP cooling system.

1-26 COOLING SYSTEM

The Central Processor cooling system consists of a combination of forced air

and circulated, cooled water to dissipate heat generated by the logic circuits.
This cooling system is represented schematically in figure 1-12. The cold

plate between each set of logic cards is a copper plate with small tubes run-
ning through it. Cooled water pumped through these tubes absorbs heat from the
air surrounding the cold plate and carries the heat away from the logic card
area to a heat exchanger. The heat exchanger releases the heat to the surround-
ing air and returns the cooled water to the logic chassis to complete the cycle.
A blower assembly in each logic column aids cooling by circulating room temper-
ature air past the logic cards.

1-27 LOGIC CIRCUITS
Central Processor logic is implemented on 9-1/2 inch by 7-1/2 inch printed cir-

cuit boards using Emitter Coupled Logic (ECL) integrated circuit packages. A
272-pin connector on one end of the circuit board mates with a corresponding
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Figure 1-12. Schematic Representation of CP Cooling System

receptacle in one of three motherboards in a vertical logic column. The mother-
board supplies inter-chassis wiring connections plus a bus of common signals,
bias voltages and ground. Figure 1-13 illustrates the different logic circuits
in the ECL logic set. Table 1-4 defines the function of each of these logic
circuits. Refer to section VI, Parts Listing, of this manual for a listing of

the logic cards by chassis location.
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Table 1-4. ECL Circuit Types

Type Title
1B Four single to double ended converters
2N Four 2-input inverting gates
2B Three 2-input complementary gates
3N Three 3-input inverting gates
4B Two 4-input complementary gates
9B 9-input complementary gate

31 Two 3-input, 3-output inverting gates
3M Two 3-input, 3-ouput non-inverting gates
41 Two 4-input, 2-output inverting gates

SQ Three 3-input, One 2-input gates with dotted complementary out-
puts

GC Four bit group carry gate structure

Q3 Four 3-input with dotted inverted output
DE Three bit decoder with enable

AC Full sum-carry with complementary outputs
H2 Six 2-input with dotted inverted outputs
FF Two single-input gated clocked latches
DF Two 2-input gated clocked Tatches

TR Termination resistors (40Q)

SR Termination resistors (80%)

TE TTL/ECL level converters W/ECL enable

ET ECL/TTL level converters

oD TTL output drivers

RS Termination resistors (400Q pulldown)

RD Termination resistors (800 TTL)
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Table 1-4. ECL Circuit Types (Continued)
Type Title
AD Two 2-input ECL/MOS level converters
DD Four single-input TTL/MOS Tlevel converters

MA MOS 256 X 8 memory array

2S Two 2-input line receivers
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SECTION II
INSTALLATION

2-1 GENERAL

Installation information is not provided in this publication. Refer to the
ASC System Installation manual, Texas Instruments part number 929980-1.
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SECTION III
OPERATING INSTRUCTIONS

3-1 GENERAL

Operating instructions are not included in this publication. Refer to the
ASC Operator's Manual, Texas Instruments part number 931433-1,
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SECTION 1V
PRINCIPLES OF OPERATION

4-1 GENERAL

The ASC Central Processor is a layered pipeline processor. As such, the CP
contains distinct levels, or stages, in the development of an instruction in
the IPU, of operands in the MBU, and of results in the AU. Each of these
levels can hold and simultaneously operate on a separate instruction or set
of operands, unless the level has been reserved by a previous instruction.
The IPU contains five levels for instruction development (levels 0-4), the
MBU has an input and an output level for operand selection (levels 5 and 6),
and the AU has a minimum of two levels (input and output). The number of ef-
fective Tevels in the AU varies with the operations being performed. Figure
4-1 illustrates the basic components of the Central Processor, their inter-
connections, and their relation to the levels of the CP pipe. The following
theory discussion centers around this block diagram and explains the major
functions of each block in the Central Processor. Additional maintenance
data is included in the appendices to this manual. Detailed controller flow-
charts and discussion follows the block diagram description.

4-2 IPU LEVEL O

Level 0 of the IPU generates addresses to central memory to request instruc-
tion octets (eight word groups), receives the octets from memory, and selects
one word instructions from the octets for transfer to the Instruction Register
(IR) in level 1. The addressing portion consists of the Look-Ahead (LA) Reg-
ister, the Present Address (PA) Register, the Output Address (OA) Register

and the Branch Address (BA) Register. These registers ensure that the correct
address will be in OA to access the next octet of instructions for the IPU.
The Memory Interface File (KCM) and the two Current Instruction Files (KA and
KB) receive and hold instruction octets from memory so that the selection
circuits may access words from the octets. The File and Word select circuits
use the address in PA to select an instruction from either KA or KB. While
instructions are being drawn from either KA or KB, the other unused file can
receive a new octet from memory. This latter file can then supply the next
series of instructions without delay to the IPU. The following paragraphs
describe the function of each of these level 0 components.

4-3 LOOK-AHEAD REGISTER (LA)

LA is a 24-bit register that normally holds the address of the octet that is
currently being requested from memory. When central memory accepts that re-
quest, the output from LA is fed through an adder to increase the address by
eight to form the address of next octet in sequence. This new octet address
enters the OA register for transfer to central memory, and also the LA reg-
ister for the next look ahead cycle. At the start of an instruction sequence,
the first address to be fetched from memory is in the P3 register (P3 receives
this address during initial CP loading, since the addressing registers at
level 0 are used to load the CP with the new program). To initiate the new

4-1 Advanced Scientific Computer



a2

program the address in P3 transfers into OA, LA and PA. The IPU issues a mem-
ory request for the octet indicated by the address in 0A, and transfers the
address in LA through the adder to OA and LA. The address in PA selects an
instruction from the octet when it returns from memory. LA continues to sup-
ply addresses through the adder to OA until the end of the program sequence

if no cycle interruptions occur.

4-4 CYCLE INTERRUPTIONS. The normal processing cycle for the LA register may
be broken by either a branch instruction, a Load Look-Ahead (LLA) instruction,
or an instruction hazard at level 3 of the IPU. When a branch instruction
reaches level 3 of the IPU and the address of the branch target is not already
in the pipe, the address of the new instruction transfers from the AR register
in level 3 to LA, OA and PA so that instructions from the branch path may be
accessed from memory and loaded into the IPU.

An LLA instruction prepares the IPU for a branch back to a point in the pro-
gram sequence occupied by the LLA. When the LLA reaches level 3 of the IPU,
the address of the LLA in the P3 register is stored into the BA register.
When the indicated branch instruction enters the pipe, the address in BA
transfers to LA and OA to fetch the octet containing the LLA from memory and
continue to access instructions from that instruction path.

If an instruction reaches level 3 of the IPU and a hazard has occurred that
makes the instruction invalid, the address of that instruction is transferred
from P3 to LA and OA to re-fetch that instruction octet from memory to obtain
valid information for that instruction. When memory returns the valid instruc-
tion, the look ahead cycle continues in the normal manner.

4-5 OQUTPUT COMPARE. The output of the LA Register feeds two compare circuits.
One network uses the output to determine if a far range instruction hazard ex-
ists in the LA octet. The other network determines if the LA octet contains
the object address of a branch or execute instruction or an indirect address.
Refer to the discussion of these networks for further explanation of the com-
parisons.

4-6 LOAD LOOK-AHEAD COUNTER

The Load Look-Ahead Counter is a 12-bit, decrementing counter used only during
a Load Look-Ahead instruction. When the LLA instruction reaches Level 3 of the
IPU, the N field of that instruction enters the LLA Counter. The N field spec-
ifies the number of instructions to be executed before the required branch oc-
curs. The counter then decrements by one for each instruction that reaches
Level 1 of the pipe. When the LLA count minus the number of active IPU levels
(at the time of the LLA) is equal to zero, the counter transfers the address in
the Branch Address Register to the Look-Ahead Register (LA) request to

memory. Refer to the Load Look-Ahead controller discussion for a flow chart
and theory of the look-ahead process.

4-7 BRANCH ADDRESS REGISTER (BA)

BA is a 24-bit register that is used only during a Load Look-Ahead operation.
When the LLA instruction reaches Level 3 of the IPU, the instruction address

at that level transfers from the P3 Register to BA. BA then holds that address
until the LLA Counter transfers the address to the LA register.

4-2 Advanced Scientific Computer



LOAD DATA FROM
CENTRAL MEMORY

8 X 32

REGISTER FILE

ADDR 17
16

15
14

12

1" 7
10 [ABOR

GENERAL
STORAGE
FILE

15| ADDR

GENERAL
STORACE
FILE

P3
REGISTER

P3 RGTR OUTPUT

(LA RGTR)

X0)

VECTOR j
PARAMETER
FILE
v

2

PROGRAM T
ADDRESS L= P2
(P1 RGTR) REGISTER
24 BITS
o 6 X 32
RGTR —
SELECT J BASE
-—{-”—32}-—— ADDRESS
vecToR REGISTER
ADDRESSES (8R)
(v1,v2,v3)
4
v
FIELD
32|
DISLACE-
INSTRUCTION MENT
REGISTER
WORD
(NR)
.t
FIELD
INDEXING
REGISTER
(XR)
R
SELECT
H— @)
RGTR FILE
ouTPUT
g
2 LEVEL 2
ROM
1
XFR
LVL 1 —
Lve 2 R2
REGISTER

FIELD

SET ACTIVE 2 LRH

LEVEL 2
STATUS

BRANCH
ADDR
P ” LOOK AHEAD ADDR_| RGTR
iAAY
INSTRUCTION HAZARD
LOAD ADDR \ “
64
LOOK
EF RESULTANT
LOAD AHEAD po
REGISTER
LOOK AHEAY | oap Look]anEAD
CONMNTER (LAY
AND GON ARTLA
TROL
T . °
e | 2
@
ADDRESS ouTRUT {21]
TO CENTRAL 1 ADDRESS 2 24
MEMORY REGISTE!
10A
AR RGTR
B 2
OUTPUT 1
O ? ARTOA PRESENT
3 ADDRESS
TRANSFER
RTPA | REGISTER 4{24}_.. o
(PAY
=T
{24} FeTR
g s §
— NSTRUCTION
RGTR FILE 7l ook WORD RGTR
SOTROT 1 il sececT [T (R)
(& X 37 32 BITS
INSTRUCTION
am) | e 2
RGTR 7| -
LSB
6 i 8
BIDIRECTIONAL _ (STORE FILE) 3
8US To CM (STCORE DETAILS) Y
CENTRAL 8 X 32 ! !
MEMORY OfRGTR o
FILE
8 X 32 cen KA sELECT
MEMORY r— CURRENT
INTERFACE NSTRUCTION
FILE FILE
STORE * *LOAD
GETAILS DETAILS]
3
! LEVEL
of RGTR o
LEVEL 1 STATU:
NOTE [CONTROLLER
KB
*EVERY FF IN IPU CONNECTS TO A CURRENT
RGTR IN KCM FOR LOAD OR STORE INSTRUCTION
DETAILS FILE
LEVEL3
STATUS
LONG RANGE HAZARD (LRH
- SET ACTIVE 2
LEVEL
1
HAZARD
@—chmousw LEVEL 2 STATUS
D) 124533 XFR LVL1 —LvVL2

24
(PA RGTR)
[Zal BRANCH
-
SELECT | (NDEX XFR
RGTR 72} el
= OMPARISONS
L) ' o
MODIFICATION m
ADDER
@'_- SIGN —
A ADDER AR RGTR OUTPUT
EXTENSION S RESULTANT
(aR)
SULECT
REGISTER A
EXTENSION
(@)
POINT
oP
CODE
B,i, OR E
LEVEL
G 4 :
81T ROM VL3
— w
SHIFT ROM
NETWORIC 2
SELtCT
DOUIILE,
SINGIE
OR HALT WORD
CONTROL
BITS
c3 C3 ROM
24 RoM SUPPLEMENT
SUPPLEMENT ——"®
RGTR £
. D._. R3 R FIELD
- rEciSTER )
ouThu T (4 BITS)
XFR LVL 2
v o LVL3
2 HAZARD
PAC 4
88
B____. LEVEL CONTROL
LEVEL 2
SETACTIVE 3 3 n
lconTROLLER LRH CONTROLLER
- PUSSISEE 2

LEVEL 3 STATUS

Figure 4-1.

Central Processor Block

Diagram (Sheet 1 of 5)

4-3/4-4

Advanced Scientific Computer



MBU

IPU
CONTROL [—_CONTROI o7
AA iy EE 06
' XFR LEVEL 4 5 05,
LvL ' CON- 03
PAC 4 3-4 TROLLER — PAC 5 - 02 REG
RGTR FILE B8 -2 L REGISTER
op SOTROT 24%04 d OPERAND OCTETS 5 00 RO RC ' OPERAND
1 WORD £3 RGTR FROM s ouTPUT REGISTER
SELECT OUTPUT CENTRAL MEMORY#% sc FROM 10 (64 BITS)
S 24 MEMORY
‘Z] 1 RO RGTR OUTPUT INTERFACE
RO N TO MBU FILE
32 — Jea
REGISTER | el REG RGTR
(PA RGTR)
(XA)
G 21 FAR RANGE | FRIHAZARD WORD ADDR
! INSTRUCTION AO RGTR OUTPUT
(LA RGTR) HAZARD TO MBU @
G—E}_. COMPARISON 24 IMM RGTR 4
AOQ
1 REGISTER ﬂ 0 II SCALAR
A
m OPERAN
64
« MAB
) / weo “A" VECTOR J@_’ ouTPUT 2
REGISTER
24 NEAR RANGE e, SELECT (64 BITS) OPERAND 4
INSTRUCTION | NRI HAZARD HAZARD | HAZARD X8 J\Q_- TO AU
HAZARD CONTROL vECTOR coaTe
(P2 RGTR) 1 - = IMMEDIA'
A 5X24 COMPARISON BUFFER BUFFER VECTOR
i ] BA RGTR OUTPUT FILE FILE
LA FROM
zp MBU
Z YBA RGTR OUTPUT
Z MODEL )
_{: l > sTACK ) SCALAR u a
DI
STORE ADDR (2] MM IMM TO ADDR GEN
E,_.@ IMMEDIATE AND LOOP CONTROL
5x24
3 ¢ OPERAND O ~ |- OPERAND 7S
OP HAZARD REGISTER
HAZARD AO RGTR OUTPUT (64 B1TS . WORD ADDR A
B—. COMPARISON FROM IPU b
Y]
AR RGTR s
OUTPUT
@ ADDRESS)
SIGN n IMMEDIATE
EXTENSION OPERAND
64
v MCD
"B" VECTOR
, WORD @_.. OUTPUT
SeLECT OR SCALAR REGISTER
o ex32 OPERAND (64 BITS)
[7] & =
SCALAR
VECTOR VECTOR OPERAN()
— OPERAND
BUFFER BUFFER — BUFFER
FILE FltE FIiLE
e 8
Lex7 P REGISTER
REGISTER RGTR HAZARD
————{ : }-u STACK HAZARD
R FIELD COMPARISON .
LEVELS R 2] YHTY scTv NOTE OPERANDS FROM AND DATA
4-12 TO CENTRAL MEMORY TRAVEL
LVL 3 RoM (16 BITS) OVER SAME BI-DIRECTIONAL
scTzezrTZe DATA BUS.
8 .—_.—.
! v INPUT GATES 2
LVL2TM
[
[ . ] SUPCSI_REOB:AENT ! Feees sere
R2 RGTR MM 'ZEA) 2
4 OuTPUT 3 WORD 2 = o o STORAGE DATA
ADDRESS REGISTER ._ B L8x32 | TO CENTRAL MEMORY *
RY CONTROL TO MBU T ——
L —-@ u RESULTANT o] SELEC RESULTANT HALF-PHASE 8x32
- N
3 - FRON: EF, STORAGE HO;[:_'EG STORAGH
MBU RGTR (AU FILE FILE
ROM 2 "
ADDR SCALAR ROM 3
RGTRS ADDR (MBU) 3
) E e
(C) 124534 00 |XFR
CONTROL

Figure 4-1. Ceniral Processor Block
Diagram (Sheet 2 of 5)

4-5/4-6

Advanced Scientific Computer



CONTROL TO AU

CONTROL

SCALARS aom MBU ROM CONTROL TO IPU CAF CONTRO A VECTOR CAF

FROM tPU LVL4 : = roor n n ROM OUT::T % 32}—— INPUT CIRCULAR ADDR‘ESS FILE OUTPUT

 RX RY RGTRS RoTR RG A VECTOR FETCH conTROL (CAF) CONTROL]
256 BITS ADDRESS GENERATION . -1 16 - 7 BIT RGTRS _—.“-

(9 BITS, ADDR ADDR

s |vecTors CONTROL " conTROL
GATE TIMING BITS BITS
FROM 1P sELecT

|

|

CONTROL TO AU |

| A ! RGTR STACK D,_. NEXT M;;JEL c:):— m |

EonTRO NAA

2 TROL ["PACZA A VECTOR __E__. X B::FER
T ADDR WORD ADDR
RGTR OPERAND o
125 BITS) ADDRESS oA

—-{Z}—— RGTR

4 BITS) l
XBA
EE 7 ;E}—J OCTET l

LEVEL S s LEVEL 6 OSHLECT A
2 CONTROLLER CONTROLLER L_xFRr con REQUEST r—-——————-————-—
TO Z ADDRESSING o AO RGTR FROM IPU 21 REGISTER
:z

Z DATA
DATA PAC CLR  |apDRESS
PRESENT CONTROL

CONTROL

MBU
CENTRAL MEMORY
REQUESTOR
(CMR)

To FROM .
LvL 4 PAC CLR 2 AND Z DATA RGTRS (21 BITSS ]
PAC CiR 2
ONTROLLER *
L) _.__._____._.______.________...__{ 21
MR OA JAA ASYN-
— I PRIORITY ._@._. MEMORY lc HRONOU!
OCTET : - ADDRESS
INIAL- B VECTOR FETCH YBA I .@.— CATE ADDRESS] REGISTER)] (a0
VECTOR COMPLETE
1ZATION ADDRESS GENERATION ——@——q octer | RGTR (21 BITS) OCTET ADDRESS
CONTROL REQUEST l 4 (21 BITS) TO CENTRAL
REGISTER _—— ] - MEMORY (8 CLOCKS)
ADDRESS ADDER J[zx l— _]
[ C VECTOR LOOP CONTROL ™ 21 arrsy
LOAD AND XFR Al B VECTOR LOOP CONTROL FTYY A ' Zce AzZC
COMMAN DS <l A VECTOR LOOP CONTROL 8 VECTOR —— E’—. ¥ HUF- | WORD ADDR ZONE n
] ADDR § E£R O ) w ’-—.—u CONTROY
LPS FLP (2 REG‘YRS‘ ERAND | m;rpi‘r ZONE CONTROL.
SELF LOOP SELF S8IT ST TO CENTRAL
T — 16 [® STORAGE Loop ASELECT B | MEMORY
1!
% RGTR 16 OUNTER £ DDR CONTROL
cou ADDR CONTROL | INPUT GATES
cAF 8 VECTOR . CAF HALF WORD CENTRAL n
‘ n INPUT CIRCULAR ADDR FIl E ouTPUT | BITS MEMORY
CONTRO! (CAF CONTROL | .- CHECK & ZFILN ~ | REQUESTER 2
1 16 -~ 7 BIT RGTRS
Fr 3 CONTROL. CONTRO! _L MERGE CONTROL ﬁ
INNER INNER E_-VECTOR A —_—e e e e | ———— - —_—_—_— - e e e — e - —_——— ___.I REQUESTS
‘S-Sg:AGE e CON’E TO CENTRAL
OUNTER TROLLER 25
RGTR cov . 25 NCA ZA ZAH /DA | cue MEMORY
. DCl 25 + 25 C VECTOR 2! stuumm'—.- HALF- —@'— MI MORY FILE
m DCO__ 15 ADDR STORAGE PHASE S1ORAGE |— I -
N
U DDRESS > RGTR JADDR RGTR HOLDING hobR RGTR
ADDER (25 BITS) (21 BITS) REGISTER 21 HETS) l
FNO n (21 BITS) ZEA
OUTER OSELECT C STORAGE |
LOOP + —E—. WORD -—E}—‘@ |
COUNTER
- - ADDR RGTR] N
Cotomen [4] @eirs) | ZEA 2
St - WORD |
AA ) ADDR
A LA T RACE NSA ZM HALF M Zem |
sca AR MODIFIED WORD MODI- WAL PHASH MEMORY E
STORAGE HALF 16-# FIED INDICA-] m 101 DING r—'—- STORAGE [~ l
N FROM R STACK " ADDR RGTR D"‘;’;’:’ TOR REGIS - W CISTER MODIFIED
; PuY (25 sirS) DE TER (16 BITS LwiTs) HALFWORDS |
DAS _— — —_—— = — ——7 REGISTER
! | CONTROL TO (16 BITS) |
- AND —
C VECTOR STORAGE <esronse From L —— L _
ADDRESS GENERATION - MASTER HARD
UNIT HARD CORE™“ CORE (MHC)
FROM,TO CSR-CSW -
CENTRAL . RESPONSE BITS :
MEMORY SEQUENCY COMMAND LSBS CAPTURE
et CONDITION BITS CONTROL ccr
| cp EonTrROL 5] GENERATED LSB'S
REGISTER . =
l ccr UR SELEGT TO COMMON COMMAND
4 oUTPUT MHC CIRCUITS ‘—l REGISTER (FROM PP-CR|
REGISTER FILE)
| . MCW, MCP UNIT l
A;gNE]:zgR STATUS UR SELECT REGISTER
COMMAND
TO/FROM PP REASON CODE READ.
CR FILE
.
10/FROM

(D) 124535 UNILT HARD CORES

Figure 4-1. Central Processor Block
Diagram (Sheet 3 of 5)
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4-8 PRESENT ADDRESS REGISTER (PA)

The PA Register is a 24-bit address register that holds the address of the next
word to be transferred from the instruction file to the Instruction Register (IR).
The address in PA increments by one word address each time a word enters the
Instruction Register. The three least significant bits of the PA Register se-
lect the word from the Instruction File during normal instruction processing.
These bits also determine when the last bit in an octet has been accessed and

are, therefore, used to gate input to the PA Register and to toggle the File
Select network from one instruction file to the other. As a new instruction
enters IR, the word address in PA transfers to P1 Register to accompany the in-
struction through the IPU.

4-9 PA INPUTS. The PA Register is normally loaded from the LA Register when
the three LSB's of PA are all 1's. However, the output from P3 can enter PA at
the start of an instruction sequence of if an instruction hazard is detected at
Level 3 of the IPU. The output from the AR register can also load PA during a
branch instruction, an execute instruction, or for indirect addressing, provid-
ing that the object address of the operation is contained in the current octet
as determined by the Branch, Execute, Indirect comparison network at Level 3.

4-10 OUTPUT ADDRESS REGISTER (O0A)

The Output Address Register is a 24-bit register that relays 21-bit octet ad-
dresses to Central Memory for data transfer to/from KCM. A1l memory accesses
from the IPU must transmit an address to memory through the OA register. Three
input paths to the OA register provide addressing capability for all IPU com-
munication to Central Memory.

4-11 P3 REGISTER OUTPUT. During an instruction sequence start-up, or if an in-
struction hazard is detected at Level 3 of the pipe, the contents of the P3
Register (Level 3 Program Address Register) transfer into the OA Register. P3
holds either the first address of the instruction sequence in the case of a
start-up operation, or the address of the instruction that must be re-fetched
due to an instruction hazard. In either case, the OA Register transmits that
address to Central Memory to begin the instruction sequence.

4-12 LA REGISTER OUTPUT. During normal instruction processing, new instruction
addresses enter the OA Register through the octet adder circuit (+8) from the
Look-Ahead Register. The LA register provides a continuous source of instruc-
tion addresses to be fetched from memory.

4-13 AR REGISTER OUTPUT. For indirect addresses or for branch or execute in-
structions, the output of the AR Register may transfer to the OA Register if
the required address is not already in the pipe. Comparison circuits at Level
3 determine if it is necessary to access memory for the desired word.

4-14 LOAD/STORE DETAILS. The OA Register transmits sequential addresses to
memory to Load or Store the contents of the IPU from or into memory. The de-
tails instruction from the peripheral processor loads the OA Register with a
pointer address that points to indicate the address of the first octet of the
details map in memory. A partial adder then increments the address by one oc-
tet (addition of 8) to provide sequential octet addresses to memory.
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~ 4-15 KCM MEMORY INTERFACE FILE

KCM is an octet register file containing eight 32-bit registers. This file
performs a buffer function between ASC Central Memory and the IPU registers and
flip-flops. A1l IPU data transfer operations to and from Central Memory must
pass through KCM. KCM holds the data until it can be synchronized with clock
pulses for orderly transfer through the IPU, or until memory accepts the data
to be stored.

4-16 INSTRUCTION PROCESSING. During instruction processing, the KCM file re-
ceives instruction octets from Central Memory and transfers the octets to one
of the two current instruction files: KA or KB. The KCM file is transferred
to whichever current instruction file is not being accessed by the current
instruction address. For indirect addressing, a direct path from KCM to the
instruction word select circuit by-passes the current instruction files to
avoid alteration of the files. This path allows an instruction from Central
Memory to be loaded directly into the Instruction Register.

4-17 LOAD/STORE DETAILS. Each bit in the KCM file connects directly to numer-
ous bits throughout the IPU for use in a Load or Store Details operation. Each
octet of the details map in Central Memory transfers sequentially to the KCM
file (Load Details). The position of the octet in the details map determines
which of the KCM output paths will be enabled for each bit of the octet until
all flip-flops and registers in the IPU reflect the condition specified in the
details map. The transfer path is similar, but in the opposite direction for

a Store Details operation. Certain Details paths are also used in Load/Store
Status or Intermediate commands. The process is the same for these operations
as for the Details operation, but Timited in scope.

4-18 STORE FILE. The Store File operation passes through KCM for transfer to
Central Memory. The output from the Register File fills KCM and the octet
transfers to memory. Load File enters data into KCM and then to the Register
File.

4-19 KA/KB CURRENT INSTRUCTION FILES

The Current Instruction Files are two octet files containing eight 32-bit reg-
isters each. During normal operation they receive alternate, synchronized
octets from KCM that contain instruction words to be accessed by the IPU. The
first octet enters the KA instruction file. While addresses are selecting

words from the KA file, KCM loads the next octet into the KB file. This alter-
nate loading process allows the IPU to proceed uninterrupted through an instruc-
tion sequence without the delay required to access a new octet from Central
Memory. This time advantage is lost, however, when a Branch instruction jumps
to an instruction that is not resident in either the KA or the KB file.

4-20 FILE SELECT

The File Select circuit controls the sequencing of the Current Instruction Files
and relays the file status to the Level 0 Controller. When the first instruc-
tion octet from memory enters KA, the File Select circuit gates the output from
the KA registers to the Word Select network. File Select then monitors the
three least significant bits (LSB) from the Present Address Register and enables
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the KB registers to the Word Select network on the clock after the three LSB's
of PA are all ones (hexadecimal 7). File selection alternates in a 1ike man-
ner until the instruction set is complete or a Branch instruction alters the
order of instruction processing. File Select also notifies the Level 0 Con-
troller when either instruction file is full and which file is selected. This
inaE]es]t?e controller to determine if valid data is available for transfer

o Level 1.

4-21 WORD SELECT

The Word Select circuit enables the proper instruction word from either KA or
KB to be transfered to the Instruction Register. The Look-Ahead Controller
determines when the transfer will take place. Only one octet is active to the
input of the word select circuits at any one time. During sequential instruc-
tion fetching, the file select circuit supplies one octet to the word select
network. When the object address of an indirect address or an Execute instruc-
tion is not resident in the KA or KB files, either the KCM octet or an octet
from the Register File supplies inputs to the word select network, depending
upon the origin of the instruction octet. The select circuit then monitors the
three LSB's from either the PA register (sequential instruction acquisition)

or the AR register (indirect addressing or Execute instruction). These bits
designate a particular word within the active octet.

4-22 LEVEL O CONTROLLER

The Level 0 Controller monitors the status of the instruction files to determine
if valid data is present in Level 0, checks the status of the Level 1 Controller
to determine if that level can accept a new instruction, and receives instruc-
tion status from Level 3 to determine if an instruction in Level 3 affects the
actions required by Level 0. Level 0 Controller then issues a transfer signal
to gate the Level 0 instruction and program address into the Level 1 registers.
Refer to the Level 0 Controller flowchart and description later in this sec-
tion for a detailed representation of controller functions.

4-23 IPU LEVEL 1

Level 1 of the IPU pipe is a passive level. It receives an instruction word
from the Level O selection network and holds it until Level 2 is ready to ac-
cept the new instruction. While in Level 1, the instruction is checked for an
indirect address or an Execute instruction, either of which disables instruc-
tion reception for Level 1 until the object of those functions passes through
Level 1. The following paragraphs describe the major components of Level 1.

4-24 P1 REGISTER

The P1 Register is a 24-bit register that holds the address of the instruction
currently in the Instruction Register of Level 1 of the IPU. The address trans-
fers into P1 from the PA register when the instruction enters the Instruction
Register and Teaves P1 when the Level 1 Controller gates the instruction to

Level 2.
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4-25 INSTRUCTION REGISTER (IR)

The Instruction Register is a 32-bit register that receives an instruction
word that has been selected from the instruction file, from Central Memory di-
rectly through KCM, or from the output of the Register File. IR holds the in-
struction until Level 1 Controller transfers it to Level 2. If IR contains an
Execute instruction, or one containing an indirect address, Level 1 Controller
prevents further instructions from entering the Instruction Register until the
object of that instruction is retrieved from memory and passes into the In-
struction Register.

4-26 LEVEL 1 CONTROLLER

The Level 1 Controller monitors the hazard detection circuit to detect a far
range hazard, checks the status of Level 2 Controller to determine if that
level can accept a transfer, and samples the instruction in Level 3 to deter-
mine its effect on Level 1. The controller then gates the contents of Level 1
into Level 2 and sets the active bit in the Level 2 Controller. Refer to the
Level 1 Controller flowchart and description later in this section for a com-
plete representation of the controller's functions.

4-27 REGISTER FILE

The Register File is a storage area in the IPU that is loaded by either a direct
memory transfer or from the output of the Arithmetic Unit of the Central Proces-
sor. The file consists of forty-eight 32-bit registers grouped into six octets.
The octets are designated by the letters A, B, C, D, I and V, and respond to the
hexadecimal addresses 01 through 2F if the "M" field of the addressing instruc-
tion is equal to zero. The output of the Register File is available to three
levels of the IPU pipe: Level 0 for indirect addressing and Execute instruc-
tions, Level 2 for base addresses and indexing, and Level 4 for operands and
vector parameters except X, Y, and Z addresses. The following paragraphs pro-
vide an outline of the contents and function of the octets in the Register File.

4-28 BASE ADDRESS FILE, A AND B

Octets A and B of the Register File (addresses 01 through OF) are used for base
addressing. Their output is selected by the 4-bit "M" field in the instruction
containing base addressing. Since an "M" field of zero indicates no base ad-
dressing is to be done, Register File address 00 is inaccessible by this net-
work. No register resides in location 00 of the Register File.

4-29 GENERAL STORAGE FILE, C AND D

Octets C and D of the Register File (addresses 10 through 1F) provide general
storage for arithmetic operations or for quick access by instructions. These
files can be loaded directly from memory to provide a source of instructions

or operands to the IPU.
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4-30 INDEX FILE, I

Octet I of the Register File (addresses 20 through 27) holds the index regis-

ters for indexing an address of an instruction. The T field of that instruc-

tion selects the proper register from the Index File to be used in the index-

ing process. Since a T field of zero indicates that no indexing will be per-

formed, address 20 of the I File is inaccessible to the indexing network. Ad-
dress 20 provides an additional general storage register.

4-31 VECTOR PARAMETER FILE, V

Octet V of the Register File (addresses 28 through 2F) supplies eight words that
define the parameters used in a vector operation. A vector instruction results
in reading the entire contents of the file. The words of the file are assigned
as shown in figure 4-2. Table 4-1 defines the word fields. Words 29, 2A, 2B

of the file, the starting addresses of the vectors, enter Level 2 of the IPU
pipe for possible address modification. The remaining five words enter di-
rectly into Level 4 for transfer to the MBU.

4-32 IPU LEVEL 2

Level 2 of the IPU pipe is a selection and holding level in preparation for ad-
dress modification. If index or base plus displacement addressing is indicated
by the incoming instruction, this level channels the proper index and base ad-

dress values into their respective holding registers, modifies the register

Ho Hy Ho H3 Hy Hg Hg Hy
REGISTER

28 OPR ALCT SV L
29 - XA SAA

2A HS XB SAB

2B Vi XC SAC

2c DAl DB1
2D DCI NI
2E DAO DBO
2F Dco NO

114314

Figure 4-2. Vector Parameter File Format
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Table 4-1. V-File Field Descriptions

Hex
Reg Character Field Description
28 Ho,sHj PPR Operation code
28 H2 ' ALCT Arith. & Log. Comparison Term
28 H3 SV Single-valued vector
28 Hg-H7 L Vector dimension
29 H1 ~ XA Initial index A
2A Hy XB Initial index B
2B Hy XC Initial index C
29 H2-H7 SAA Starting address A
2A H2-H7 SAB Starting address B
2B Ho-Hy SAC Starting address C
29 Ho-H7 (29) Immediate operand A
2A Ho-H7 (2A) Immediate operand B
2A Ho HS Halfword starting address
2B Ho VI Vector increment direction
2C Ho-H3 DAI +AAj, inner loop
2C Hg-H7 DBI +ABj, inner loop
2D Ho-H3 DCI +ACy, inner Toop
2D Hg-H7 NI Inner loop count
2E Ho-H3 DAQ +AAg, outer Toop
2E Ha-H7 DBY +ABp, outer Toop
2F Ho-H3 DCP +ACp, outer Toop
2F Hg-H7 N@ Outer loop count

outputs as required by the operation to be performed, and places the resulting
24-bit words for input to the Level 3 Modification Adder. The following para-
graphs describe functions of the major components of Level 2 of the IPU pipe.

4-33 LEVEL 2 CONTROLLER

The Level 2 Controller monitors the hazard detection circuit to detect a far
range hazard, checks the status of Level 3 Controller to determine if that lev-
el can accept a transfer, and samples the instruction in Level 3 to determine
its effect on Level 2. The controller then gates the contents of Level 2 into
Level 3 after any necessary address modification has been performed and sets
the active bit in the Level 3 Controller. Other control functions performed by
this circuit are determined by the specific operation being processed by the
pipe. Refer to the Level 2 Controller flowcharts and description later in this
section for a complete representation of controller functions.
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4-34 LEVEL 2 ROM

The Level 2 ROM receives the 8-bit operation code of the instruction word as it
enters Level 2. Depending upon the Op Code, the ROM generates 32 control bits

that are used in Level 2 to control instruction processing or that transfer to

the C3 ROM Supplement Register in Level 3. Refer to appendix A of this manual

for a 1isting of the ROM output bits.

4-35 R2 REGISTER

The R2 Register is a 4-bit register that receives the R field bits of the in-
coming instruction word and transfers them to Level 3 when the instruction
enters Level 3. The output of this register is also used in Level 4 hazard
detection logic to find a register hazard.

4-36 INDEXING REGISTER (XR)

The Indexing Register is a 32-bit register that receives input from one of the
seven index registers in the Register File. If the instruction entering Level
2 from Level 1 indicates that indexing will be required, the 4-bit T field of
that instruction selects one register in the I File for transfer to the Index-
ing Register. The output from XR enters a shift network. Control bits from
the Level 2 ROM indicate whether the index word will be left-shifted one bit
(doubleword addresses), right-shifted one bit (half-word addresses), or remain
unaltered (single word addresses). The output from the shift network enters
the modification adder.

4-37 DISPLACEMENT REGISTER (NR)

The Displacement Register is a 32-bit register that receives the instruction
word from the Level 1 Instruction Register. Only part of the instruction is
used by the displacement circuit, however. The instruction word from the Dis-
placement Register enters a sign extension circuit. Control bits from the Lev-
el 2 ROM then determine one of two possible places for sign extension to occur.
The LSB's of the resulting 24-bit word that enters the modification adder con-
tain either the N field (bits 20 to 31) of the instruction word, or both the M
and the N field (bits 16 to 31) of the instruction word. The remaining bits

to the left of these fields are the result of sign extension.

4-38 P2 REGISTER

The P2 Register is a 24-bit register that holds the address of the instruction
that currently resides in IPU Level 2. The address enters the P2 Register when
the Level 1 Controller transfers the instruction into Level 2 and leaves the P2
Register when the Level 2 Controller transfers the instruction into Level 3.
The output of the P2 Register may also transfer to the AR Register in Level 3
through the address modification network. The two comparison networks, hazard
and branch, examine the contents of P2.

4-39 BASE ADDRESS REGISTER (BR)

The Base Address Register is a 32-bit register that receives the base address
word from file A or B of the Register File. If the instruction word that enters
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Level 2 contains an M field that is not zero, the M field bits select the out-
put from one of the Register File registers and transfer that 32-bit word to
the Base Address Register. When selected for base addressing, the Base Address
Register inputs to the address modification adder. The Base Address Register
is also used to transfer the first three words of the Vector Parameter File
through the address modification network, and into the MBU. A select network
at the output of this register allows control signals from the Level 2 ROM to
select either the Base Address Register output or the output from the P2 regis-
ter as the base address used in the modification addition.

4-40 IPU LEVEL 3

IPU Level 3 develops the effective address of the operand to be sent to the MBU.
It receives input from the Level 2 instruction registers, adds the applicable
base, displacement, and/or index, and holds the resultant address for use in
Level 4. Level 3 also checks for hazards and reprocesses an instruction if a
hazard exists concerning that instruction. The following paragraphs describe
the function of the major blocks in Level 3.

4-41 MODIFICATION ADDER

The Modification Adder is a 32-bit (24 effective bits) parallel adder circuit
with a double-level look-ahead, carry determination circuit. The adder receives
inputs from the Base Address, Displacement, and Indexing Registers and adds them
to form one 24-bit resultant that transfers to the Adder Resultant (AR) register
when the Level 2 Controller enables the transfer. A feedback path from the AR
register to the adder allows for incrementing the AR register to provide con-
tinuous octet addresses to Central Memory for Load File Multiple or Store File
Multiple instructions.

4-42 ADDER RESULTANT (AR) REGISTER

The AR Register is a 32-bit (24 effective bits) register that receives the mod-
ified operand address from the Modification Adder. The output from this regis-
ter may load the Level O addressing registers during a branch operation, indi-
rect addressing, or an execute instruction. A feedback path to the Modification
Adder provides for incrementing the address in the AR register for loading or
storing multiple Register Files. If the address that enters the AR Register

is an effective address of an operand ( address) or an immediate operand, the
contents of AR transfer to the AO Register in Level 4 under control of the
Level 3 Controller. The address from AR also enters the Z model Stack

(Store operation) or the Register Stack and is available to the hazard detec-
tion circuits in Level 4.

4-43 P3 REGISTER

The P3 Register is a 24-bit register that contains the address of the instruc-
tion that is currently in Level 3 of the IPU pipe. It receives the address
from the P2 Register when the instruction enters the AR Register after under-
going any indicated modifications. The output of this register can be used to
load the BA Register in Level 0, or can be transferred to the RO Register in
Level 4 as a direct operand. In all cases, the output from this register is
available to the hazard detection circuits in Level 4.
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4-44 LEVEL 3 ROM

The Level 3 ROM receives the Operation Code portion of the instruction word from
Level 2 as that instruction word enters Level 3 through the Modification Adder.
The 8-bit Op Code produces a 32-bit output from the Level 3 ROM. This output,
in conjunction with the C3 Register output, provides control bits for coordina-
tion of Level 3 processes and supplies bits to complete the address stored in
the Register Stack in Level 4. 1If the Op Code indicates a branch, indirect or
execute instruction, the Level 3 ROM triggers a comparison circuit for those
operations. Refer to appendix B in this manual for a map of the contents of

the Level 3 ROM.

4-45 ROM SUPPLEMENT REGISTER (C3)

The C3 Register is a 24-bit register that stores control bits from the Level 2
ROM to be used as control bits in supplement to those produced by the Level 3
ROM. The control bits enter the C3 Register when the Level 2 Controller trans-
fers the particular instruction into Level 3. The output is immediately avail-
able to the Level 3 circuits for gating and control purposes. C3 output bits
also transfer to the Register Stack in Level 4 to complete the address stored
in that stack.

4-46 R3 REGISTER

The R3 Register is a 4-bit register that receives the R field bits of the in-
coming instruction word and transfers them to the Register Stack in Level 4
when the operand or operand address from the AR Register transfers to Level 4.
The output of this register also selects a word from the Register File to enter
into the RO Register in Level 4 as one of the operands needed by the MBU for
transmission to the AU.

4-47 LEVEL 3 CONTROLLER

The Level 3 Controller monitors the hazard detection circuits to determine if
a hazard exists for the instruction that is now in Level 3. If the hazard bit
sets, the operand or address in the AR Register may not be valid. This condi-
tion causes the instruction to be re-addressed by transferring the contents of
the P3 Register to the Level 0 Addressing Registers to begin processing that
instruction again. The instructions currently in Levels 1 and 2 will also be
re-addressed by the addressing registers following fetching of the Level 3 in-
struction from its memory location.

In addition, the Level 3 Controller monitors the status of the Level 4 Control-
ler to determine if Level 4 can accept a transfer and then gates the contents

of Level 3 to Level 4. Refer to the Level 3 Controller flowcharts and descrip-

%ion later in this section for a detailed representation of the controller's
unctions.

4-48 BRANCH, INDIRECT, EXECUTE COMPARISONS

Whengver a Branch or Execute instruction or an address requiring indirect pro-
cessing reaches Level 3 of the IPU pipe, the IPU must examine the addresses of
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the instructions currently in the pipe registers to determine if a new memory
fetch will be necessary to obtain the desired word. The Branch, Indirect, Exe-
cute Comparison circuit performs this function in the following sequence (refer
to figure 4-3):

o Compare AR with P2 (24 bits). If AR = P2, transfer Level 2 to

Level 3.

e Compare AR with P1 (24 bits). If AR
Level 3.

e Compare AR octet with PA octet (21 bits). If equal, force AR to
PA and LA to access new word (Branch), or use AR to select from
Current Instruction File (Indirect or Execute).

e Compare AR octet with LA octet (21 bits). If equal, force AR to
PA and LA to begin new sequence (Branch), or use AR to select from
waiting Current Instruction File (Indirect or Execute).

P1, sequence Level 1 to

o If all comparisons fail, transfer AR to OA, LA and PA to access new
octet (Branch), or transfer AR to OA and use AR to select word from
KCM (Indirect or Execute).

4-49 1IPU LEVEL 4

IPU Level 4 is the IPU output level to the MBU. It includes an address and an
operand output register, word selection logic, and a controller. Also_ includ-
ed within the Level 4 circuits, but not solely operational within Level 4, are
the hazard detection circuits. These circuits protect the IPU from processing
potentially faulty instructions or operands. The following paragraphs briefly
describe the major components included in Level 4 of the IPU.

4-50 LEVEL 4 CONTROLLER

The Level 4 Controller monitors the status of MBU Level 5 to determine if the
MBU is ready to accept new data from the IPU. If the MBU can accept a trans-
fer and the active bit in Level 4 Controller is set, the Level 4 Controller
enables the output from the RO and AO Registers, along with control signals, to
the MBU. Refer to the Level 4 Controller flowcharts and description later in
this section for a complete representation of the Level 4 Controller functions.

4-51 REGISTER STACK

The Register Stack stores the resultant storage addresses of the operands in
each level of the CP from IPU Level 4 through AU Level 12 (nine levels maximum) .
The stack is used for any instruction that passes through the AU and has a stor-
age destination in the Register File. The Register Stack registers contain the
storage address of the result as well as control bits. The destination address
is normally developed from the output of the R3 Register and specific control
bits from the Level 3 ROM and ROM Supplement Register (C3). However, during a
Store (R) into « when « is less than or equal to 2F (in the Register File), the
output from the AR Register in Level 3 supplies the destination address to the
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Figure 4-3. Branch, Indirect, Execute Comparisons
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Register Stack. The output from the Register Stack is used for hazard detec-
tion. The Register Hazard Comparison circuit compares the contents of the Reg-
ister Stack with various addresses in the IPU pipe to determine whether an in-
struction in the pipe will draw from a location that is to be modified by the
operands preceding it in the pipe. Refer to the Register Hazard Comparison de-
scription for a more detailed discussion of the comparison circuitry.

4-52 REGISTER HAZARD COMPARISON

A register hazard exists when an instruction in the IPU accesses a register in
the Register File and that register will be modified by an operation being pro-
cessed elsewhere in the CP pipe. The contents of that register will not be
valid data until the modification operation in the pipe is complete and the re-
sult has been stored in the Register File. The Register Hazard Comparison cir-
cuit prevents access to a register in the Register File until any instruction
that modifies that register has cleared the CP pipe. The comparison circuit
performs this safeguard function through the series of register comparisons il-
lTustrated in figure 4-4.

As an instruction enters Level 1 of the IPU pipe, the compare circuit monitors
both the T field (index register select) and the M field (base register select)
and compares these fields with the contents of the Register Stack registers to
determine if the T or M field registers will be modified by an instruction in
Levels 4 through 12 of the IPU. Registers R2 and R3 are also compared with the
two fields to determine if the instruction in Level 2 or 3 will modify the Reg-
ister File register. The AR Register in Level 3 is also compared with the T
and M fields of Level 1 to detect a hazard during a Load Register File opera-
tion, where the AR Register holds the address of the register in the Register
File to be loaded. If the instruction passes these tests, it moves to Level 2.
If not, the instruction must wait until the hazard condition drops before it
can transfer to Level 2 to select the registers from the Register File.

At Level 2 the comparison circuit checks only the AR Register in Level 3 for a

hazard against the T and M fields of the instruction at Level 2. This compari-
son checks an address that was not generated when the instruction was in Level

1. If the instruction passes this test, it may move to Level 3.

Since the output of the R3 Register may select a Register File register for in-
put to the RO Register in Level 4, and the AR Register may select a Register
File register during indirect addressing, these two registers are checked for
a hazard conflict at Level 3 before being allowed to access the Register File.
The addresses specified by these two registers are compared with the addresses
stored in the Register Stack to detect a hazard condition.

4-53 AO REGISTER

The AO Register is a 64-bit register that receives the output from the AR Reg-
ister in Level 3. This output may be either the memory address of an operand
for use by the MBU or a direct operand (either immediate or from Register File)
for transfer to the AU. Before entering the A0 Register, the AR Register out-
put (24 bits) undergoes a sign extension process to create a 64-bit input to
the AO Register. The AO Register transfers its 64-bit word to the MBU when di-
rected by the Level 4 Controller.
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Figure 4-4. Register Hazard Comparisons
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4-54 7 MODEL STACK

The Z Model is a 5-register stack that contains the destination address of all
Store operations to Central Memory in the CP pipe. The address input is from
the AR Register in Level 3 and enters the Z Model only if the Op Code of the
instruction specifies a Store operation. The address then moves through the
stack registers as the operand moves through the CP pipe. The registers in the
Z Model correspond to positions within the pipe as follows:

o ZP Register. Contains the destination address of a Store operation
that is currently in pipe levels 4 through 12,

o ZA Register. Contains the destination address of a Store operation
that is in the MBU Z Register, having been processed by the CP pipe.

e 7B Register. Contains the destination address of a Store operation
that Eas transferred from the Z File to the ZB File in the MBU, and
is no longer available for X and Y update.

o Z0 Register. Contains the destination address of a Store operation
that is being sent to Central Memory.

® MA Register. Contains the destination address of a Store operation
that is in the Memory Control Unit, but has not been written into
its addressed location of the Memory Module.

The output from the Z Model is used to determine if a requested operand from
memory is to be changed by a Store operation currently in the pipe (operand
hazard). The Instruction and Operand Hazard Comparison circuits determine if
any hazards exist with respect to the contents of the Z Model.

4-55 o OPERAND HAZARD COMPARISON

An Operand hazard exists when the operand addressed by the AR Register is about
to be altered by a Store instruction that is farther along in the CP pipe. The
hazard indicates that if the operand is acquired at the present moment, before
the Store instruction is complete, a faulty operand may be obtained from memory.
To avoid accessing a faulty operand, the Operand Hazard Comparison monitors the
Z Model and compares its contents with the address indicated by the AR Regis-
ter. This comparison is illustrated in figure 4-5.

An additional comparison is performed by this circuit to indicate whether a Z

to X or Y update is necessary. The address in the ZA Register is compared with
the addresses of the octets in the X and Y Buffers of the MBU. If the address

in the ZA Register is within the octet in either the Y or the X Buffer, the IPU
may choose to update the information in the buffers with the resultant data found
in the MBU Z Register.

4-56 NEAR RANGE INSTRUCTION HAZARD COMPARISON

An Instruction hazard exists when an instruction that has been accessed by the
IPU is to be altered by a Store instruction that is already in the pipe. The
Near Range Instruction Hazard Comparison circuit detects an imminent instruc-
tion hazard by comparing the store operation address record in the Z Model with
the address of the instruction that is about to be executed in Level 3 of the
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IPU pipe. This address is contained in the P3 Register. If a near range haz-
ard is detected by this comparison, the hazard flag is set. When the offending
store instruction is finished, P3 transfers its contents to LA, OA, and PA to
begin another pass at the instruction in memory. The near range comparison is
i1lustrated in figure 4-6.

4-57 FAR RANGE INSTRUCTION HAZARD COMPARISON

A far range instruction hazard indicates that an instruction in the IPU pipe
before Level 3 has been fetched from a memory location that is being changed
by a previous store instruction that is writing into memory. This condition
means that the instruction in the pipe is not valid. To detect a far range
hazard, the comparison circuit monitors the address in the MA Register of the
Z Model and compares that address with the addresses of the instructions in the
P1 and P2 Registers and the octet address contained in PA and the LA Registers
(refer to figure 4-7). Detection of a far range instruction hazard has no
immediate effect on the IPU, as the invalid instruction may be disregarded by
a branch, skip, or other diversion before it reaches Level 3. Instead of an
immediate reaction, a far range hazard flag sets in the controller corre-
sponding to the invalid instruction. This flag passes from controller to con-
troller as the instruction moves through the IPU Tevels. When the instruction
reaches Level 3, the Level 3 Controller checks the far range hazard flag. If
that flag is set, the controller loads the P3 Register into PA, LA, and OA
Registers to restart the instruction sequence.

Z MODEL
COMPARE
O zp
o ZA
LEVEL 3
r3
ot zB
— O zZo
ot MA
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Figure 4-6. .Near Range Instruction Hazard Comparisons
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Figure 4-7. Far-Range Instruction Hazard Comparisons

4-58 RO REGISTER

The RO Register is a 64-bit register that holds an operand for transmission to

the MBU. The 4-bit R field from the R3 Register selects one word from the Reg-
jster File for entry into the RO Register when the Level 3 Controller transfers
information from Level 3 into Level 4. The RO Register may also be loaded from
the P3 program address register for operations using a direct operand contained
in the address registers. The output from the RO Register transfers to the MBU
for input to the AU after the MBU fetches the second operand from memory.

4-59 MEMORY BUFFER UNIT (MBU)

The Memory Buffer Unit (MBU) receives addresses or immediate operands from the
IPU. If the word is an address, the MBU requests the octet containing that ad-
dress from central memory, and extracts the proper operand from that octet.

In either case the MBU forwards the operand, immediate or addressed, to the

AU for processing. The two operands within the MBU can be up to 64 bits long.
During vector operations, the MBU buffers up to three octets from memory for
each of two input buffers so that a steady input of data to the AU is ensured.
The components of the MBU are illustrated in the detailed block diagram of the
central processor in figure 4-1. The following paragraphs describe the func-
tion of each of those components within the MBU.

4-60 MEMORY INTERFACE FILE (SC)

The MBU Memory Interface File (SC) receives all operands from Central Memory
that the MBU transfers to the AU. The file is an eight-register (octet) group
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with 32 bits to each register. It receives data directly from the memory data
Tines and holds that data until it is synchronized with the CP clock pulses.
The clock pulses then transfer the data through the remainder of the MBU,
subject to gating signals from the MBU controllers. The output from the SC
File may enter one of many places in the MBU. During scalar operations and
during vector operations when the Vector Buffer Files are empty, the SC

output transfers directly into either the X or Y operand buffer. When a vector
operation is in progress and the X or Y operand buffers are full, the SC output
enters either the YB or the XB Vector Buffer File. Two paths supply data to
the Z Storage Files also. One path provides fill-in for partially filled words
for storage into memory (ZB), while the other path is used exclusively during a
Load Details operation (Z).

4-61 VECTOR BUFFER FILES (XB, XH, YB, YH)

Each Vector Buffer File consists of eight 32-bit operand registers. During
vector operations, the files provide continuous operands to the X and Y Operand
Files for operand streaming into the AU. Two Vector Buffer Files supply two
stages of octet buffering for each of the two Operand Files. Cue and control
bits from the Central Memory Requester control entry into the Vector Buffer
Files. The individual vector controllers (figure 4-1) gate the data between
the files. When an octet arrives in the SC File, CMR determines which vector
stream addressed that particular octet and gates the octet into either the X

or Y data stream. The octet may enter either the B level or directly into the
operand file, depending on the status of the operand file. If the octet enters
the B level and the next buffer is clear (XH or YH) on the next clock pulse, a
gate from the vector controller transfer the new octet into the H buffer.

When the corresponding Operand Buffer File empties, another gate and a clock
pulse transfer the octet from the H level to the Operand File.

4-62 OPERAND BUFFER FILES (X, Y)

Both Operand Buffer Files consist of eight 32-bit registers. These files sup-
ply operands to the MBU output registers during both scalar and vector opera-
tions. The files receive their input octet from three sources: the SC Inter-
face File, the XH or YH Vector Buffer Files during vector operations, and the
ZH Holding File. This last source of operands is used when the Z pipe contains
modified entries for storage in the octet that is resident in either of the
Operand Buffer Files. Flag bits record the halfwords that have changed in the
octet so that only the changed portions of the octet transfer to the Operand
Buffer Files during this update procedure. The output from these files is
available to the MAB and MCD output registers through a selection network for

input to the AU,
4-63 X AND Y WORD SELECT

The word select circuits receive inputs from their respective Operand Buffer
File and use a 4-bit word address (figure 4-1), Address Generation Circuit to
select a half, single or doubleword entry from the o perand octet. During vec-
tor operations, the output from the X select circuit is sent only to the MAB
register and the output from the Y select circuits drives only the MCD reg-
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