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Chapter 1

Introduction

Benefits of Inside
PostScript

The Introductory Group

Introduction to Inside PostScript

Anyone who takes the time to read through all this material and actually
enjoy it (like me) is a hopelessly brain-warped PostScript junkie. With the
growth in popularity of the PostScript language however, you may take
comfort in the fact that you are not alone.

Once you became familiar with the PostScript language and began to delve
more deeply into its details, you beganto discoveroperators and dictionaries
which were undocumented. As you studied Adobe’s documentation, you
found mysterious references to additional undocumented features of the lan-
guage. Then perhaps you tried the following.

PS>serverdict {} forall pstack

You were further intrigued by the many undocumented serverdict proce-
dures and variables. The purpose of this book is to document that which is
not documented by Adobe.

While the documented language standard may be sufficient for describing
aprinted page, the undocumented language is necessary for controlling user
jobexecution and the print engine. In other words, the documented language
is device independent, while much of the undocumented language is device
dependent.

What would be the reason for studying the undocumented portion of the
PostScript language? There are several reasons.

¢ Studying Adobe’s use of the language will give you ideas for improv-
ing your own PostScript programming techniques.

e Understanding how Adobe controls job execution wiil help you better
control your own PostScript program execution.

o Current PostScript literature gives very few examples of advanced error
handling techniques, file stream manipulation, or the use of immediate-
1y evaluated names, to name a few areas covered in this book.

A word of caution concemning the use of undocumented features is in order
here which goes to the heart of the reason Adobe did not document them in
the first place. To make use of the undocumented features of the language

~ is to make your PostScript program device dependent. So don’t expect

Adobe to provide support for printer drivers which make use of undocu-
mented commands.



Introduction to Inside PostScript

Common PostScript
Structure

Organization of Inside
PostScript
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Chapter 1

Also be aware of the fact that the information in this book may not be 100%
accurate since I developed Inside PostScript apart from any Adobe internal
documentation. Only Adobe can speak with complete authority on the sub-
jects presented herein. Neither can I assume any responsibility for the use
of this information in PostScript programs.

Having said that, what good is a book which documents the specific inter-
nal procedures of PostScript version 38 on the QMS-PS 800?

By studying a variety of PostScript printers, I found a basic common struc-
ture runs through them all, and to understand one will open the door to un-
derstanding the PostScript printer you are working with. At QMS I have
worked with PostScript printers such as the ColorScript 100, JetScript, the
PS 810, PS 800II, PS 800+, PS 1500, PS 2200 and others. On each printer
it was my job to evaluate the Adobe alpha and beta software releases and
work with Adobe to correct bugs found. Working with such a variety of
PostScript printers led to my interest in the inner workings of the interpreter
as it controlled different print engines.

It all began with the statement:

PS>serverdict {} forall pstack

Join me as we begin our journey Inside PostScript.

Our journey into the depths of PostScript is broken into five distinct sec-
tions or groups. As you browse through the table of contents you will find
each group consists of one or more chapters. The groups are listed as fol-
lows.

¢ Introductory Group - Introduction to basic interpreter structure and con-
cepts.

¢ Error Handling Group - Error handling concepts and procedures.

¢ Interactive Mode Group - Discussion of interactive mode and the execu-
tive procedure.

¢ Printer Control Group - Print engine control and PostScript job execu-
tion.

o Test Page Group - The power-up test page is documented.

Inside PostScript
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How to Use This Book

The Introductory Group

Introduction to Inside PostScript

o Three appendices feature tables to help the reader with a further analysis
of PostScript.

Inside PostScript can be used in several ways.

Inside PostScript can be read as an overview of the PostScript interpreter
without a detailed study of each code example since each PostScript proce-
dure is summarized prior to the presentation of the code.

Those desiring detailed study of the code examples will find the PostScript
source code comments helpful to quickly understanding how Adobe has im-
plemented each function.

Inside PostScript can also be used as a complete reference manual to the
PostScript interpreter. The index contains references to each documented
procedure, plus the appendices show the structure of the interpreter through
various tables and lists.
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Introduction

Layers of the PostScript
Interpreter

The Introductory Group

PostScript Interpreter Structure

This chapter introduces the overall structure of the PostScript interpreter,
plus the documentation conventions used in this book for its study.

As a PostScript programmer, you know that PostScript is a very powerful
page description language with over 200 operators. With this great power
and variety of operators however, comes much complexity and confusion
due to the nature of the language itself. PostScript’s ability to redefine
operators (like Forth), make it a joy to program, difficult to debug, and a
nightmare to maintain.

While the vast majority of PostScript users are only concerned with the lan-
guage through an application program, and never hand-code a single
program, there are those of us who are blessed with the task of writing
drivers and other programs which directly exercise the language.

To directly exercise the language for the description of the printed page is
one thing, but to use the PostScript language for control of the print engine
is another matter. This is a completely new concept to any PostScript
programmer outside of Adobe and covers a totally different application of
the language. Very few of the procedures used for control of the printer are
actually locked such that the programmer cannot actually view them or
deduce their function by trial or error. The difficulty in analyzing these in-
ternal programs is the volume of code involved and the complex intercon-
nectivity among procedures.

There are three layers of the PostScript interpreter: the documented layer,
undocumented layer and the proprietary layer.

Documented Layer

PostScript Language Reference Manual

Undocumented Layer
Inside PostScript and

Internal Adobe Documentation

Proprietary Layer

Internal Adobe Documentation




PostScript Interpreter Structure

Structure

Analysis Techniques

Chapter 2

Documented Layer The documented layer involves PostScript
operators and procedures whose functions are documented in Adobe pub-
lications such as the three language manuals and various printer supple-
ments. These documented operators are sufficient for device independent
page description and some specific printer control functions such as tray
switching.

Undocumented Layer The undocumented layer is the topic of this book
and involves the use of PostScript to control the print engine and user job
execution. This layer is visible to the user and is very device dependent.

Proprietary Layer The proprietary layer involves additional control
code which is purposely hidden from the users view such as locked proce-
dures and actual operator code.

The following chapters attempt to break the interpreter into logical group-
ings of procedures. In some cases, the procedures group nicely within dic-
tionaries such as $idleTimeDict, and in other cases the procedures are
grouped by function like the communication procedures.

The first of the technical chapters covers PostScript error handling. The next
three chapters cover the PostScript interactive mode and related procedures.
These chapters can logically stand separate from the printer control chap-
ters which follow.

The printer control chapters are sequenced to build upon each other and
climax with the discussion of the job control and server loop which tie all
the preceding chapters together.

Finally, the test page code is presented which is different in nature from all
the previous code.

It would have been impossible to write such a book as this without first
laying an analytical foundation that involved writing numerous PostScript
programs to systematically display the dictionaries, procedures and the
cross reference relationships of all internal names.

Inside PostScript
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Documentation
Conventions

The Introductory Group

PostScript Interpreter Structure

I list the results of this analysis in the appendices. Before digging into the
technical discussions, I recommend a basic familiarization with these tables
to help visualize the overall dictionary structures and relationships. This in-
formation is invaluable as you study the structure of the PostScript inter-
preter in this book.

All of the program listings presented in this book were extracted from the
PostScript interpreter itself and are given the appearance of documented
code fragments. All nested procedures are indented for readability and both
open and close braces for procedures are at the same level of indention so
the eye can quickly pick out the beginning and end of the procedure.

All the internal procedures have been bound, even though binding is not ex-
plicitly indicated in the procedure listings. Immediately evaluated names
are flagged when they appear within other procedures. The concepts of
binding and immediately evaluated names are explained in detail in the next
chapter.

Also, the listings are not necessarily equivalent to the original Adobe source
code. They may be close, but only Adobe has the source code and knows
how the interpreter is built into its runtime form.

One term used in this book which may not be familiar to some is reverse
channel. Reverse channel refers to the communication channel on which in-
formation travels from the printer to a host computer. Reverse channel in-
formation can be PostScript error or user program messages.

I chose not to highlight PostScript operators and procedures in this book
with a font change as is done is other books on PostScript. On some pages,
so many procedures are discussed that the reader would be distracted from
the discussion by font changes.

Extensive use of the PostScript executive procedure or interactive mode
was used in the research for this book and many interactive session frag-
ments are presented in the following chapters. These examples are iden-
tified by the interactive prompt "PS>" at the beginning of each command
line.

In order to fully understand many of the concepts presented in this book,
the reader may wish to explore the features of the PostScript interpreter
using the interactive mode. To help you with your study, several useful tools
are available.
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Several items are worth mentioning which are extremely helpful in the study
and programming of PostScript.

First, if you don’t have a PostScript Programmer’s Instant Reference Card
you need to get one. This card lists all the PostScript operators and useful
code fragments which are helpful to beginning and experienced PostScript
programmers. Contact Micro Logic at (201) 342-6518 for details on order-
ing.

Next, if you are a Macintosh (or IBM PC) user you need to get a software
package called Lasertalk. This package is excellent for learning PostScript,
debugging programs, and exploring the language. For information contact
Emerald City Software at (415) 324-8080.

For PC users communication packages such as Procomm can be used to
communicate with PostScript printers over a serial RS 232 channel. Direct
interaction with the PostScript interpreter is possible along with program
uploading and recording of interactive sessions. Procomm is available free
on many bulletin boards.

Finally of course, you need a PostScript printer. The research for this book
was done on a QMS-PS 800 printer. PostScript printers (such as the Apple
LaserWriter) based on a Canon print engine are very similar in nature and
can be studied along with the material in this book.
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Because of their extensive use by Adobe throughout the code, the concepts
of binding and immediately evaluated names need to be discussed in detail
before moving into discussions of the internal PostScript procedures. Ef-
ficiency of execution and compactness of code are the reasons Adobe makes
use of these concepts, and they can be of great value to any PostScript
programmer once they are understood. Binding is discussed first followed
by immediately evaluated names.

According to the PostScript Language Reference Manual, the bind operator

‘replaces executable operator names with their values within a procedure.

Only operator type objects are affected by the bind operator. The way
to tell if an operator has been bound is to use the == or pstack procedures
in interactive mode to display the items on the stack. If a procedure is dis-
played and operators within the procedure are shown with dashes
( --add--) it means they have been bound. There are several advantages
to binding which are explained below. First, lookup speed is explained, then
name changes, and finally, dictionary lookup.

Lookup Speed One of the primary benefits of binding is that execution
speed canbe increased. Every programmer wants his code to execute faster,
and here is a way to do it.

Normally, the PostScript interpreter must move through procedures plac-
ing items on the various stacks. If a name is encountered which is associated
with an operator type, the interpreter first scans the name and then looks the
name up in the dictionaries on the dictionary stack. Once found, the operator
is executed.

If the procedure is bound prior to invocation, the bind operator does all the
work of looking up the operator so that when the procedure is invoked later
and the interpreter encounters the operator, it is executed immediately. It is
especially critical that procedures used in loops be bound. If a procedure is
only executed once, binding is of little value. For example:

PS>/Helvetica findfont 25 scalefont setfont

PS>72 72 translate 1 setgray

PS>.95 -.1 0

PS>{setgray 0 O moveto (Bind Test) show -1 -1 translate}
PS> bind for % bind loop procedure on stack
PS>showpage

PS>
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More technically, the bind operator substitutes the character string repre-
senting the name of the operator with a pointer to the operator function it-
self.

The following example shows how to tell the difference between a normal
procedure and a procedure which has been bound.

At first the procedure containing the add operator is placed on the stack and
displayed. The pstack operator indicates that add is simply a name (string
of characters). The bind operator is applied to the same procedure and then
the add operator is displayed as "--add--" indicating it has been bound.

Also, notice there is no effect on the result of executing the procedure before
and after the binding. The same result, "5", is displayed. The only change
is the speed of execution.

PS>{2 3 add =
{2 3 add == }
PS>dup exec

5

=} pstack % place the procedure on the stack
% display the procedure
% execute the procedure
%

display procedure result

PS>bind pstack % bind the procedure

{2 3 --add-—-==} % display the procedure
PS>exec % execute the bound procedure
5 % display the procedure result

Name Changes Changing the name of an operator used in a bound pro-
cedure after binding has no effect on the execution of the procedure. This
is because the procedure no longer uses the name to access the procedure.

Dictionary Lookup When the bind operator is applied to a procedure
the same rules for dictionary lookup of operator names is used as if during
the execution of the procedure. However, during execution of the bound
procedure, it is not necessary to have the dictionaries opened which contain
the bound operators since the lookup step has already been performed.

In the example below, the procedure containing the statusdict operator
checkpassword does not require statusdict to be open when it is executed
since the bind operation performed the lookup.

PS>statusdict begin % open statusdict

PS>{0 checkpassword ==} pstack % create procedure

{0 checkpassword == } % display procedure
PS>bind pstack % bind procedure

{0 —-checkpassword--== } % display bound procedure
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PS>end % close statusdict

PS>dup exec % execute procedure

true % display procedure result
PS>pstack % display procedure again
{0 —-checkpassword--== } % with statusdict closed
PS> % end of example

Information on this concept can only be found in Adobe PostScript Lan-
guage supplements for recent printers, yet it has been available since ver-
sion 25.0 and is an extremely important part of the PostScript interpreter.

Syntax and Usage The syntax for immediately evaluated names is
//name, and when the interpreter encounters this token, it immediately looks
up the name and substitutes the value in its place. As with the bind operator,
the normal rules for dictionary lookup apply at the time that //name is
evaluated.

Unlike the bind operator, immediately evaluated names can be keys as-
sociated with arrays, dictionaries or other objects. Greater care must be ex-
ercised when using immediately evaluated names (as opposed to bind)
because of its substitution nature. The important thing to remember is that
substitution does not mean execution. The effect of this is the difference
between placing a procedure on the stack verses executing a procedure on
the stack. The following examples illustrate how an immediately evaluated
name is different than the name itself.

This first example shows an incorrect usage of an immediately evaluated
name.

PS>/= load pstack % first show the procedure
{{--dup----type—--/stringtype —--ne-—{{(
stringtypeflowflow
)--cvs—=}--if-——-print--}--exec——(

)——-print--}

Define a procedure with an incorrect usage of //=.

PS>/x % define the x procedure
PS>{ (test 1) = (test 2) //=} def
PS>x % execute the x procedure
test 1 % result of x procedure
PS> % = proc and "test 2" are left on stack
PS>pstack % because second = is never executed
{{-—dup----type--/stringtype --ne——{(
stringtypeflowflow
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)——cvs-—}--if----print--}--exec——(

)—-—print--}

(test 2)

PS>/x load == % show contents of x procedure

{(test 1)= (test 2) {{——dup—--—-type—--/stringtype --ne—-{{
stringtypeflowflow

y-—cvs—-}--if--—-print--}--exec——(

)——print--}}

The next example shows how to use the exec operator to properly execute
the immediately evaluated name.

PS>/x % proper use

PS>{(test 1 = (test 2) //= exec} def

PS>x % execute x procedure

test 1 % the proper results are displayed
test 2

PS>/x load pstack % show contents of x procedure
{(test 1)= (test 2){{-—-dup-—---type--/stringtype —--ne-—{{(

stringtypeflowflow
)—-cvs--}--if--—-print--}--exec——(
)--print--}exec }

PS> % end of example

These examples show how the immediately evaluated name "//=" is actual-
ly substituted into the /x procedure, and why the exec operator must be ap-
plied to immediately evaluated names which refer to procedures.

Dictionary Substitutions Another feature extensively used by Adobe
is the substitution of dictionaries into procedures.

PS> % create procedure
PS>{//statusdict begin 0 checkpassword end ==
PS>pstack % view procedure
{-dictionary- begin 0 checkpassword end == }
PS>exec % execute procedure

true % view results

PS> % end example

The effect of immediately evaluating dictionary names is similar to what
bind does for operator names.

The one negative side effect of this is that the procedures are almost impos-
sible to follow without the source code because the word -dictionary- is sub-
stituted for the actual name when displayed with pstack or ==.
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Chapter 4 Error Handling and errordict

Introduction Error handling (assuming the user has not altered it) is a two step process
in PostScript. First, a procedure is invoked which takes a snapshot of the
three PostScript stacks; second the handleerror procedure reports the error
to the user over the reverse channel.

Block Diagram The default method of handling errors is diagramed below.
Incoming PostScript PostScript Interpreter Pixel Data Frame Buffer
Program
If Error Occurs
To User Error Procedure handleerror Procedure

(Record Stack Information) (Report Error to User)

%% Error: typecheck; Offending Command: foo %%

%%[ Flushing: rest of job (to end-of-file) will be ignored %%

In this chapter the error procedures and handleerror are discussed along with
how they affect the PostScript programmers debugging efforts.

Error Procedures The errordict dictionary contains all the procedures which are invoked when
PostScript encounters an error. Following is a complete list of all PostScript
errors and procedures as found in errordict.

Errorname / Procedure

1. /VMerror
{/VMerror //.error exec} def
2. /dictfull
{/dictfull //.error exec} def
3. /dictstackoverflow
{/dictstackoverflow //.error exec} def
4. /dictstackunderflow
{/dictstackunderflow //.error exec} def
5. /execstackoverflow
{/execstackoverflow //.error exec} def
6. /invalidaccess
{/invalidaccess //.error exec} def
7. /invalidexit
{/invalidexit //.error exec} def
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Error Handling and errordict

Chapter 4

8. /invalidfileaccess

{/invalidfileaccess //.error exec} def
9. /invalidfont

{/invalidfont //.error exec} def
10. /invalidrestore

{/invalidrestore //.error exec} def
11. /iocerror

{/ioerror //.error exec} def
12. /limitcheck

{/limitcheck //.error exec} def
13. /nocurrentpoint

{/nocurrentpoint //.error exec} def
14. /rangecheck

{/rangecheck //.error exec} def
15. /stackoverflow

{/stackoverflow //.error exec} def
16. /stackunderflow

{/stackunderflow //.error exec} def
17. /syntaxerror

{/syntaxerror //.error exec} def
18. /timeout

{/timeout /timeout //.error exec} def
19. /typecheck

{/typecheck //.error exec} def
20. /undefined

{/undefined //.error exec} def
21. /undefinedfilename

{/undefinedfilename //.error exec} def
22. /undefinedresult

{/undefinedresult //.error exec} def
23. /unmatchedmark

{/unmatchedmark //.error exec} def
24. /unregistered

{/unregistered //.error exec} def

The interesting thing about the different error procedures is that they are all
identical except for the name of the error. This name is placed on the stack
at the beginning of the procedure. The one exception is the timeout error
procedure where an additional object (the name /timeout) is pushed on the
stack. In this one case, timeout is both the offending command and the name
of the error procedure.

Each procedure is called internally from the interpreter, thus no calls are
made to the error procedures from any of the PostScript control procedures
except for two special cases. Before the call is made, the offending com-
mand is left on the stack for the error procedure.

In two special instances, error procedures are invoked from resident con-
trol procedures. The names of the timeout and undefinedfilename error pro-
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cedures are referenced in execjob and executive respectively where they are
explicitly trapped by the stopped operator.

Another interesting observation is that the ".error" procedure in systemdict
is a subset of every error procedure as an immediately evaluated name. This
is flagged in the documentation of the error procedure.

The default PostScript error procedures make entries in the $error diction-
ary. These entries include the name of the offending command, error name,
and snapshots of the execution, dictionary, and operand stacks. The error
procedures do not print and send no data to the reverse channel. Printing is
done by the procedure called handleerror.

In the $error dictionary, six arrays (ostackarray and ostack for the operand
stack; estackarray and estack for the execution stack; dstackarray and dstack
for the dictionary stack) are used to handle the snapshots of the stacks. The
arrays ostackarray, estackarray, and dstackarray are allocated once when
the first error occurs. Subsequent errors reuse these same arrays.

The arrays ostack, estack, and dstack are subsets of ostackarray, estackar-
ray and dstackarray respectively. These smaller subsets contain the actual
snapshots. A study of the error procedure below illustrates the difference
between the two types of arrays.

The typecheck procedure is documented as an example of each of the error
procedures named above. The only difference between the error procedures
is the name of the procedure, and the error name placed on the stack at the
beginning of the procedure. To change to the syntaxerror procedure for ex-
ample, simply substitute the name syntaxerror for typecheck.

The error procedures start by initializing the errorname, command and
newerror variables in the $error dictionary. Next, a check is made to see if
the error was a VMerror, in which case none of the allocating or process-
ing of the arrays is done (since we are out of VM). If there is adequate VM
available, a check is made to see if ostackarray is null. If it is null, then this
is the first error since power-up and space is then allocated for estackarray,
ostackarray and dstackarray.

The next step is to store the stacks in ostackarray, dstackarray, and estack-
array. Then the stack which was emptied into ostackarray is restored to its
original state so that the stack is undisturbed upon exiting the procedure.
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Finally, handleerror is executed if the initializing flag is true. This covers
the case of an error during the printing of the test page.

The typecheck procedure is documented in detail below.

%

% calling format

% "offending command" typecheck

% found in: errordict

/typecheck

{
/typecheck

//Serror
exch
/errorname
exch

put

//$error
exch
/command
exch

put

//Serror
/newerror
true

put

//$error
/errorname
get

/VMerror
ne

o0 R 0 R O 0 P A IO o0 J° d° o d° o0 o

A0 o0 OO O O o N O O O° O° O IR O° O° o0 A N o o o o

place the error name on the stack
this error name is the only
difference between the error
procedures

.error procedure begins here
.error is placed on the stack
here in preparation for exec
Serror

get the error name (from above)
and put it in Serror

Serror

get the offending command off

the stack and put it in S$error

Serror
newerror is set to true
and put into $error

Serror
get the error name back
from Serror

is the error a VMerror?

if we are out of VM then we
shouldn’t be allocating arrays
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//S$error
/ostackarray
get

null
€q

//Serror

/estackarray

250
array
put

//$error

/ostackarray

500
array
put

//$error

/dstackarray

20
array
put

} if

count
//$error
/ostackarray
get

exch
0
exch

0 N R N K N N K P P R N I N KR NN K I RN RN KR R R NN N NI N O K NN N N NN NN R N
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as is done in the
following if code

if not a VMerror
Serror

get the ostackarray
from Serror

is ostackarray a null array

if ostackarray is null then arrays
for the operand stack, execution
stack and dictionary stack need to
be allocated

if arrays not allocated do this
$error

allocate a 250 element array for
estackarray and put it
in $error

Serror

allocate a 500 element array for
ostackarray and put it
in S$error

Serror

allocate a 20 element array for
dstackarray and put it

in $error

if ostackarray eq null

this next major section of
code takes the snapshot of the
three stacks

first, take snapshot of the
operand stack

count the objects on stack
$Serror

retrieve ostackarray

from Serror

start index for getinterval
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getinterval

astore

//Serror
exch
/ostack
exch
put

//S$error
/dstack

//Serror
/dstackarray
get
dictstack

put

//S$error
/estack

//Serror
/estackarray
get
execstack

dup

length

2

sub

0

exch
getinterval

0 O R IO O R O R P N A N 0 O N M O P I N N P P K O IO d0 OO N K N N K I I I N N I N A N A O A 0 o
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put a subarray from ostackarray
on top of the stack

the subarray starts at index 0 of
ostackarray and is count objects
long

now store the entire stack into
the array we just put on the stack

Serror

take the array on the top of
the stack and call it ostack
put ostack in Serror

at this point there is nothing
on the stack

second, take a snapshot of the
dictionary stack

Serror
prepare to store dstack

Serror

fetch dstackarray

from S$error

store the dictstack in dstackarray
(a subarray containing only the
dicts on the dictionary stack is
returned)

store this array in dstack

third, take a snapshot of the
execution stack

Serror
prepare to store estack

Serror

fetch estackarray

from S$error

dump the execution stack
into estackarray

get the length of

the array

sub 2 from the length

get everything from the array
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put

//$error
/ostack
get
aload
pop

} if

//$error
/initializing
get
{

handleerror
} if
interrupt

exec
} def

O O o o I I I I d° I I P N N N I N N KR KR N N K I N N N N K N N N I N
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but the last two items
store this array in estack
at this point, the stack is empty

next, the stack is restored

to its original state by unloading
ostack

Serror

fetch ostack from S$Serror

unload the array onto the stack
dump the array left on the top
of the stack

if errorname ne VMerror

take care of possible errors
during the printing of the
test page

Serror

fetch initializing flag
if initializing = true
run handleerror

if initializing = true
interrupt = stop

.error procedure ends here

execute .error
typecheck ends here

The only difference between timeout and other error procedures is that the
name timeout is placed on the stack twice at the beginning of the procedure.
This is because timeout is both the offending command and error name.

%

% calling format
% timeout
% found in: errordict

/timeout
{

/timeout

o o P o0 o o

place the offending command name
on the stack
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/timeout

//$error
exch
/errorname
exch

put

//S$error
exch
/command
exch

put

N 0 O O O N N O O 0 o O o O o O N o o o

o°
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place the error name on the stack

timeout is both the offending
command and the error name

.error procedure begins here
.error is placed on the stack
here in preparation for exec
$error

put the error name (from above)
in $error

$Serror

get the offending command off
the stack and put it in Serror

remainder of the code is the same as
in the error procedure above

exec
} def

%
%
%

timeout ends here

As described in chapter 3 of the PostScript Language Reference Manual,
handleerror is invoked automatically by an internal PostScript control
program through the use of the stopped operator. The internal procedure is
the execjob procedure which is discussed in the chapter on job execution.

The stopped operator tends to be a bit mysterious at first, so I will refer you
to the discussions of the executive and execjob procedures for some ex-
amples of how Adobe uses stopped to trap error conditions. Understanding
stopped is the key to implementing your own error control procedures.

The handleerror procedure handles the reporting of the error messages back
to the user over the reverse channel. If you’ve ever wondered where those
informative and user friendly error messages like:

$%[ Error: typecheck; Offending Command: show ]%%

come from, read on as we tackle the details of handleerror.
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When handleerror is first entered, the newerror boolean is used to decide if
any error processing is done. This is to protect the interpreter from entering
an unending or long error chain. Only the first error is reported to the user.

If the error is processed, the first thing done is to set newerror to false so
that additional calls to handleerror do not generate more error messages.

The remainder of the handleerror procedure is responsible for building the
error message piece by piece in the form:

%% [ Error: typecheck; Offending Command: show ]%%

where the error name and offending command are placed in their ap-
propriate places.

Let’s take a detailed look at handleerror.

%
% calling format
% handleerror
% found in: errordict
% referenced in all error
% procedures in errordict,
% executive, execjob, .error and
% handleerror (in systemdict)
/handleerror %
{ %
//Serror % Serror
begin %
%
newerror % fetch newerror boolean
{ % if newerror true
/newerror %
false % set newerror false
def %
% string length = 11

(%% Error: )

%
print % print the first part of
% the error message
%
errorname % put errorname on stack
{ % place proc on stack for exec
% this proc prints the name of the
% error
dup \%
type °% get errorname type
/stringtype %
ne %
{ % errorname type ne stringtype?
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string length = 128

(converted error name will end up in this string)

~

convert errorname to string

if errorname type ne stringtype
print the name of the error
execute above proc

string length = 20

print the next part of the error
string

place proc on stack for exec
this proc prints the offending
command

get command type

command type ne stringtype?
string length = 128

(converted command name will end up in this string)

%
%
cvs %
} if %
print %
} %
exec %
%
%

(; OffendingCommand:
%
print %
%
%
/command %
load %
{ %
%
%
dup %
type %
/stringtype %
ne %
{ %
%
%
cvs %
} if %
print %
%
} %
exec %
%
%
%
%

( 1%%)

%
{ %
%
%
%
{ %
%
%
%
%
%
dup %

convert command to string

if command type ne stringtype
print the name of the offending
command

execute the above proc

place the last few characters
of the message on the stack
string length = 4

place proc on stack for exec
this proc prints the message
tail with a carriage return

place another proc on

stack for exec

this proc prints the
message tail

(don’'t ask me why they do it
this way)
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type
/stringtype
ne

{

%
%
%
%

%

Error Handling and errordict

get the type of the tail

tail type ne stringtype
string length = 128

(message tail will go in this string)

cvs
} if
print
}

exec
(\n)
print

}
exec
flush

}oif

end

} def

%

%
%
%
%
%
3
%

00 00 o o0 o o0 o0 o0 o o o

convert tail to string
if tail type ne stringtype
print the message tail

execute the above proc

place a carriage return on stack
string length = 1

print the carriage return
execute the above proc

flush the output buffer so that
entire message is be printed NOW
if newerror true

close Serror

handleerror ends here

The above handleerror procedure in errordict is actually called indirectly
from a procedure called handleerror in systemdict which is listed below.
This is done because systemdict is always present on the dictionary stack,
and handleerror must always be accessible for error handling.

%

% calling format
% handleerror
% found in: systemdict

/handleerror

{
//Serror
/handleerror
get

exec

} def

o0 o o0 o0 I I N K N N o o

referenced in executive
and execjob
errordict

fetch handleerror from
errordict

execute handleerror

handleerror ends here
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Even though the three stacks have been recorded in $error by the error pro-
cedure, handleerror in its default form does not report any of this informa-
tion to the user.

For more sophisticated debugging of PostScript programs, the user must
alter the default error handling process to give a more detailed report of the
error condition. Typically, handleerror is redefined to accomplish this.

Adobe has been distributing a PostScript program called ehandler.ps which
redefines handleerror to print a page with the offending command and
operand stack information displayed. The ehandler.ps program does not list
the contents of the dictionary or execution stack however.

More elaborate error handling procedures display the contents of all three
stacks, jump into interactive mode, or use an alternate I/O channel for error
reporting. There are many possibilities.

Additional error trapping techniques may be implemented by the use of the
stopped operator as demonstrated in the following pseudocode example.

user code .... % user program code

{ procedure being debugged
} % place procedure on top of stack
stopped % execute procedure and return boolean
% boolean = false if no error
% boolean = true if error encountered
{ error handling procedure
% execute error handling procedure if
}if % stopped operator returned true

additional user code ... % remainder of user code

The stopped operator executes the procedure on the top of the stack and
returns a boolean which indicates if an error was found. If the boolean is
true, then an error handling procedure can be executed.

The "error handling procedure” can be handleerror, or the programmer may
wish to handle errors in this section of code completely differently. Post-
Script offers the programmer total flexibility in error handling.

As Inside PostScript covers the execjob and executive procedures, we find
that Adobe uses the above technique to trap user program errors. In these
cases, the "procedure being debugged" is the user program itself.
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