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## F Time Trip-RefDy:



I' m walking down a hall of oval cross section. Ahead and behind me the walls are colored by flowing patterns of blue, green, purple. As I pass, the sections of the walls closest to me burst into rapidly changing patterns of yellows and red. Softly, softly I hear a melodicly changing pattern of notes and chords. I notice these things no more than you noticed the color of your walls when you woke up this morning.

A sign inlaid in the wall announces:
UNDERGRADUATE MUSIC LAB
and I stop. In my mind I form a picture of a section of the wall sliding up and it does. I pass through the portal and picture the door closing.

Before me is a group of cabinets that obviously is a musical instrument. It's dominant feature is two stacked AGO keyboards. Above the keyboards, a panel with two central vertical doors about 1 by 6 inches flanked on either side by sections of grille cloth. To the right of the central console is a high speed printer and to the left a second keyboard, a typewritter keyboard, and above it a video terminal. In the upper left hand corner of the screen is written this word:
READY:_

I open one of the narrow doors in the contral console and insert a square cardboard jacket removed from a pocket in my assignment binder.

Sitting down, I type:

## :LOAD "MUSE"

There is a barely audible click from the central console and after an instant's delay a colon appears on the screen. I type again:
:PLAY 'TUBA', K1, OUTL, OCT1
:RUN
and as I touch the lower AGO keyboard, fat juicy tuba notes come plopping out to the left speaker. Nice.

I type:

$$
\begin{aligned}
& \text { :PLAY "TUBA", K1, OUTL, OCT1 } \\
& \text { :PLAY "STRINGS", K2, OUTR, OCT5 } \\
& \text { :RUN }
\end{aligned}
$$

and now I get the tuba from the lower keyboard and left speaker while the right speaks phasy strings in response to my touch on the upper keyboard. Say, this is alright. I type:

$$
\begin{aligned}
& \text { :PLAY "DYNAMUTE", K1, OUTL, OCT3 } \\
& \text { :RUN }
\end{aligned}
$$

but this time a message displays on the screen. The message is:

## ERR 10

Very cryptic. I remove a ring bound manual from a drawer below the keyboards. "PAIA 14700/S - Systems Manual" and I thumb through it until I find a section called "error codes". Here I find this entry:

ERR 10
Undefined Instrument Name.
Well, rats. I could have sworn that a simple thing like dynamute would have been in my instrument list. Too antique, I suppose; but fortunately it's a simple voice and I know it by heart, I type:

```
:DEFFN '"DYNAMUTE'':SIGNAL OSC(PULSE 1\varnothing),
    FILT(BP, Q5\emptyset, CC2), AMP (1ø\varnothing): CNTRL ENVG
    (A1\emptyset, D\emptyset, S\emptyset, R5\emptyset\emptyset\varnothing) ( FILT, AMP), KBD (OSC)
    ;TRIG KBD(ENVG)
    ;PLAY "DYNAMUTE", K1, OUTL, OCT3
:RUN
```

Now as I play, the old familiar "wahp-wahp's" come from the speaker. A little trite perhaps, but still musicly useful in a piece that is to have an "old classic" sound to it. And just so I won't have to enter this voice again:

## :INSTSAVE "DYNAMUTE"

The central console clicks. Now, to the real work. I type:

```
:SCORE "BASS1" C2/4, E2/4, G2/4, A2/4;
R; TF2, R; TC2, R; TG2, R; TF2, R;
C2/4, G2/4, F2/4, A2/8, C3/8, D#3/8,
E3/8, C3/8, A#2/8, G2/2; BRIDGE, F2/4,
F2/8, E2/8, F2/8, F#2/8, G2/4, D2/4,
G2/8, F2/8, E2/8, D2/8;
```

Immediately the old familiar walking bass line "wahp's" its way into the room while I play string accompaniement on the lower keyboard. After diddling around for a while I come up with a melody line that I like OK and I type:

```
:SCORE 'STR-LEAD', K1
:PLAY "STRINGS", "STR-LEAD", OUTR, OCT5
:PLAY 'DYNAMUTE', 'BASS1", OUTL, OCT3
:RUN
```

and play the lead that I liked. Now a moment to sit back and listen again. I type:

```
:PLAY "STRINGS", "STR-LEAD", OUTR, OCT5
:PLAY DYNAMUTE", "BASS1", OUTL, OCT3
:RUN
```

and everything that I played a moment ago is re-created. It sounds good but there's one note that's off. I type:
:LIST "STR-LEAD"
and the machine replies:

> STR-LEAD: C4 $4 / 8, \mathrm{G} 3 / 8, \mathrm{~A} \# 3 / 8, \mathrm{~A} \# 3 / 8, \mathrm{C} 4 / 16$, $\mathrm{D} \# 4 / 16, \mathrm{E} 4 / 16, \mathrm{G} 4 / 16, \mathrm{~A} \# 4 / 16, \mathrm{~A} 4 / 16, \mathrm{G} 4 / 16$, $\mathrm{E} 4 / 16, \mathrm{C} 4 / 8, \mathrm{G} 3 / 8, \mathrm{~A} 3 / 8, \mathrm{~A} 3 / 8, \mathrm{C} 4 / 16, \mathrm{D} \# 4 / 16$, $\mathrm{E} 4 / 16, \mathrm{G} 4 / 16, \mathrm{~A} 44 / 16, \mathrm{~A} 4 / 16, \mathrm{G} 4 / 16, \mathrm{E} 4 / 16$

I can see what's wrong. That third octave A sharp in the first measure should have been a third octave A natural. I type:

> :EDIT "STR-LEAD"
and the score is shown again but now there is a cursor at the end of the line. Using special keys on the keyboard I move the cursor back until it's under the error and then I press a key labeled "delete". The sharp is now a natural and with a PLAY instruction I have the line repeated. Now it sounds right.

Out of habit, more than anything, I type:

## :COMPRESS "STR-LEAD"

and wait while the machine scans this score and reduces the memory space required by inserting "transpose and repeat" instructions wherever possible.

Using SCORE, EDIT and PLAY instructions I lay down another six tracks and then type:

```
:DEFFN "COMP1"
:PLAY "STRINGS", "STR-LEAD", OUTR, OCT5
:PLAY "DYNAMUTE", "BASS1", OUTL, OCT3
:-----etc.
```

and then:
:COMPSAVE "COMP1"
a click. And just to double check:

```
:CLEAR
:COMPLOAD "COMP1"
:PLAYCOMP "COMP1"
:RUN
```

It's not bad. There are only eight parts, of course, and it did take me a little longer than the graduate students; but they have modern Cyber-net activated instruments to use too. Having to bang away at the keys takes time. And in any case, it's all my work. I didn't use the HARMONY or CREATE instructions once. Poor old Dr. Biggle will like that. Now, before I shut it down:

## :PRINT "COMP1"

and the high stacatto of the printer assures me that I will soon have a hard copy of the score on tablature.

I type:
:CLEAR
and the machine answers:

READY:

## WHAT THE COMPUTER DOES

The computer in our system does not itself generate any sound. It is simply acting as a performer/composer assisting control system ror a more or less normal synthesizer. Providing what amounts to an extra set (or several sets) of hands.

From a system standpoint, it fits between the keyboard and synthesizer like this:


We said above, "more or less normal" synthesizer because there are three special elements involved in the synthesizer/computer interface:

1) a digitally encoded AGO keyboard (see "Computer music without the computer" and product summary)
2) a Digital to Analog Converter (see "Equally Tempered Digital to Analog Converter")
3) a multiple $\mathrm{S} / \mathrm{H}$ circuit to allow several simultaneous outputs from the Digital to Analog converter.
The computer runs programs (either supplied by PAIA or user written) that receive data from the synthesizer keyboard and issue instructions to the D/A and multiple $\mathrm{S} / \mathrm{H}$ which in turn control the synthesizer.

## PROGRAMMING OVERVIEW

Just saying that the computer controls the synthesizer is hardly a satisfactory explanation of the system. Hardly satisfactory because it leaves out a

## VERY IMPORTANT CONCEPT

which is that it is not really the computer that is controlling the synthesizer, it's the programs. In a very real sense, the computer is there only because it's a way to run the programs.

One of the programs (for example) "reads" the synthesizer keyboard and builds a table of what it finds there.

If the phrase "builds a table" is
unfamiliar to you, it simply means that when the program finds that a given key is down on the keyboard it records in a special place (location or address) in memory which key it is. The next key that it finds down, it records in the next memory location; and so on. When the program has finished looking at the entire keyboard the result is a list or "table" of the keys that were down during that scan. If you were holding down a C chord for example, the table might look like this:

figure (b)
That's not really all there is to this program - there are some subtleties that would probably be confusing at this point. We'll get to them later. For right now, we'll just think of this program as a list-builder.

Also, so that I won't have to keep typing "the program that builds the list of keys that are down on the keyboard", we'll agree among ourselves that we'll call this program by the name "LOOK". From now on, when I say something like "we LOOK at the keyboard" you'll know that I mean we "execute" (run) this program.

And, while we're hanging labels on things, we may also just as well name the list that LOOK generates "key-table", or, since I'm a lazy typist, just KTABLE.

Got that? LOOK builds KTABLE. OK, next.
There is another program that we'll
call NOTEOUT, because it takes care of outputting the notes.

Like LOOK, this one can be stated in simple terms: it reads the first entry from a table and causes the D/A to convert that key data to a control voltage which it then strobes into the first S/H. It then gets the second entry from the table, converts it to a control voltage and assigns it to the second $\mathrm{S} / \mathrm{H}$. Gets the third entry, etc.

Also, like LOOK, there are subtleties that we'll look at later but the important point is that this routine works quickly. A block of 32 Sample and Holds can easily be refreshed and up-dated in about 16 ms . - more than fast enough.

The table that is read by NOTEOUT we will call the "note-table" or, simply NTABLE.

LOOK builds KTABLE and NOTEOUT reads NTABLE. Maybe you're wondering why two tables - why not just one.

Well, we could do it that way - if we did, a simplified diagram of the system should look like figure c .

You will recognize that we're still holding down that C chord. Now suppose we let the E go. On the next scan of the keyboard, LOOK up-dates KTABLE to reflect the fact that the E is no longer held down. KTABLE now looks like this:


And when NOTEOUT reads this table and up-dates the S/H circuits, guess what? The G has moved to the loca-

tion previously occupied by the E and from the $\mathrm{S} / \mathrm{H}$ that previously was producing the control voltage for the $G$ we now have $\qquad$ nothing
As if it weren't bad enough that the VCO which was previously producing an E is now playing a G (and we can hear when it makes this change), we can't do any decay processing on the E - the way a natural instrument would - because it's not there anymore.

Maybe this isn't too bad. A lot of organs produce results very similar to this - and all multiple output analog keyboards do this exact same "guess where the note's going to come out" trick. Still, it seems that there would be a more pleasing way to do it.

There is.
Because we're using two tables, we can generate a large (very large) family of programs that make decisions on how to transfer the information from KTABLE to NTABLE. This produces a machine which diagramaticly might look like this:


How this new middle program makes transfers from KTABLE to NTABLE determines completely the "personality" of the instrument.

For instance, a better way to handle the multiple -output problem would be to have the "middle" program not delete an entry from NTABLE simply because it no longer appeared in KTABLE, but rather to indicate that while the note should still be played, the key corresponding to it was no longer being held down and decay processing should begin. This is where the concept of "flags" associated with each note comes in and while it is slightly out of sequence, we should examine this important feature now.

The data that goes out to the synthesizer interface is a collection of 8 binary digits (bits - " 1 " or " 0 "). Like this:

figure (F)

If we want to indicate to the synthesizer that the note that the data represents is one which currently corresponds to a key that is being held down on the keyboard, then we set bit \#7 ( $\mathrm{D}_{6}$ ) to a " 1 ". If the data does not correspond to a key that is currently down then this bit is a zero. As you can see, if you're already familiar with synthesizers, this flag bit corresponds to the "gate" signal that you get out of most synthesizer keyboards.

As you will see when you review the included 8780 information, both of these higher order bits are buffered and brought out to the front panel of the Equally Tempered Digital to Analog Converter.

This leaves us with a "left-over" flag that can be used in a variety of ways. It can, for instance, be used simply as an independent gate signal allowing the processor to select between one of two patching arrangements that we've set up. Or, and I believe that this is the preferable use, it can be used as a GLIDE SELECT bit that turns glissando on and off - under computer control.

But, to get back to the real subject at hand, the polyphonic output procedure described above is not the only (or, in my opinion, the most ) interesting thing that the "middle" program can do.

It can examine the entries in KTABLE and if they are lower than a given note on the keyboard assign them to one group of outputs and if they are higher assign them to a second group of outputs. Which has the effect of "splitting" the keyboard into two different voices - one for low keys and a second for high keys.

The "middle" program can take notes from the keyboard and not only play them immediately, but also store them in another permanent table in the machine's memory for playback again later.

The "middle" program can take notes from the permanent table mentioned above, assign them to outputs and simultaneously assign current keyboard activity to other outputs - so that you can play along with something that was previously "recorded".

These same programs can allow independent recording and simultaneous playback of multiple "tracks". Like a multi-track recording studio only without the hassle of tape splicing, editing and (worst of all) over-dubbing noise.

The "middle" program can do tricks like making a chord played on the keyboard seem to be rising in pitch, constantly, without ever actually going beyond a pre-defined limit. It's not magic, it involves forming a "stack" of the notes and allowing the program to increase the pitch of the notes in the stack until they reach a pre-determined limit at which time the note is "faded out" and placed in the bottom of the stack.

The "middle" program can do lots of
different things. So many, that it's going to be a while (possibly a long, long while) before we know what they all are.

If you're looking for something that will reach a "finished" state beyond which there is nothing further to do, this isn't the product for you.

## SO MANY "DIFFERENT" PROGRAMS

One thing that you may notice in the discussion above is that all of these very different "resource allocation" schemes have in common the fact that they all use LOOK and NOTEOUT. We could make these two routines a part of each of the larger programs if we wished - there wouldn't be any problems with that - except that they are long-ish and would take a while to "load" into the machine's memory. Particularly if you're not using the computer's optional cassette interface. I think there's a much better way.

We can write the LOOK and NOTEOUT programs so that they're what's known as "subroutines".

Now ordinarily, computer programs proceed sequentially through memory an instruction at a time. Like this:

## INSTRUCTION $\rightarrow$ INST. $\rightarrow$ INST. $\rightarrow$ (NST. <br> figure ( $g$ )

But a subroutine allows a block of programming to be stored out of sequence in the machine so that when you "call" or "jump to" a subroutine it's like this:


The "return" causes the computer to go back to the place that it was before the subroutine was called and continue executing the main program.

Maybe the "subroutine" concept confuses you (though after such a terrific explanation it's hard to imagine how). If it does, here's another way that you can think of them:

## SOFTWARE MODULES

You're certainly used to synthesizer "hardware" modules by now - all those little processing elements (VCO's, VCF's etc.) that we tie together with patch cords to produce different sounds or effects.

Here we have their equivalent in computer instructions - little modules of programming that are patched together (not with wire, of cource, with more programming) which, depending on how they're tied together, produce different effects.

LOOK and NOTEOUT are not the
only software modules that are useful, others include SAVE (the "recording" module, SREPRO (the "playback" module), DELAY (a time delay routine), POLY (a useful polytonic resource allocation algorythm), and others.

These various modules are available in a number of different forms. They're available just as program listings (which can be manually entered into the computer - very tedious but about as cheap as you can get) or they're also available on cassette tape that can be loaded into the computer using the optional cassette interface.

First choice for a place to save these universally useful programs, though, is Read Only Memory.

This is the most expensive alternative (ROMs have to go for about \$20/each one would be filled by the programs mentioned above) but it has the advantage of NOT HAVING TO LOAD THE PROGRAMS AT ALL. Every time you turn on the machine, they're there, waiting to be used.

## SOUNDS INTERESTING WHAT DO INEED TO GET STARTED?

If you already have some PAIA synthesis equipment, you're well on the way, but you need to convert to the new digital format. We've tried to make that as easy and inexpensive as possible by providing a retro-fit kit to digitally encode your present PAIA keyboard, the EK-3 Keyboard Encoder Kit mentioned in the POLYPHONY "Lab Notes' reprint included in this package.

This encoder is primarily designed to fit 4700 series keyboards, but will of course fit 2720 series equipment as well. It is one of our experimenter's kit series and does not include step-bystep instructions. In fact, the EK-3 re-print that is part of this package is the instruction set.

If you want to start over with a new keyboard, we have the 8782 Encoded Keyboard - one of our full kits with complete instructions.

If you already have an organ and would like to use that keyboard for either synthesizer or synthesizer/computer interface, we have the EK-4 Organ Keyboard Encoder as described in the accompanying package.

The advantage to this is that the keyboard already in the organ may be used for both synthesizer/computer and organ - all at the same time. Even if there are no "spare" contacts on the keyboard.

## BUT I DON'T HAVE A SYNTHESIZER!

Looking back over the text to this point I notice an important point that has not been prominently mentioned. This
system - because of the properties of the D/A - will work only with low-cost LINEAR synthesizer modules. Synthesis modules whose characteristics are exponential cannot be used though it is an easy matter to substitute another D/A for ours).

It is difficult to tell someone what the configuration of their synthesizer should be. Particularly with modular equipment like our current linc. The modules that make up the system are so much a function of the use to which the system is to be put.

Never the less, we have two systems configured as starting points. "Starting points" because it has been our experience that most people add and make changes to their system as time goes on. Customizing it to their application.

These two packages are the $4700 / \mathrm{C}$ (primarily a monotinic system) and the 4700/J (suitable for polyphonic work, limited multi-track recording, etc.). These are both systems that we originally put together to take to shows. Each for its intended purpose, they have proven to be reliable and versatile; each capable (by design) of turning someone from an "I don't like synthesizers" person into a "I never realized they could do that" person. Maximum usefulness and versatility within minimum "waste" capacity.

The module complement of each of these systems is itemized in the product summary, but this would seem an appropriate place to discuss the "philosophical" (if you will, just this once, excuse so pretentious a term) implication of the systems.

The $4700 / \mathrm{C}$ is a minimal, useable system. It has roughly the capabilities of the "mini" this and that that you see advertised. It's made for people who find synthesis interesting but aren't really sure that they're going to get into it in a big way. It is (briefly) an ideal place to start. And since all of our gear is modular and available separately, it is a system which will easily grow as your interest grows.

The $4700 / \mathrm{J}$ is by the standards of the industry a "good-sized" system. It's difficult to make comparisons, since some of the modules (particularly those that are the computer interface) aren't available from other manufacturers; but, if these modules were available and you purchased them assembled through the normal distribution chain the $1 / J$ would be on the order of $\$ 2,500$ to $\$ 3,500$ worth of equipment. And, again, it's not a dead-end system, but one that can grow.

One final comment in this section is in order, and it may seem strange for someone who is, after all, trying to sell you equipment:

DON'T OVER-BUY

There are two reasons for making a statement like this - both imminently practical; 1) our experience has been that you will probably like the equipment a lot and will be a customer for many years, but if you don't ( and aren't) you don't have a bunch of money sunk in something you're not going to use. We won't have someone wandering around badmouthing the gear.
2) Without committing to anything in print, development goes on all the time - to the practical synthesist, the versatility of modular equipment makes it desirable to have some of it around (ask anyone seriously involved in electronic music synthesis). But, well, look at any issue of POLYPHONY - development it goes on and you never can tell what's just around the corner.

## WHICH COMPUTER?

This one is almost as bad as which synthesizer. For the same reasons the decisions are very personal and user related. Also like the "which synthesizer?" though, we have suggestions.

Our first, and strongest, suggestion is our own 8700 Computer/Controller. High on the list of compelling reasons to select this machine should be the fact that it will have our fullest software support (all of the programs mentioned earlier are available now), it is physically designed to fit into a space that has been kept free in our 4700 and 8700 series keyboards and is a machine designed to the PAIA ideal of "maximum impact for minimum bucks".

The 8700 is based on a 6503 processor (a fully software compatible version of the increasingly popular 6502) and has features as described in the product summary. This processor was chosen over others which were - at the time that the decision was made - more popular for a variety of reasons, but by far the biggest was that it is an easy machine to use. Even if you're programming in machine language ( and don't kid yourself, the day will probably come that you will want to do something completely different - something not available either from us or from the independent user's group program exchange - and the only way to do it will be to write the code yourself, it's easier than it looks).

But let's suppose that you already have a computer. If that computer happens to be something like a KIM-1, you're in great shape. We will shortly have a complete KIM-1 package showing how to interface and almost as complete a selection of programs as for our own machine (we like the KIM series stuff and since it, too, uses a 6502...... )

If you have a SWTP 6800 system, the 8780 and 8782 instructions already outline using one of their MP-L's for
interfacing (sorry, no software support
from us right now, but surely the user's group will come up with some - Southwest has a really nice, popular system).

Coincidentally, there are other machines that use the 6502 processor for which all of our software is written; if you haven't heard of them yct, you will.

They are:
Commodore's PET (personal
electronic transactor) which
looks at this point like it will sell in the $\$ 600.00$ range. Certainly you're all familiar with Commodore - they're an old-line (if there is such a thing) calculator company.
and
Apple Computer Company's APPLE II
We like the APPLE II machine a lot and probably a single glance at the enclosed literature will tell you why. It not only looks nice and can grow up to be a VERY LARGE system, but it has all the bells and whistles including FULD-COLOR VIDEO GRAPHICS capabilities (vectored, no less). I own one ( one of the very first, I'm led to believe) and I can tell you - it's a very impressive system.


# Equally Tempered Digital to Analog Converter <br> By: John S. Simonton, Jr. 

Many experts will tell you that in order to interface a computer to an electronic music synthesizer, you must use exponential response voltage controlled elements (oscillators, filters, amplifiers, etc.).

Here's why:
Computer control of synthesizers requires a Digital to Analog converter to change the numbers that the computer puts out into an analog control voltage that the modules can use.

By far the most common type of D/A (so common that many seem to think it's the only kind) is known as an " $R / 2 R$ ladder". I don't want to get into the design details of this circuit. If you are interested, there is plenty of information available from text-books, manufacturers literature, etc. But we do need to examine a functional aspect of this circuit.

Any analog to digital converter works by accepting at its input a digital quantity (we will call this data) and generating at its output an analog
voltage that is a unique representation of that data. Most of the D/A's that I'm familiar with accept the data as binary digits - a bunch of $1^{\prime} \mathrm{s}$ and $0^{\prime} \mathrm{s}$ that appear simultaneously on a group of wires going into the converter.

In a $R / 2 R$ ladder converter, a unique weighting is assigned to each bit in the data coming in. When the time comes for a conversion to be made, the circuitry adds together the weightings corresponding to the bits in the data that are in an "on" state (for our purposes, a 1 ; through not always) and ignores the weighting represented by the bits that are "off"equivalent to adding in a zero.

If we assume that we are going to be using exponential response oscillators, the $R / 2 R$ ladder converter works quite well. We can assign weightings to the bits that are integral multiples of $1 / 12$ volt; the same incremental voltage change that keyboards designed to operate exponential oscillators produce, and when we do we come up with a series of weightings
which - progressing from the Least Significant Bit (LSB) to the Most Significant Bit (MSB) - Looks like this:

$$
\begin{aligned}
& \text { LSB } \\
& 1 / 12,2 / 12,4 / 12,8 / 12, \ldots \ldots . n^{2} / 12
\end{aligned}
$$

Figure 1
Where $n$ is, of course, the number of bits that the converter can accept as data.

Let's watch four bits "count" into this type of converter and observe the resulting output voltages.

| DATA | MEANS | OUTPUT |
| :---: | :---: | :---: |
| 0000 | $0+0+0+0$ | 0 |
| 0001 | $0+0+0+1 / 12$ | $1 / 12$ |
| 0010 | $0+0+2 / 12+0$ | $2 / 12$ |
| 0011 | $0+0+2 / 12+1 / 12$ | $3 / 12$ |
| --21 |  |  |
| 1111 | $8 / 12+4 / 12+2 / 12+1 / 12=15 / 12$ |  |
|  | Table 1 |  |

If I had made the "word" (collection of 1 's and 0 ' $s$ going into the converter) 6 or 8 bits long instead of just 4 , the resulting series of output voltages would still increase $1 / 12$ volt for every unit increment of the data and the only effect would be to increase the range of the output voltage.

Unfortunately, while the distinguishing feature of an exponential oscillator is that equal incremental voltage changes will cause it to generate a series of equally tempered pitches, this is not the case for linear response oscillators. A linear oscillator requires constantly increasing voltage increments to produce equally tempered semi-tones.

While this increasing voltage requirement doesn' $t$ make the application of $R / 2 R$ converters to linear oscillators impossible, it certainly makes it cumbersome.

Cumbersome because we have to make the incremental change from the converter small enough to guarantee that there will be some pattern of 1's and 0 ' s that defines a control voltage reasonably close to what we' re really after.

Very small voltage increments there are three things "wrong" with this:

1) We're going to need a "bigger" converter - one with greater resolution and consequently greater word size. Whereas 6 bits of data will provide a little more than 5 octaves of control voltage to an exponentail oscillator; the same 5 octaves from a linear oscillator will require 12 data bits. Now, if that doesn't offend you by its notable lack of elegance, it's cost certainly should. A 12 bit D/A is going to set you back about $\$ 100.00$; then you've got to put it on a pc board, add controls - front panel, etc.
2) As if to add insult to injury, there will be lots of combinations of bits that represent the intervals between adjacent semi-tones, but notice that they are not equally tempered intervals and therefore next to useless even for micro-tonal tunings. We're paying out our hard earned bucks for words that we're never going to use, but must have to fill up the "cracks".
3) We've turned the determination of what data to output from a relatively simple matter of counting the keys and using that as the data into a process that at best is going to require a lookup table (where the machine says "Aha - key number 12, that's note $0001110010100001^{\prime \prime}$ ) or some such similar computer calisthenics. Not particularly complicated, perhaps, but why bother with it if we don't have to.

And that, friends, is the point of all this. We don't have to. For the simple reason that an $R / 2 R$ ladder
converter is not the only kind that we have to work with. There are other kinds. One of the other kinds is called a Multiplying D/A (or just MD/A, I guess).

While the most important operational feature of the $R / 2 R$ ladder converters was that it added things to arrive at the output, the dominant feature of an MD/A is that (you're ahead of me, right?)

## IT MULTIPLIES.

## Far out.

If you're up on your basic music theory, a responsive chord (if you'll pardon the expression) should be struck here. The determination of the frequency of the pitches in equally tempered tunings is itself a multiplication process. The frequency of each semi-tone in the series is greater than the frequency of the preceding semitone by a factor of $2^{1 / 12}$ - the infamous "twelfth root of two" ( $2^{1 / 12}=12 \sqrt{2}=1.059$ ). Intuitively, it would seem that this type of D/A would be more appropriate for our purposes.

In fact, this is true. We assign weightings to the bits (starting with the LSB) according to this series:

$$
2^{\text {LSB }}, 2^{1 / 12}, 2^{2 / 12}, 2^{8 / 12 \ldots \cdots} 2^{2 n / 12}
$$

Where again, n is the number of bits of data that the converter will accept.

Now, we count into this converter the same way that we did in the R/2R ladder type. Remember that bits that are "off" here are not included in the total (only now this is equivalent to multiplying by 1 ) and that the product that results from the condition of the data will be multiplied by some internal reference voltage.


Table 2*

* Multiplying a base number raised to various powers (exponents) is accomplished by adding the exponents. That's how a slide rule works - remember slide rules?

You may recognize this as an equally tempered series (if not you'll just have to take my word; it is). All we have to do now is design a circuit that does this.

Let's do that.
Here's a simple unity gain buffer amplifier:


Figure 3

You may not be used to seeing it in this form because ordinarily the resistances that are shown would be replaced with direct connections. But having the resistances there doesn't matter simply because for any practical case, they are going to be much smaller than the equivalent resistance from either of the operational amplifier's inputs to ground. I should mention here that for any linear operational amplifier circuit the voltages at the inverting and non-inverting unputs are equal ( $\mathrm{V}_{\mathrm{i}_{+}}=\mathrm{V}_{\mathrm{i}-}$; this is the key to op-amp design, but that's another story). Of the circuit in figure 3 we can say:

## (a) $\quad V$ out $=V$ ref.

An excellent beginning. Here's another circuit:


Figure 4
Adding R2 to the circuit has produced a voltage divider at the + input of the op-amp and because of this we can say:

## (b) Vout $=\left(\frac{\text { R2 }}{R 2+R 1}\right) V$ ref.

Fantastic. Now we change the circuit again so that it looks like this:


Figure 5
and instead of a voltage divider at the + input we now have one at the - input. This means that:
(c) Vout $=\left(\frac{R 3+R 4}{R 4}\right) V$ ref.

All together now:


Figure 6
And for this configuration:

## (d) <br> $V_{\text {out }}=\left(\frac{R 2}{R 1+R 2}\right)\left(\frac{R 3+R 4}{R 4}\right) V_{\text {ref }}$.

Do the four equations from (a) - (d) look familiar? No? Look back at Table 2. Now do they look familiar? Still no? Then let's say:
(e) $\frac{R 2}{R 1+R 2}=2^{1 / 12} ; \frac{R 3+R 4}{R 4}=2^{2 / 12}$
and then by making these substitutions and putting the equations together:
(a) Vout = Vref.
(b) $V_{\text {out }}=2^{1 / 12} \cdot V_{\text {ref. }}$.
(c) $V_{\text {out }}=2^{2 / 12} \cdot V_{\text {ref. }}$.
(d) $V_{\text {out }}=2^{1 / 12} \cdot 2^{2 / 12} \cdot V_{\text {ref }}=2^{3 / 12} V_{\text {ref }}$.

Now you must certainly recognize them it's the same series as the first four entries in Table 2. Putting the resistors

R2 and R4 into the circuit and removing them is simply a matter of putting switches (either mechanical or electronic) in series with them and when we do the whole circuit looks like this:


Figure 7
The switches S1 and S2 here are, respectively, the Least Significant and Most Significant data inputs to the converter; and I will avoid the obvious. comment about this being a 2 bit $\mathrm{D} / \mathrm{A}$.

Oh, but there's one thing that I forgot to tell you:

$$
\begin{equation*}
2^{1 / 12} \neq \frac{R^{2}}{R 1+R 2} \tag{f}
\end{equation*}
$$

Why? Because $2^{1 / 12}$ is a number greater than 1 and the only way that the ratio of a number to itself plus something else can be greater than 1 is if the something else is negative - which in our case, it's not (yes, there is such a thing as negative resistance, but the concept is not applicable here).

Happily, we have an alternative to negative resistance and that is to make:

$$
\text { (g) } \frac{R 2}{R 1+R 2}=2^{-1 / 12}
$$

Making the exponent negative is equivalent to taking the reciprocal of the number.

At this point I'm afraid that in the interest of brevity I must make a gigantic leap and say that -- because we' re using the reciprocal of the weighting, we must also complement the bit representing that weighting. In the instruction manual for this module, we will cover why. But there's not enough space to do it here. And, in any case, any of you who really want to can figure it out for yourselves, It's easy, honest.

Expanding this D/A out to handle greater word lengths is simply a matter
of cascading several of these sections. When we do this and replace the mechanical switches that we had earlier with 4066 type Quad Bi-lateral CMOS switches we come up with a thing that looks like the circuit shown in figure 8.

Notice that the complemented bits that we require are indicated by the overbar on like $\mathrm{D}_{0}$ for instance. This is read "not $\mathrm{D}_{0}$ " and by custom indicates that the low ( 0 ) state is considered to be "on".

You are probably also wondering about those $R_{a}{ }^{\prime} s, R_{b}$ 's, etc. The values of these resistors are determined by solving equations (a) through (d) and they produce some strange values that need to be exact. $5 \%$ 'ers won't get it here. In order to meet the necessary precision and stability requirements, we've had ' "one of the nation's leading resistor manufacturers' (at least that's what they say) make up some custom Cermet resistor networks. They look about like any 16 pin DIP IC (except that they' re a beautiful robin's egg blue), but inside are resistors instead of other stuff. Once manufactured, they' re trimmed by LASER to be exactly the right ratios (Laser, yet - how about that!).

I really don't expect that to impress you too much, but this should:

## THERE ARE NO ADJUSTMENTS TO THIS MODULE

You just put it together and it "plays" (which is the computer people's phrase for works).

Do you realize that this gets rid of all those trimmers from our old '-8 keyboard - it even gets rid of the zero pot. I really like it.

But we're really not through yet, we need to completely dress the design by adding input latches (so that the input information can be stored), and some kind of indicators so that we will know what's going on (LED's - they wink, they blink, they twinkle like stars in the night; anybody can look at this thing and know that it's got something to do with computers). This part of the circuit is shown in figure 9.

The 4042's are the latches and one of their features is that they have both $Q$ and $\bar{Q}$ ( the complement of $Q$ ) outputssince we needed some complemented data bits, this is nice. Q9-Q14 are level converters. We need to have the "on" resistance of the 4066 switches in the converter circuitry working at as high a supply voltage as possible in order to achieve predictable low "on" resistances and this means that they operate from the +9 v . synthesizer supply rather than the +5 v . logic supply.

That's the design. Let's take a few minutes to review what we've got here.

We've got a new synthesizer module that does at least one thing that many people thought couldn't be done; a 6 bit Digital to Analog converter that will provide slightly more than 5 octaves of equally tempered control voltage to linear response voltage controlled synthesizer elements.

The front panel PITCH control allows the module's output to be chromatically transposed over another octave, so the total range of output voltage available is a little more than 6 octaves (compared to typicly 4 octaves for a \#4782 keyboard).

We have two trigger flags available, either of which can be set or re-set independently (very handy). As we will
see in a future issue, these flags can also be used to select micro-tonal intervals.

The status of the 8 bits of data coming into the module is displayed on the front panel LED's, six of which indicate the note that the module is producing and two of which indicate the status of the trigger flags.

To make the module easy to interface to anyone's computer (or simply keyboard encoders - see LAB NOTES) we have an input terminal marked $\overline{\mathrm{RDY}}$ (not ready). When this terminal is grounded, the latches that are provided on the data lines are in a "pass" condition and any changes of the data on the data input lines will be reflected as
changes in the module's output voltage. When the $\overline{\mathrm{RDY}}$ line is taken to a high logic state, the last data that appeared on the input lines is stored in the latches and further changes on the data bus will not produce any change in the output voltage ( this is about like the action of the SAMPLE inputs of clockable sample and holds).

The road to applying the processing and control power of the computer to electronic music synthesis is not a short one - but it is certainly a trip worth taking. The Equally Tempered $\mathrm{D} / \mathrm{A}$ is only a first step.

As first steps go, though, this is a good one - like walking in seven league boots.


# COMPUTER MUSIC, WITHOUT THE COMPUTER. or: What to do 'til your processor arrives. 

By: John S. Simonton, Jr.

I realize that a lot of you will respond to the introduction of the 8780 Equally Tempered D/A with a frustrated, "But, I don't HAVE a computer."

Here's a little surprise. You don't really need a computer to do some very interesting and useful things with the 8780. You are going to need some additional hardware, as we'll see in a moment, but it's not only inexpensive, it's also equipment that you'll need for processor interfacing later on anyway. You're not building something that will be scrapped when your computer arrives, just getting a head start. Getting READY: so to speak.

Let's shift our mental gears for a minute, and instead of thinking of the 8780 as a computer peripheral, we'll consider it in terms of being a digital sample and hold.

Our analog $\mathrm{S} / \mathrm{H}$ circuits are acceptable, but they will always drift because they store information by charging a capacitor. Even if we were able to miraculously devise a capacitor with no leakage, we still have to measure the charge on the capacitor; and whatever circuit we use to do that will itself eventually drain away all the charge (I think that a Mr. Heisenberg had something to say about this, but I'm not certain). With a digital $\mathrm{S} / \mathrm{H}$, we don't have that problem, because we're storing the information as a pattern of 1 's and 0 's.

To use our new digital $\mathrm{S} / \mathrm{H}$ we need some way to provide it with the 1's and $0^{\prime} \mathrm{s}$ it needs to decide what voltage to produce. We need some way to "encode" our AGO keyboards.

There are lots of ways to do this, including the simple expedient shown in figure 1.

This is frequently referred to as a "brute force" encoder. When a switch closes, any diode connected to the switch line forward biases, causing a 1 to appear on the data line connected to it. The diodes are there in the first place to prevent "sneak" current paths back through the matrix. This is an acceptable encoder as long as you assume that only one key is going to be down at a time. But, when two keys are pressed


Figure 1 - Brute Force Encoder
simultaneously, the diodes act like OR gates and the data that comes out may or may not (most probably not) represent those keys. If, for example, we were to press the first two keys down at the same time, data lines $D_{0}$ and $D_{1}$ would both go high. Exactly the same situation that we had defined in figure 1 as being an indication that key 3 was down: BUMMER
A more popular approach (because it works better) is to "scan" the keyboard a switch at a time to see if any are closed. There are LSI chips that do this with a single integrated circuit package; but, while saving design time is a great temptation, we're not going to use them. They're too expensive, and worse yet, not versatile enough to do all the things that I have in mind.

So that you can follow the design that I prefer, let me turn you on to a new part:



Figure 2
This is called a "4051 8 channel analog multiplexer/demultiplexer". Or, just 4051. Inside the package are 8 bilateral CMOS switches. While one side of each of these switches is tied to one of the pins $Y_{0}-Y_{7}$, the other side of all the switches are commoned and connect to pin $Z$. In mechanical terms, it looks like this:


Figure 3 -
Mechanical Equivalent of 4051

One of the neater things about the 4051 is that each of those switches is individually "addressable" from the pins marked A0 - A2. If I put the binary number 000 into the address pins, switch $S_{0}$ will "close". 001 causes switch $S_{1}$ to be activated, and so on to 111 which addresses $\mathrm{S}_{7}$.

You will also notice a pin labeled E. This is an enable pin that sort of says "GO" to the rest of the circuitry in the package. As long as this pin is held at a high voltage, all of the switches will be "off", but when the E pin is grounded, the switch specified by the address currently on the A pins will close.


What a terrific part. We really need to spend some time soon looking at all of the potential applications for this device. Not today, though. Today we have too many other things to do.

You're already familiar with the 4024 CMOS seven stage divider, we've used it before in other applications. Now we're going to use it again in a circuit that looks like figure 4.

This is our keyboard encoder. As far as parts go, there's not a lot to it. But it does a lot, watch.

Gates G1 and G2 along with R1 and C1 form an astable clock buffered by gate G3 that feeds the seven bit counter IC1. Notice that I can stop and start the clock by raising or lowering, respectively, the line labeled $\overline{\text { SCAN }}$. If I ' m not using this line, I can simply leave it disconnected and the pull-down resistor R 2 will keep the clock running.

Notice that the three LSB's from the counter ( $\mathrm{D} 0-\mathrm{D} 2$ ) are connected to the address pins of IC2 while the next three MSB's connect to the address pins on IC3 (we are going to temporarily forget about the seventh bit). Assuming that the counter starts counting at 000000 , both IC2 and IC3's Z pins are connected to their Y0 pins. If these two Yo lines are isolated from one another another nothing happens; but, if they are shorted together (by a switch at the point at which they cross in the matrix, for instance) then a current flows from the Z pin of IC3 to the Z pin of IC2 through R4 which is tied to the ground. The resulting voltage rise across R 4 appears on the line labeled STROBE as a logical 1, which we can interpret as an indicator that a key is down.

When the clock cycles and the counter advances to 000001, it has no
effect on IC3, but IC2's Z pin is now connected to it's Y1 pin. If those points in the matrix are isolated - nothing; if they're connected, we get a 1 on the strobe line. As you can see, each clock cycle advances the counter, which will have the effect of looking at each cross point in the matrix, one at a time. A STROBE results if the cross points are connected.

At any instant in time, the six bit number appearing on the data line is the number of the key being examined - in binary, and the status of the STROBE line will tell us whether that key is up or down.

It will also be handy at times to have a line that goes low when a down key is found, so G4 is used as an inverter to provide the complement of STROBE STROBE. (I'm tempted to say son-ofstrobe, but actually NOT strobe.)

One subtle point about the 4051 s that we overlooked above: the line from the clock also connects to the E pin of IC2. The effect of this is to allow a STROBE to occur only during negative half-cycles of the clock (immediately after the counter changes state) like this:


Figure 5-Encoder Timing
which assumes that key 000010 is down. This is done for timing considerations. Also, getting back to the counter again for a moment, we have a reset available; and while I can't think of a use for it right now, one may come up later. I bring it out on a line with a pull down resistor, R3, and label the line RESET. Raising this line to a 1 will reset the counter. Also, that seventh bit that we conveniently forgot, we can now bring out on a line labeled START. In computer application this line will serve as an indication that a scan is just starting or ending.

So, that's our all-purpose, super-gee-whiz keyboard encoder. In all of the drawings, I've shown it operating from a 5 volt supply because in computer applications we're going to be tapping power from the processor; but we' re using CMOS logic here and the big reason is that it likes all different kinds of supply voltages - anywhere from 3 to 15 volts. If we retro-fit this stuff into a 4782 Road Keyboard (which as you might expect, I highly recommend) we can easily use the +9 v . part of the supply that' $s$ already there to power both the encoder and the D/A.

The encoder can handle up to 64 switches (the number of cross-points in the matrix) and it will obviously work with a 5 octave keyboard. We really want to concentrate on a 37 note unit, though, since this is our standard.

No matter whose keyboards we are going to use, we are probably going to have to make some changes in the switch busses first. I'll show you on one of ours. If yours is different, I'm sure you can figure out something.

PAIA keyboards (and most others, too)
have two busses: one of which boils down to a single switch that is closed as long as any key is down. With analog S/I' s, this is a signal to the circuitry to do its stuff. We don't need this anymore.

The second buss is really 37 switches, with one side of each switch tied to a common connection. We could represent it like this:


Figure 6 - An Unmodified KBD

The switch contacts that are not commoned would ordinarily go to the voltage divider board in an analog system.

We need to break these switches down into groups of 8 (giving us 4 such groups with a group of 5 keys left over) by cutting small sections (about $1 / 8$ inch or so) out of the buss rod that runs the length of the keyboard. When you
do this, don't forget that you have the keyboard upside down. Be sure that the first cut is between the first G and G\# on the keyboard. I ran into structural problems after cutting the buss rod; one section of it was supported at only a single point. An easy fix for this problem was to slip short sections of clear tubing (spagetti) over the adjacent ends of the cuts, providing both insulation of the buss section and mechanical rigidity. When you're finished, what you have could be represented by figure 7 .

Now we buss together the individual key switches from each group by connecting together all of the first keys in each group, all the second keys in each group, etc. Notice that again to prevent sneak current paths which could generate 'phantom" keys if multiple switches were closed, we' ve added a diode in series with each key. When we' re done, we have what's shown in figure 8.

If we now redraw what we've got and superimpose it on the matrix, we have what' s shown in figure 9.

You probably noticed that the first key does not begin at note 000000 , but rather picks up from row 2 of the matrix; equivalent to making it key
number 010000 from the encoder's standpoint, and transposing the keyboard 16 semi-tones up-scale from the D/A's point of view.

IT DOESN'T MATTER WHERE THE FIRST KEY STARTS.


Figure 9 - The Keyboard As Matrixed


Figure 7 - The KBD Modified


Between the pitch knobs on our oscillators and the one on the D/A, we will be able to "put" the oscillator in any pitch range we want anyway.

There are a couple of good reasons for starting with key number 010000 ; First, I have a few computer things in mind for keys 000000 through 000111, and I want to hold them in reserve. Also, one of the things that our computer is eventually going to do for us is take care of transpositions into a new key signature, which will simply be a matter of adding to, or subtracting from, the note data the number of semi-tones by which we want to transpose. If my first key is $000000, \mathrm{I}^{\prime} \mathrm{m}$ going to have a hard time transposing it down scale.

Now that I have the keyboard connected to the encoder, I'm ready to start doing things. Like replacing my old analog $\mathrm{S} / \mathrm{H}$ with this shiny new digital model. There are lots of ways that $I$ can do this. One is shown in figure 10.

Assuming that no keys are down, the encoder's STROBE line is at a 0 and $\overline{\text { STROBE }}$ is at a 1 , making the $\overline{\mathrm{RDY}}$ on the D/A high. The 8780 's input latches are in a holding state and the activity on the data lines $\mathrm{D}_{0^{-}}$ $\mathrm{D}_{6}$ is invisible to the converter. This is fortunate, since the data lines are "counting" as the encoder continually looks at the keyboard.

Now, we push down a key. For the purpose of illustration let's say that it's the first key, number 010000. When the data lines next reach the state 010000 , the encoder finds that the key is down, and because of that, the STROBE line goes high stopping the encoder clock, and the STROBE line goes low which takes the D/A's RDY line to a 0 putting the D/A's latches in a pass state. The new note data ( 010000 ) is strobed into the converter and a control voltage representing that key appears at the control voltage output of the $D / A$. The STROBE line from the encoder also connects to the $\mathrm{D}_{6}$ input of the D/A, which appears at the D/A output panel as the first trigger flag (F1), so we have a trigger showing that a key is down. And this trigger is used the same way we would a trigger from the analog system.

As long as the key is down, the system is going to sit in this configuration. But, when I release the key, new things happen. Almost simultaneously STROBE goes low which removes the trigger flag D6 (indicating that the key is now up) and allows the clock to start again (searching for the next key down). Simultaneously, $\overline{\text { STROBE }}$ goes high forcing the $\overline{\mathrm{RDV}}$ line on the D/A high which puts the latched in a holding condition - and what they' re

holding is data on the last key that was down.

This is behaving exactly like the old analog system that we had, except, as I already mentioned, it doesn' $t$ drift. AND it gets rid of that annoying "in between" note that we had with the old keyboard if two notes were pressed at the same time ( since the clock stops, the encoder can "see" only one down key at a time). AND, it doesn' $t$ have 37 adjustments to tune it; now there are none.

Let me show you something that this keyboard can do that our others can't.

Suppose that we remove the wire connection between the encoder's STROBE output and $\overline{\text { SCAN }}$ input. You will remember that this was the thing that caused the clock to stop when a key was found down. If we replace the wire with a capacitor, say about .22 mfd . or so, we have generated a little time delay in this loop. The clock will stop when a key is found down, but only temporarily - until the capacitor discharges - then it is going to go looking for the next key down. If, in the process of searching, the encoder finds another key down, it will strobe it into the latches, hold for the time delay, and then go searching again. With this arrangement, if two keys are held down, the output of the D/A will alternate between the two, and what we will hear is a trilling between these two notes. If three keys are held down, each note will be heard in turn and while this is not polytonic by any stretch of the imagin-
ation, it can certainly sound that way.
Can you imagine what the effect of pushing down à large number of keys will be? I call it the "orgasmatronic glide" but everyone here thinks that's a terrible name.

Anyway, the arpeggiation gimmick is slick and if you wish it can be left in place and bypassed with a switch when not used as shown in figure 11.


Figure 11 -
The "arpeggiation" Modification

Here's another one.
You may have noticed that there is an input to the encoder that I hadn't mentioned; the one labeled (innocuously) $\overline{\mathrm{RND}}$. This line is normally held high by R5, but when pulled low momentarily it causes G5 and G6 to both change state which in turn activates the strobe line - even though there are no keys down.

The effect of this is that whenever we activate this line, whatever number happens to be on the data buss at that instant will be strobed into the D/A. Since the encoder clock is working very fast, there is no way to know in advance what the number on the data lines will be. As you've probably guessed, $\overline{\mathrm{RND}}$ stands for RANDOM, since that is the effect of this input. It causes a random note to be strobed into the D/A.

If it occurs to you that there is a lot of activity around G5 and G6, what with R5, R6, C3 and C4 and the funny little jumper marked (*) being there, you're right. This circuit not only buffers the $\widehat{\mathrm{RND}}$ input line, it is also a slow clock. If we hold the $\overline{\text { RND }}$ down for more than just an instant, square waves begin appearing at the output of G6. And, naturally, for each cycle of the output of G6 a new random note is strobed into the D/A. With the values shown, the tempo of this clock is several cycles per second. That's a bunch, and that's where the (*) marked jumper in series with R5 comes in. By replacing this jumper with a pot (about 500 K is a good value) we've picked up a control of the tempo of this circuit.

By adjusting this new tempo control we can effect not only the rate at which random notes are thrown out, but also the character of the notes (whether they appear to be really random, or run upscale, or downscale, or whatever).

To understand why the character of the notes is effected, imagine for a moment that the tempo of the RANDOM clock is exactly $1 / 64$ that of the scanning clock. Under these conditions, the RANDOM clock is going to pull one note from the encoder for each complete encoder scan. Since 64 notes constitutes an entire scan, the RANDOM note that we pull will not be random at all. It will be the same note each time.

Suppose, now, that the RANDOM clock is running at exactly $1 / 65$ the tempo of the scan clock. Now each time the RANDOM clock says "sample", the scanner will have gone through a complet cycle plus one note. Each succeeding sample will pull a note that is one semitone higher in pitch than the previous sample, and we will hear an ascending series of semi-tones that increments by one semi-tone for each event.

If the RANDOM clock is running at $1 / 63$ the frequency of the scan clock we will have a similar situation except that the note pulled each time will be one semi-tone lower in pitch than the preceeding semi-tone.

Actually, for any practical situation, the RANDOM clock is going to be running several hundred or thousand times slower than the scanning clock; but the principle still applies. Small changes in the RANDOM clock rate will produce wide variations in the character and organization of the notes that are "randomly" pulled from the encoder. Out of space and out of time, again. And so much left to do. It will have to wait for next time.

Speaking of next time - here are some things that we're going to do:

We're going to look at a memory add-on for the encoder, D/A combination that will allow you to do some terrific digital sequencer things. We're also going to look at an expansion system that will convert what we've done so far into a polytonic (phonic) keyboard. Also we'll have a story on a touch keyboard - the easy way, and will look at ways that this kind of thing can be tied into our encoder, D/A set-up.

And, I think, our computer will be ready. We've put a lot of time into configuring it for maximum usefulness either as a stand-alone
micro-processor trainer or for use with the music stuff. I believe that the time has been well spent. When you see all of the things that this system will do for you it's going to:

## BLOW YOU AWAY

No kidding.

## POST SCRIPTS

## NOTE:

The PAIA Experimenter's Kit series is not intended for the novice builder. They are intended to provide the experimenter with a place to start on what will hopefully be a series of interesting and enlightening projects at the very lowest possible cost.

Because of this, parts that are considered to be either optional or easily obtainable from other sources (your "junk box" for instance) are not included. Also, circuit boards in this series are not normally printed with parts placement designations and assembly instructions are minimal, with most of the narrative type textual material concentrating on "how it works" and "how to make it do other things." If you feel that this approach does not serve your purposes you should return this item immediately for a refund.

Parts placement for the EK-3 circuit board is shown below.

Note that with the exception of the $\overline{\text { RND input, all input and output lines }}$ come together at the 14 pin DIP configuration between IC4 and IC5 on the circuit board. A DIP socket and connector may be used here if desired for easy connection and disconnection ( a nice touch, but not highly recommended).


Below is an enlarged version of this I/O cluster which may be cut out and placed in the vicinity of the EK-3 for easy reference.


The "standard" connectors that we will be using for the complete kit version of these devices will be 25 pin "DB25" type sockets and plugs. If you decide to use these connectors, we
recommend that they be wired as listed below:

| PIN \# | $8780 \mathrm{D} / \mathrm{A}$ <br> (plug) | EK-3 encoder <br> (socket) |
| :--- | :---: | :--- |
| 1 | $\mathrm{D}_{0}$ | $\mathrm{D}_{0}$ |
| 2 | $\mathrm{D}_{1}$ | $\mathrm{D}_{1}$ |
| 3 | $\mathrm{D}_{2}$ | $\mathrm{D}_{2}$ |
| 4 | $\mathrm{D}_{3}$ | $\mathrm{D}_{3}$ |
| 5 | $\mathrm{D}_{4}$ | $\mathrm{D}_{4}$ |
| 6 | $\mathrm{D}_{5}$ | $\mathrm{D}_{5}$ |
| 7 | $\mathrm{D}_{6}$ | STROBE |
| 8 | $\mathrm{D}_{7}$ | START |
| 9 | RDY | $\underline{\text { STROBE }}$ |
| 10 | N/C | SCAN |
| 11 | N/C | RESET |
| 12 | N/C | N/C |
| 13 | N/C | N/C |
| 14 | + supply | +Supply |
| 15 | (II | (II) |

Some forethought has gone'into the configuration of these connectors with additional scheduled elements of the series in mind.

For example, if this scheme is followed, the arpeggiation gimmick described in the text would be added as shown in the figure below.

The three position switch can then select a mode of operation in which the clock stops when a down key is found (up position); a mode in which the clock does not stop when a down key is found, and this mode will be used in polytonic retro-fits (middle position); and the arpeggiation mode in which the clock stops momentarily for down keys (bottom position). As is indicated, a control of the arpeggiation rate (within limits) may be added with the 1 meg potentiometer shown.


# IN PURSUIT OF THE WILD QuASH 

by John S. Simonton, Jr.

Now that we have a way to interface our synthesizers to computers - the $8780 \mathrm{D} / \mathrm{A}$ - we can begin thinking of ways to independently control large numbers of musical elements simultaneously. Lots of VCO s, lots of VCFs.

The first time that you think of this your reaction may be something like:

WOW! - ALL THOSE D/As.
Multiple D/As (one for each control "channel") would be a possible way to go. An expensive way - at $\$ 35.00$ each, controlling just 4 VCOs means almost $\$ 150$ worth of just D/As.

There's a much cheaper way.
You may find this a little circuitous, after working so hard at our digital interface, but we're going back to analog Sample and Hold circuits.

Now wait, don't panic. These $\mathrm{S} / \mathrm{H}^{\prime} \mathrm{S}$ are nothing like the ones that we're accustomed to. They don't have to hold a voltage steady for a long period of time - only a few milli-seconds. Long before even that short time has passed we will have used the computer to come back and re-write the correct voltage into the circuit. Computer re-freshed S/Hs.

## Magic!

When you're designing a $\mathrm{S} / \mathrm{H}$ to be good for only a fractional part of a second it gets really easy. Like this:


I'm sure that we've all seen this kind of thing before. It's an op-amp used as a unity gain voltage follower.

When it comes time to take a sample, the switch closes causing the capacitor to charge up to the input voltage. The output of the voltage follower "follows" this voltage (what else?), and when the switch opens again, the capacitor "remembers" the voltage.

One of the characteristics of this circuit is that the " + " input represents
a very high input impedance to any load that it sees. A relatively small capacitor can accurately hold a voltage for almost a second.

Now, we're not going to use a mechanical switch here. Last time, we looked at the 4051 multiplexer and decided that we would be using it a lot. And we are, just not this time.

This time, we're going to use a very close relative of the 4051 - the 4052 ( I defy you to get any closer than that). The 4052 looks like this:

and whereas the 4051 was an electronic equivalent of a Single Pole Eight Throw switch, the 4052 is like a Double Pole

Four Throw one.
Which pairs of switches are to close is specified by the two address lines ( $A_{0} \& A_{1}$ ). The switches actually close when the $\overline{\mathrm{E}}$ pin goes to ground.

Using $1 / 2$ of one of these devices we can come up with a Quad Addressable Sample and Hold (QuASH?) that looks like figure C, and it works about the way that it looks. An address applied to the $A_{0}$ and $A_{1}$ pins sets up one of the four switches and when the $\overline{\mathrm{E}}$ pin is taken to ground that switch closes connecting the output of the D/A to the selected S/H. Simple.

That takes care of our control voltage output - but there are still other things to think about. For instance, we need a trigger flag (gate signal) to go along with each of the control voltages to take care of things like triggering envelope generators. ${ }^{*}(1)$

An easy way to handle this is to use the other $1 / 2$ of the 4052 to route one of the two trigger flags available from the D/A to an output corresponding to the control voltage output. And since we're time sharing the D/A we also need some way to hold the status of that flag during the times that other control

channels are being addressed. Do latches come to mind? Forget them - in this application they're going to be far too expensive and complex by the time we get them to act the way we want.

Instead, we'll use a small capacitor and a CMOS inverter like this:


This is a little $\mathrm{S} / \mathrm{H}$ in its own right - but it doesn't hold an analog voltage, only a "1" ( output high) or " 0 " (output low).

Oh , yes - since we are buffering the condition of the capacitor with an inverter, we need to also invert the trigger line going into the 4052 so that everything comes out right. That's why that other inverter goes between the trigger flag line from the $\mathrm{D} / \mathrm{A}\left(\mathrm{F}_{1}\right)$ and the Z pin of the 4052.

But, there are two trigger flags available from the D/A - and here we a are only using one of them. Waste, ugh.

Let's do something neat with the left over flag, something really sexy. Let's use it to:

SELECT GLIDE
(tah-dah)
You may think that because we're time sharing the D/A we've eliminated the possibility of doing things like this, but we haven't. In a functioning system the $\mathrm{S} / \mathrm{H}$ 's are being up-dated so fast that we can in fact generate glide the same way that we did in our old pure analog system, simply by placing a variable resistor in front of the holding capacitor. We'll use a regular 4066 Quad Bilateral

Switch to turn the glide off by shorting out the resistor (so that the glide is on when the switch is off), and to latch the status of this glide bit we'll use the same capacitor/inverter trick that we used on the other flag. One section of this circuitry looks like figure $e$.

For programming reasons, it will be handy to have the glide select bit (which is now flag 2) be a " 1 " when the glide is enabled and that requires a second inversion - between the trigger output of the $\mathrm{D} / \mathrm{A}$ and the Z pin of this new 4052.

And now here we are with $1 / 2$ of a 4052 left over.

Don't you believe it.
Since we will frequently have more than a single synthesizer module controlled from one of our control voltage outputs (two VCO's or a VCO and VCF would be two typical cases), it will be handy to have a modulation input associated with each control channel so that all modules driven from that channel will experience the modulation at the same time.

Another thing that ties into this is that our D/a is an exponential converter of sorts and so for the first time gives us the opportunity to do equally tempered vibrato (for example) with our linear oscillators.

We'll use the left over section of 4052 to multiplex a modulation voltage back into the D/A in the same way that we multiplexed the control voltage out. Like this:


Because the modulation voltage corresponding to a given control channel is applied to the D/A only when that channel is re-freshed, you may think you will be able to hear the modulating influence as a series of steps. But you don't for the same reason that the glide doesn't appear to be a series of steps. Everything is just happening too fast.

One last detail and we're done with the design of this circuit.

Addressing (selecting) one $\mathrm{S} / \mathrm{H}$ out of the four on this card is of course handled by the address pins of the 4052 's. But, many systems will not stop at just 4 outputs; some folks, I'm sure, will want to take the system to the limit ( in practical terms about 32 outputs) which implies that more than one of these cards may ( and probably will) be used in a system. We need a way to be able to select not only one of the four outputs on this card, but also a means of selecting one card from many.

Here's the address decoding scheme we'll be using:


The 4042 Quad Latch is an old friend here we' reusing it to latch the computer's 4 least significant address bits at the same time that data is put out to the $D / A$ (the $\overline{\mathrm{RDY}}$ line on this card is connected the same as the corresponding line on the $\mathrm{D} / \mathrm{A}$ ).

We want to latch these address lines because the WRITE cycle of any computer we come up with is going to be much shorter than the time required for settling of the D/A and S/Hs. Latching the address lines allows us to output

data and then wait (or do something else) while these analog circuits get to where they're supposed to be. *(2)

Notice that the $Q_{0}$ and $Q_{1}$ outputs of the latch - corresponding to the two least significant address bits - go directly to the 4052's where they serve to select one of the four outputs.

Notice also that $Q_{2}$ and its complement $\overline{Q_{2}}$ as well as $Q_{3}$ and $\overline{Q_{3}}$ from the 4042 come out to pads on the circuit board. By jumpering these outputs to the inputs of the NOR gate G1 we can determine which group of addresses the card we're working with represents.

For example, if we connect the inputs of G1 to $\overline{Q_{2}}$ and $\overline{Q_{3}}$ then this block of four $\$ / H^{\prime}$ 's occupies the addresses 00XX in binary where XX represents the bits that select one of the four $\mathrm{S} / \mathrm{H}$. Address 0000 corresponds to the first $\mathrm{S} / \mathrm{H}, 0001$ to the second, and so on. By
connecting the inputs of G1 to $\mathrm{Q}_{2}$ and $\overline{Q_{3}}$, the $\mathrm{S} / \mathrm{H}^{\prime} \mathrm{s}$ occupy the address 01 XX . The first $\mathrm{S} / \mathrm{H}$ is 0100 , the second 0101 , and like that. This scheme allows us to easily use up to four of these expanders (16 outputs) in a system without needing to do anything but set the jumpers properly.

You will notice that there is another line coming out of this decoding circuit which is labeled "BS". This is not my opinion of this whole mess, it's a means by which we may expand the system beyond even four expander modules BS stands for "Bank Select" and as long as this line is held at a logical " 1 " level the system operates as described to this point.

But, when the BS line is pulled low one input of the NAND gate G2 is not fulfilled resulting in its output being high which in turn holds the 4052's enabling
input $\overline{(E)}$ high - which means that none of the switches in the multiplexer will close ( even if addressed otherwise) and none of the $\mathrm{S} / \mathrm{H}^{\prime} \mathrm{s}$ will be selected.

External decoding circuitry is required to drive the BS input, naturally, but we would begin to need external circuitry at about this point anyway to buffer address lines. The decoding required here will be covered in the instruction manual for this kit.

When we tie all of these bits and pieces together, we come up with a thing that looks like figure H , our complete QuASH. And in the interest of saving space and time, we will from this point forward represent it with the symbol shown (at least until we can come up with something more abbreviated). The knobs in the output "boxes", by the way, represent the glide rate controls associated with each output channel.


## NOTES:

*(1) Those of you who have been thinking about this stuff for a while will, of course, recognize the imminent demise of the ADSR. Providing Attack, Decay, Sustain and Release parameters is one of the easier tasks to turn over to the computer entirely. On the other
hand, I've played with this some and can testify that varying the position of a knob is handier - in this case - than changing parameters in the memory of the machine. Some Hardware ADSRs mixed with some Software ADSRs seems a good compromise.
*(2) This off-hand statement is not meant to imply a wait in human terms (major fractions of a second), but rather a wait in machine terms - micro-seconds. You don't have to wait for a GLIDE to finish (for instance) before doing something else.



## LAB NOTES

We've come a long way over the last year in terms of developing a series of digitally interfaced modules that will allow computer control of music synthesizers. I suppose that the time has come to look at tieing them all together, with the computer, and begin doing interesting things.

I had wanted to start with "the ultimate sequencer programs" but am not completely happy with them yet. They still need a little polishing.

Instead, we'll start with what should be another popular system:

THE POLYPHONIC SYNTHESIZER Which is a much simpler job than the ultimate sequencer.

I would like to go through the system showing specific ways to do things for a variety of manufacturers equipment but that just isn't practical. Instead, we'll look at a completely PAIA based system and assume that if you are using different equipment you are familiar enough with it to make whatever changes are necessary.

Oh , one more thing before we begin,
be sure that you understand that there are a wide variety of ways to do poly-. phonic synthesizers. This is only one of them. I hope that the algorhythm used here works for you. It's one of many, some with sort of special quirks that make them useful in certain situations but difficult to work with generally - This seems to be good general purpose way. Ready? We have lots to do and little space and time; here we go.

## THE HARDWARE

Most of the hardware that we'll be using has been described here over the last year (or so). For the controller portion of this system we'll need:

1) AN ENCODED KEYBOARD 8782 or EK-3 retro-fitted equivalent
2) A COMPUTER An 8700 in it's minimum configuration will run the programs that we'll list. A cassette interface system is useful to the point of being almost mandatory. We'll show some new panels and stuff to make it all pretty.
3) DIGITAL/ANALOG CONVERTER AND SAMPLE AND HOLDS the $8780 / 8781$ system.
And, of course, we'll also need as much synthesizer as we think is necessary.

With all of the items listed, various wiring schedules have been mentioned for doing various non-computer things. We now need to establish some standards for this new use, a computer based polyphonic system.

If we choose wisely, we should come up with a standard that has plenty of room for future growth. Some consideration has gone into the system which follows and I believe that it will serve our needs for some time to come.

Many of you will already have much of this wiring done, as much of it is simply an extension of what we've done before. Check carefully to be sure your wiring is to this new standard.

## THE KEYBOARD

Let's go ahead and configure this system from the beginning so that the computer fits in the synthesizer cases that we've been using. All of the parts will fit in the case like this:



FIG. 2


FIG.3: The Keyboard as Matrixed
 Particularly, the old control panel of the keyboard is removed to make room for the computer and any unregulated supply that was powering your keyboard encoder is replaced with a PS-87 which supplies all digital power for the entire system. This is going to give you a few parts for your "bench stock", the old power supply components and a couple of push-buttons, but some of the parts we will be re-using. Don't throw anything away.

KEYBOARD
TO ENCODER CONNECTIONS
Maximum useability of the system would seem at first to depend on where the AGO keyboard switches appear in the key matrix. We want them in the middle so that we have as much room to transpose down in pitch as we do for up-scale transpositions. Some 8782 instructions had the keyboard placed 8 switch positions below where it should be for this ideal. The "column" connections are fine, but the "row" connections on these keyboards will need to be "slid up one" so that they conform to the configuration as shown in figure 2.

This will place the keyboard more or less in the middle of the matrix as shown in figure 3. This is really a fine point, and the system will work OK in most applications almost no matter where in the matrix the keys are, but go ahead and change now so that you won't be limited in the future.

## ENCODER MODIFICATIONS

We don't need any of the "trick" things that we used when we didn't have a computer (the orgasmatronic glide circuit, etc.), just the barebones encoder. You may remove all push-buttons slide switches, pots etc.; most of these will come out when you remove the old front panel.

## ENCODER TO COMPUTER

If your system previously had a


FIG.5: COMPUTER TO 8780/8781

DB-25 female connector tied to the output of the encoder, desolder it (carefully - whistling may make the job seem easier). In place of the DB-25 connector, we now need to terminate the output of the encoder in a DIP header that will mate with the INPUT PORT \#1 (J4) connector on the rear edge of the 8700 computer board.

These connections should be made as in figure 4.

These connections should also be
made carefully and the DIP header pins well heat-sinked to prevent melting the plastic header. NOTE that while many of the non-computer applications used the STROBE line to trigger the $\mathrm{D} / \mathrm{A}$, here we ignore this line and instead use the STROBE as the seventh data bit (D6) of the interface. Similarly, the encoder's START line becomes the 8th data bit (D7). Also, you will notice that power to
the encoder is picked up through this connection from the 8700 itself.

## COMPUTER TO SYNTHESIZER HEAD

So that our resulting system can be easily broken down into two separate units (computer/keyboard and synthesizer head), this is the place to use the DB- 25 connector that was salvaged from the old keyboard front panel.

Connections should be made between the female DB-25 connector and a pair of DIP headers like those in figure 5.

NOTE that the first header (P2) provides data lines and the CASS select signal (our 8780/8781 shares this output structure) while the second connector (P3) provides the address lines required by the QuASH.

## 8780/8781 WIRING

The male DB-25 connector that terminates the cable to the 8781 is wired in what is essentially an expanded version of our previous standard so that here you are faced more with adding wires than re-arranging them.

Connect these elements together as in figure 6.

This wiring schedule is examined in detail in the 8781 QuASH assembly manual. An important thing to notice here is the way the grounds are handled. Note that the $\frac{1}{5}$ (ground) pin on the rear of the 8780 board serves as the central ground for both analog (synthesizer) and digital power distribution. This grounding scheme is important to prevent ground loop problems and should be followed exactly. This entire $8780 / 8781$ assembly should be mounted in the synthesizer head cabinet.

## FINAL ASSEMBLY

Finally, make arrangements for physically mounting the computer in the keyboard case by first mounting the computer to a suitable front panel as shown. (See figure 7)*

And don't forget to provide a socket at the 8700 's expansion connector (J7) or to mate P3 with this socket before assembling the computer/front panel. If the cassette interface is being used, terminate the input and output lines in miniature phone jacks as shown in figure 8.

Plug all the connectors together and you should be ready to load a program.


FIG.8: CASSETTE CONNECTIONS

## THE PROGRAM

The polyphonic program that we'll be using is called simply:

POLY 1.0
This program supports up to 8 output channels the way that it is written and can be easily modified to provide for more.

POLY 1.0 allocates synthesizer resources to keyboard requirements using this algorhthm:

1) Output all notes appearing in the output buffer area (NTABLE) after adding the corresponding transposing figure from TTABLE. Go to 2 .
2) Wait for keyboard scan to start and place a list of all keys currently being held down in the input buffer area (KTABLE). When buffer full or scan complete go to 3 .


3) Clear the trigger flags (D6) of all notes in NTABLE (the output buffer).
4) Compare each entry in the input buffer (KTABLE) to each entry in the output buffer (NTABLE). If they are the same, set the trigger bit of the NTABLE entry and eliminate (zero) the entry from KTABLE. If all available outputs are used, or if all keys down find a home go to 1 . 5) Place the remaining input buffer entries in output buffer locations which do not currently correspond to a down key (those in which D6 is cleared). When all input data has been placed or all channels available have been used go to 1 .

There are a number of subtle implie cations here and unfortunately not enough space to cover them all.

A couple of really important ones are that if we think of "new" notes as ones corresponding to keys that were just pressed, this method tries to place those new notes in output channels which at some point in the past were already producing those notes.

This prevents a string of identical
eighth notes (for example) from being assigned to different outputs each time they're used. Notes, once assigned, tend to. stay assigned regardless of other keyboard activity - they don't move around in a totally unpredictable fashion as with some analog multi-note keyboards.

It also means that once the number of output channels available is "used up" by down keys that need to be placed, all other keys that are down are simply ignored (this is exactly what you want).

One important aspect of the above is that the program must 'know" how many output channels are available to it, otherwise there is the possibility that notes may be assigned to nonexistant channels (ones that have no corresponding hardware, not too bad in itself) and further (the really bad part) future activations of the note will be assigned again to these non-existant outputs - producing "dead" synthesizer keys that seem not to be doing anything.

Memory location \$00EA contains the number of synthesizer channels available, more on this shortly.

## THE PROGRAM

Shown on the next page is a disassembled listing of POLY 1.0 .

Because, again, of space limitation we cannot re-print a fully documented version of POLY 1.0. It is supplied with the assembly and using manuals for the 8781 QuASH.

POLY 1.0 is also available in 8700 compatible cassette-tape form for $\$ 4.00$.

## LOADING AND INITIALIZING POLY 1.0

If you have a cassette interface on your 8700 and the POLY 1.0 tape, loading is simply a matter of connecting your tape recorder to the cassette input connectors on the 8700 and loading the tape using the following entry sequence:

$$
0=0=0-0-0-0-\mathrm{F}-\mathrm{F}-0=0-1-1-\mathrm{TAPE}
$$

If you don't have the CS-87 option, you must enter the code manually from the 8700 keyboard.

The cassette version of this program loads all of page zero of memory（its total requirement）and in the process initializes a couple of things that you POLY 1.0
By John S．Simonton，Jr．
© 1978 by PAIA Electronics，Inc． All rights reserved． will need to care for manually if the cassette is not available．When enter－ ing manually，be sure to set the number of outputs to correspond to the number you have available．For example， assuming that you have a system with a single QuASH，the number of channels available should be set to 4 using the following computer keyboard sequence：

```
RESET-0-0-E-A-DISP
    0-4-ENTER
```

The tape version initializes the number of outputs at the most likely number of 4．If you want to use less channels （because of lack of modules，say）or have a system with more，do it as was shown above．

When entering the program manually， make sure the decimal mode flag in the status register is cleared by using this sequence：

## RESET－0－0－F－F－DISP 0－0－ENTER

This is automatically taken care of when the tape version is loaded．

## USING POLY 1.0

With everything connected，loaded and initialized，we＇re ready to begin making music．Go to the beginning of the program and begin running it．

## RESET－0－0－0－6－RUN

If everything is working properly， we will see the 8700 displays counting quickly，incrementing by one for each scan of the keyboard．All of the QuASH outputs should be at a very low output voltage（the program initializes them as zero）and the trigger flags for each channel should be cleared．

As we press synthesizer keys， QuASH channels should＂come alive＂ and produce control voltages correspondm ing to the keys that POLY 1.0 has assigned on the 8700）provides a tuning function ，to them．The trigger flags should be set if the key corresponding to the channel is currently down and clear when the key is released．

## TWO MORE FEATURES OF POLY 1.0

While POLY is running，touching any of the keys from $0-3$ on the 8700 keyboard（the first row of keys）causes the system to clear all QuASH channels to zero and wait for new data to be assigned．You＇ll figure out what this is good for as you become familiar with the system．

Maybe more importantly，touching any of the keys 4－7（the second row

| 16－ | 8980 | LDA | \＃ 5000 | 69 | H6E9 | LDX | \＄ 59 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 08－ | H2 18 | LDX | \＃\＄18 | 60－ | B4 CF | LOY | \＄CF，$X$ |
| OR－ | 95 CF | STH | \＄CF， X | 60. | FO 10 | BEO | \＄0088 |
| BC－ | CH | OEX |  | 6 F | P2 89 | LDX | \＃ち0゙5 |
| 40－ | DO FB | ENE | \＄080H | 71－ | CH | DEX |  |
| 日， | H2 08 | LDX | \＃ | 72－ | Fil F1 | BEO | \＄0865 |
| 11－ | B5 D7 | LDA | \＄07， K | $74-$ | 98 | TY＇A |  |
| $13-$ | 18 | CLC |  | 75－ | 5507 | EOR | \＄07， 8 |
| 14－ | 75 DF | ROC | \＄0F， X | 77－ | On | ASL |  |
| $16-$ | 806069 | STH | \＄0960 | 78゙・ | EH | ASL |  |
| 19－ | 90 F7 09 | STA | \＄69F7，${ }^{\text {a }}$ | 79－ | D06 F6 | BNE | \＄0871 |
| $10-$ | H0 04 | LOY | \＃ 504 | 78－－ | 98 | TYA |  |
| 1E－ | 88 | DEY |  | 7 C | 1507 | ORR | \＄07， 8 |
| 1F－ | DO FO | ENE | \＄081E | 7E－ | 9507 | STH | \＄0\％， X |
| 21－ | CH | DEX |  | 80 | CE EE | DEC | \＄EE |
| 22 | O0 ED | BNE | \＄0811 | 82. | F0 31 | BEQ | \＄086． 5 |
| 24－ | H2 618 | LDK |  | $84-$ | AG E9 | LDX | \＄ 50 |
| 26－ | H9 0 | LDH | \＃${ }^{\text {coub }}$ | $86-$ | A9 60 | LDH | \＃\＄019 |
| 20－ | 95 EF | STA | \＄ $\mathrm{CF}, \mathrm{X}$ | 88 | 95 CF | STH | \＄DF， 8 |
| 2n－ | OH | DEX |  | 8 H | F009 | EED | \＄0665 |
| cb－ | DGF FD | ENE | \＄0898 | $8 \mathrm{c}-$ | F990 | LOh | \＃ 5001 |
| 20. | H2 18 | LDX | \＃\＄08 | 8 E － | म2 69 | LOX | \＃\＄59 |
| 2 F | 201008 | BIT | \＄0810 | 9ด゙－ | CH | DEX |  |
| 32 | 30 FE | EmI | \＄062F | 91. | F02 2 | EES | \＄0085 |
| 34－ | 201068 | BIT | \＄0616 | 93－ | E4 EF | LOY | \＄0FP X |
| 37－ | 30 Fb | EMI | \＄0848 | 95. | F0F9 | EED | \＄0000 |
| 39. | 50 Fg | EVC | \＄0834 | 97－ | 9 SF | 517 | \＄DF，$X$ |
| 38 | H0 1068 | LOH | \＄0815 | $90-$ | Redy | LDX | \＃F69 |
| 8E－ | 95 BF | STH | \＄CF， K | 98－ | CH | DEX |  |
| $46-$ | 01088 | Cta | \＄6810 | 9 － | F017 | ELe | \＄68ES |
| 43－ | FOFP | EED | \＄16840 | 发 | 1948 | LOH | \＃ |
| 45－ | Cl | DEX |  |  | 35 bl | AND | 啫 7 ， K |
| 46. | ［4］EC | 时的 | \＄08． 4 | \％－ | ［197 | QNE | 粅90 |
| 48. | E6 E\％ | INO | ＋E． | 174. | H989 | LOF | \＃+80 |
| $4 \mathrm{H}^{-}$ | 15 EO | LDH |  | 196 | 3507 | ANO | \＄07， X |
| $40-$ | 802068 | STH | 5680 | 78－ | 9507 | 577 | \＄07， 8 |
| 45－ | ET | NOP |  | 17\％ | 98 | THI |  |
| 50. | EA | nif |  | H6－ | 1507 | ORH | ＋07． |
| 51－ | 6月 | NOP |  | Pip－ | 9507 | STH | \＄00， K |
| 54 | Fi5 La | LOn | \＄EA | PiF－ | C6E | DEC | \＄${ }_{\text {d }}$ U |
| 54－ | 85.6 | 5 TH | \＄EB | E2－－ | F96 | BEd | \＄0\％es |
| 56 | R2 98 | LDX | \＃\＄48 | 83. | D6 OT | Brat | ＋6608 |
| 58－ | AP EF | LOH | \＃ 5 EF | 85． | 23 DCF | JSR | \＄1F6010 |
| 517 | 3507 | RNO | \＄07， X | 80． | 0964 | Ctip | \＃${ }^{\text {a }}$ 44 |
| 50 | 95 DF | STH | \＄07\％ | Cit－ | 60 03 | BC | \＄nger |
| 5 E | 0 m | DEX |  | B6－ | 465609 | JmF＇ | \＄0006 |
| 5 F － | 0017 | Bide： | \＄0868 | Br－ | 0968 | CMP | \＃${ }^{\text {a }} 8$ |
| 61. | H9 48 | LDH |  | C1－ | E085 | BCS | \＄0068 |
| 6－ | 856 | $5 T \mathrm{~T}$ | \＄${ }^{\text {c }}$ | S． | P92E | LOH | \＃FtE |
| 65－ | Ce 6 | OEC | 鉎9 | C5． | 40.080 | JMP | \＄0160 |
| 67． | FG2 | EED | \＄680 | 8 － | 40．030 | JMF＇ | \＄00419 |

and causes all QuASH channels to pro－ duce the same note with the trigger flags set，allowing all oscillators to be set to the same pitch．The note pro－ duced corresponds to the 2nd C on a standard configuration 3 octave key－ board．THE CHANNELS MUST BE CLEARED AFTER TUNING by touching the first row of 8700 keys．

## THE SYNTHESIZER

There are an almost unlimited number of ways to use the multiple control voltage produced by the QuASH and POLY 1．0．

You may want to use multiple VCO＇s mixed into a single voicing circuit， （See figure 9），or what amounts to a complete synthesizer for each con－ trol channel or anything in between， （See figure 10）．

A word of advice：in your beginning stages of learning to use this system， you should try to stick to configuration in which all of the channels are produc－ ing the same＂type＂of sound－as close to identical as possible．As your skills progress and you develope a feel for how POLY 1.0 is going to massage data you can work up to using some output channels to set VCO pitches while
others control filter parameters (just an example - the number of possible combinations is extraordinarily large). POLY 2.0 is under developement and features the use of some QuASH channels as software controlled envelope generators, reducing the need for lots of these hardware modules.

POLY 3.0 provides for computer storage of sequences of chordes or notes.

ONLY POLY 1.0 IS AVAILABLE NOW. The others are still a couple of months away. I mention them only because I want to make sure that we all understand that the nature of this new musical tool is a function of the program that is running and not so much of the hardware that it uses.


FIG. 9


With the exception of the bare-bones listing of POLY 1.0 that ran in the last issue, we haven't looked at any softwaremainly because there was little to examin

But MUS 1 was just recently finalized, so that situation is beginning to change.

MUS 1 , for the benefit of those of you who haven't been waiting for it for the last six months, is what many would call "system firmware"- and since that has the sort of technical ring to it that tends to make things interesting, we'll call it that, too.

In almost any computer application there are some programs which, for one reason or another, are best handled as firmware- a name that these days means not software (which must be loaded from some storage media external to the computer) and not hardware (a permanently wired collection of gates, etc. which cause a specific, set sequence of actions to take place) but something betwixt and between; most usually, software that is contained in a PROM somewhere.

The most obvious firmware is a monitor program such as PIEBUG. Since this program is the thing that allows for the entry of data and instructions into the memory of the computer in the first place (as well as usually providing whatever de-bugging and editing features the designer thought were important and/or had room for), it is at least inconvenient to have to load it every time it is needed. Much better to have it in a dedicated PROM where it is always available for immediate use.

The firmware of MUS 1 is roughly analogous. These are universally useful routines that, with rare exceptions, will be used with everything we do musically. It's a waste of time and resources to have to load them to RAM from tape (or worse yet, manually) every time they're needed.
A PROM is their happiest home. In our 8700 Computer/Controller, MUS 1 is a 1702A PROM that occupies the address range \$D00-\$DFF (IC-17).

Examples? OK, the keyboard reading routine (LOOK). It isn't particularly long or complicated (a little over 30 bytes) but we're going to need it every time we turn on the system- even if it isn't used to read the keyboard, it's the thing that our protocols dictate will be the tempo-determining element in the system (based on the clock rate of the encoder). At some future date the occasion may arise when we can examine this in detail. Today, it's not the point.

The QuAsh drivers (called NOTE)same thing-we're going to need them for almost everything we do. Why bother to load them?

In addition to these two routines, MUS1 also contains:

INIT: an initialization routine that takes care of setting various variables and buffer areas to a known, acceptable state (as opposed to the random numbers they will contain when power is first applied.)

POLY: essentially the polyphonic (I still prefer polytonic) allocation algorhythm from POLY1. 0, except refined somewhat to take less memory space.

TRGN: The new miracle ingredientSoftware Transient Generators (STG). A routine that will serve as a software substitute for ADSRs.

OPTN: A very simple option selecting program that allows the remaining firmware of MUS 1 to be tied together into a 16 voice polyhonic synthesizer with or without software transient generatorswithout having to lead any additional software (though several parameters will need to be initiallized manually).

All of this is pretty straight-ahead code that should be understandable from the documented listing that appears at the end of this article- you may need to refer back to previous articles in this series for background information; "In Pursuit of the Wild QuAsh " (reference Polyphony, July '77) and "What the Computer Does" (reference Polyphony 4/76) would be particularly useful ones.

Two exceptions, NOTE and TRGN, need some additional explanation - they introduce some new ideas.

In an embryonic form, NOTE was a part of POLY1.0. It is the responsibility of this routine to take individual entries from the output buffer area (NTBL), add to it the corresponding entry from the Transpose buffer area (TTBL) and output the results to the QuAsh channels. Some aspects of the significance of the addition that takes place will be seen when we look at TRGN- for now, it will suffice to say that this will be an extraordinarily handy convention in a number of cases.

A more important function of NOTE is to make sure that what comes out of the QuAsh channels has no annoying glitches that may be artifacts of the $D / A$ and multiplexing process. In an earlier story, we looked at one of the annoyances - the fact that our $8780 \mathrm{D} / \mathrm{A}$, though quick, takes a fínite amount of time to
change from one value to the next and if appropriate settling time is not allowed between writes to the QuAsh channels we will be able to hear the changes as a slight "buzz" in each of the channels. The solution here is to output the data first to a "dummy channel" that is occupied solely by the $\mathrm{D} / \mathrm{A}$, with no corresponding QuAsh, followed immediately by a write of the identical information to an output which does correspond to a QuAsh channel. The first write allows the D/A to settle while the second strobes the settled output into the appropiate QuAsh channel.

And here we come face to face with the next problem; the QuAsh really need some settling time since they are at their heart nothing more than an RC circuit.

As long as we are thinking in terms of small systems( 8 output channels or less) this is not a big problem since it can be dealt with simply by delaying after writing to one QuAsh but before setting up the next. If the delay is not long enough, we will hear changes from one value to the next not as an instantaneous change, but rather as a series of steps from the initial value to the final one:


We want this
figure a


But if the QuASH settling delay is not long enough, will get this.

In larger systems, this constant delay approach is not a practical solution because there is not enough time during alternate "dummy" scans of the keyboard (the time which our conventions allow for processing, output driving, allocations, etc.) to allow all of the output channels the luxury of a delay. The time comes for the keyboard to be read again (or other things to happen) and the processor is still busy waiting for all of those QuAsh to get to the right value.

The key to the solution of this problem is to notice that there is really only one set of circumstances under which the long QuAsh-settling delay is required, and that's when the output of one of these channels must change from one value to another (which happens only a small percentage of the time) and then, only when the glide of the channel is turned off. (if
the glide is on, its integrating action will smooth out the steps; and, in fact, a short write time is preferable here since it will serve to increase the time required for the glide.)

The actual solution is what I feel we should call "DYNAMIC QuAsh DRIVERS" -a small block of programming, more or less in the middle of NOTE.

This part of the program first checks to see if the glide control bit (the most significant bit of the data just written to D/A and S/Hs) was turned on or not. If we are in "glide mode," no delay is required so the program immediately goes to see if there are any channels left to write; if there are, it services them.

If the glide is not on, we have a candidate for dynamic operation so the dynamic mode switch is checked (more later) and if this option is selected the current data is compared to the data that was previously written to this channel (requires a new table that we' ve generated called "LAST") and if they' re different (a change), the program goes into the delay that allows the output of the QuAsh to instantaneously (apparently) step from its previous value to the next one. The new value is saved in LAST (for use next time) and if there are more channels to do- it does them.

## SOFTWARE TRANSIENT GENERATORS

Here we begin, for the first time, to replace some of the elements that constitute traditional synthesizer hardware with software that performs the same function (hopefully as well, or better) with less costly hardware. STGs are a good place to start because they're not super difficult to implement.

Just like their hardware equivalents, STGs respond to a note which has just been triggered ( pressed on the keyboard) by producing a voltage that rises at a controlled Attack rate. After reaching some peak value, the voltage then drops at a Decay rate until it reaches a pre-set Sustain level where it stays as long as the note remains triggered. When the key is released, the voltage drops to its lowest level at the Release rate.

Computing the number which represents the current value of the transient is only slightly more complicated than adding, subtracting and comparing.

Unlike an ADSR, an STG has no knobs to set, in their place you enter numbers setting Attack rate, etc. into the computer.

Perhaps the biggest problem having to do with STGs is deciding where they should come out. Oh, the QuAsh channels, obviously; but which ones? Of the numerous
possibilities, we've selected the convention of having pitch setting voltages (those that correspond to notes) and transient voltages come from alternate QuAsh channels, primarily because this will work nicely with some stuff under development (or consideration, at least), without making obsolete all of the hardware that we've accumulated up to now.

This implies two distinct modes of operation; the first in which the STGs are not asserted and POLY assigns notes to sequential QuAsh channels; and, the second mode (STGs on ), in which notes are assigned by POLY* to the odd number QuAsh channels ( first, third, etc.) while transients are produced at the even number outputs (second, fourth, etc.).

The note produced at the first QuAsh output has a corresponding transient happening at the second output, and so on. Just as if the trigger from the first channel were patched to the input of an ADSR whose output was somehow tied to the output of the second QuAsh channel.

This would seem a good place to mention (in case it's not already obvious) that in this implementation all of the STGs produce the same kind of transient, and for the kinds of things that we're doing now, this is how it should be. It may also be worth mentioning that while the transients are all the same, they are totally independent where following the triggered and released states of their respective note channels is concerned.

There are also some internal details which muddy the STG waters. For instance, a key that is currently down may require a transient function that is either in the Attack cycle (increasing) or Decay/Sustain cycle (decreasing or holding) depending on its past history (had it already peaked?). Somewhere we need to save information on which cycle the transient is actually in.

Another, somewhat interrelated, problem concerns the smoothing of the transient waveform. Under most conditions, the glide of the QuAsh channels that are being used as transient outputs should be turned on so that a smoothly increasing or decreasing function is produced. But, the glide can't always be on because that would limit the maximum attack rate.

Without having the space to cover it entirely, I can only state that the solution to both of these difficulties lies in the use of the Transpose table and remembering that the data stored in TTBL entries is added to the output parameter in NTBL (where we're storing the actual current

* Note that POLY checks to see if the STGs are turned on as it assigns notes to outputs.
value of the transient) before the output operation takes place. Note also that while the data in NTBL is manipulated extensively by POLY and TRGN (as they calculate, allocate, - regurgitate?) TTBL is untouched by computer hands, and this makes it an ideal place to save control type functions. Not only transpositions, but a place that glide and trigger bits and such can be permanently set.

These locations are so handy for this application that in TRGN they have been re-named CWRD (Control-Words... but do not be confused, this is still our old friend TTBL and has no relationship at all to the System Control Word-CTRL) and it is here that we keep track of the $A / D / S$ state of each of the transient channels.
Also, to help me keep things straight in my own mind, the NTBL bytes that are used to store the current value of the transient have been re-named PARM (parameter); but, again, this is the same physical area as NTBL.

## NOW, HOW DO WE USE ALL THIS?

Perhaps the best way to begin an essay on how to use MUS 1 is to state one of the functions that it was devised to perform

As you are no doubt beginning to realize, we've carefully developed a system that will have applications far beyond what we've discussed to this point. It's complex; and while the complexity implies unmatched versatility, it undeniably has its intimidating aspects.

At one level of use, MUS 1 should reduce this intimidation by giving the user an instrument with a specific (though within certain limits alterable) personality the instant that it's turned on, without having to hassle around with loading any additional programs (success) or variables (well...)

Also, these program modules should be written so that they easily interface with future expansions of the system, either hardware or software, so that, when needed, they can be accessed by programs offering distinctly different personalities (success here maybe- only time will really tell).

While we've reduced the intimidation, we've not eliminated it entirely because even when using MUSl as a stand-alone personality there are some variables which must be initialized before you begin to play- some information that the system must have in order to operate properly. This data could be part of the PROM, but not without significantly compromising versatility.

For instance, we've mentioned in passing a couple of times the System Control WordCTRL. This is a single word in the com-
puter's RAM memory at location \$0E8.
It is most helpful to visualize CTRL as a collection of eight "switches", each bit representing one switch. To MUS l, only two of these switches have any sig-nificance- D7, which turns the STGs on and off, and D6, which enables or disables the dynamic mode option. The rest are reserved.

Every time you power up the system, CTRL must be set so that the desired options are selected- there is no default setting that is part of MUSl. If you want dynamic mode (which you should, for now) then bit 7 should be turned on. If you want STGs, bit 8 must be set.

The 4 possible combinations of these 2 bits then have the following significance:

| binary | $\frac{\text { hex }}{}$ | action <br> 00000000 |
| :--- | :--- | :--- |
| $\$ 00$ | STGs off; dynamic mode off |  |
| 01000000 | $\$ 40$ | STGs off; dynamic mode on |
| 10000000 | $\$ 80$ | STGs on; dynamic mode off |
| 11000000 | $\$ C 0$ | STGs on; dynamic mode on |

CTRL is not the only variable which must be initialized manually. There's also:


Most of these are easily understood or have been examined in the past, so we won't go into any great detail. A few points are worth mentioning, however.

ODLY- this is a number that represents the delay that the QuAsh drivers will use, when required. For normal use, a value in the range of $\$ 20-\$ 30$ is most appropriate.

OUTS- this variable tells the POLY subroutine how many output channels it has to work with, so that notes don't get lost; we talked about this last time. Now we need to notice that when the STGs are asserted we should think of the QuAsh channel that is producing the transient as simply an extension of the channel producing the note. In other words, the two QuAsh channels constitute a single "hardware supported" channel. A single QuAsh represents two such channels.

ATCK/DCY/SUST/RELS- When the
transient generators are turned on, we also need to enter the attack, delay, sustain and release parameters that we want produced. These four entries should need little explanation other than the examples which follow shortly; their range is from $\$ 01-\$ 3 F$, with $\$ 01$ representing the lowest rate or level and $\$ 3 \mathrm{~F}$ the highest.

PEAK- this fifth transient parameter needs a little extra attention. PEAK has only one use; it determines whether the transient produced is going to be percussive (quickest possible attack and full ADSR segments) or non-percussive. In the non-percussive mode, the glide is on for all segments of the transient and the Decay and Sustain states of the transient are eliminated entirely.

In fact, there is only one bit in the word PEAK that is changed to select one of these two options- the most significant bit. The remaining seven bits should (for now- until you have a real feel for what's happening) be set to $\$ 3 \mathrm{~F}$ ( 00111111 in binary) If the most significant bit of this word is cleared, you're in percussive mode. If the bit is set (so that PEAK contains \$BF - 10111111 in binary) you are in non-percussive mode.

The differences between the two are great. Assume for a moment that we have set the ADSR parameters at $\$ 3 \mathrm{~F} / \$ 04 / \$ 20$ /\$01 respectively (fastest attack/moderated decay/medium sustain/slowest release) and that we are only going to change the PEAK parameter. If PEAK contains $\$ 3 F$ (percussive mode), a 'scope display of the transient will look something like this:

figure b
Setting PEAK to \$BF (non-percussive) produces this result:


Because the glide is now on during the entire attack cycle and the Decay and Sustain portion of the transients are eliminated. Straightforward stuff, really.

We need to cover an example of system set-up before we wind up, but first must notice that the effect of having the PEAK parameter are far more far-reaching than we've been able to cover in detail. A quick example:

ADSR parameters set to $\$ 10 / \$ 04 / \$ 20$ $/ \$ 01$ and PEAK containing $\$ 3 \mathrm{~F}$ will produce this kind of transient:

which, when heard, starts out with a non-percussive kind of "swell" with a percussive "pip" added at the last instant before the transition to the Decay and Sustain cycles. This would seem to be a unique and useful transient that isn't produced by traditional ADSRs.

Along the same lines, the TSGs can be considered to be "better" than our hardware ADSRs in that they need not finish the Attack cycle before transitioning to the Release state. If a key is released before its transient has gone all the way to PEAK, the transient immediately switches to the release state. This is frequently called 'muting' and it offers the possibility of effective control of espression directly from the AGO keyboard.

## A SUMMARY, OF SORTS

So, we've gotten our hands on a MUS 1 PROM and are ready to start doing things. What has to be done first? Really very little.

First, the System Control Word, Output Delay and number of hardware channels available must be set. For example:
keystrokes
0 -E-8-DISP
C-0-ENT

$3-0-E N T$
$0-2-E N T$

## explanation

 sets monitor pointer to \$E8-CTRL sets \$E8-asserts STGs dynamic mode sets ODLY value sets output channels at 2these entries define the personality of the instrument as a 2 voice polyphonic synthesizer (notes from channels A \& C) with software transient generators (which appear at QuAsh channels B \& D) .

Next, we must set the transient parameters to the desired values:
$\frac{\text { keystrokes }}{0-\mathrm{B}-\mathrm{A}-\mathrm{DIS}}$

$3-\mathrm{F}-\mathrm{ENT}$
$0-4-\mathrm{ENT}$
$2-0-\mathrm{ENT}$
$0-1-\mathrm{ENT}$
$3-\mathrm{F}-\mathrm{ENT}$
explanation sets monitor pointer to \$BA- ATCK
sets shortest attack sets moderate sustain 3-F-ENT
sets slowest release percussive mode and you may recognize these parameters as being those that we examined in the illustration earlier.

Finally, we simply begin running the program:

| $\frac{\text { keystrokes }}{\text { D-0-0-DISP }}$ | sets monitor pointer <br> to beginning of OPTN <br> presto- the program <br> runs |
| :--- | :--- |
| RUN |  |

A typical patching configuration that would be consistent with these entries would look something like this:


Oh, yes- I almost forgot. OPTN, like POLY1.0, uses the 8700 keyboard to control two important functions. While OPTN is running, touching key 0 of the control keyboard will cause the entire system to be re-initialized. Not the entries that we made manually- those remain unchanged, but all the notes and transients go immediately to zero level.

Similarly, touching key \#l produces a tuning function that makes the synthesizer respond as if all the channels were seeing the second $C$ on a three octave keyboard held down. The transients go, the notes play, etc. After tuning, be sure
to re-initialize the system by touching control key \#0.

I prefaced one of the earlier paragraphs with "at one level of use." In all of the preceding words, that's all that we've examined- one level of use (the simplest and most obvious level, at that.) . I've also referred in the past to "software modules" which can be strung together in different ways (just as can hardware modules) to produce different effects and personalities. MUS 1 is the first set of these modules.

With more regret than you can imagine, I haven't the space here to go into all of the implications of this (even if I knew them all, which I'm sure I don't).

Providing you're more than just cas ually interested, you should spend some time trying to understand how MUS 1 works internally (there are numerous different entry points to the routines that we haven't covered - for instance). I believe that the time investment will be wisely made.



## AFTERTHOUGHTS

It has been pointed out that some perhaps pertinent details have been omitted from the preceeding explanation of MUS 1 .

The most prominent example is "why would you ever want to not have dynamic mode". The most probable reason is for special effects.

In general, the difference between special effects and noise is imagination. Contemporary musical lore is full of instances where a special effect resulted from an unsuccessful attempt to do something entirely different. Phil Spector' s original "flanging" effect, so popular today, was supposed to be voice doubling, but didn' $t$ work.

In this same manner, there will be those who will be able to use the "step glissando" that results from too short a QuASH settling delay as a valld musical device.

Also, the dynamic mode requires an additional 16 byte table area that might easily be put to better use in some programs.

This same philosophy of maximizing versatility is responsible for the QuASH settling delay being an externally initialized variable. For the purpose of effect, there may be times when you want a short delay.

In addition to this, we have seen systems which were marginal in their power supply complement which would have a discernible pitch "blip" when keys were pressed with long delays (in the $\$ 30-\$ 40$ range) - caused by the relatively heavy charging current producing a momentary dip in supply voltage. In these systems, a short term solution has been to decrease the QuASH driver delay to something on the order of $\$ 10$. The long term solution is more power.

SEVERAL POINTS RELATIVE TO THE OPERATION OF THE STGs SHOULD BE MENTIONED.

QuASH GLIDE CONTROLS. The setting of the QuASH glide pots have an effect on the transients produced. In most cases, these controls will need to be advanced only slightly from their fully counterclockwise "off" position.

The most noticeable effect of different settings of the glides will be observed when the STGs are set to the percussive mode by PEAK.

When the most significant bit of PEAK is cleared, it will effect only on the last increment of the attack cycle. For all increments other than the last, the glide will be set. A detailed example will best illustrate this.

Assume that we have set the STG parameters as follows:
ATCK -08
DCY -04
SUST -20
RELS -04
PEAK $-3 F$
or in our more or less standard notation, $\$ 08 / \$ 04 / \$ 20 / \$ 04 / \$ 3 F$.

If we were able to disable glide entirely , and then scope'd the transient we'd see this:

as the STG program counted up to the peak and then down to the sustain level before counting down to the base level when the key was released.

If we then enabled the glide and set them to a slightly advanced position and examined the same output we would find that this change had taken place.


The integrating action of the glide circuitry has smoothed the steps of the Attack, Decay and Release, with the exception of the last Attack step where ( as we have already stated) the glide is off under all percussive circumstances. In this specific case, the last glide-less increment will be hardly noticeable.

If, on the other hand, the glide is set to a long value ( fully advanced, for instance) an examination of the waveform will show this:


The heavy glide has slowed the waveform to the point that when the glide-less final increment comes it takes a much greater step (one that is completely noticeable, and unique ). The heavy glide also has the effect of slowing the decay and release rates as shown.

It would also be appropriate to mention at this point that the instantaneous steps produced by the STG/QuASH combination is much faster than the maximum attack rate available from a 4740 , or in fact from most ADSRs. Whereas a typical ADSR may have a minimum attack time of more or less 5 milliseconds, the QuASH in dynamic mode can step in a fraction of a millisecond.

This means that if there are any tendencies on the part of the VCA being used to have interaction between control and signal channels it will be aggravated when using STGs. We may hear "pops" and "thumps" that were not objectionable before. Probably the best solution here is to limit the response of the control voltage inputs of the VCA. In a 4710 Balanced Modulator, this means the addition of a small capacitor. Like this:


Another point to be considered is the fact that the output voltage from a QuASH channel doesn't go to zero - there may be some leakage from the VCA when it is supposed to be off. The easiest fix here is to re-adjust the Modulation rejection control of the VCA being used. In the 4710 this is R25. Be aware that this also limits somewhat the useable range of the D/A's TUNE control since wide variations in the setting of this control will affect the leakage from the VCA. Tuning changes on the order of $1 / 4$ octave should not present any particular difficulties.

There is a point dealing with this which may not be immediately exploitable by many, but which should be mentioned in any case; the action of the trigger outputs of the QuASH channels which are being used as STG channels.

The trigger outputs QuASH channels which are being used to produce pitch setting voltages behave in the normal manner. When the AGO key
corresponding to that QuASH channel is being held down, the trigger is at a high state. When the key is released, the trigger goes low. A standard "gate" type response.

In a similar manner, the triggers of transient channels also go high as soon as the AGO key to which they correspond is pressed; but unlike the normal trigger, this level remains high until the software has completed the last increment of the Release cycle. In future hardware this will drive a "noise gate' ${ }^{\prime}$, a simple semi-conductor switch which completely quiets a channel that is inactive.


By: John S. Simonton, Jr.

As we begin this month's journey into the bizarre I should warn you that Im operating in a somewhat altered state of consciousness.

Oh, not from chemicals or nature's own, none of that. There's just some very nice color graphics going on the Apple II and the background music is a slightly oriental feeling 4 part harmony being composed by a P4700/J. It's really a most unique environment.

Wait. Composed by the synthesizer? Surely not, surely just something prerecorded and played back.

Well, $\backslash$ I suppose that I wouldn't attack someone who asserted that $I$ composed the piece. Id be flattered, but it wouldn't be entirely correct. I knew before the tune started what sort of texture (for lack of a better term) it would have. But I have no idea what exactly is coming next.

And that, in case you hadn't already guessed, is what we want to talk about this time. Computer programs that compose music.

Let's start at a very elementary level. Probably you've seen or connected synthesizer patches that look something like this:


It's a relatively common configuration in which, at regular intervals, the instantaneous value of the noise source is captured by the $\mathrm{S} / \mathrm{H}$ and the resulting voltage used to set the pitch of the VCO. The ADSR and VCA give us some knobs to twiddle and control dynamics, but otherwise are just window dressing.

If you've done one of these, you know that the results are interesting, but certainly not a musical composition in the traditional sense. As a composing device, it's hard to know what the biggest fault is here, but certainly it must be the fact that there are no guarantees that the series of pitches produced are going to be equally tempered intervals (or any known tempering for that matter). In fact,
you can almost guarantee that they won't be; the control voltages applied to the oscillator are completely random. And therein lies the tale. I don't believe that anyone is able at this point in human development to concisely explain what makes music "musical", but most folks that have thought about it seem to feel that "good" music (ugh, all the subjective terms) combines both order and disorder. Establish a pattern in the listener ${ }^{4} \mathrm{~s}$ mind . . . then surprise him; pleasantly, preferably.

Like the "noise music" example above, any compositional program that we come up with today is in some way going to rely on a STOCHASTIC (big word for random ) process. If it didn't, we wouldn't be writing the program that wrote the music; we d be writing the music.

Our task then, is to bring order from disorder (in a very real sense, nothing less than reversing entropy ) but not completely. It isn't easy, but in an elementary form not as difficult as it may sound either because we now have at our disposal that wonder of wonders (which many right-thinking people say is Maxwell's Demon personified):

## THE COMPUTER

By simply programming the computer to randomly select only pitches that are part of the equally tempered sequence, we've made a start, but in all honesty not much of one; still there is too much disorder. Low pitches followed as likely as not by very high ones, no identifiable key signature. It's still "noise music".

The quickest way to begin bringing the kind of order that we're looking for is to write a program that uses a random number not as the note, but as a "pointer" which is used to select one of a number of acceptable "candidate" notes from a previously entered table. We're using our intellect to select ahead of time only those notes which we know will harmonize with the rest of the notes which the computer is allowed to select. Tve written a few of these kinds of programs. They' re a little better than purely random notes, but not much. Still too much disorder.

There are a lot of tricks to bring
rigorous order, like making random substitutions of candidate notes into previously entered melody lines. This kind of thing produces terriffic results, but it's not the computer doing most of the composition - you are.

Now comes the April issue of Scientific American and there, in Martin Gardner's consistently enlightening Mathematical Games column, is a piece on, computer music. Well, not just computer music - as is usual, Mr. Gardner's mind ranges far and the column covers visual art and computer generated "landscapes" and fractal curves and the place of pink noise in "the meaning of it all". Very heavy. And buried in amongst it all is an algorithm conceived by Richard Voss (of IBM) for turning "white" random numbers "pink".

Don' t let this "white" and "pink" business throw you. You' re used to white noise and the pink noise that results when you filter it. We can think of the Voss algorithm as a filter for random numbers.

The realization of the Voss algorithm which is used in PINK TUNES (the program listing at the end of this column) can be likened to rolling a set of 5 , four sided dice whose faces bear the numbers 0-3. We get the random number that we' ll use as the pointer to the list of candidate notes by adding together the numbers on the exposed face of each die (I know, a 4 sided die won' $t$ have an upper face, that' s not the point).

If we consistently rolled all 5 dice ${ }$ we would still produce too random a number; even through, as any crapshooter can tell you, the probability is that the total of the faces will be somewhere in the middle of the range of possible numbers - just as a pair of six sided die "like" to come up 7.

The trick is not to roll all 5 dice every time, but rather to come up with a scheme that most frequently rolls one or two and infrequently rolls all 5. Since the random number that is produced is always a total of the 5 dice, this produces a series of numbers that most frequently vary only slightly from one another while stlll permitting periodic large changes.

Voss's scheme (and ours) is to maintain a 5 bit "pinking counter" (our term) which is incremented each time we get ready to generate a new pink number. The new value of the pinking counter is compared to the old and only those "die" which correspond to bits in the counter which have changed are rolled.

The rest of the program is "overhead". As I mentioned in the beginning, PINK TUNES actually generates a 4 part harmony ( provided that we supply it with harmonizing notes in the candidate list) and the program must keep track of how long each of the notes in the 4 parts is to play and allow for the updating of the candidate list and recognize a limited number of commands from the computer's keyboard.

The fully documented listing is the best place to go to see how it all works (it's in your best interests to understand it as fully as possible) and specific details and asides are covered in the boxes.

After entering the program and its data base ( note part of the program is on page zero, part is on page one and the data base and working registers are on page zero), first save a copy on tape. If something goes crazy, you don't want to have to enter it all again.

Set up the synthesizer and start running the program starting at the hard start location of $\$ 0003$. The data that you loaded is for the pentatonic scale composition that I mentioned in the opening paragraph and you should immediately hear the synthesizer producing the composition. It should go without saying that you will undoubtedly have to call the tuning function ( control key \#1) and tune the oscillators before it makes music.

You have the ability to change the candidate note list while the program is running simply by pressing keys on the keyboard, but bear in mind that the candidate list is 16 notes deep. As you enter a new note, the one that was entered "16 notes ago" disappears from the list. If any of the 16 notes are inharmonious, the program will periodicly produce discordant sequences.

With PINK TUNES running, three of the computer's control keys have meaning:

Key 0 "scrambles" the random number generator to produce a new tune. This is really only useful if you are in the cyclic mode (see box).

Holding key 1 provides a tuning function by causing all 4 outputs to produce a triggered middle $C$.
serve as inspirational lubrication to the gears of creativity. If you're involved in producing commercial jingles, this is a terriffic tool.

As you play with the program you will begin to get a feel for how various probabilities affect the composition and you're sure to learn some things about composition that you never knew before.

Finally, a very special thanks to
Bob Yannes who sent me a listing of a similar program (PINK FREUD) which generates 4 part canons on a P4700/J. I haven't reviewed this program thoroughly yet, but knowing Bob it's sure to be neat. I'm sure that he wouldn't mind my sharing copies of the listing with anyone who sends a SASE.
'Til next time, my best to all.

Touching key \#2 initiates a muted shut-down of the synthesizer and branch back to the monitor, allowing changes in the memory locations described in the boxes.

After making changes using the monitor, always start the program running again from the soft start location \$000B.

The program runs very nicely, but is experimental and not intended as a finished product. Skillful polishing should reduce its length by at least 15 $20 \%$ and it would be nice to make changes in timing, etc. 'on the fly" without having to shut down the synthesizer.

At the same time that the program is primarily "just for fun", don't dismiss it as trivial. It definitely produces 4 part harmonies and even those that are not directly useable in a composition can
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The hex number $\$ F 3$ ( an arbitrary example) has an hhb of $\$ F$ and an lhb of $\$ 3$. This is necessary because the half-bytes determine two separate parameters.

The lower half-bytes of MASK and TIME ( M1 and T1 respectively) interact to determine what time values are possible from a given channel. A channel can be restricted so that it produces only $1 / 16$ notes or $1 / 16$ and $1 / 8$ notes or a wide variety of other possibilities as summarized in the table below:


Note that this is a partial table intended only to demonstrate the pattern.

Other combinations of M1 and T1 produce other possible time values. Some combinations not listed will produce undesirable results.

The high-half-bytes of MASK and TIME ( Mh and Th ) interact to determine the probability that the note being produced by that channel will be dotted (its duration extended by half of its actual value).

In actual practice, it is most convenient to set Mh to $\$ \mathrm{~F}$ and regulate the probability using only Th. The influence of Th on the probabilities of a dotted note is illustrated below:

| Th | Probability of dotted note |
| :--- | :--- |
| $\$ 8$ | one in two |
| $\$ 4$ | one in four |
| $\$ 2$ | one in eight |
| $\$ 1$ | one in sixteen |
| $\$ 0$ | zero |

EXAMPLE: A channel which has MASK and TIME values of $\$ F 3$ and $\$ 11$ respectively will be capable of producing $1 / 16,1 / 8,1 / 4$ and $1 / 2$ notes with a one in sixteen probability of the note being dotted. A channel with M and T of $\$ \mathrm{~F} 0$ and $\$ 01$ will produce nothing but $1 / 16$ notes, none of which will be dotted.

The page zero addresses of the MASK and TIME parameters for the four output channels are given below:

CHANNEL

|  |  |  |  | A |  |  | B | C | D |
| :--- | :--- | :--- | :--- | :--- | :---: | :---: | :---: | :---: | :---: |
| MASK | $\$ 8 \mathrm{~F}$ | $\$ 8 \mathrm{E}$ | $\$ 8 \mathrm{D}$ | $\$ 8 \mathrm{C}$ |  |  |  |  |  |
| TIME | $\$ 8 \mathrm{~B}$ | $\$ 8 \mathrm{~A}$ | $\$ 89$ | $\$ 88$ |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |

## TEMPO

By using the MUS-1 subroutine LOOK to gather data from the AGO keyboard, PINK TUNES follows our
standard protocol of using the keyboard encoder clock rate as the system master clock. Analog control of tempo may be provided by varying this clock rate as has been mentioned in previous columns.

PINK also has a variable at zero page location \$A9 which gives gross digital control of tempo. The recommended range of values for this variable are from \$FF (far too fast) to $\$$ F0 ( insanely slow).

## GLIDE AND TRANSPOSE

PINK uses the MUS-1 QuASH drivers (NOTE) and therefore allows for both independent pitch transpositions of any and/or all 4 channels as well as providing a means of enabling or disabling glides.

Though not strictly true, it is most convenient to think of these variables as being divided into high half-byte and low half-byte with the hhb controlling glide (\$8 turns the glide on, $\$ 0$ turns it off) and the lhb determining transposition. For example, a channel which has this transposing variable set to $\$ 8 \mathrm{C}$ will have its glide turned on and be playing notes an octave higher than the actual note selected by PINK.

Here are the transposing variable addresses:


## CYCLE CONTROL

The variable at zero page location \$D3 controls the number of notes which will be played before the cycle repeats. Changing the contents of this location to $\$ 20$ (for instance) will cause 4 bars of eighth notes to be played before the tune repeats. \$40 would produce 8 bars of eighth notes.

Setting the contents of the location to $\$ 00$ amounts to enabling a"free run" mode in which the patterns do not repeat (in practical terms).

If you want to get really fancy, you can change program location \$188 from its current value of 85 (STA to the zero page) to EA ( a NOP) and the result will be that on successive cycles the time values of notes will not change but the actual notes played will, producing a strong rhythmic tie from cycle to cycle. It also doesn't always work, sometimes a repeating loop will be entered anyway. Other times the duration of a tune will be 2 or more times as long as the actual cycle time.

To change a cyclic tune, touch control key 0 .

## DE-PINKING

To get some feel for the effect that the Voss pink-ing algorithm has on the composition, you may want to change it slightly. There are a couple of easy ways that this can be done. By changing the current instruction at program location \$11C from \$45 (Exclusive-OR on the zero page) to \$EA ( a NOP ), you slightly de-pink the note selector, making it somewhat more random. You may have to listen a while before you notice the difference, but there is one.

To completely eliminate the Voss algorithm make these substitutions beginning at location \$118; A9 FF EA EA EA EA. This change is equivalent to rolling all 5 of our alleged 4 sided dice each time a new note is selected and will produce changes that even a tone deaf aborigine would recognize.

## THE SYNTHESIZER

The module complement of a P4700/J is not large enough to do a true 4 voice, 4 part composition; since this package has only 3 oscillators. Even lacking a true 4th voice, however the 4th harmony part can still be put to good use.

the patches used during the development of PINK TUNES:

Note that the 4th harmony part (from channel D of the QuASH) is used to set the center frequency of the VCF.


In use, it is handy to think of channel $A$ as a lead voice, channel $B$ counter-point and channel $C$ bass line. Using this concept, the channel C oscillator would ordinarily be tuned an octave below channels $A$ and $B$.

## THE CANDIDATE NOTES

Selection of the candidate notes that you give PINK TUNES and the order in which they're entered play a big part in the feel of the final composition. As an obvious example, the pseudo-pentatonic scale resulting from entering only accidentals (sharps and flats) tends to produce oriental sounding compositions.

The selection of notes is "pinked" on a compositional (rather than a per-channel) basis, which means that the 4 notes being played at any one time tend to cluster around a relatively short series of entries in the candidate table. The significance of this is that it allows statistical control of changes in key signature. For example, entering the candidate sequence $\mathrm{C} 1, \mathrm{E} 1, \mathrm{G} 1$, C2, E2, G2, C3, G2, A2, F2, D2,

A1, F1, D1, F1, A1 will produce a composition that periodicly changes from the key of $C$ to $D$ minor.

It is important to remember that the candidate table will always contain 16 notes and in order to produce consistant harmonies, all 16 notes must be harmonious. Also remember that notes at the ends of the table (oldest and newest entries) have a lower probability of being played than the notes in the middle.

## LOHOING THE PROGRFIM

NOTE THFIT PIWK TUNES CONSISTS OF THEEE MAJOR SECTIONS: THE MAIN PRCGGKFM ON PAGE 0 OF MEHORY, SURROUTINES ON fagie 1, fand dett bfise on pfge 8.
before entering fuy progrerming, MFKE SURE THAT THE MONITOR STACK ANO USER'S STACK FRE BOTH SET TO SFF (50 THFT THE STACK DOES NOT OVER-WRITE PROGRFTHING ON PAGE 1) ANO THAT THE Sthtus register is set to $\$ 00$ (TO INSURE THGT THE CPU IS WORKING IN THE HEXPDECIMFL MOOE) USING THESE ENTR' SEQUENCES:

OED-DISP-FF-ENT (SETS MGNITOR STRCK)
QFE-DISP-FF-ENT-80-ENT (USER STHCK fan Status register)

FLL OF THE FOLLOWING FROCRPTMING, dATA BASE, PAO INITIFLIZATION OF MUS-1 need be dowe only owce. they mill SUESEQUENTLY LOAD TO THE COMPUTER'S MEMORY FROM THE MRSTER TAPE THFT YOU WILL GENERATE AT THE END OF THE LOROING PROCESS.

INITIRLIZE THE MUS-1 VFARIFELES CTRL (5OES) FNO COLY (5GE9)
aEc-DISF-AB-ENT-2a-ENT
entep the dath ghse listed eeliow begining at lochtion \$abs usimg this ENTRY SERUEMEE

6088-DISP-02-ENT-04-ENT-01-ENT (ETC)
*******************************************
dfta bese
488:02040101 F2 F0 F3 F3
5F 50 5F $6264625 F 50$
5458565351535658
00000008000000080
FA
***************************************
next lofo the main progrfan:
BOAB-DISF-4C-ENT-CO-ENT-FF-ENT (ETC)

FHO THE SUEROUTINES:

## 100-015P-8A-ENT-48-ENT-A5-ENT (ETC)

GEFOGE TRYIMG TO RUN THE PROCRPM SAME IT ON TAPE FROM LOCATION se TO $\$ 189$ :

## 

begin running the prociram from THE 'HARD START' LOCRIION $\$ \mathbf{S}$ :

803-RLW
AFTER A SHORT (3 SECONOS OR 50)
DELAY, THE PRUGKFF HILL BEGIN PRODUCIME THE COHFOSITION.

THE 'SOFT START' LOCATION IS \$COB



# SEQUE 1.0 UNIVERSAL MONOTONIC SEQUENCER 

## REAL TIME MODES

Now we're going to start a long discussion of sequencers.

It's going to be long because there is no single kind of sequencer that's best in every situation. Some will do better on stage and others will be more at home in a studio setting. Polyphonic sequencers should at times be structured for storing and reproducing chord sequences while at other times each channel should be treated as a separate voice. The only really workable solution is to come up with an entire "family" of sequencers.

The common limitation of all programming devices currently available is that none of them can offer this kind of versatility. But, this is an area where the system that we've developed, with its ability to accept a wide variety of personality endowing programs, will really come into its own. If we need a studio sequencer (with click track synchronization and full score editing features, etc.) we can load that program; when a chord sequencer is required, that software can be loaded.

With few exceptions, these programs will all be "complete" in that once they are running, the system loses any "computer personality" that it may have had. All of the features that the program offers will be available with one or two touches of the "command" (computer) keyboard. You can forget that the computer's there because its control keys are dedicated exclusively to functions assigned them by the program. "This key makes it play - this key makes it play faster." Easy.

To illustrate these points, we'll begin with a program called SEQUE 1.0, a monotonic sequencer
written to run on a PAIA P-4700/C or its equivalent. It can also be easily patched to run on a $\mathrm{P}-4700 / \mathrm{J}$ as outlined in the box.

SEQUE 1.0 is an acceptable "general purpose" sequencer (acceptable from the standpoint of our new perspective - in terms of the alternatives that are available it is the most sophisticated sequencer ever produced). It has some features tailored for live performance and others that are primarily for studio use. The program listing and some additional notes appear in following pages.

## COMMAND KEYS

When SEQUE 1.0 is running, the command keys should be thought of as being labeled like

seem a little on the cryptic side. Let's look at function and begin by pointing out some of the ways that SEQUE 1.0 is different from what you're accustomed to.

## PROGRAMMING A SEQUENCE

The first way that it's different is that you don't program it with knobs, you simply enter the note sequence from the AGO keyboard. More specifically the first operating mode that we'll examine is a completely "real time" performance mode. You simply touch the "PROGRAM SCORE" key and start playing. Except for the fact that we will be able to do much magic, the result is the same as if there were a tape recorder somewhere recording what you're playing. Whatever tempo you play in, including subtle timing nuances, are faithfully captured by SEQUE 1.0 and stored in the computer memory. When you reach the point at which you want the sequence to repeat, touch REPEAT PLAY and it all comes back.

## PLAYING THE SEQUENCE

Since this is a real time mode, the timing of punching up REPEAT PLAY is important. If you were storing a repeating bass line, for example, you would play the single figure that characterizes the bass line and then, at the exact point (and on the beat) where the first note of the figure was to be repeated, touch REPEAT.

There are other sequencers beginning to appear that operate this way, and if real music was played with droning bass lines that repeat unchanged, endlessly,
they would be perfectly adequate. And the music would be perfectly boring.

Not that real music doesn't frequently have the characteristic of a repeating bass figure, it does, but it's also made to sound different by transposing the figure into different keys to follow key changes in the composition. While this fact seems to have been largely ignored by sequencer manufacturers, we don't have to settle for that.

## TRANSPOSING

SEQUE 1.0 has a variety of provisions for transposing the programmed sequence. The simplest of these is that while in playback mode it can accept information on key changes directly from the AGO keyboard. A little explanation.

Since we obviously want to be able to transpose both up and down in pitch, we need to decide that some arbitrary key represents no transposition (play the sequence as programmed). SEQUE 1.0 assumes that the 2nd $C$ on the keyboard is the "0 transpose" key. keys up-scale and down-scale from this one, then, represent transpositions up and down scale respectively. press the $C \neq$ above the 2nd $C$, and the entire sequence plays with each note a semi-tone higher than was originally programmed. Press the $F$ below the 2nd $C$ and then each note plays a fifth lower.

As an example of this, suppose that we were going to want to play a walking bass line as shown in figure 2.

Because of the things we've talked about already, it should be relatively obvious that we only need to really "play" this much of the entire bass line:

(NOTE: Do not hit this note! Hit repeat at exactly the time you would have played it.)

## Figure 3

because from then on it simply repeats, transposed into

different keys. As the riff from figure 3 plays, we can extend it out to the entire bass line simply by pressing keys on the AGO keyboard to perform the appropriate transpositions at the proper time. Like that shown in figure 4. Pretty exciting. And we really haven't even started yet.

## THE TRANSPOSE SEQUENCE

While being able to transpose the programmed sequence with real time keyboard entries will be plenty useful again and again, there are also going to be times when it will be at best a pain in the neck. You'll be busy doing other things. For these times, SEQUE 1.0 offers another feature, the ability to save a programmed sequence of transpositions.

Programming the T-sequence (as we'll call it) is just as simple as programming the melody sequence (M-sequence), you simply touch the PROGRAM TRANS pad and enter the sequence from the AGO keyboard. The major difference from a programming standpoint is that the T -sequence is a sequence of events, which is to say that it is not sensitive to the tempo in which you enter the information. We'll talk more about EVENT sequences later.

When the PROGRAM TRANS pad is first touched, it wipes out any previously programmed T-sequence and starts a new one. Each subsequent AGO keyboard entry then represents a key change that the M-sequence will go through at the point at which it repeats.

During the programming of a T-sequence, the displays count to show where we are in the sequence, and the note corresponding to the
transposition will play while the key is held down. When the key is released, the note stops completely, so that there is no possibility of confusing this programming mode with others.

On playback, the M-sequence will be played completely through, transposed to the key signature corresponding to the first $T$-sequence entry; then completely through transposed by the second T-sequence entry, then the third, etc. When the end of the T -sequence is reached, the whole thing starts over again with the first note and the first T-sequence entry. To go back to our walking bass line for a moment, the T-sequence would program like this:


Figure 5

In the terms which we will find most useful, enabling the automatic transpose is an OPTION which may be selected along with one or more of the major operating MODES. If we want to assert the T-sequence option during playback we do so by touching the T-seq. OPTION key. To stop the T-sequence and revert to the manual entry of transpositions, simply touch the OPTION CANCEL pad.

It is important to note that canceling the T-seq. option simply keeps the system from invoking the T-sequence, and does not in any way alter the sequence as stored. You can turn the option on and off as many times during a set as desired.

And still there's more.

## SINGLE PLAY

There will be times when we don't want the sequence to repeat endlessly, but simply to play one time through and stop. A SINGLE PLAY MODE.

An important difference between the two modes is that whereas REPEAT begins playing the sequence as soon as it is touched, SINGLE PLAY waits for an AGO key to be pressed and then plays.

The T-sequence option may also be asserted in the SINGLE PLAY MODE, but it has been my experience that it's not tremendously useful. Much more useful is to have the T-seq. option cancelled (which selects the AGO keyboard as the transposition source), so that pressing an AGO key not only starts the sequence playing, but causes it to play in the key selected.

Releasing the key which initiated the sequence will not cause it to stop (once started it always plays to the end), but pressing a different key in the middle of the sequence will immediately transpose it to a new key signature.

## TEMPO KEYS

The function of the TEMPO UP and TEMPO DOWN keys is just what you would expect. Touch TEMPO UP and the tempo of the sequence being played doubles. Touch it again and the tempo doubles again. Touch TEMPO DOWN and the tempo rate is divided in half.

If not over-used, these two keys will increase and decrease tempo while still keeping relative timing of notes unchanged; however, raising the tempo too high will cause some timing information to be lost and will cause the notes to be "jammed" together so that synchopation will change. Beware and be aware that this fact has special effects implications there may be times when you want to do just this.

## TAPE SAVES AND LOADS

The TAPE pads control a couple of operating modes which should also be useful. TAPE SAVE causes the M-sequence and T-sequence information currently in the computer's memory to be dumped to magnetic tape. when you come up with a "keeper" start
your recorder going (recording) and touch TAPE SAVE. After a short leader and synchronizing tone is generated, the displays will start to count and within a few seconds your complete composition will be stored as data on the tape (a hint - always save things twice)

Loading a composition that was previously saved on tape consists of playing the tape and touching the TAPE LOAD command pad. As with the saving operation, the displays count as the data transfers from tape to memory. If, after loading a tape, you punch up PLAY MODE and nothing happens, it means that the load was unsuccessful. Try again with the second copy (and review the "tape selection" section of PAIA's CS-87 POT SHOT manual).

## NORMAL MODE

NORMAL is simultaneously the most straightforward and ubiquitous of all the operating modes. NORMAL is nothing more than a normal monotonic synthesizer function, the important point is that asserting this mode of operation does not alter previously rrogrammed $M$ or $T$ sequences. it simply ignores them as long as this mode is selected. at any time you can punch-up SINGLE or REPEAT PLAY and do that magic and with a touch of the NORMAL pad be back to plain synthesizer.

## SUBTLETIES AND TRICKS

It seems to me that a sequencer for use on stage should have two major design goals: it should be easy to program and operate (which SEQUE 1.0 certainly is) and it should enable the user to do a better job of the thing he's there to do - put on a show. As theatrical a show as possible. SEQUE 1.0 has several of these "show" features.

The ability to shift back and forth between the various modes of operation (and specifically the availability of the NORMAL mode which doesn't mess up programmed sequences) is definitely one of these.

Others are less obvious, for example:

When you have the T-sequence option selected (so that transpositions come from their programmed sequence) and you go directly from the PROGRAM SCORE
mode to REPEAT PLAY without first asserting another operating mode, the first entry of the T-sequence will be skipped and the melody sequence will begin playing immediately transposed by the second entry in the Transpose Sequence.

Why?
Because, when you entered the characteristic sequence it was equivalent to its being played the first time through (which would have been done using the first T-sequence entry). When you hit REPEAT PLAY and the computer takes over, it is in effect playing the sequence the second time - which should be done in the key of the second T -sequence entry.

The major application here is to allow you to enter (during set-up and tuning) a T-sequence for the number that you are going to be doing and then enter the actual sequenced figure extemporaneously. We all know how great it is when the magic is working and everybody's really cooking. This feature allows your automation equipment to tap into that energy and the innovation that frequently results from it.

If for some reason you don't want to skip the first T-sequence entry, you simply terminate the PROGRAM SCORE mode with a command other than REPEAT PLAY (NORMAL, for instance; or SINGLE PLAY), then punch into REPEAT PLAY. Remember always, though, that the termination of PROGRAM SCORE mode must be done "in tempo" if the timing of the playback is to be correct.

Here's another special application:

In most cases, the M-sequence is reserved for the melody, but the UP TEMPO command allows you to enter some short riff (live, yet) then speed the sequence up to the point that it has the effect of being a "voice" of its own. By then punching into SINGLE PLAY mode, the sequence can then be used as you would a single note, which you "play" by transposing it. Naturally, the T-seq. option should be cancelled for this.

## And another:

REPEAT PLAY mode always starts the $M$ and $T$ sequence from the beginning, making it any easy matter to use the first few bars of the sequence again and again, for introductions, bridges, and special effects.

Now we turn our attention to the studio-oriented options offered by this "universal" monotonic sequencer program.

Some of the distinctions between stage and studio use are somewhat arbitrary.

For example:

## EVENT PROGRAM

The real-time SCORE melody programming mode that we examined in the first section of this piece can obviously be used in a recording studio as well as it can on stage, providing that you're interested in recording only those things that are within the limits of your physical abilities. But the real promise of a small studio (or a big one, for that matter) is that it allows us to produce music that we don't have the chops to do in real time. After all, not everyone has the hours per day that it takes to gain physical mastery of a keyboard - but that doesn't mean that we don't have valid musical ideas, only that we need a little help in expressing them.

If a recording studio is a single thing, it's a time machine that allows days or weeks of work to be compressed into a few minutes of music. One of the programming modes that we have available (EVENT) is specifically designed to operate in this type of time-compression environment. In this mode we enter the music not so much as a melody, but as a series of notes and rests. A series of events which, when reproduced by the computer, turn out to be a melody (maybe).

There is of course nothing new about this mode of operation, this is the way sequencers have always worked. About the only new part is that instead of entering the events as positions of a knob or a series of numbers, we have an AGO keyboard on which to program.

Touching the command keyboard's PROGRAM EVENT pad puts us in this programming mode. (See Figure 1.) Melody lines are entered much as they were with the SCORE mode, except that the computer is no longer watching for how long we hold a key down
or how rapidly the notes are played. It is now only interested in whether a key is up or down.

One of the major implications of this is that notes in the melody are "jammed" together in time, and on playback will come out exactly equally spaced, one note per beat. While this is OK in some cases, as a general rule it is unacceptable; because it is unacceptable, we have a REST pad on the command keyboard. The REST pad provides for syncopation. It is a means of "extending" an event so that it takes more than a single beat.

If you're familiar with the operation of the rest key on something like PAIA's Programmable Drum Set, you already have a good idea what's going on, but there still are some surprises here.

Your first thought may be that when you press and release a key on the AGO keyboard, that constitutes an event. Actually, it's two events as far as SEQUE 1.0 is concerned - the first when the key was pressed and the next when it was released. It's important to keep in mind that the REST pad can extend either of these events.

For example, this simple phrase:


Figure 6
would be entered from the keyboard by pressing $F$ and releasing, press A and release, press C, release, press D, release, press $F$ and while holding the $F$ key down, hit the REST block on the keypad, release the $F$ key, tap the REST block, play A, touch the rest block before letting up the a key, release the key, and hit the rest block once more. The measure is now completely entered, and may be played by using the REPEAT or SINGLE keys as described last time. Note particularly that on the fifth note (the second F) where we wanted to extend the note to a full beat, the REST pad had to be touched twice; once to extend the "key down" event and again to extend the "key up" event.

At first, having to enter two RESTs when we actually want to extend a note for a single beat may seem a pain in the neck (undeniably, it is) but the slight inconvenience buys us a number of things. For example, the ability to slur notes.

In the above example, the $D$ could have been slurred into the F by first touching the REST pid before releasing the D key. This will lengthen the note to occupy the time normally used when the key is released. Then press the $F$ key before releasing the D. This will cause the $D$ to be entered in the next time slot without any articulation (triggering). Now, while holding the $F$ key, touch the REST pad to lengthen it to a quarter note as covered earlier. After releasing the key, enter the additional REST required and proceed as usual.

Having each REST pad activation correspond to a "half" event (kind of) also allows us to produce dotted notes as the exceptions that they are rather than having to make specific tempo provisions for them which must be carried over to all notes in the sequence.

It is also possible to generate articulation changes whenever a note is extended beyond a basic "dual" event. If, for example, you are generating a series of notes where each note uses a key depression plus a REST and a key release plus a REST (four events), theses notes can be performed in three different manners. If entered as listed above, the note has equal time allotted for note performance and release. For a staccato style, the note could be entered with a key depression, release, and then two RESTs. For legato styles, the two RESTs could be entered while the key is held down, yielding three "on" events and one "off" event. Each of the above would occupy the same execution time during playback, but would reflect the different articulation styles.

Once the melody is in the computer's memory, it makes no difference whether it got there with SCORE or EVENT programming modes as far as the playback and options are concerned. All of
these features (real time or programmed transpositions, single or repeat play, tempo up and down, and tape saves or loads, etc.) work the same.

## CLICK TRACK SYNCH

Even more powerful in the studio than the EVENT programming mode are the features added by two other command pads; CLIK and (in the option box) SYNC. These provide a means of synchronizing multiple tracks of sequencer operation.

Once you start using a sequencer for recording, you begin to find more and more places where it can be used to relieve a lot of tedium. The problem in the past has been that it is, for all practical purposes, impossible to manually synchronize a sequencer to a track that's already on tape. Even slight differences in tempo soon build up to an intolerable variation in when a note is supposed to happen and when it actually does happen. Maybe there are people who could manually twiddle a tempo knob and keep things locked together, but that's a hassle.

Most of us are familiar with the classical "click track" approach in which a metronome-like "tick" is recorded on one track of a tape so live musicians can easily maintain the tempo of the original work in over-dubs. Our CLIK and SYNC command pads are simply this old concept extended into the realm of automation.

Touching the CLIK pad causes SEQUE 1.0 to begin producing a very rapid series of "clicks" that are machine readable and represent a standard clock rate which the SYNC option can read and synchronize to. The click appears at the normal cassette output jack (where programs, etc., that are to be saved to tape come from) and when using this option, this output is tied to one of the channels of the tape recorder on which you're recording your audio tracks.

To use the click track option, the tape that you will be recording and mixing your audio onto must always be prepared first; you can't record a lead part and then come back and lay down the click, it won't work like that. Before doing anything else, connect the 8700's cassette output to the input of one track
of your recorder, start the tape rolling in record mode, and after allowing a comfortable quiet leader, punch the CLIK pad. Allow the tape to run much longer than you think you'll ever need for what you're going to be recording, one thing you don't want to do is run out of click in the middle of things.

Synchronizing to the click track is simply a matter of connecting the output of the tape channel that contains the click to the normal cassette input jack of the computer, but note that some juggling of the record and playback levels of this channel may be necessary for the computer to properly write and read the channel. In many cases, unless your recorder is capable of providing very high outputs (similar to the earphone levels from the cassette recorders which the computer was designed to work with), you may need to use a small external amp to provide the extra gain and current drive required. If your SYNC fails to respond, try using the earphone jack signal usually provided on multi-track recorders. If this doesn't provide enough power, try using a small portale practice amp (such as a Pygmy or Pignose) whose earphone output should adequately drive the cassette input jack of the computer.

Assuming that you have some rhythm sequence (ordinarily the first laid down) in the computer memory and that you're getting ready to record it as audio, proceed by first punching into the T-SEQ option (if you plan to use it) then touch the SYNC control pad. Roll the tape with the click track channel set to playback and the audio going to one of the other tracks which is naturally in record mode. Before the quiet leader ends, touch the REPT/PLAY command pad and hold it. When the click track starts, so will the sequence. When enough of the track is laid down, terminate the play mode by touching the NORMAL pad.

It is necessary to select the SYNC OPTION last in the above sequence of events because once this option is asserted, a click track must be coming in on the cassette port for the computer to recognize any further commands. If you find yourself with a "dead" computer caused by CLIK being selected with no click track present, you can either run a tape which has a click track or
reset the computer and run the program again.

In situations where the sequence is not to be played from the first down-beat, the SYNC OPTION should be enabled before rolling the tape and REPT/PLAY punched in when the time comes for the sequence to start.

A little constructive play will go a long way toward familiarizing you with the capabilities of this powerful option. Here are some we haven't mentioned yet:

You have probably already noticed the somewhat cryptic METR designations that appear in both the OPTION and TEMPO control boxes. And probably you've figured out that it means metronome (a handy thing in any studio). But this is kind of a super metronome because not only does it have a "pendulum" (which shows in the computer's twin displays) and an audible click (which you hear from the beeper) but it also provides an electrical output in the form of a short positive going pulse that appears as D7 of the D/A output channel (which in turn shows up on the Flag 2 pin jack of the D/A's front panel). This pulse is enormously useful in synchronizing external devices (a Programmable Drum Set, for example).

Since both the SYNC and METR options may be asserted at the same time, the external device can be synched to a pre-recorded audio track.

The METR pad in the TEMPO control box is obviously the tempo control for the metronome. Like the other tempo controls that we looked at last time, this one works in octaves. Each time the pad is touched the metronome tempo doubles until the maximum rate is reached, then the next touch causes the tempo to "fold back" to the minimum rate.

It may be somewhat out of sequence (?) to mention here that the tempo of the metronome is the tempo at which sequences stored in EVENT mode will play back, though of course, the TEMPO UP and DOWN command pads will also alter the tempo of the sequence once saved, as outlined last time.

Another point - When electrically synchronizing things to the click track, the METR TEMPO can still be varied to accomodate different timings, and since it operates by octaves the

```
integrity of the timing will be
preserved.
    And a hint - the metronome
"beep" can also be recorded on
tape to provide a "human
readable" click track (though it
must be saved on a different
track than the CLIK).
    The only other command pads
that we've added are STOP/STEP (a
means of stopping the sequence
without "forgetting" where we
were as well as single stepping
through the sequence) and CONT
(continue) which allows us to
pick up from the point where we
STOPped. This feature can provide
easy introductions to songs.
STOP/STEP through the piece until
you reach the REST just prior to
the point where the introduction
should start. When the CONTINUE
pad is touched, the introduction
will play, leading into the
repeating sequence.
```


## SEQUE 1.0 COMMAND SUMMARY

## PROGRAM

SCORE - Saves melody sequence in real time.

EVENT Saves melody sequence as regularly spaced events.
TRAMSPOSE- Saves transpose sequence as events.

## PLAY

REPEAT - Plays sequence from beginning, cycles until stopped.
SINGLE - Waits for key on AGO then plays sequence from the beginning. Stops at end of melody.
STOP/STEP - Allows stops or pauses during playback.
COWTINUE - Starts melody playback from where you are in memory.

TAPE
SAVE

- Dumps current Melody and Transpose sequences to mag. tape.
- Loads M \& T sequences from tape.


## OPTIONS

TABLE - Selects transpose sequence table as source of transpositions (otherwise AGO is source).
METRONOME-Initiates visual metronome display and a "beep".
SYNC. - Shuts down internal timing and accepts prerecorded click-track for timing information.

CANCEL - Turns all selected options off.

## TEMPO

UP - Doubles tempo of melody sequence.
DOWN - Halves tempo of melody sequence.

WETRONOME - Doubles speed of metronome display and "beep"

## MISC

NORMAL - The "normal synthesizer" mode. Does not alter stored sequences.

## LOADING FROM TAPE

Because part of the SEQUE 1.0 program is held on the same page that the 6502 processor uses as a stack register， some very slight preparation is required before the SEQUE 1.0 tape can be loaded．Specificly the stack pointer which is used by the PIEBUG monitor program and the stack pointer associated with the applications program must be set to assure that the stack will not over－write the program．And， as long as we are setting the stack pointer，the status register may as well be set to a known state．

These objectives may be met by these keyboard manipulations：
0－0－E－D－DISP－F－F－ENT this sets the monitor stack
0－0－F－E－DISP－F－F－ENT－0－0－ENT this sets the user stack and status register．
On the tape supplied，SEQUE 1.0 is saved with the identifier 01；and should be loaded to memory from location $\$ 0000$ to $\$ 0280$ using this entry sequence：

## 0－0－0－0－0－2－8－0－0－1－1－1－TAPE

The program is saved in triplicate so if the first copy won＇$t$ load for some reason you can always try for the next． All copies have the same identifier 01．If you experience continued difficulties in loading，refer to the POT－SHOT cassette interface manual．

## HAND LOADING

If you are absolutely unable to load the program from this cassette，return it for a replacement．Since transit time back and forth may present unbearable delays，you may consider hand－loading the program and dumping your own tape（ which goes a long way toward eliminating any problems caused by differences in tape recorders）．To assist you should this solution become desirable，a hexadecimat dump of SEQUE 1.0 is provided below．NOTE that even if you hand load the program，the stack and status register setting manipulations outlined above should be performed before you start loading the program．

With the stack pointers and status register set，the program may be hand loaded as outlines in the various 8700 manuals：

First the programming on page 0 ：
0-0-0-DISP-A-9-ENT-0-0-ENT-8-5-ENT- (etc.)

Then page 1：
1－0－0－DISP－8－5－ENT－1－0－ENT－8－5－ENT－（etc．）
And finally page 2 ：
2-0-0-DISP-8-D-ENT-0-6-ENT-1-2-ENT- (etc.)

Note that none of these blocks go all the way to the end of the page．

When done loading，immediately save the program to tape from $\$ 0000$ to $\$ 0280$ ．Do this before running the pro－ gram to avoid the unpleasant experience of having some incorrectly copied code wipe out the program．Next verify the program by stepping through it and comparing memory con－ tents to the hex dump．Finally，when you＇re sure that it＇s entered correctly and have a copy on tape just in case，run it．

## RUNNING THE PROGRAM

Location 0 is both the hard start and the soft start loca－ tion for this program．

$$
0-0-0-0-\mathrm{RUN} .
$$

If the program crashes（as perhaps when SYNC is selected with no synchronizing tape input）it may be re－started from this same location without losing any melody or transposing sequences that had been saved to that point．Re－starting from this location will cancel any options which may have been select－ ed and will cause SEQUE 1.0 to come up in its NORMAL mode．

$$
\text { RUNNING SEQUE } 1.00 \text { N A P-4700/J }
$$

SEQUE 1.0 may easily be modified to run on a polyphonic system（though it will still be a monotonic sequencer）simply by changing the address of the output port which appears at SEQUE 1.0 locations $\$ 14 \mathrm{~B}$ \＆$\$ 14 \mathrm{C}$ ．Changing this address to $\$ 09 \mathrm{FF}$ will cause the output to appear at QuASH channel \＃1． This may be accomplished as follows：
1-41B-DISP-F-F-ENT-0-9-ENT

If you make this change，you should also save the altered program to tape．

A fully documented assembler listing of SEQUE 1.0 starts on the following page．

## SEQUE 1.0 HEXADECIMAL DUMP

$\qquad$
600－ $\mathrm{A9} 8085$ E2 A9 8C 8078 608－114C 18 11 B8 8585 E6 010－80 2088 FS EC DC 04 R5 018－EB 29 3F 85 EB 69 B6 6 日 820－85 E6 85 EB 85 E7 A9 80 828－85 E2 A6 E7 8E 28 88 R5 838－EC F8 86 C5 EB F9 85 E6 038－E7 90 C8 8285 EB 6828 940－84 11 E6 E5 603828 AC 948－11 AD 14 11 C5 E3 DQ 02 850－E6 E9 24 E2 38 ef A5 EC 658－F8 8285 E4 R5 E4 85 E6 860－E6 E5 609094 R5 EC DC 868－DD 204610 R5 EA D8 $8 B$ 078－A9 8085 E5 A6 E8 BD 01 878－93 85 EB 60 R9 7E DG 82 000－R9 3E 4C 801218 A5 E5 608－65 E1 85 E5 R5 E3 80 7B

090－11 60 B6 8E A9 FF 85 E5 898－28 B6 $118 \mathrm{EE} 2888 \mathrm{R9} 88$ ORO－ 85 E6 60 B6 0285 E5 20 ER8－ 8411 RS E5 D8 851865 680－E1 85 E5 6085 E9 R5 E2 688－ 0980 DO OE AS E2 6949 ece－DO 88 A5 E2 8901 DO 02 ©C8－R9 0085 E2 4C ef 1218 600－28 25 1E 604 C 54124 C 808－ 28124 C 3312 FF FF 80 8EO－60 04606060608060 8E8－80 00008080 FF FF FF
－PAGE 1
100－85 108585 C2 BC B4 C8 108－CF D4 89 TC DA D7 EC EC 118－459263 46 3F R3 1E 46 118－A5 E2 48 en 1022 C6 DF 120－10 1E A6 E1 CA 86 DF A9 128－88 ff 1865 E0 85 E0 18

138－©C R5 EB 098985 EB 18 138－28 25 1E R2 888 EE 2988 140－R5 E6 F0 031869 A4 18 148－ 65 EB 8D 486868 6月 98 150－ 062049 1E 4C 6D 112 C 158－10 0810 FB AD 108830 160－FB $2 C 1088308550$ F9 168－AD 108885 EC 2800 1F 170－B0 06 B9 0011807811 178－A9 80280300 FD 7B 11 180－85 E3 DO 94 B8 098081 188－ 0385 E8 85 E6 85 EB R5 190－E5 A6 E8 9000032013 198－10 29 7F DD 0103 F0 08 1月0－E8 E8 86 E8 900103 R9 1月8－ 9085 E5 60 B0 6885 E4 180－85 E9 85 ER 85 E5 R5 E5 188－A4 E9 A6 EA DD 020390 1С0－15 A9 0085 E5 E8 E8 86 1C8－ER E4 E8 D6 09 C8 C4 E7

100－BO DE 84 E9 DO DC BD 03 108－ 0385 EB B9 C0 0285 E6 1E0－60 FF 00 FF 03 C0 02 CE 1E8－ 02 FF FF FF FF FF FF FF

PAGE 2
280－80 0612 A2 0018 TE 02 288－63 E8 E8 E4 E8 D6 F6 R5 210－E3 8D 781160 R2 07 BD 218－E1 1195 F0 CR D8 F8 60 228－20 1512 A5 E8 8D 6003 228－A5 E7 8D 0103 A9 DD 20 230－46 1260201512 f9 11 238－20 4612 fD 000385 E8 240－AD 010385 E7 6020 AR 248－1E AD OF 1180781118 250－20 22 1F 6085 DF 66 E1 258－9002 66 E1 D0 B1 FF FF


| 1898- | 208611 | 1650 |  | JSR CONT | CFLL PPRT OF PLAY MOOULE | $\begin{aligned} & 1127- \\ & 1190 \end{aligned}$ | ${ }_{\text {P9 }} 989$ | $\begin{aligned} & 2900 \\ & 2999 \end{aligned}$ |  | $\begin{aligned} & \text { LDR } 80 \\ & \text { TRX } \end{aligned}$ | TO DETERHINE PLTERNATE DISPLAY CYCLE ATD "PENOULUM" LEFT |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1898- | 8E 2968 | 1660 |  | STX DSP | DISPLPY M-SEQ POINTER | 1129- | $\text { A } \boldsymbol{A}$ | 2990 |  |  | :CYCLE RHD "PENDLUN" LEFT |
| 189E- | ¢9 60 | 1670 |  | LDA 60 | MAKE TRPNSPPOSE YRLUE | 1127- | 18 | 3600 |  | CLC | :PREPPRE FOR ADOITTION |
| 1080- | 85 E6 | 1689 |  | STA *TRNS | EQUAL TO ZERO | 1128- | $65 \mathrm{E0}$ | 3010 |  | ROC *HETF | AOD FLIP-FLOP YALUE |
| 1682- | 60 | 1690 | STP1 | RTS | PRD RETURN | 1120- | 85 E 0 | 3828 |  | STA *VETF | SAYE MEN VALUE |
|  |  | 1780 |  |  |  | 112F- | 18 OC | 3030 |  | BPL MET1 | ALTERNATE? - DISPLPY |
|  |  | 1718 | :PROGRPM EVENT M |  | OLE - SAVES M-SEQUENCE | 1131- | R5 EB | 3040 |  | LOA *PBUF | OTHERWISE, GET OUTPUT |
|  |  | 1720 |  |  | EYENT CLOCK FOR RERL-TIME | 1133- | 8988 | 3050 |  | ORA 88 | SET |
|  |  | 1730 | CLOC | K | EVNT CLOCK For reat Time | 1135- | 85 EB | 3060 |  | STA *PBUF | SAYE IN PLAY BUFFER |
|  |  | 1740 |  |  |  | 1137- | 18 | 3070 |  | CLC | PREPRRE PND |
|  | 8082 | 1750 | ESPY | BCS ES1 |  | 1138- | $28251 E$ | 3080 |  | JSR SBIT | :CPLL BEEP |
| 18955 | 85 ES | 1760 |  | STR *CNTR | TEMPO COUNTER RS ZERO | $1138-$ | R2 68 | 3890 |  | LDX 08 | "PENOULUM" RIGHT |
| fers- | 288411 | 1778 | ES1 | JSR MSU1 | CPLL SRYE MOOULE | 1130- | 8 E 2088 | 3180 | MET1 | STX DSP | SHON PENDULUM |
| 18RA- | AS E5 | 1780 |  | LDA *CNTR | GET TEMPO COUNTER | 1148- | R5 E6 | 3110 | COM | LDA | IS THER |
| 188C- | D6 05 | 1790 |  | BHE EOUT | NO ENTRY-RETURN | 1142- | F0 03 | 3120 |  | BEQ | NO- BRANCH |
| 108E- | 18 | 1890 |  | CLC | PREPPRE | 1144- | 18 | 3130 | TRFW | CLC | YES - PREPFRE |
| 18PF- | 65 E1 | 1810 |  | ADC *TPO | :ADD TEMPO VRLLE | 1145- | 69 fr | 3140 |  |  | :CFLCuLATE TRANSPOSE |
| 1881- | 85 E5 | 1828 |  | STR *CNTR | SRYE AS TEMPO COUNTER | 1147- | 18 | 3150 | COM1 | CLC | MORE PREPARRTTION |
| 1883- | 68 | 1830 | EOUT RTS |  | :THEN RETURN | 1148- | 65 EB | 3160 |  | ADC *PBUF | :CPLCLLRTE NOTE |
|  |  | 1840 |  |  |  | 1148- | 804088 | 3170 | COUT | STA OUTP | :PLAY NOTE |
|  |  | 1850 | :OPTION MENU - RETURNS TO PREYIOUS |  |  | 1140- | 68 | 3188 |  | PLR | :GET STUS (OPTION COOES) |
|  |  | 1868 | : OPERATING MODE PFTER TURNING ON OR |  |  | 114E- | 6 9 | 3190 |  | ROR | : SHMC CPTION ON? |
|  |  | 1870 | :CANCELLING OPTIONS |  |  | 114F- | 9086 | 3260 |  | BCC KRED | NO-SKIP |
|  |  | 1898 |  | -LLINO |  | 1151- | $20491 E$ | 3210 |  | JSR DBIT | WhIT FOR CLIK |
| 1884- | 85 E9 | 1890 | TBLM | STA *TPNT | :T-SEQ POINTER TO BEG | 1154- | 4C 6011 | 3228 |  | JMP CTRL | SKIP READING RGO |
| 1606- | R5 E2 | 1900 |  | LDA *STUS | :RSSERT T-SEQ OPTION | 1157- | 2C 1888 | 3238 | KRED | KB | : WAIT FOR DUWY SCAN |
| 1888- | 8988 | 1910 |  | ORA 88 |  | 1158- | 16 FB | 3240 |  | BPL KRED | :LOCP UNTIL STRRTED |
| 188A- | De 08 | 1920 |  | BHE MCOM | BRPACH RSLLHPYS | 115C- | AD 1088 | 3258 | KR2 | LDP KBD | : HAIT FOR SCAN TO START |
| 188C- | R5 E2 | 1938 | MET | LDA *STUS | : TURN METRONOHE ON | 115F- | 30 FB | 3268 |  | BHI KR2 | :LOOP UNTIL STARTED |
| 180E- | 0940 | 1940 |  | ORA 40 |  | 1161- | 2C 1888 | 3278 | KR3 | BIT KBD | :CHECK FOR KEYS OOUN |
| 18C0- | D6 88 | 1958 |  | BNE MCOM | BRPNCH PLLHFYS | 1164- | 3085 | 3288 |  | BMI KRTN | HEEN SCAN DONE, RETURN |
| 18C2- | R5 E2 | 1960 | SYHC | LDA *STUS | : TURN ON SHAC TO | 1166- | 50 Fg . | 3298 |  | BYC KR3 | :CURRENT KEY NOT DONN, LOOP |
| 18C4- | 0901 | 1978 |  | ORA 81 | CLICK TRACK OPTION | 1168- | AD 1068 | 3360 |  | LDA KBD | :KEY DONN, GET IT |
| 18C6- | 0802 | 1980 |  | BRE MCOM | BRPWCH PLLWAYS | 1168- | 85 EC | 3310 | KRTN | STA *KBLF | SPYE RESULT |
| 10C8- | A9 09 | 1990 | CHCL | LDA 68 | PRREPYRE PMD | 1160- | $20601 F$ | 3328 | CTRL | JSR DECD | GET COMMPND |
| $\begin{aligned} & 18 C A- \\ & 18 C C- \end{aligned}$ | 85 E2 | 2800 | MCOM | STA *STUS | CANCEL FLL OPTIONS | 1170- | B0 06 | 3338 |  | BCS DO | :OLD COMMPND - DO IT |
|  | 4 CoF 12 | 2010 |  | JMP TCM1 | : JUMP FOR THE REST | 1172- | B9 8011 | 3348 |  | LDA STEL., 'r | HEL COWWTND - GET LINK |
|  |  | 2828 |  |  |  | 1175- | 807811 | 3350 |  | STA ACTN+01 | PLfCE LINK |
|  |  | 2836 | :CLICK MODE - SENDS CLICK TRACK TO TAPE |  |  | 1178- | R9 09 | 3368 | DO | LDA 00 | :THIS WILL BE HPNOY |
|  |  | 2840 | fGO KEYBORRD SCPN RATE IS TIMER |  |  | 1178- | 280380 | 3378 | ACTN | JSR DUMY | CPLL OPERATING MOOE |
|  |  | 2850 |  |  |  | 1170- | AD 7811 | 3380 |  | LDA ACTN+01 | SPVE CURRENT COHWPND |
| 18CF- | 18 | 2960 | CLIK | CLC | :PREPPRE TO SEND "0" | 1188- | 85 E3 | 3390 |  | STR *LSTL | :LINK FOR LATER |
| 1809- | $28251 E$ | 2878 |  | JSR S8IT | SEMD IT | 1182- | D8 94 | 3460 |  | BHE COH | :PND LOOP RLIAPYS |
| 1603- | 68 | 2800 | RTS :RETURN FOR KEYBORRD DELAY |  |  |  |  | 3410 |  |  |  |
|  |  | 2890 |  |  |  |  |  | 3420 | SAVE | MCOULE - TP | FKES CRRE OF RLTERNPTELY |
|  |  | 2160 | HETR | RONOHE TEMP | CHPTMGE - PROCRPM ON PPGE 2 |  |  | 3438 | :STAC | CKING DURATIO | NSS PND NOTES IN M-SEQUENCE |
|  |  | 2118 |  |  |  |  |  | 3440 |  | HHT WILL | E "END OF SEQUENCE" |
| 1804- | $4 C 5412$ | 2128 | TCHG | JMP TCH | : JUAP TO PROCRAM |  |  | 3458 | : INDI | CRTOR IN PLA | Y MODES AS POINTER |
|  |  | 2138 |  |  |  |  |  | 3468 |  |  |  |
|  |  | 2148 |  | P MAT-SEQ | TRPE - PROGRAM ON PRGE 2 | 1184- | 8089 | 3478 | MSV1 | BCS MS1 | :FIRST PRSS? |
|  |  | 2150 |  |  |  | 1186- | 800103 | 3489 |  | STA MTEL+81 | : YES-ZERO PROCRPM NOTE |
| 1807- | 4C 2012 | 2168 | OTPP | JMP TOUT | : JUMP TO PROGRAM | 1189- | 85 E8 | 3490 |  | STA *FEND | :ZERO M-SEQ POINTER |
|  |  | 2170 | : LOAD |  |  | 1188- | $85 \mathrm{E6}$ | 3508 |  | STA *TRNS | :ZERO TRPNSPOSE |
|  |  | 2180 |  | AD MET-SEQ | OM TAPE - PROGRAM ON PPGE 2 | 1180- | 85 EB | 3510 |  | STR *PPSF | :ZERO OUTPUT NOTE |
|  |  | 2190 | ITPP |  |  | 118F- | R5 E5 | 3528 | MS1 | LDA *CNTR | :GET TIME SINCE LAST NOTE |
| 180)- | $4 C 3312$ | 2290 |  | JHP TIN | : JUMP TO PROGRPM | 1191- | f6 E8 | 3538 |  | LDX *FEND | :AND M-SEQ END POINTER |
|  |  | 2218 | : |  |  | 1193- | 900003 | 3540 |  | STA MTBL, $X$ | SRVE THE TIME |
|  |  | 2200 | :COmand Lines |  |  | 1196- | 281318 | 3558 |  | JSR NRM1 | :IN CASE NO KEYS DOUN |
|  |  | 2290 | :COWHND LIMKS - LOW BYTE OF RDORESS OF SUBS |  |  | 1199- | 2975 | 3560 |  | FAD 7F | :CLEFR D7 IN OUTPUT NOTE |
|  |  | 2380 |  |  |  | 1198- | DD 0103 | 3570 |  | CMP MTB1, $X$ | SATE AS LAST MOTE? |
| 1100-85858585 |  | C2 BC | B4 C8 |  |  | 119E- | F0 88 | 3580 |  | BEQ OUT | :YES, LEAVE |
| 1168- | CF 04887 | DA D7 | ${ }^{\circ} \mathrm{C}$ 8 |  |  | 1180- | E8 | 3590 |  | INX | :MO, SPVE BY INCREMENTING |
| 1110- | 45926346 | 3 F R3 | $1 E 46$ |  |  | 1181- | E8 | 3680 |  | INX | :M-SEQ POINTER TWICE |
|  |  | 2798 |  |  |  | 11182- | $86 \mathrm{E8}$ | 3618 |  | STX *HEND | :PND SPVING RS END |
|  |  | 2808 | . OR 1118 |  |  | 1184- | 900103 | 3628 |  | STA MTB1, $X$ | :THEN SRVE NOTE |
|  |  | 2810 |  |  |  | 1187- | R9 08 | 3638 |  | LDA 89 | :PND EERO TIME SINCE |
|  |  | 2828 | :COHHON PROGRPM - DOES METRONOHE HHEN ON |  |  | 1189- | 85 E5 | 3648 |  | STA *CNTR | :LAST MOTE |
|  |  | 2838 | :RODS PLAY PHD TRANSPOSE BLFFERS TO GET: OUTPUT NOTE, PLRYS NOTE, RERDS COMMPND |  |  | 1188- | 68 | 3650 | OUT | RTS | : PND RETURN |
|  |  | 2840 |  |  |  |  |  | 3668 | . |  |  |
|  |  | 2850 | :KEYBOPRD AND JUNPS TO SELECTED MOOE |  |  |  |  | 3678 |  | MOOULE - M | Whates M-SEQ AND T-SEQ |
|  |  | 2868 | :SUBSTITUTES CLIICK SYHCH FOR KEYBORRD |  |  |  |  | 3689 |  | NTERS AS HELL | RS TEMPO CLOCK. |
|  |  | 2870 | :TIMING LOOP HHEN SYMC OPTION IS ASSERTED |  |  |  |  | 3690 | :DET | ERMINES LHEN | NOTES PREE TO BE PLRYED |
|  |  | 2880 |  |  |  |  |  | 3780 |  |  |  |
| 1118- | A5 E2 | 2898 | COM | LDA *STUS | :CHECK OPTIONS | 118C- | B988 | 3710 | PLA1 | BCS CONT | :FIRST PASS ? |
| 1118- | 48 | 2900 |  | PHA | : SPVE A COPY | 117E- | 85 E4 | 3728 |  | STA *TTRN | :YES-ZERO TEMP. TRANSPOSE |
| 1118- | 69 | 2918 |  | RSL | : MERONOHE ON? | 1180- | 85 E9 | 3738 | LP1 | STA *TPNT | :ZERO T-SEQ POINTER |
| 111C- | 1022 | 2920 |  | BPL COMA | :NO - BRPNCH | 1182- | 85 ER | 3740 | LP2 | STA WHPNT | :PND H-SEQ POINTER |
| 111E- | C6 DF | 2930 |  | DEC *-HTRC | :DECREMENT METROHOHE COUNTER | 1184- | 85 E5 | 3759 |  | STA *CNTR | :FND CLOCK (TEMPO CONTER) |
| 1120- | 10 1E | 2940 |  | BPL CONP | :NOT $\angle 0$ YET, BRPNCH | 1186- | A5 E5 | 3768 | CONT | LDA *CNTR | :GET CLOCK |
| 1122- | A6 E1 | 2958 |  | LDX *TPO | :TIME UP, GET TEMPO YRLUE | 1188- | A4 E9 | 3778 |  | LDY *TPNT | :GET T-SEQ POINTER |
| 1124- | CA | 2960 |  | DEX | :DECREMENT ONCE | 118R- | A6 ER | 3780 |  | LDX * FPRTT | :GET M-SEQ POINTER |
| 1125- | 86 DF | 2978 |  | STX * \#TRC | :THEN SRYE AS COUNTER | 118C- | DD 0203 | 3790 |  | CMP MTB2, $X$ | :TIME UP? |



## ЕСНО...ЕСНО.....대O

A couple of issues ago, I said that we were going to look at a D/A that would allow those of you with exponential response synthesis equipment to begin playing with the computer software we have been discussing here. Then SEQUE ran longer than I thought it would, and we ran into logistics problems and .... In any case, it's not ready yet. Next time for sure.

Meantime, I've got some quickie code that I think you'll like, It's a program we call ECHO. I'll bet you think that ECHO echoes. It does.

It works in conjunction with an allocation algorithm (POLY from MUS 1 in this case, though something like Bob Yannes' SHAZAM could also be patched in to use this) and "follows" whatever data is being produced from QuASH channel \#1, delaying it for a controllable period of time before playing it from a second channel, delaying again before playing on a third channel, and so on.

A convenient conceptual handle that may help you understand the "how-it-works" of ECHO might be a clock face. With only a second hand.

The numbers around the clock face represent memory locations and the second hand represents a pointer to these memory locations which, as it sweeps past each number, writes whatever note happens to be coming out of QuASH channel \#1. This is really a funny clock, though, because in addition to the single second hand it has many minute hands that rotate at the same rate as the second hand. If the second hand is a "writing pointer", these funny minute hands are "reading pointers". Within some restrictions that we'll discuss
shortly, we can have as many reading pointers as we like; the important feature is that each of these fast minute hands correspond to an additional QuASH channel.

Now as the clock runs, the writing pointer scans merrily through memory, writing the note that's in channel \#1. In step behind it are the reading pointers, and as they point to successive memory locations they read them and, place the result in the QuASH channel to which they correspond. Presto, echo.

In computerese, this kind of procedure is called a queue.

ECHO has a variety of software control features, and since I don't really know which of them are more important, we'll just plunge into the middle.

While ECHO always pulls the note that it's going to echo from channel \#1, the first channel that the echo effect appears on doesn't have to be channel \#2. Why? So that some channels can be set aside for polyphonic work while others are producing the echo.

Here's how. One piece of data that every polyphonic allocation subroutine must have is the number of output channels available for its use. POLY established the precedential name OUTS for this datum and set its location in a Paia 8700 as $\$$ EA.

Previously, we've always set this variable to represent the number of QuASH channels that were hardware supported. In a system which had a single QuASH, OUTS was set to contain $\$ 04$ so that all available outputs were used for polyphonic allocation.

But OUTS may be set equal (may I please start saying "equal" instead of "contains"? It's not strictly true, but much
less cumbersome.) to a number less than the number of hardware supported channels and the result will be to reserve some channels. In a system with two QuASH (for example) OUTS could be set equal to $\$ 05$ and the result would be that the upper 3 channels ( $6-8$ ) will not have keyboard activations directly assigned to them. POLY (or whatever) doesn't know they're there.

So we can use them for other things. Like echo channels.

ECHO, in its turn, must know how many channels it has to work with. The location labeled ECCO (\$BB) serves this function, and. in most cases will be set equal to the number of remaining channels.

To give a final example; if we make OUTS equal to $\$ 03$ and ECCO equal to $\$ 05$, we've produced a system which has 3 polyphonic channels (the first three) with channels 4 through 8 echoing, in sequence, the notes that appear on polyphonic channel \#1.

I would be less than candid if I didn't forewarn you that successful use of a system which combines both polyphonic and echo channels requires a thorough understanding of the allocation algorithm being used as well as a certain manual and mental dexterity. It's best to start playing with a configuration which has only one channel available to POLY and the remainder used as echo channels. With practice, you can progress from there.

## DELAY CONTROLS

As you certainly know by now, all timing in our system references back to the scan rate of the keyboard, and ECHO has associated with it a variable
labeled EDLY (\$BC) which regulates how fast (in terms of keyboard scans) the hands in our clock analogy (the reading and writing pointers) advance from one memory location to the next, which in turn contributes to how long the echo delay is.

If we set EDLY equal to $\$ 01$, the echoing routine is invoked after every keyboard scan (which is variable, but typically will be every 10 to 50 milliseconds). Making EDLY equal to $\$ 02$ means that the routine is used on alternate scans which, if everything else is equal, will produce an echo delay twice as long.

Notice that this affects only the ECHO and does nothing to alter POLY's allocating channels after every keyboard scan. This is important because when changing the value of EDLY you should be aware that if you skip more than about 8 scans before invoking ECHO, it may miss some keyboard activity in a fast riff. The notes will still play through the polyphonic channels, but won't be echoed.

A second variable also interacts with EDLY to detirmine the echo delay. OFST (\$BD) controls the offset between the pointers into the echo queue. Going back to the clock metaphore, it detirmines how "far apart" the hands on the clock are. The farther apart they are (the bigger the number in OFST), the greater will be the echo delay.

Like EDLY, there are some caveats that go with OFST. The echo buffer (queue) area of memory is 64 bytes on page 1. You don't want. to come ud with too many pointers (controlled by ECCO, remember) that are too far apart or they will represent a memory area larger than that set aside. The result of that is far from disastrous, but it will cause things like the high order channels echoing much sooner than you expected, as the reading pointers for those channels "wrap around" past the writing pointer. But, as we've decided here in the past, the difference between noise and a neat effect is often nothing more than a creative mind.

Control of the time delay involved in the echo is important for reasons that you might not first think about, because like any device (or now software) that messes with the subjective flow
of time, echo offers a variety of totally different effects depending on how long a time we are talking about.

For example, if the delay is very short, as when both EDLY and OFST are set to $\$ 01$, the effect will not even be percieved as an echo, but rather as a "thickening" of the voice (voice doubling, actually). It's a lot like phasing or flanging, except that with those techniques the predominant effect is frequently that the subjective flow of time is cyclicly changing.

Longer delays (EDLY $=\$ 01$ and OFST $=\$ 08$ ) produce the types of effects which give ECHO its name. Echoplex type echoing. There is a major difference, though, in that with conventional echo devices you can only echo in a voice that is essentially the same as the starting voice. Here, the echoes can be anything, and there's no way to appreciate the power that this implies without working with it.

When the delays get very long (EDLY $=\$ 02$ and OFST $=\$ 10$ ) you find yourself playing with an instrument that allows you to play rounds with yourself. Also, of course, in different voices.

Because the character of the instrument is so greatly influenced by delay times, and because the different characters can so frequently be used in the same musical performance, we've added a means of quickly switching from one set of operating parameters to another. Four of these presets are provided by pads $0-3$ on the command keyboard. Touching one of these pads causes ECHO to get the requested set of parameters from a table that lives in memory $\$ 9 \mathrm{~A}$ - \$A9 and place them in the locations referenced by the rest of the program. The pre-sets that are in place in the listing which follows are:

| COMMAND <br> KEY | POLY <br> CHANS | ECHO <br> CHANS | TIME DELAY <br> (KBD SCNS) |
| :---: | :--- | :--- | :--- |
| 0 |  |  |  |
| 1 | 1 | 7 | 1 |
| 2 | 1 | 7 | 8 |
| 3 | 1 | 3 | 16 |
|  | 1 | 3 | 32 |

Notice a couple of things here. First, if you're using a system with only a single QuASH (a P4700/J or its equivalent) it doesn't matter that there are more echo channels than there are hardware channels; the last four
iterations simply won't have the hardware to voice them. Secondly, observe that when we got to longer delays we cut back on the number of echo channels so as to circumvent the "too many channels too far apart" problem that we looked at earlier.

You can substitute your own presets for those shown simply by altering or replacing the values shown. Here is a map of locations that will make that a little easier:

|  | PRESET * |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  | 0 | 1 | 2 | 3 |
| OUTS | \$9A | \$9E | \$ A2 | \$A6 |
| ECCO | \$9B | \$9F | \$A3 | \$A7 |
| EDLY | \$9C | \$ AO | \$ ${ }^{\text {4 }}$ | \$A8 |
| OFST | \$9D | \$A1 | \$A5 | \$A9 |

With some experimentation you will find echo presets which seem to complement each other particularly well. You will inevitably get to where you use a specific set of presets for each particular song, not only changing presets throughout the song but within a riff or phrase. This can create some neat effects such as having an initially long delay set and, in the middle of the echo chain, hit a faster preset to initiate a burst of echoes. Or, have one preset for the "voice doubling" characteristics we discussed. Then you can switch between echoes for special effects and doubling for use on bass lines or solos.

Actually, there is a lot of power hidden in this program that can be liberated with innovative patching, voicing, and mixing. How about having a chain of voices which are all related but slightly different, such as having higher $Q$ on the filters as the echo is passed on. Or changing envelope times so the first echoes have sharp attacks and delays and later voices have increasingly softer envelopes. Here's a good one- progressively detune each voice so you get a spiraling echo, or the echoes sequence upscale (or downscale). Completely different voices can be used, and this technique really works well on the long delays for doing rounds.

Just playing with the mixing or panning of the normal echo voices can entertain you for hours. Have the echoes pan across the stereo field, or bounce back and forth. Or have the echoes begin to fade out, but set the last or next to last voice at a
higher level.
You can also use a multi- voice setup with only a few of the
outputs driving voices. Set up the computer to provide (for
example) one poly voice and seven echo voices, but only use
channels $1,4,5$, and 8 to drive oscillators. Work with various
combinations here; each is a completely different rhythm and could
easily provide a rhythmic basis for a whole piece.
Well, by now you are probably ready to dig into the program,
so here is the listing.

LOADING THE PROGRAM
As with other programs that we've examined in the past,
ECHO may be hand-loaded using the 8700 computer's monitor, but first set the monitor stack pointer:

O-E-D-DISP-F-F-ENT
and the user's stack pointer and status register: O-F-E-DISP-F-F-ENT-0-0-ENT
and then load the program:
0-0-0-DISP-2-0-ENT-2-1-ENT-8-D-ENT- (etc.)
and don't forget this data base information:

|  | O88- | 20 | 21 | $0 D$ | 4 C | C0 | FF | C9 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 07 |  |  |  |  |  |  |  |  |
| $090-$ | DO | 05 | AO | 5 C | 20 | 52 | $0 D$ | 4 C |
| $098-$ | 10 | 10 | 01 | 07 | 01 | 01 | 01 | 07 |
| $0 A 0-$ | 01 | 08 | 01 | 03 | 02 | 08 | 01 | 03 |

$\begin{array}{lllllll}0 A 8- & 02 & 10 & & & & \\ \text { OB8- } & \mathrm{FF} & \mathrm{FF} & 01 & 03 & 02 & 04\end{array}$ OE8- 40 20 01
After loading (and before running) the program and data should be dumped to tape (from location $\$ 000$ to $\$ 0 \mathrm{EC}$ ) using this sequence:
$0-0-0-0-0-0-E-C-0-1-D-D-T A P E$
When this tape is loaded in the future, it should be loaded from $\$ 000$ to $\$ 0 \mathrm{EC}$ so that the presets will be loaded along with the program.


NOTES RRE PLAYED BY CRLLING THE QUASH DRIVER (NOTE)
FINFLLY, ECHO OUTPUT CHPMWELS RRE CLEARED SO RS NOT
TO COFFUSE POLY WHEN CRLLED
LP2
ZERO ECHO OUTPUT CHPNHEL
TO NEXT OUTPUT
:SOME LEFT, LOOP
READ COMMANDS. 0-3; PRESETS, 4-INITIRLIZE SYSTEM
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CMP 64
DPI
IS COMMPND A PRE-SET?
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-PREPRRE FOR CRLCULRTION
:PREPARE FOR CRLCULRTION
:THERE ARE 4 PRESET VFRIABLES
POINT TO NEXT PRESET BASE
IF NOT THIS PRESET, LOOP
: PUT POINTER CRLCULATED TO $X$
4 PRESETS, WILL COUNT TO -1
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POINT TO NEXT PRESET DATA
FAND NEXT ACTIVE PPPROVETER
: IF NOT YET DONE, LOOP
BRPNCH PLLWRYS
:COMMFND IS FOR CLEFR, BRPNCH
COMMPND IS CLEPR ECHD, BRPHCH
COMMPND IS NOT BRK, BRANCH
SHEUT DOWN SWNTHESIZER
AND RETURN TO MONITOR
A BRPNCH
PREPARE TO TUNE TO MIDOLE C
SEE MUS 1. O DOCUMENTATION
:PLRY ON PND ON AND ON
END

## NOTES

# CONTROLLING EXPONENTIAL 

## SYSTEMS

The two most common questions $I$ hear about the computer - based synthesizer systems we've been developing here are:

1) How do $I$ use it with my exponential synthesis gear?

## and

2) How do I use it with my Razmataz RMT-80 computer?

The answer to the second question is going to have to wait just a bit longer (though I expect to have a surprising answer soon).

The answer to the first question is what we're going to focus on this time by looking at a Digital to Analog converter that is designed to be compatible with almost every synthesizer in the world with the exception of the linear holdouts- Paia, Yamaha CS series, Unicord, some EML; you know who they are. For them, you use the stuff we've already covered.

By way of a very short review, the differences between D/As that are to be used with linear response elements and those that are to work with Moog, Arp, or any other exponential system are not great from a basic conceptual standpoint. A binary number is fed in one end, and a DC control voltage comes out the other. But, they do differ greatly in the character of the voltage that comes out.


For linear response equipment, the D/A must produce an output that has an exponential character- as the control voltage increases, the incremental change in voltage must also increase.

Since exponential response equipment has analog circuitry built into the front end of each control input which "bends" the linear control signal into an exponential curve, a D/A that is to be used with this equipment must produce a linear output voltage function. That is, the incremental change in output voltage must be constant. See figure 1.

One of the nicer things about this linear $D / A$ is that it's common, the kind that most applications require. Since it is common, we have a large number of parts to choose from. From that large number we've selected a "5008" type which is made by a number of manufacturers. When Signetics makes it and houses it in a 16 pin plastic package it becomes an NE5008N.

Inside, this chip is relatively simple. It looks like
figure 2. The transistors shown are each a current source and the values of the resistors in the matrix that their emitters are tied to are such that if the source associated with DO is pumping some current (i), the one that corresponds to D1 will pump twice that (2i). Similarly, the source that goes along with data bit D2 produces twice what the previous one did (4i), and so on.

In response to a bit being set, the current produced by the source associated with that bit is switched so that instead of appearing at pin 2 of the IC it appears at pin 4 (Iout). At any given instant, this output current will be the sum of the currents corresponding to each input bit which has been set.

To turn this chip into a "system" that accepts data at the input and controls a synthesizer at the output, we need to add such niceties as latches to hold the data that the computer sent out, an I/V (current to voltage) converter to change the 5008's current output to a voltage that our synthesizers will like, and

## 2


other bells and whistles as available.

When we do all this, the design looks like figure 3. It's pretty straight - forward. We've used 4042's to latch the data coming in and the $\overline{\mathrm{RD}}$ line is the strobe on these latches which, when low, allows the data present at their inputs to appear at the outputs. When $\overline{\mathrm{RD}}$ is high, whatever data was present at the latch inputs when the line went high will be held at the outputs. Notice that the two most significant data bits follow our previous protocols in that they come out simply as flags rather than being presented to the converter circuitry. But notice also the jumper JP1 which, as we'll see later, can be used to double the range of the D/A (although at what might be an unacceptably high cost).

We've used a 4136 quad op-amp to provide all of the analog support that the 5008 needs; one stage serves as a buffer between the calibration trimmer and the 5008's Vref input (IC1a), another comprises a current to voltage converter (IC1b), and a third is an inverting summing amplifier that allows a modulation input (IC1c).

With the exception of the standard "be tidy" caveats, there's nothing very critical about this D/A system and you can build it using whatever construction techniques appeal to you, but the board which is available from Paia has enough interesting features that it's worth taking a special look at it. Check out figure 4.

I suppose the most interesting thing is the way the input, output, and control lines are configured. Notice that the connections to the computer all appear on two 14 pin dip outlines ( J 1 and J2), while connections to the synthesizer (including some computer address lines that QuASH in an expanded system will need; see "In Pursuit of The Wild QuASH", Polyphony July '77, page 19) come out to the 15 pin Molex-type edge connector (J3).

We've already examined in general terms how this type of D/A connects at the computer side (see "The Polyphonic Synthesizer", Polyphony February '78, page 28). If the computer you're using is a Paia 8700 (which is not a bad idea since it has some useful music software to support

it), these connections couldn't be simpler - there is a one to one correspondence between J1 and J 2 and the connectors they mate with on the computer. Standard pre-terminated jumpers are used to connect the two. No soldering. The wiring to the "synthesizer" side is also arranged to acknowledge the fact that almost everyone will want to expand to a multi-channel system sooner or later (it's actually
what the computer stuff is best at!), so the Molex wiring is the same as that found on QuASH modules.

All of this means that from an inter-wiring standpoint, a fully expanded system is exceptionally easy to implement. Figure 5 shows you how.

Calibration of the $8785 \mathrm{D} / \mathrm{A}$ consists of adjusting the D/A CAL trimmer (R1) so that octave changes in the input data produce
octave changes in the module being controlled; this can easily be done by ear. The MOD CAL trimmer (R2) should be set so that a one volt (or whatever represents one octave in your system) change at the modulation input produces a one octave change in the controlled element.

Before we wrap this column up, there are some little detail things that really need to be mentioned.

Going back to the schematic for a minute, observe that there are two "programming" jumpers (JP1 and JP2) indicated on the circuit board.

As we've mentioned again and again, the Paia protocols use the least significant 6 bits of an 8 bit word to specify an analog parameter while the two most significant bits are flags (D6 is used as a gate, and D7 is a general purpose control bit which QuASH recognize as a portamento control bit). Since the 5008 is an eight bit converter, obviously some bits will not be used. I decided to permanently not use the least significant bit (LSB) of the converter (pin 12) by grounding it. The only effect of this is to slide all the lines of the controller "up one" as far as the 5008 is concerned, and it has no electrical effect that we need to worry about.

The other unused 5008 bit is then it's MSB (most significant bit - D7, pin 5) and if the jumper JP1 is not in place, this bit is in fact not used. But, if you are one of those people for whom nothing is ever enough, you have the option of installing the jumper. This means that the MSB of the 5008 is tied to data bit D6, effectively doubling the range of the D/A from 64 notes (over 5 octaves) to 128 notes (almost 11 octaves).

The cost of this "simple" modification is much greater than just a piece of wire, though, because if the option is selected the system is no longer compatible with our existing software (which might be just fine for your purposes). Maybe worse than that, it's no longer compatible with QuASHes either. But if you need it, it's there.

A second jumper (JP2) is meant to be used in systems with 4 or more QuASH and causes the fifth address bit from the computer to serve as the Bank Select (BS) line (see "In Pursuit Of The Wild QuASH" referenced
earlier).
Something else to worry about is grounding. At some point in the system, digital power ground (recognized as a chassis ground symbol) and analog power ground (recognized as an earth ground symbol) must be tied together. However, they must have a common connection at only one point. Otherwise you run the risk of ground loop problems. I recommend that these two grounds be tied together at the Molex connector of the D/A, as shown in figure 5.

Finally, Moog "S" triggers must be pulled to ground rather than accepting the high logic level that our trigger outputs provide. The simple circuit in figure 6 takes care of this using almost any NPN transistor you happen to have laying around.

Synthesizers that have both "gate" and "trigger" inputs can use the scheme shown in figure 7 to derive both of these signals from the single gate that our D/A produces.


## DICIIZARS

There are plenty of times when a switch is a great way to control things- like when you want to turn something on and off, or select a preset. But when you're just playing around looking for the right sound, there's nothing quite like a knob. Unless it's a joystick.

Knob or joystick, either one- we need some way to digitize it's position so a computer can read, save and manipulate the data various ways. And preferably it should be a cheap and simple way.

We need something we'll call a digitizer. It's an analog-to-digital converter, really; the only reason I don't think we should call it an ADC is that we reserve that term for something more elaborate than what we are getting into. This is really simple.

In every electronic scheme that $I$ know of to convert an analog parameter to a digital one there is a thing called a comparator. See figure 1. The thing it compares are the voltages at its "+" and "-" inputs. If the voltage at the " + " input is greater, the output is at a high voltage. If the "-" input is greater, the output is driven to a low voltage.

The elaborate ADC's use the comparator as only a small part of a larger circuit that will probably look something like figure 2. When it's time to quantize the voltage to be measured, the counter is reset and its digital output goes to zero. Because of this, the D/A puts out a low voltage (in this scheme you must first have a digital to analog conversion before you can have the reverse). The output of the D/A will probably be lower than the voltage that is being measured, so the output of the comparator is high and allows pulses to pass from the clock through the NAND gate to the counter. The counter counts up and, as it does, the
output of the D/A increases. When the output of the D/A exceeds the voltage to be measured, the comparators output goes low and clock pulses can no longer pass through the gate to the counter. At that point, the counter's output is a digital representation of the analog voltage being measured.

There are a number of variations on this design that have to do with the way the counter works, and in a computer based system it is common to replace both the clock and counter with software. Unfortunately, the common features of all these variations are modest complexity and/or relatively slow conversion rate.

## härdíwcure

Now, for a really simple digitizer, take a look at figure 3. Since the resistors in the divider that detirmines the reference voltage ( $V r$ ) are equal, the digital output is a 1 (high) if the voltage is greater than $1 / 2$ the supply voltage and 0 if the input is less then Vs/2. I know what you're thinking, and you're right. A one bit digitizer isn't exactly an improvement over a switch in most cases.

OK, let's add another stage. Only on this one, let's make the reference voltage a function of the output state of the first stage. Schematically, this is represented in figure 4.

In order to easily see how this circuit works, you have to assume that $\operatorname{Vr} 1$ (the voltage at the junction of the two R1's) is constant at Vs/2. In fact, this voltage will change as the comparator output D1 changes


3

and alternately sinks or sources current through the two resistors, R2. But as long as the value R1 is kept much lower than the value R2 (the lower the better, at least $1 / 10$ ), the change in Vr1 will not be too significant.

Imagine that a voltage which is increasing from ground to supply is applied to the input of the digitizer. When at ground, the voltage is less than Vs/2, so D1 is low (ground). The two R2's now form a voltage divider at the junction of which is a voltage equal to $1 / 2$ of $\mathrm{Vs} / 2$, or $1 / 4$ of the supply voltage (Vs/4). This voltage (Vs/4) is the reference voltage for the new stage. Since we said that our input voltage was initially at ground (which is less than Vs/4), the output of the new stage is also low. In binary, the output of the two stages is 00 . An equivalent circuit would look like figure 5.

Now we increase the input voltage and, as it exceeds Vs/4, the output of the new stage changes from low to high. That's all that happens; the binary output of the two stages is now 01.

We continue to increase the input voltage and, as it exceeds Vs/2, the output of the first stage goes high. But, that's not all, because with the output high (at Vs), an equivalent circuit of the voltage divider that forms the reference for the new stage looks like figure 6. Since the input voltage is less than $3 / 4$ of the supply voltage, the new stage changes state back to low and all is once again stable with a binary output of 10 .

Increasing the input voltage further will exceed $3 \mathrm{Vs} / 4$. The new stage again changes to a high state and the binary output of the two stages reads 11.

Additional stages can be added in much the same way we just added the second stage. Each new stage becomes the least significant bit of the digitizer and its reference voltage is a weighted sum of the outputs of the more significant stages. Using $5 \%$ resistors, the scheme can be carried to 5 bits. $1 \%$ 'ers would probably take us up to 6 bit resolution; 7 or 8 bit resolution should be realizable by going to active summing amps instead of the passive summing we've used. But, then you're back to complicated again.

Instead, we'll stop at an easily obtainable 4 bits with the design shown in figure 7. Since the MC3302P is a quad comparator, only one IC is used in this circuit. Like I said, it's simple. Resistors R5, R12, R19, and R27 have been added to give just the slightest hysteresis (positive feedback) to each stage to help overcome any uncertainty at input voltages that correspond exactly to 'change of state' points. When powered from a computer's 5 volt supply, the range of input voltages is also 0 to 5 volts and the pot to be digitized is hung across the supply as laboriously


## a four bit

 DIGITIZER



depicted in the formidable technical drawing of figure 8. At this point, we may as well establish the standard that the pot should be wired so clockwise rotation of the control causes the output of the digitizer to go from $\$ 0$ to $\$ F$ (see test program).

I believe that the most useful configuration for this circuitry is actually two digitizers on a single board, with each half providing half of an 8 bit word. The configuration shown in figure 9 is Paia's EK-7 and is made to plug directly into input port \#2 of a Paia 8700 computer. It can also be connected to any 8 bit input port of any computer.


The nicest thing about the digitizer is that it is easy to program for. There are no clocks to worry about and no elaborate software overhead (in fact, none at all). You just read the port to which the digitizer is connected to find the state of the knobs.

A good first example is the short program written for an 8700 to test the unit's operation shown in Listing 1. This program reads the output of the digitizer and shows the result in the 8700's displays. When the value of either of the digitizer outputs changes, the beeper sounds. As the knobs are rotated, the displays should show that the output increases or decreases sequentially without skipping any of the hexadecimal numerals $\$ 0-\$ F$ and that there is no interaction between the two digitizer sections.


The fact that there are two digitizer sections on the EK-7, one contributing the upper half-byte and the other the lower half-byte is going to be of great significance in some future software and hardware that we'll be doing.

For now, we'll use the PINK TUNES software (Polyphony July/August 78, pp. 22-26) as an example. When you review PINK TUNES, you'll notice that the statistical properties of the note durations (half notes, quarter notes, dotted notes, etc.) are controlled by the upper half-byte (UHB) and lower half byte (LHB) of memory locations we call MASK and TIME. We don't have the space here to duplicate the detailed explanation of how these variables interact which appeared in Polyphony, and is reprinted in "Friendly Stories About Computers/Synthesizers"; but briefly, both UHBs interact to determine the probability of a dotted note. The LHB of TIME sets the minimum note duration that will occur, while the MASK's LHB controls the range of possible note durations.

These dual half-byte control words are just right for use with a dual half-byte digitizer. From a programming standpoint, all we have to do is read the memory location where the knobs are ( $\$ 808$ on an 8700)

and put the result in the memory location where PINK TUNES is going to look for the variable that we're changing.

Now, there's a minor difficulty as we have 8 bytes worth of variables (MASK and TIME for each of 4 channels) to set with only two knobs. At some point in the future we'll look at hardware ways to multiplex our digitizer so it can be fed by multiple addressable pots (something like QuASHes in reverse), but for now we're going to actually multiplex the knobs - with software. Depending on which command pad is being touched, a knob may be controlling minimum note duration on channel $A$, or the range of durations on channel $C$, or any of the other possibilities. The program shown in Listing 2 can be added to PINK TUNES to make all this happen. With the software running, the first 12 pads of
the 8700's command keyboard take on the responsibilities depicted in figure 10.

The first three keys on the computer serve the same function they did in the un-altered PINK TUNES, but from there on it's all new. When TEMPO is touched, the knob corresponding to the LHB of the digitizer provides a coarse control of tempo; the other control has no effect. Touching one of the pads $\$ 4-\$ B$ causes the selected parameter for the selected channel to be read from the pots. By the way, thinking of the pots as being labeled as shown in figure 11 will help you keep their functions straight in your mind (particularly if you remember that TEMPO is a duration function).

Yep, the knobs are definitely a plus for PINK TUNES. You can really try things out fast without having to shut everything down and scratch your head each time you want to change a channel from quarter to half notes, and so on. Also, the first program is a good example of how to program the knobs when you're setting variables that are organized as 4 bits each; two to the byte.

But there are other ways that the knobs can be programmed. For example, some parameters simply require more resolution than the 16 quantizing levels that 4 bits provide. An obvious answer is to think of the two knobs as both controlling one value, in which case the UHB knob can be thought of as a coarse range control while the LHB knob is fine tuning (our first test program can be thought of as acting this way). We'll look at another way that resolution can be extended in a moment.

In some cases the 16 quantizing levels provided by a single digitizer "channel" is sufficient resolution, but the resulting parameter must have a greater range than 4 bits allow. A brute force method of dealing with this is to use the output of the digitizer as a pointer to a table of parameter values like the code in Listing 3. This program reads a value from the table based on

the setting of the LHB knob and shows it in the displays. In this case the table is an approximation of $1 / 4$ cycle of a sine wave, but it could be anything.

In some cases the digitizer's output can be used in some way to calculate the parameter value.

One of the difficulties with software multiplexing of the knobs is that unless you're one of those people blessed with eidetic memory you have little way to know what the position of the knob was the last time you set it. In some cases this isn't important, but in others (when you want to smoothly change a parameter from what it is to what you want it to be) it can cause problems. You punch in to change a value and the value immediately jumps to correspond to the current setting of the control. Glitch-ville.

A solution is to use the knob not to set the parameter, but to change it. That may not sound like a big difference, but it is. Using the knob to change the parameter means that when a function is punched in, the current setting of the knob is not important. As the knob is turned, though, the change in its position produces a corresponding change in the parameter. Try running the software in Listing 4.

With the code operating, any changes in the setting of the LHB knob are ignored completely until the parameter change is called for by touching the "0" command pad. Then, as the knob is rotated clockwise, the parameter (as shown in the displays) increases. Unlike the other code that we've examined, when the end of control rotation is reached, you can release the command pad, turn the knob fully counterclockwise, touch the pad again and continue increasing the parameter. This technique not only provides smooth control over a value without having to know its current state, it also extends the range of values that can be set with the knob.

The things that we've covered here are not all the possibilities, but hopefully they will get you started in adding variables to your software. It's really hard to beat a knob.

The following are available from Paia Electronics, Inc., 1020 W. Wilshire, Oklahoma City, OK 73116:
** EK-7 Dual Digitizer kit, with PC board and all parts (including pots, knobs, and sockets); \$14.95 + \$1 postage and handling.
** "Friendly Stories About Computers/Synthesizers", a compendium of past Lab Notes from Polyphony; $\$ 5.00$ ppd. $\}$

```
L
8818
6030 :THE DIGITIZER IS READ MRD THE LHB IS MSKED OFF HITH N% 'ANO'. THE
8840 :RESUTT IS PLLCED IN TIE X REGISTER FOR USE AS & POINTER TO THE TPBLE OF
6045 :YLLES HICH OCCUPIES THE MEMOR IWEDIRTEY FOLLOUING THE PROCPMM
C658 :THE YLLE CORPESPNDIMG TO THE RHOB POSITION IS FETCHED FND SHONN IN
C060 :TIE DISPMNS.
8978
\begin{tabular}{|c|c|}
\hline STAR LDA DGIT & :REPD THE DIGIIIZER \\
\hline PID © 6 & :'ATD' WITH MSSK (08001111) TO MHKE UBE ERO \\
\hline TAX & :THEN PUT TO X REGISTER TO USE RS POINTER \\
\hline LDA *Tffex \(x\) & :CET THE PPRPIETER YLLE FOR THIS KIOS SETIIMG \\
\hline STA DISP & :SHOW THE PPRPYETER YPLUE \\
\hline JPP STR & :TIEN LOOP FOR MORE \\
\hline TAPL . HS 88193241 & 2788EP284C504E1FCF-4FFFE \\
\hline . EN & \\
\hline
\end{tabular}
```

| 1809 | FD 8818 | 6080 |
| :---: | :---: | :---: |
| 1803- | 2985 | 8988 |
| 1885- | Pr | 8180 |
| 1006- | B5 6E | 0118 |
| 1808- | 20 2818 | 8128 |
| 1888- | 40808 | 8138 |

## list 3



## POLY-SPLIT

Many times we've talked about how the personality of our computer based equipment is a function of the operating system software that we happen to be running at the moment. Let's play some head games with the gear and feed it some code that will give it a split personality.

POLY-SPLIT does just that; it gives us two complete polyphonic synthesizer systems under the control of one keyboard. Play a chord or note on the lower keys and they are always assigned to a lower group of outputs. Play on higher keys and the result is assigned to another group.

Before we get into the listing of this program and its operation and use, we need to keep one fact clearly in mind; POLY-SPLIT is simply an extension of the polyphonic personality offered in MUS 1.0. All of the options offered by that code (STGs, dynamic output refresh, etc.) are provided by this one also. Since many of MUS $1.0^{\prime}$ s subroutines are used by POLY-SPLIT you must have this PROM or its equivalent available, and the variables that you manually initialize for MUS 1.0 (see LAB NOTES: MUS 1.0, April/ May 1978 Polyphony) must be set for POLY-SPLIT also.

In addition to OUTS, CTRL, etc. which MUS 1.0 used there is a new variable which is unique to POLY-SPLIT; OUT2 (\$BF). This is the variable that tells the program how many channels are to be set aside for use exclusively by AGO keys below the split point. Notice specifically that if MUS $1.0^{\prime}$ s STG option is selected, the number entered into this variable must include those channels which will be producing envelope transients. (i.e. The number entered for OUT2 will always be an even number when STGs are being used.)

For example, if you have hardware (QuASH, etc.) for eight channels, this number is entered into the normal MUS 1.0 location for it; OUTS (\$EA). If you want to split these into three channels for low keys and five for high keys, you would set OUT2 ( $\$ \mathrm{BF}$ ) to contain 03.

The program appears at the end of this column and is loaded starting at location $\$ 000$ in the same way that we've loaded programs in the past. If you're the careful sort, you will also save the program on tape as soon as it's loaded so that if there's a problem it won't wipe out all of your work.

When the program has been loaded, preset the MUS 1.0 variables according to your preferences and application, and set the low channels variable (OUT2) as discussed above.

Run the program from location $\$ 000$. With POLY-SPLIT running, keys 0 and 1 on the command keyboard retain the functions that they had under MUS 1.0. Key 0 clears and mutes the system; key 1 causes all of the channels to produce a note corresponding to middle $C$ on the AGO keyboard.

A use for command key 2 has now been added; it provides a means of changing the split point while you're playing. Touch this pad and, as long as it's held down, any key on the AGO keyboard that you press will become the new split point. Now while playing, any key below the split point will be assigned to the channels that you've set aside for them, while keys greater or equal to the split point will be assigned to the remaining channels.



# OG93: AN INTERPRETIVE ARPEGGIATION PROGRAMMER\& EDITOR 

One of the major advantages that our hybrid computer/synthesizer system offers is the ability to realize a class of new tricks which for lack of a better term we'll call "keyboard effects". I have in mind new sounds which arise not so much from the timbre of each note, but from the timing and sequence in which the keys played are converted to notes and how they're allocated to available output channels.

Using this definition, I suppose that POLY-SPLIT from last time would qualify as a keyboard effect because it affects the way that keys held down are allocated to note-producing output channels. But, ECHO (January-March 1979 Polyphony, page 29) is more specificly what I feel the term should mean because with that program new effects (and at short delay settings, new timbres) arise that would be extremely difficult to accomplish without some means of juggling key activations and how they're assigned to outputs.

Another good example would be the ORGASMATRONIC GLIDE arpeggiation trick that the keyboard encoder and D/A did by themselves (remember?). Hold down a bunch of keys and the encoder, while scanning, stopped momentarily when it reached one of the down keys and played the note briefly before continuing the scan. When another key was found down, it stopped again to play that one, and so on. Altogether an alright thing that allowed arpeggiations to be played much more rapidly than they could be without electronic assistance.

When we installed the computer in the loop, we lost Orgasmatronic Glide (OG), which maybe was not such a huge sacrifice when considering the power that was gained in the process; but still, I know several folks who mourned the loss because it was an effect that they were using to good purpose in their music.

Here's a terrific replacement. This new program does the same thing that the old OG did, hold down a bunch of keys and it plays them in sequence, but it also gives control that wasn't possible with the old "state machine" version. For instance, it can arpeggiate down-scale as well as up. And it plays staccato or legato. It also allows touch pad control of glide and similar control of the tempo of the arpeggiation.

Great. But not the greatest part, we'11 get to that soon.

| 8010 | ******************************** |
| :---: | :---: |
| 8020 | * * |
| 0030 | * ORGASHATRONIC GLIDE * |
| 0040 | :* * |
| 8050 | * PRPEGIATION PROGRAMFER PRD * |
| 6068 | * EDITOR * |
| 8870 | BY |
| 0880 | * JOHN S. SIMONTON JR * |
| 0090 | * |
| 0160 | *(C) 1979 PAIA ELECTRONICS, INC* |
| 0110 | * * |
| 0120 | :******************************** |
| 0130 |  |
| 0148 |  |
| 8548 | THIS IS THE MAIN PROGRFM LOOP. START BY INITIRLIZIMG THE SYWTHESIZER |
| 8550 | :FAD CPLLING THE QUASH DRIYERS AND RGO KBD READING ROUTINES FRON MUS1 |
| 8568 | CHECK TO SEE IF A COFMAHD KEY HPS BEEN TOUCHED; FND IF SO, JUHP TO |
| 0570 | :SUBROUTINE TO DETERMIIE THE COTHFND PHD EXECUTE IT. DETERMINE THE |
| 18588 | :POINTER FOR THE OUTPUT CHANNEL RHD JUMP TO SUBROUTINE FOR ORG. GLIDE |
| 0598 | :PROCESSING. ON RETURN, LOOP. |
| 0680 |  |
| 0618 | JSR INIT :MUS1 SWNTH INIT ROUTIME |
| 0628 | LOOP JSR NOTE :QUASH DRIVERS FITD REPD RGO |
| 0630 | JSR DECD :PIEBUG READ COMTPND KBD |
| 8648 | BCS HERE : IF NO NEW KEY TOUCHED, SKIP NEXT |
| 0650 | JSR CHWD :CALL COWHND DECOOER |
| 0660 | HERE LDY OF : POINTER TO ORG. GLIDE OUTPUT CHANMEL |
| 6670 | JSR STAR :CPLL ORG. GLIDE PROGRPM |
| 0680 | JMP LOOP :LOOP TO CONTINUE |
| 8690 |  |
| 0700 | :FIRST THE TIMER IS TESTED AMD IF NOT TIME FOR THE NEXT NOTE TO BE |
| 0710 | :PROCESSED THE STRCCATO CONTRQL BIT IS CHECKED PMN IF CLEAR |
| 0720 | : (STACCATO) BRANCH IS TRKEN TO DE-TRIGGER NOTE IN OUTPUT |
| 0738 | :BUFFER. IF LEGATO MOOE, EXIT IS IMWEDIATE |
| 0740 |  |
| 8758 | STAR BIT *KTBL+07 :RRE THERE ANY AGO KEYS down? |
| 0760 | BVC SINT : NO KEYS, BRPNCH TO RE-INIT RRP. POINTER |
| 0770 | DEC *TIMR :OTHERNISE, DECREMENT THE TIMER |
| 8780 | BMI ADUA : IF EVENT TIME, BRPMCH |
| 0790 | BIT *SCTL :OTHERWISE CHECK FOR STACCATO PRD IF TRLE. |
| 8898 | BYC CLRN :BRPNCH TO CLEAR TRIGGER FROH OUTPUT NOTE |
| 8810 | RTS :OTHERWISE, RETURN HITHOUT CLEPRING TRIGGER |
| 0820 |  |
| 8838 | : IF IT'S TIME FOR A MOTE TO BE PROCESSED, THE POINTER TO THE INPUT |
| 8848 | : BUFFER IS ADUAMCED (EITHER FORMARD OR BFCKWPRD) PMD IF THERE IS NO |
| 8850 | :MORE BUFFER LEFT LE DROP THROUCH TO PDYAHCE THE POINTER TO THE SEQUENCE |
| 8860 | :BUFFER TO CET THE NEXT SET OF CLIDE PRRPHETERS. IF LE FRE MOT YET |
| 8870 | :TO THE END OF THE IN BUFFER, LE BRAHCH OUT TO RESET THE TIMER, ETC. |
| 0880 |  |
| 0890 | FDUA LDX *PNTR :GET POINTER TO INPUT BUFFER |
| 0960 | BIT *SCTL :CURRENTLY PRPEGGIATING UP? |
| 0910 | BPL DOWN : 0. |
| 0928 | DEX :TO GO UP-SCPLE, DECREMENT POINTER |
| 0938 | BMI SPDV :IF POINTER HON <0, BRRNCH |
| 8948 | BPL STIM :STILL IN RPMGE, BRPNCH FLHAYS |
| 8950 | DOUN INX :DONN-SCALE, INCREHENT POINTER |
| 0968 | CPX 88 :OUT OF RAMGE? |
| 8970 | BYE STIM :STILL IN RPAME, BRPNCH |
| 8989 |  |
| 8999 | : If le Get here (show) It Mepws that le have played fll of the keys |
| 1000 | :THAT MERE DOUN RTD HENE RERCHED THE END OF THE IHPUT BUFFER |
| 1810 | :NOH IT'S TIME TO GET THE NEXT ENTRY FROM THE CONTROL SEQUENCE. |
| 1820 | : WE TEST TO SEE IF WE PRE AT THE END OF THE SEQUENCE PHD IF SO THE |
| 1838 | :POINTER IS RE-INITIPLIZED. OTHERUISE, THE CONHFD IS FETCHED RHD IF |


| *1000UL |  |
| :---: | :---: |
| 1880- | 282110 |
| 1803- | 282810 |
| 1006- | 28001 F |
| 1099- | 868 |
| 1008- | 208011 |
| 108E- | A8 8 F |
| 1018- | 281610 |
| 1013- | $4 C 8310$ |


| 16- | 24 ET |
| :---: | :---: |
| 1018- | 5015 |
| 161A- | C6 72 |
| 101C- | 3085 |
| 191E- | 2474 |
| 1820- | 5046 |


| $1823-$ | A6 73 |
| :--- | :--- |
| $1825-$ | 2474 |
| $1827-$ | 1065 |
| $1829-$ | $C A$ |
| $1028-$ | 38 |
| $182 C-$ | 1026 |
| $182 E-$ | $E 8$ |
| $102 F-$ | $E 088$ |
| $1631-$ | $D 821$ |

Enter the program as outlined at the end of the column and start it running, then press down a group of keys. If you've done everything correctly, you should hear a relatively slow down-scale arpeggiation of the notes that you're holding down. When the lowest note has played, the sequence should start again from the highest.

Now let's play with the control some. Here's what the keys mean with OG93 running:


Touching the DIR:UP pad will cause the arpeggiation to change direction from down-scale to up. GLID:ON turns the glide for the arpeggiation channel on and (you guessed it) GLID:OFF turns it off.

The LEGATO ARTICULATION pad causes the trigger signal to remain high as long as any keys are down so that there will be no re-articulation as one note finishes playing and the next begins. STACCATO ARTICULATION triggers the note the first instant that it plays then releases the trigger.

The TEMPO keys cause the rate of arpeggiation to change from slow (7) to fast ( 0 ) over a range from so slow that almost anyone could play the run manually to a rate that's so fast that the sequence begins to take on the texture of a chord (which should give you a clue to one interesting application of $0 G 93$ in a piece of music).

If you were an Orgamatronic Glide fan in the first place, we could probably stop here and you'd be completely happy - the program is a lot better than the old manual version. We'd also be stopping before we really got started, because by far the most interesting feature of OG93 is that it's an interpreter that allows us to program a series of arpeggiations and an editor that makes the entry and manipulation of those programs easier.

| $1033-$ | A6 76 |
| :--- | :--- |
| $1035-$ | $C A$ |
| $1636-$ | 1692 |
| $1038-$ | F2 67 |
| $1038-$ | 8676 |
| $103 C-$ | $B 577$ |
| $103 E-$ | $F 6 F 8$ |


| 1840- | 8574 |
| :---: | :---: |
| 1842- | B9 4000 |
| 1045- | 2 A |
| 1046- | 8674 |
| 1848- | 68 |
| 1849- | 99 C0 60 |


| $1854-$ | 8673 |  |
| :--- | :--- | :--- |
| $1856-$ | R9 | $1 F$ |
| $1058-$ | 2574 |  |
| $1858-$ | 8572 |  |


| 165C- | B5 E0 |
| :---: | :---: |
| 165E- | D6 60 |
| 1060- | 24 E7 |
| 1062- | 78 BF |
| $1064-$ | P9 01 |
| 1066- | 8572 |
| 1068- | B9 0980 |
| 1068- | 29 BF |
| 1060- | 99 D8 68 |
| 1870- | 60 |


| 1671 | 60 |  |
| :--- | :--- | :--- |
| 1072 | 61 |  |
| 1073 | 68 |  |
| 1674 | $C 4$ |  |
| 1075 | 67 |  |
| 1076 | 67 |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
| $1100-$ | A6 | 75 |
| $1102-$ | $B 5$ | 77 |
| $1104-$ | $C 0$ | 10 |
| $1106-$ | $F 8$ | $6 F$ |
| $1108-$ | 90 | $1 F$ |

:ZERO IT MEANS THRT IT IS THE END OF THE SEQUENCE ARD THE POINTER : IS fLSO REINITIRLIZED

```
SFDY LDX *SPNT :GET CONTROL SEQUENCE POINTER
        BEX GSED
SINT LDX 07
GSEQ STX *SPNT .SAME SEQUPNCE POINTEP
    LDA *CSEQ X :CET CONTND FROH CONTROL SEQ.
    BEQ SINT :ZERO ENDS THE SEQUENCE BRANCH
:A NEN CONWPID FROM THE SEQUENCE, FIRST USE IT TO SET OR CLEPR THE
THE GLIDE CONTROL BIT FROH THE TRRNSPOSE BUFFER. IN THE PROCESS,
THE NEN COWHND IS SHIFTED OHE BIT TO THE LEFT; HIICH HLTIPLIES
TTE TEMPO YFRIPBLE BY 2 ARD SHIFTS THE UP/DONN AND LEGR/STPCC BITS
INTO MORE ERSILY TESTED POSITIONS.
G
    STANE SEQUENCE ENTRY IN CONTROL BUFFER
    LDA TTBL,Y
    ROL
    RSL *SCTL
    STR TTBL,Y
        :ROTATE CARRY TO GLIDE BIT
    SIA TIBL,Y :THEN RETURN TO TRANSPOSE BUFFER
:THIS LITTLE ROUTINE DETERHINES HHETHER SCPN IS UP OR DOUN AND
:INITIFLIZES THE POINTER TO THE PROPER YRLUE
SKYP-5ET KEY POINTER
SKYP LDK 07 :PREPARE FOR ARP. UP INITIFL POINTER
    BIT *SCTL :CHECK COWYPND BAFFER - RRP. UP?
    BNI STIM :YES, BRPWCH
    LDK OO :NO, ARP. DONN INTIFL POINTER
```

:NOW THE ROUTINE TO RESET THE TIHER. SINCE FLL KEY POINTER MANIPLLATIONS
WIND UP AT THIS POINT, THE FIRST INSTRUCTION IS TO SAVE THIS POINTER
:THE TIIER YALUE IS EXTRRCTED FROM THE CONTROL HORD SCTL
STIM-SET TIMER
STIM STX *PNTR
LDA 1F
FID *SCTL
STR *TIMR
:SRME INPUT BUFFER POINTER
PREPARE MASK ARD
CET THE TIMER (TEPP) YILUE
FIN SAVE IN THE TIMER YRRIRRLE
: NOW LE GET THE CURRENT NOTE OF INTEREST FROM THE INPUT BUFFER
:AND IF THE KEY IS NOT DOAH R CHECK IS MFDE TO SEE IF RAN KEYS
:ARE DOWH. IF NOHE FRE, THE TIMER IS TRICKED INTO TIMING OUT THE
NEXT TIFE THROUGH WHICH HILL THEN RESULT IN THE HHOLE COWHPN
:SEQUENCE FOLLONING SYSTEM BEING RESET
LDA *KTBL, $X$ :GET THE CURRENT KEY FROM INPUT BUFFER
BHE BOUT : IF ZERO, NO KEY - BRRACH
BIT *KTBL + + : PRE ANY KEYS DOUN?
BYS RDYA :YES, BRPNCH
LDA 01 :NO, PREPRRE TO MTKE TIMER RUN OUT
STR *TIMR :NEXT PRSS THROUGH
CLRN LDA NTBL, Y :GET THE CURRENT OUTPUT NOTE
AHD GEF :CLEAR THE TRIGGER FLFG
BOUT STA NTBL, Y :FAD REPLACE IN OUTPUT BUFFER
RTS :RETURN
:NON SOME TEMPORPRY LOCATIONS AND THEIR INITIRL STATES
TEMP. HS 60
TIMR. HS 01
PNTR.HS 68
SCTL. HS C4
PPNT. HS 07
SPNT . HS 87
CSEQ . HS 600006006000E404
OR 10E8
STUP . HS 482004
OR 1180
THIS IS THE COMMPND KEY DECCOING PND SEQuENCE EDITIMG SUBROUTIRE
O OF COMPMD KEY IS IN Y REGISTER
CHDD LDX *PPNT :GET THE EDITORS POINTER TO COHHFND SEQ
LDA *CSEQ, $X$ :GET THE CONHRND POINTED TO (IN ACC, DON'T FORGET)
CPY 10 : IS KEY 10 - CLEPR COWHTD SEQUENCE
BEQ CLR :YES, BRANCH
BCC CNKT :NO, IT'S LESS THAN "F", BRANCH
:THE KEY IS 11 OR GREATER. EXCHFNGE THE COMHPHD POINTED TO WITH
:TEMPORARY STORAGE LOCATION TEHP. NOTE THAT THIS CAN BE USED TO
: EXCHANGE TWO OR MORE COWHNDS IN THE SEQUENCE

Each program step contains ail of the information that we controlled earlier（glide on and off，up－scale or down，staccato or legato，and one of 8 tempos）and when the frogram is run， each step will be taken in turn and an arpeggiation of the kfy：held down performed using the status of the parameters specifiec by that step．At the end of the program it jumps back to its beginning and the sequence of arpeggiations repeats．

Each step of the program is ＂written＂in exactly the same way that we set the parameters earlier；in fact， as you＇ll soon realize，you were in effect writing the first step then．The key to forming these steps into programs is the PNTR ：BACK／ADV block of pads on the command keyboard．The pointer （PNTR）refers to the program step that you＇re writing．

One quick example should get the idea across．We＇11 write a program that sweeps up the keyboard at a moderate tempo，re－articulating each note， followed by a quick legato run down－scale．Program the first step by touching these keys－TEMPO：4，DIR：UP， GLID：OFF，ART：STAC．That takes care of the up part

Now for the down part，begin by touching PNTR：ADV so the commands that we enter next are＂pointed＂at the second program step（which is step 非1 as shown in the displays，the first step is非）and touch TEMPO：2，DIR：DOWN， GLID：OFF，ART：STAC．Now hold down a big chord structure to hear the full effect of this dual arpeggiation．

Editing an existing program is simply a matter of pointing to the program step that you want to change and entering the changed parameter．To change the first step（非0）in the example above to a slower tempo，for example，touch PNTR：BACK so the display shows 00 and then touch TEMPO：7（or whatever）．

OG93 can handle programs up to 8 arpeggiations deep and，when you begin stacking that many steps，it＇s easy to get lost．The EDIT：EXCH key helps here by allowing us to remove the step pointed to from the program and replacing it with an instruction for repeat．By backspacing the pointer to step 非 1 and touching the EDIT：EXCH pad， we cut the program to just the first step，EDIT：EXCH again and the original riogram step is back in place，so that the entire program runs again．By stepping through the program and causing it to repeat after the 2 nd， 3 rd，etc． steps，it＇s fairly easy to locate where in the program a specific sound is coming from and then make changes there． As you may surmise from the name， the EDIT：EXCH key causes the program step pointed to to be exchanged with a memory buffer location which is initialized to contain the interpreter＇s repeat code（ 00 ）．This implies that this key can also be used to exchange two program steps by pointing first to one and touching EDIT：EXCH and then to the next and again EDIT：EXCH．In fact，this is the case；with one exception．The first step of the program may not be the repeat code 00 ．If it is，the interpreter will lock up as it reads the first step，finds that it＇s a repeat，so it reads the first step，and so on． OG93 protects against this by checking

|  |  | 1910 | ： |  |
| :---: | :---: | :---: | :---: | :---: |
| 118A－ | 8471 | 1928 | LDY＊TEPP | ：GET THE COWHPND IN THE TEMPORARY BLFFER |
| 110C－ | D0 04 | 1938 | BRE ELPO | ：IS THE COWHND FROM TEMP A 0？MO，BRPHCH |
| 118E－ | E0 07 | 1948 | CPX 07 | ：POINTING TO FIRST COWFAD？ |
| 1118－ | F8 28 | 1958 | BEQ RTN | ：YES，BRANCH DON＇T HRITE IERO AS FIRST COMYFFD |
| 1112－ | 9477 | 1960 | ELPQ STY＊CSEQ，$X$ | ：PUT COWWPND IN THE SEQUENCE SLOT POINTED TO |
| $1114-$ | 8571 | 1978 | STA＊TEPP | ：PRD THEN SAVE OLD COMPMD IN THE TEMP LOCATION |
| 1116－ | 68 | 1988 | RTS | ：THEN RETURN |
|  |  | 1990 | ： |  |
|  |  | 2960 | ：THE KEY IS＂10＂，CLEAR THE COMHPN SEQUENCE．NOTE THAT IHE FIRST |  |
|  |  | 2018 | ：ENTRY IH THE SEQUENCE IS NOT CHPNGED． |  |
|  |  | 2828 |  |  |
| 1117－ | R2 07 | 2838 | CLR LDX 87 | ：SET POINT TO FIRST SEQUENCE ENTRY |
| 1119－ | 8675 | 2648 | STX＊PPNTDEX | ：AND SAVE IT |
| 1118－ | CA | 2950 |  | ：DECREMENT THE POINTER（SKIP FIRST ENTRY） |
| 111C－ | A9 69 | 2968 | LDA 80 | ：AND CET REFOY |
| 111E－ | 802018 | 2970 | STA DISP | ：ZERO THE DISPLPMED EDITOR POINTER |
| 1121－ | 8571 | 2889 | STA＊TEPP | ：PAD THE EXCHPNGE REGISTER |
| 1123－ | 9577 | 2090 | CLLP STR＊CSEQ $X$ | ：ZERO THE SEQUENCE EMTRY |
| 1125－ | CA | 2100 | DEX | ：PAD POINT TO MEXT ENTRY |
| 1126－ | 10 FB | 2110 | BPL CLLP | ：SOHE LEFT，LOOP |
| 1128－ | 68 | 2128 | RTS | ：RETURN |
|  |  | 2138 |  |  |
|  |  | 2148 | ：NOW LE TEST FOR＂E＂OR＂F＂，BACKSPACE OR ROVFNCE THE EDITOR＇S |  |
|  |  | 2150 | ：EDITOR＇S POINTER TO THE COMPHD SEQUEMCE．NOTE THAT INCREIENTIMG THE |  |
|  |  | 2168 | ：POINTER PROOUCES A BRCKSPPCE |  |
|  |  | 2178 |  |  |
| 1129－ | COOE | 2180 | CNXT CPY EE | ：IS KEY＂E＂OR＂F＂？ |
| 1128－ | 9818 | 2190 | BCC STMP | ：NEITHER AND LESS THPN＂E＂，BRRNCH FOR NEXT TEST |
| 1120－ | F0 OF | 2200 | BEQ BPCK | ：IT＇S＇E＂，BRPHCH TO BACKSPRCE |
| 112F－ | CR | 2210 | DEX | ：IT＇S＂F＂，ADUPICE THE POINTER |
| 1138－ | 3068 | 2228 | BMI RTN | ：frD If OUT OF RAMGE，brarch to lerve imediately |
| 1132－ | 8675 | 2230 | COUT STX＊PPNT | ：SPME REW POINTER |
|  |  | 2240 |  |  |
|  |  | 2250 | ：IN THIS SECTION THE POINTER（HHICH IS 97 FOR THE STRRT OF THE SEQuENCE |  |
|  |  | 2260 | ：AHD 69 AT THE END）IS CONMERTED TO AN IMCRERSING MMBER FROM $0-7$ FOR |  |
|  |  | 2270 | ：DISPLAY PURPOSES． |  |
|  |  | 2280 | ： |  |
| $1134-$ | 88 | 2298 | TX ${ }_{\text {P }}$ | ：POINTER TO THE ACCUM．FOR A CPLCULATION |
| 1135－ | 38 | 2308 | SEC | ：PREPPPRE FOR R SUBTRFCTION |
| 1136－ | E9 08 | 2316 | SBC 88 | ：TWO＇SD COMFLETENT |
| 1138－ | 49 FF | 2320 | EOR PFF | COIPLEMENT OF THAT |
| 1138－ | 802018 | 2330 | STA DISP | SHOW YPLLE IN THE DISPLRYS |
| 1130－ | 68 | 2348 | RTN RTS | ：RETURN |
|  |  | 2358 |  |  |
|  |  | 2368 | ：BPCKSPACE POINTER ATD MAKE SURE IT IS STILL IN RPHME，THEN BRRHCH |  |
|  |  | 2378 | ： |  |
| 113E－ | E8 | 2388 | BRCK INX | ：BPCKSPPCE THE POINTER |
| 113F－ | E0 88 | 2390 | CPX 68 | ：OUT OF RANGE？ |
| 1141－ | F0 FA | 2468 | BEE RTN | ：YES，BRPMCH TO LEAYE INEDIATELY |
| 1143－ | D6 ED | 2416 | bxE COUT | ：NO，BRPNCH RLLAYS TO SRME POINTER ETC． |
|  |  | 2420 |  |  |
|  |  | 2430 | ：IF THE KEY IS ONE OF THE TEMPOS，FDD 1 （0 TEMPO NOT RLLONED）AND |  |
|  |  | 2448 | ：FIT IT INTO THE CONTROL SEQUENCE ENTRY POIHTED TO |  |
|  |  | 2450 | STMP CPY 88 |  |
| 1145－ | CO 88 | 2460 |  | ：TEPO KEY？ |
| 1147－ | B8 6 ¢ | 2478 | BCS SELD | ： $\mathrm{NO}, \mathrm{BRPANCH}$ |
| 1149－ | C8 | 2488 | INY | ：YES，ADD 1 TO KEY \＃ |
| 1149－ | 29 F8 | 2498 | PHD 650 | ：MPSK PRESENT TEMPO IN COMHPND TO EERO |
| 114C－ | 9577 | 2580 | STA＊Csed $x$ | ：SAVE CONTROL FLFOS IN CSER TEPPORFRILY |
| 114E－ | 98 | 2518 | THR | ：BRIMG KEN TEPPO TO FCC |
| 114F－ | 1577 | 2520 | ORA＊CSER $X$ | ：COHBIE WITH OLD CONTROL FLAGS |
| 1151－ | D8 1R | 2538 | BXE SAV |  |
|  |  | 2540 |  |  |
|  |  | $\begin{aligned} & 2550 \\ & 2560 \end{aligned}$ | ： $\operatorname{HON}$ A SERIES OF TESTS HHICH RESULT IN THE CPRRY BIT BEING SET OR CLEAR A SERIES OF ROTATES BRINOS THE CARRY TO THE PPPROPRIATE BIT |  |
|  |  | 2578 | ：IN THE COHFPHD HORD |  |
|  |  | 2588 | ： |  |
| 1153－ | 2 A | 2590 | SELD ROL | ：ROTATE THE CLIDE COWMPND BIT TO CPRRY |
| 1154－ | 88 | 2680 | PHP | ：PTD SAVE THE CPRRY ON THE STACK |
| 1155－ | C0 09 | 2610 | CPY 89 | ：IS KEY GLIDE ON OR OFF？ |
| 1157－ | F0 12 | 2620 | BEQ ROT1 | ：9－GLIDE ON BRPANCH |
| 1159－ | 9010 | 2638 | BCC ROT1 | ：8－CLIDE OFF，BRPHICH |
|  |  | 2640 | ： |  |
|  |  | 2650 | ：THE KEY WAS HEITHER GLIDE OH NOR OFF，TEST FOR DIRECTION UP OR DOONH |  |
|  |  | 2668 |  |  |
| 1158－ | 28 | 2670 | ST00 PLP | ：GET THE OLD GLIDE BIT FROM THE STRCK |
| 115C－ | 28 | 2689 | ROL | ：ROTATE DIRECTION BIT TO CARRY |
| 1150－ | 88 | 2690 | PHP | ：SPVE IT OH STACK |
| 115E－ | CO 68 | 2780 | CPY 88 | ：IS KEY UP OR DOW？ |
| 1160 | F0 88 | 2710 | BEQ ROT2 | ：B－LP，Braich |
| 1162－ | 9886 | 2720 | BCC ROT2 | ：A－DONL ERPITCH |
|  |  | 2730 |  |  |
|  |  | 2748 | ：THE KEY HAS TO E | BE C OR D（STACCATO OR LEGATO） |
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