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Introduction

Document

Welcome to the Microsofte Windows® 2000 Server Resource Kit Distributed
Systems Guide.

The Microsofte Windowse® 2000 Server Resource Kit consists of seven volumes
and a single compact disc (CD) containing tools, additional reference materials,
and an online version of the books. Supplements to the Windows 2000 Server
Resource Kit will be released as new information becomes available, and updates
and information will be available on the Web on an ongoing basis.

The Distributed Systems Guide provides a conceptual, theoretical, functional, and
practical view of the various technologies that make up the

Microsofte Windowse 2000 distributed systems. This guide provides in-depth
technical information that encompasses four major areas: Active Directory™,
distributed security, enterprise technologies, and desktop configuration
management.

Conventions

The following style conventions and terminology are used throughout this guide.

Element Meaning

bold font Characters that you type exactly as shown, including
commands and switches. User interface elements are also
bold.

Italic font Variables for which you supply a specific value. For example,
Filename.ext could refer to any valid file name for the case in
question.

Monospace font Code samples.

%SystemRoot% The folder in which Windows 2000 is installed.
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Reader Alert Meaning

Tip Alerts you to supplementary information that is not essential
to the completion of the task at hand.

Note Alerts you to supplementary information.

Important Alerts you to supplementary information that is essential to

the completion of a task.

Caution Alerts you to possible data loss, breaches of security, or other
more serious problems.

Warning Alerts you that failure to take or avoid a specific action might
result in physical harm to you or to the hardware.

Resource Kit Compact Disc

The Windows 2000 Server Resource Kit companion CD includes a wide variety of
tools and resources to help you work more efficiently with Windows 2000.

Note The tools on the CD are designed and tested for the U.S. version of
Windows 2000. Use of these programs on other versions of Windows 2000 or on
versions of Microsofte Windows NT® can cause unpredictable results.

The Resource Kit companion CD contains the following:

Windows 2000 Server Resource Kit Online Books An HTML Help version of the
print books. Use these books to find the same detailed information about
Windows 2000 as is found in the print versions. Search across all of the books to
find the most pertinent information to complete the task at hand.

Windows 2000 Server Resource Kit Tools and Tools Help Over 200 software tools,
tools documentation, and other resources that harness the power of

Windows 2000. Use these tools to manage Active Directory™, administer security
features, work with the registry, automate recurring jobs, and many other
important tasks. Use Tools Help documentation to discover and learn how to use
these administrative tools.
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Windows 2000 Resource Kit References A set of HTML Help references:

= Error and Event Messages Help contains most of the error and event
messages generated by Windows 2000. With each message comes a
detailed explanation and a suggested user action.

= Technical Reference to the Registry provides detailed descriptions of
Windows 2000 registry content, such as the subtrees, keys, subkeys, and
entries that advanced users want to know about, including many entries that
cannot be changed by using Windows 2000 tools or programming
interfaces.

= Performance Counter Reference describes all performance objects and
counters provided for use with tools in the Performance snap-in of
Windows 2000. Use this reference to learn how monitoring counter values
can assist you in diagnosing problems or detecting bottlenecks in your
system.

= Group Policy Reference provides detailed descriptions of the Group
Policy settings in Windows 2000. These descriptions explain the effect of
enabling, disabling, or not configuring each policy, as well as explanations
of how related policies interact.

Resource Kit Support Policy

The software supplied in the Windows 2000 Server Resource Kit is not supported.
Microsoft does not guarantee the performance of the Windows 2000 Server
Resource Kit tools, response times for answering questions, or bug fixes to the
tools. However, we do provide a way for customers who purchase the

Windows 2000 Server Resource Kit to report bugs and receive possible fixes for
their issues. You can do this by sending e-mail to rkinput@microsoft.com. This e-
mail address is only for Windows 2000 Server Resource Kit related issues. For
issues relating to the Windows 2000 operating system, please refer to the support
information included with your product.






PART 1

Active Directory

Active Directory™ is the core feature of distributed systems in Microsofte
Windowse 2000. Part 1 provides detailed technical information about Active
Directory architecture and operation. This information is useful for network
administrators when implementing or troubleshooting directory services.

In This Part

Active Directory Logical Structure 3

Active Directory Data Storage 53

Name Resolution in Active Directory 145

Active Directory Schema 203

Service Publication in Active Directory 275
Active Directory Replication 299

Managing Flexible Single-Master Operations 391
Monitoring Performance in Active Directory 417
Active Directory Backup and Restore 435

Active Directory Diagnostics, Troubleshooting, and Recovery 459






CHAPTER 1

Active Directory Logical
Structure

Active Directory™, the directory service that is included with Microsofte
Windowse 2000, stores information about network objects and also implements
the services that make this information available and usable to users, computers,
and applications. The Domain Name System (DNS) hierarchical naming system
and Windows 2000 trust relationships provide a consistent, logical structure that
facilitates the organization of domains and domain resources in a predictable and
useful way.

In This Chapter

Active Directory Domain Hierarchy 5
Active Directory Domain Names 6
Active Directory and DNS 10

Tree and Forest Structure 18

Active Directory Objects 35
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Related Information in the Resource Kit

For more information about Active Directory architecture and physical
storage, see “Active Directory Data Storage” in this book.

For more information about planning the DNS namespace, domain hierarchy,
and organizational unit structure, see “Designing the Active Directory
Structure” in the Microsofte Windowse 2000 Server Resource Kit Deployment
Planning Guide.

For more information about standard DNS concepts and using Windows 2000
DNS server, see “Introduction to DNS” and “Windows 2000 DNS” in the
Microsofte Windowse 2000 Server Resource Kit TCP/IP Core Networking
Guide.
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Active Directory Domain Hierarchy

In Windows 2000, a domain defines both an administrative boundary and a
security boundary for a collection of objects that are relevant to a specific group
of users on a network. A domain is an administrative boundary because
administrative privileges do not extend to other domains. It is a security boundary
because each domain has a security policy that extends to all security accounts
within the domain. Active Directory stores information about objects in one or
more domains.

Domains can be organized into parent-child relationships to form a hierarchy. A
parent domain is the domain directly superior in the hierarchy to one or more
subordinate, or child, domains. A child domain also can be the parent of one or
more child domains, as shown in Figure 1.1.

— Parentof Band C

— Child of A
Parent of D

— Child of C
Grandchild of A

Figure 1.1 Example of a Domain Hierarchy

This hierarchical structure is a change from the flat domain structure of
Microsofte Windows NTe version 4.0 and Microsofte Windows NTe

version 3.51. The domain hierarchy of Windows 2000 allows you to search
multiple domains in one query because each level of the hierarchy has information
about the levels that are immediately above it and below it. This hierarchy
information eliminates the need for you to know the location of a particular object
in order for you to find it. In Windows NT 4.0 and earlier, you must know both
the domain and the server where the object is located in order to find it.

For more information about Active Directory searches, see “Name Resolution in
Active Directory” in this book.
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Active Directory Domain Names

Windows 2000 uses DNS naming standards for hierarchical naming of Active
Directory domains and computers. For this reason, domain and computer objects
are part of both the DNS domain hierarchy and the Active Directory domain
hierarchy. Although these domain hierarchies have identical names, they represent
separate namespaces.

Note The domain hierarchy defines a namespace. A namespace is any bounded
area in which standardized names can be used to symbolically represent some
type of information (such as an object in a directory or an Internet Protocol [IP]
address) and that can be resolved to the object itself. In each namespace, specific
rules determine how names can be created and used. Some namespaces, such as
the DNS namespace and the Active Directory namespace, are hierarchically
structured and provide rules that allow the namespace to be partitioned. Other
namespaces, such as the Network Basic Input/Output System (NetBIOS)
namespace, are flat (unstructured) and cannot be partitioned.

The main function of DNS is to map user-readable computer names to computer-
readable IP addresses. Thus, DNS defines a namespace for computer names that
can be resolved to IP addresses, or vice versa. In Windows NT 4.0 and earlier,
DNS names were not required; domains and computers used NetBIOS names,
which were mapped to IP addresses by using the Windows Internet Name Service
(WINS). Although DNS names are required for Windows 2000 domains and
Windows 2000-based computers, NetBIOS names also are supported in
Windows 2000 for interoperability with Windows NT 4.0 domains and with
clients that are running Windows NT 4.0 or earlier, Microsofte Windowse for
Workgroups, Microsofte Windowse 98, or Microsofte Windowse 95.

Note WINS and NetBIOS are not required in an environment where computers
run only Windows 2000, but WINS is required for interoperability between
Windows 2000-based domain controllers, computers that are running earlier
versions of Windows, and applications that depend on the NetBIOS namespace—
for example, applications that call NetServerEnum and other “Net*” application
programming interfaces (APIs) that depend on NetBIOS.
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DNS Naming Conventions

DNS naming standards are used within Active Directory to provide support for
industry-standardized mapping of DNS domain names to the IP addresses of
computers. When a DNS server is given a computer name, it resolves the name to
an IP address so that Transmission Control Protocol/Internet Protocol (TCP/IP)—
based applications can communicate with the computer by its IP address.

In addition to being identified by computer name in DNS, Active Directory
domain controllers are identified by specific services that they provide, such as
Lightweight Directory Access Protocol (LDAP) servers, domain controllers, and
Global Catalog servers. Therefore, when given the name of a domain and a
service specification, a DNS server can locate a domain controller of that type
within that domain. (For more information about how domain controllers are
located, see “Name Resolution in Active Directory” in this book.)

A DNS hierarchy is enforced by the following requirements:
= A child domain can have exactly one parent domain.

= Two children of the same parent cannot have the same name.

Because Active Directory domains use DNS names, these two standards apply to
Active Directory domains.

In the DNS naming structure, every portion of a DNS name that is separated by a
period (.) represents a node in the DNS hierarchical tree structure and an Active
Directory domain name in the Windows 2000 domain hierarchical tree structure.

Note In DNS, a node in the hierarchy can be a domain or a computer.
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When you view a DNS name, a domain is any single portion of the DNS name
that is separated from other parts of the DNS name by a period. For example, in
the DNS domain name calif.noam.reskit.com, “calif,” “noam,” “reskit,” and
“com” each corresponds to a DNS domain. As illustrated in Figure 1.2, in Active
Directory, the domain name calif.noam.reskit.com represents a hierarchy in which
reskit.com is the root (topmost) domain, noam is a child domain of reskit.com
(noam.reskit.com), and calif is a child domain of noam.reskit.com.

reskit.com

noam.reskit.com

calif.noam.reskit.com

Figure 1.2 Example of an Active Directory Hierarchy with DNS Names

Note In reality, the .com domain is outside Active Directory, although it appears
as part of the domain name. Domains such as .com, .org, and .edu, to name a few,
are called top-level domains and are used on the Internet to classify organizations
by type. (For more information about top-level DNS domains, see Windows 2000
Server Help.)

The hierarchy of domains is created as a result of contiguous naming, where each
subordinate level includes, and adds to, the preceding level.

In DNS, the name that precedes a period is called a label. Reading the domain
name from right to left, applications can correctly interpret the order of hierarchy
for each label. And because two children of the same parent cannot have the same
name, a domain name is always unique in the hierarchy. Each domain in the
hierarchy defines its own portion of the overall namespace.

Whereas the Active Directory tree contains domains, the DNS tree contains both
domains and computers. Therefore, the leftmost portion of a DNS name can also
be a computer name.
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Note For more information about Internet Standard host names, see the Request
for Comments (RFC) link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Search for
RFC 1123. This host naming standard is recommended, but not required, for
Active Directory domain names. (In DNS, computers are historically referred to
as “hosts.”)

For more information about DNS naming and functionality, see Windows 2000
Server Help, and see “Introduction to DNS” in the TCP/IP Core Networking
Guide.

NetBIOS Domain Names

Windows 2000 provides support for applications that use the NetBIOS
networking API and the flat NetBIOS names used by these applications. This
support for non-DNS domain and computer names allows computers that are
running Windows NT 4.0 and earlier, or those that are running Windows 95 or
Windows 98, to identify Windows 2000 domains. For example, in a mixed-mode
environment, Windows NT 4.0-based backup domain controllers (also known as
“BDCs”) recognize a specified Windows 2000-based domain controller as the
primary domain controller (also known as a “PDC”). They use NetBIOS names to
locate the primary domain controller; therefore, each Windows 2000-based
domain controller must have a NetBIOS name to allow computers that are not
running Windows 2000 to log on. Likewise, other server and workstation
computers are recognized by NetBIOS names.

When you create a new domain during the Active Directory installation
procedure, the system provides a default NetBIOS domain name that matches the
leftmost label in the DNS domain name up to the first 15 bytes (NetBIOS names
have a limit of 15 bytes). You can change this name during the procedure, but you
cannot change it thereafter. When you name a stand-alone server or workstation
computer, you provide a computer name that is used as the NetBIOS name and is
concatenated with the domain name to form the full computer name.

Note An ASCII character is the equivalent of 1 byte. However, DNS host names
are encoded in UTF-8 format and do not necessarily have only 1 byte per
character.

For more information about DNS domain names, computer names, and host
names, see “Windows 2000 DNS” in the TCP/IP Core Networking Guide. For
more information about the Active Directory installation procedure, see “Name
Resolution in Active Directory” in this book.
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Active Directory and DNS

DNS is the de facto naming system for IP-based networks and the naming service
that is used to locate computers on the Internet. Windows 2000 uses DNS to
locate computers and domain controllers (that is, to locate Active Directory). A
workstation or member server finds a domain controller by querying DNS. For
this reason, installing or upgrading to Microsofte Windowse 2000 Server requires
that a DNS infrastructure is in place or is installed simultaneously.

Windows 2000 DNS server is included with Windows 2000 Server and
Windows 2000 Advanced Server, and can be used to integrate DNS and Active
Directory for ease of DNS management. Windows 2000 DNS server can be
installed at the time you install Windows 2000 Server, at the time you install
Active Directory, or manually after you have installed either of them.

For more information about installing and using Windows 2000 DNS server, see
“Windows 2000 DNS” in the TCP/IP Core Networking Guide. For more
information about installing Active Directory, see “Active Directory Data
Storage” in this book.

DNS Hierarchy and Active Directory

Every Windows 2000 domain has a DNS name (for example, reskit.com), and
every Windows 2000-based computer has a DNS name (for example,
win2kserver.reskit.com). Thus, domains and computers are represented both as
objects in Active Directory and as nodes in DNS.

Because DNS domains and Active Directory domains share identical domain
names, it is easy to confuse their roles. The difference is that the two namespaces,
although sharing an identical domain structure, store different data and, therefore,
manage different objects: DNS stores zones and resource records, and Active
Directory stores domains and domain objects. Both systems use a database to
resolve names.

=  DNS resolves domain names and computer names to resource records through
requests received by DNS servers as DNS queries to the DNS database.

= Active Directory resolves domain object names to object records through
requests that are received by domain controllers as LDAP search requests or as
modify requests to the Active Directory database.

Thus, the Active Directory domain computer account object is in a different
namespace from the DNS host record that represents the same computer in the
DNS zone. For more information about using Windows 2000 DNS server, see
“Windows 2000 DNS” in the TCP/IP Core Networking Guide.
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DNS and the Internet

The Internet is a TCP/IP network. Every computer on the Internet or on any other
TCP/IP network has an IP address. DNS locates TCP/IP hosts by resolving the
computer names that end users understand to the IP addresses that computers
understand. For example, the computer name DC1.reskit.com is resolved to the IP
address 172.16.44.1. The addresses on the Internet are managed by using the
globally distributed DNS database, but DNS can also be implemented locally to
manage addresses within private TCP/IP networks. To create a presence on the
Internet, it is recommended that an organization register its domain name with an
Internet DNS registration agency so that other computers on the Internet can
locate its servers, and vice versa. Registration is important to ensure that another
organization does not use the same domain name.

Because DNS is the organizational structure of the Internet, the entire Internet is a
single global namespace that is subdivided into a set of top-level domains that are
then further subdivided into second-level domains. The root of the Internet
domain namespace is managed by an Internet authority that is responsible for
delegating administrative responsibility for the top-level domains of the DNS
namespace and for registering second-level domain names. The top-level domains
are the basic domain categories, such as commercial (.com), educational (.edu),
and governmental (.gov). Second-level domains represent namespaces that are
formally registered to individuals and to institutions and, thus, provide an Internet
presence for these individuals and institutions. Their presence is supported by
pointers in the relevant top-level domains to DNS servers that are authoritative for
an individual’s or organization’s root domain; for example, name servers that are
authoritative for the .com DNS database contain pointers to DNS name servers in
the root domain of the private domain (reskit.com). These DNS pointers enable
other domains to use the Internet to find the reskit.com domain. Similarly, DNS
servers that are authoritative for the root domain for an individual or organization
provide pointers to all DNS servers in child domains of the root domain, and so
on down the hierarchy. DNS name servers on a private network likewise can
contain pointers to Internet name servers if you want to be able to locate other
domains on the Internet.

For more information about DNS and the Internet, see “Introduction to DNS” in
the TCP/IP Core Networking Guide. For more information about top-level and
second-level domains, see Windows 2000 Server Help.
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Active Directory and the Internet

Active Directory can exist within the scope of the global Internet DNS
namespace. When an Internet presence is required by an individual or
organization, the Active Directory namespace is maintained as one or more
hierarchical Windows 2000 domains beneath a root domain that is registered as a
DNS namespace. Registration of individual and organizational root domain DNS
names ensures the global uniqueness of all DNS names and provides for the
assignment of network addresses that are recorded in the global DNS database.
Registration of the DNS name for the root domain of the individual or
organization also grants that individual or organization the authority to manage its
own hierarchy of child domains, zones, and hosts within the root domain.

Note An organization might or might not choose to be part of the global Internet
DNS namespace. However, even if the organization’s root domain is not
registered as an Internet DNS namespace, the DNS service is required to locate
Windows 2000-based computers in general and Windows 2000-based domain
controllers in particular.

For more information about DNS and DNS name servers, see Windows 2000
Server Help, and see “Introduction to DNS” in the TCP/IP Core Networking
Guide.

DNS Host Names and Windows 2000 Computer Names

In Windows 2000, a computer name is a human-friendly name that maps to the IP
network address by which the computer is physically located. In Windows NT 4.0
and earlier, a computer is identified primarily by a NetBIOS name—a name that is
recognized by WINS, which maps the name to a static IP address or to an address
configured dynamically by the Dynamic Host Configuration Protocol (DHCP). In
earlier versions of Windows NT, if DNS was employed, NetBIOS applications
queried the DNS namespace by appending a DNS domain name to the NetBIOS
name.

To maintain compatibility with NetBIOS names that are used on computers that
are not running Windows 2000, Windows 2000 incorporates the NetBIOS
computer name as the DNS host name and the DNS domain name as the Primary
DNS suffix. These two names are employed as distinct pieces of the full computer
name (equivalent to the FQDN), thereby accommodating both DNS and, where
needed, NetBIOS.
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In Windows 2000, therefore, the full computer name has two parts:

= DNS host name

The leftmost label in the fully qualified DNS name. The DNS host name
identifies the computer’s account that is stored in Active Directory. It is also
the name of the Security Accounts Manager (SAM) local computer account on
a workstation or member server (a computer that runs Windows NT Server or
Windows 2000 Server but is not a domain controller). By default, the DNS
host name is also used as the NetBIOS version of the computer name for
compatibility with Windows NT 3.5x and Windows NT 4.0 domains and with
computers that are running Windows 95 or Windows 98.

Note The NetBIOS name and the DNS host name are not necessarily identical
because NetBIOS names are limited to 15 bytes in length. If the length of the
DNS host name is 15 bytes or less, by default the two names are identical. (For
more information about DNS host names, see “Windows 2000 DNS” in the
TCP/IP Core Networking Guide.)

= Primary DNS suffix domain name

By default, the Windows domain to which the computer is joined. The default
can be changed.

Figure 1.3 illustrates the form of a full computer name.

DNS Host Name j 4 § Primary DNS Suffix y- 1 Full Computer Name

l | !

clientt noam.reskit.com client1.noam.reskit.com

Figure 1.3 Components of a Full Computer Name

For more information about DNS, see “Introduction to DNS” and “Windows 2000
DNS” in the TCP/IP Core Networking Guide.

DNS Name Servers and Zones

DNS is a distributed database. DNS employs a client/server mechanism wherein
the server portion, the name server, maintains the database, responds to queries,
and processes updates. Windows 2000 DNS server can be installed on any
computer that is running Windows 2000 Server or Windows 2000 Advanced
Server. When installed on a domain controller, the DNS server is optimized for
use with Active Directory. DNS clients, called “resolvers,” are built-in
components of modern TCP/IP protocol implementations and, therefore, are
readily available to communicate with DNS servers.



14 Part1 Active Directory

DNS servers store the DNS database in zones. A zone is a contiguous partition of
the DNS namespace that contains the resource records for the DNS domains that
belong to the zone. When you configure DNS, you determine what these
partitions are. Because Active Directory domain names have a 1:1 correspondence
with DNS domains, it follows that DNS zones can include data about the
computers in one or more Active Directory domains—that is, zones and domains
do not have to have a 1:1 correspondence. One zone can encompass more than
one domain. A DNS namespace contains domains, subdomains, and computers,
which are also called “nodes.”

DNS zones store records that represent computers, which also have objects in
Active Directory. Figure 1.4 shows the relationship between the Active Directory
object for a computer and the DNS node and host resource record for this same
computer. The computer object and the host record are stored in different
namespaces, but they represent the same physical computer.

Active Directory Namespace DNS Namespace

Reskit.com

113

. ” (Root)

) Reskit.com
(1 Reskit Network Subnet 172.16.72 Zone

{1 Builtin

—{_1 Computers

8 Clientt
—@ Client2

:@ Client3
8 client20

—{ 1 Domain Controllers
=] Users

DNS Host Record
for Client1.reskit.com

Reskit.com

; host addresses

client.reskit.com IN A 172.16.72.1

client20.reskit.com IN A 172.16.72.20

Figure 1.4 The Clientl.reskit.com Computer Object in Active Directory and Its
Host Record in DNS
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Zone data identifies each host by DNS name and IP address; the data identifies
computers specifically as domain controllers by linking the service they run
(LDAP) to a computer name and IP address. Zone files also contain site
information that makes it possible to locate domain controllers in the same site as
the client and to locate domain controllers that have specific roles in the domain,
such as a Global Catalog server or a Kerberos v5 server. Zone data can be stored
in text files or in Active Directory. When zone data is stored in Active Directory,
you configure the zone as an Active Directory—integrated zone.

Note It is not necessary to use Windows 2000 DNS as your DNS server in order
to use Active Directory. However, the DNS server that you use must support
service resource records (SRV records) in accordance with the Internet
Engineering Task Force Internet Draft, “A DNS RR for Specifying the Location
of Services (DNS SRV),” which updates RFC 2052. To perform automatic zone
updates, the DNS server also should support the dynamic update protocol that is
described in RFC 2136. For more information about IETF Internet Drafts, see the
Internet Engineering Task Force (IETF) link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to Internet Drafts.

For more information about DNS, DNS zones, DNS resolvers, and DNS name
servers, see “Introduction to DNS” in the TCP/IP Core Networking Guide. For
more information about deciding which DNS server to use, see “Designing the
Active Directory Structure” in the Deployment Planning Guide. For more
information about Active Directory—integrated zones, see “Introduction to DNS”
and “Windows 2000 DNS” in the TCP/IP Core Networking Guide. For more
information about DNS service resource records, see “Name Resolution in Active
Directory” in this book.

Active Directory-Integrated DNS

Active Directory-integrated DNS enables Active Directory storage and replication
of DNS zone databases. Windows 2000 DNS server, the DNS server that is
included with Windows 2000 Server, accommodates storing zone data in Active
Directory. When you configure a computer as a DNS server, zones are usually
stored as text files on name servers—that is, all of the zones required by DNS are
stored in a text file on the server computer. These text files must be synchronized
among DNS name servers by using a system that requires a separate replication
topology and schedule called a zone transfer. However, if you use Active
Directory-integrated DNS when you configure a domain controller as a DNS
name server, zone data is stored as an Active Directory object and is replicated as
part of domain replication.
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Note Only DNS servers that run on domain controllers can load Active
Directory-integrated zones.

To use DNS integration within Active Directory, assign the zone type Active
Directory-integrated when you create the zone. (For more information about
how to create zones, see Windows 2000 Server Help.) Objects that represent zone
database records are created in the Microsoft DNS container within the System
container (visible in the Advanced Features view in Active Directory Users and
Computers), and the contents are replicated to all domain controllers in the
domain. When you have Active Directory—integrated DNS zones, all Active
Directory domain controllers that run Windows 2000 DNS server and are
appropriately configured function as primary name servers.

When DNS data is stored in Active Directory, each DNS zone is an Active
Directory container object (class dnsZone). The dnsZone object contains a DNS
node object (class dnsNode) for every unique name within that zone. These
unique names include the variations assigned to a specific host computer when it
functions, for example, as a primary domain controller or as a Global Catalog
server. The dnsNode object has a dnsRecord multivalue attribute that contains a
value for every resource record that is associated with an object’s name.

Figure 1.5 shows the relationship between the DNS nodes (dnsNode objects) in
the Active Directory—integrated zone and the computer objects that were
illustrated in Figure 1.4. When DNS is integrated with Active Directory, the DNS
node for a computer corresponds to a dnsNode object in the directory. The
resource records that are registered by the computer in DNS are represented as
attribute values on the dnsNode object.
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Active Directory Namespace DNS Namespace

Reskit.com
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—{"1 Users

Figure 1.5 DNS Zones and DNS Nodes Stored in Active Directory

When other non-Windows 2000 DNS servers are already in place and Active
Directory domains represent only part of the overall DNS namespace, standard
zone transfer still can be used to synchronize zone data between Active Directory
and other DNS servers (that is, using Active Directory—integrated primary DNS
zones does not preclude other DNS implementations). For more information about
using different DNS servers, see “Windows 2000 DNS” in the TCP/IP Core
Networking Guide.

When Windows 2000 DNS server is installed on at least one domain controller
and has Active Directory—integrated zones, the zone data is always replicated to
every domain controller in the domain.
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For more information about where to place DNS servers, see Windows 2000
Server Help and also “Windows 2000 DNS” in the TCP/IP Core Networking
Guide. For more information about zone transfer and the location of zone data in
Active Directory, see “Introduction to DNS” and “Windows 2000 DNS,”
respectively, in the TCP/IP Core Networking Guide. For more information about
DNS objects in Active Directory, see Windows 2000 Server Help.

Support for Dynamic Updates

Windows 2000 DNS server supports the dynamic update protocol. This protocol
is a standard that allows hosts to dynamically register their names in the DNS
database, thus reducing administrative costs. When DNS zones are stored in
Active Directory, DNS is configured by default to accept dynamic updates. The
specification for dynamic update protocol is RFC 2136.

Secure dynamic update is a Windows 2000 feature that provides the additional
benefit of making it possible to authenticate clients that dynamically register their
host names in DNS. The server does not perform a dynamic update on behalf of a
client unless it has authenticated the client in Active Directory and determined
that the client has appropriate permissions to perform the dynamic update.

Note Secure dynamic update is available only with Active Directory—integrated
zones.

For more information about dynamic updates and secure dynamic updates, see
Windows 2000 Server Help and “Windows 2000 DNS” in the TCP/IP Core
Networking Guide.

Tree and Forest Structure

In accordance with DNS naming standards, Active Directory domains are created
in an inverted tree structure, with the root at the top. In addition, this

Windows 2000 domain hierarchy is based on trust relationships—that is, the
domains are linked by interdomain trust relationships.

Note The default interdomain trust relationships are created by the system during
domain controller creation. The number of trust relationships that are required to
connect n domains is n—1, whether the domains are linked in a single, contiguous
parent-child hierarchy or they constitute two or more separate contiguous parent-
child hierarchies.
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When it is necessary for domains in the same organization to have different
namespaces, create a separate tree for each namespace. In Windows 2000, the
roots of trees are linked automatically by two-way, transitive trust relationships.
Trees linked by trust relationships form a forest. A single tree that is related to no
other trees constitutes a forest of one tree.

The tree structures for the entire Windows 2000 forest are stored in Active
Directory in the form of parent-child and tree-root relationships. These
relationships are stored as trust account objects (class trustedDomain) in the
System container within a specific domain directory partition. For each domain in
a forest, information about its connection to a parent domain (or, in the case of a
tree root, to another tree root domain) is added to the configuration data that is
replicated to every domain in the forest. Therefore, every domain controller in the
forest has knowledge of the tree structure for the entire forest, including
knowledge of the links between trees. You can view the tree structure in Active
Directory Domain Tree Manager.

For more information about configuration data, see “Active Directory Data
Storage” in this book.

Tree: Implementation of a Domain Hierarchy and DNS Namespace

A Windows 2000 tree is a DNS namespace: it has a single root domain and is
built as a strict hierarchy; each domain below the root domain has exactly one
superior, or parent, domain. The namespace created by this hierarchy, therefore, is
contiguous—each level of the hierarchy is directly related to the level above it
and to the level below it, if any, as illustrated in Figure 1.6.

Reskit.com Tree

reskit.com

eu.reskit.com noam.reskit.com

calif.noam.reskit.com

Figure 1.6 Example of a Contiguous Tree Hierarchy
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In Windows 2000, the following rules determine the way that trees function in the
namespace:

= A tree has exactly one name. The name of the tree is the DNS name of the
domain at the root of the tree.

= The names of domains created beneath the root domain (child domains) are
always contiguous with the name of the tree root domain.

= The DNS names of the child domains of a tree’s root domain reflect this
organization; therefore, the children of the root domain called “somedomain”
are always children of that domain in the DNS namespace (for example,
child1.somedomain, child2.somedomain, and so forth).

Child domains can represent geographical entities (for example, the United States
and Europe), administrative entities within the organization (for example, sales
and marketing departments), or other organization-specific boundaries, according
to the needs of the organization. Domains are created below the root domain to
minimize Active Directory replication and to provide a means for creating domain
names that do not change. Changes in the overall domain architecture, such as
domain collapses and domain re-creation, create difficult and potentially
IT-intensive support requirements. A good namespace design should be capable
of withstanding company reorganizations without the need to restructure the
existing domain hierarchy.

Note Administrative privileges do not extend from parent domains to child
domains. Privileges must be granted explicitly for each domain.

For more information about namespace design and the rationale for naming the
root domain and creating child domains, see “Designing the Active Directory
Structure” and “Determining Domain Migration Strategies” in the Deployment
Planning Guide. For more information about administrative privileges, see
“Authentication” and “Access Control” in this book.

Forest: Implementation of All Trees

A forest is a collection of one or more Windows 2000 Active Directory trees,
organized as peers and connected by two-way, transitive trust relationships. A
single domain constitutes a tree of one domain, and a single tree constitutes a
forest of one tree. Thus, a forest is synonymous with Active Directory—that is,
the set of all directory partitions in a particular directory service instance (which
includes all domains and all configuration and schema information) makes up a
forest.
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Trees in the same forest do not form a contiguous namespace. They form a
noncontiguous namespace that is based on different DNS root domain names.
However, trees in a forest share a common directory schema, configuration, and
Global Catalog. This sharing of common schema and configuration data, in
addition to trust relationships between their roots, distinguishes a forest from a set
of unrelated trees. Although the roots of the separate trees have names that are not
contiguous with each other, the trees share a single overall namespace because
names of objects can still be resolved by the same Active Directory. A forest
exists as a set of cross-reference objects and trust relationships that are known to
the member trees. Transitive trusts at the root domain of each namespace provide
mutual access to resources. (For more information about cross-reference objects,
see “Name Resolution in Active Directory” in this book.)

Important Tree and forest hierarchies are specific to Windows 2000 domains. A
Windows NT 4.0 domain that is configured to trust or to be trusted by a
Windows 2000 domain is not part of the Windows 2000 forest to which the
Windows 2000 domain belongs.

The forest structure provides companies with the option of constructing their
enterprise from separate, distinct, noncontiguous namespaces. Having a separate
namespace is desirable under some conditions where, for example, an acquired
company’s namespace should remain intact. If you have business units with
distinct DNS names, you can create additional trees to accommodate the names.
An example of this type of organization is shown in Figure 1.7.

Trust Relationship

Reskit.com Tree Acquired.com Tree
A€ e

reskit.com
acquired.com

eu.reskit.com noam.reskit.com child.acquired.com
calif.noam.reskit.com

Figure 1.7 Example of a Forest That Has Two Trees
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Domains within an Active Directory forest share a common directory schema,
configuration information, and Global Catalog. They also have transitive trust
relationships that allow users in each domain access to available resources in all
other domains in the tree.

Note The directory schema and configuration data are shared because they are
stored in separate logical directory partitions that are replicated to domain
controllers in every domain in the forest. (For more information about directory
partitions, see “Active Directory Data Storage” in this book.) The data relative to
a particular domain is replicated only to domain controllers in the same domain.
(For more information about replication, see “Active Directory Replication” in
this book.) The Global Catalog is a domain controller that stores all objects of all
domains in an Active Directory forest, which makes it possible to search for
objects at the forest level rather than at the tree level.

For more information about the contents of Active Directory configuration,
directory schema, and Global Catalog, see “Active Directory Data Storage” in this
book. For more information about searching in Active Directory, see “Name
Resolution in Active Directory” in this book.

Forest Root Domain

The first domain created in the forest is called the forest root domain. The forest
root domain cannot be deleted, changed, or renamed. When you create a new tree,
you specify the root domain of the initial tree, and a trust relationship is
established between the root domain of the second tree and the forest root domain.
If you create a third tree, a trust relationship is established between the root
domain of the third tree and the forest root domain. Because a trust relationship is
transitive and bidirectional, the root domain of the third tree also has a two-way
trust relationship with the root domain of the second tree.

The distinguished name of the forest root domain is used to locate the
configuration and schema directory partitions in the namespace. The distinguished
names for the Configuration and Schema containers in Active Directory always
show these containers as child objects in the forest root domain. For example, in
the child domain noam.reskit.com, the distinguished name of the Configuration
container is cn=configuration,dc=reskit,dc=com. The distinguished name of the
Schema container is cn=schema,cn=configuration,dc=reskit,dc=com. However,
this naming convention provides only a logical location for these containers. The
containers do not exist as child objects of the forest root domain, nor is the
schema directory partition actually a part of the configuration directory partition.
They are separate directory partitions. Every domain controller in a forest stores a
copy of the configuration and schema directory partitions, and every copy of these
partitions has the same distinguished name on every domain controller.
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When Active Directory is installed on a Windows 2000 Server-based computer,
configuration and directory schema information is copied from the parent domain
to the new server. Updates to configuration and directory schema information are
replicated to all domain controllers throughout the forest. The distribution of this
configuration and directory schema information ensures that each domain
controller is aware of all other trust-related domains and of the replication
topology, which makes finding and using resources in other domains possible.
(For more information about finding information in Active Directory, see “Name
Resolution in Active Directory” in this book.)

Note The Active Directory rootDSE is a figurative object that has no LDAP
distinguished name; it is not an “entry” in the directory but is represented as a null
distinguished name (“ ). It does, however, have attributes and is known to LDAP
as rootDSE. RootDSE is required by LDAP as an entry point to the directory. The
distinction must be clear between this root—the set of attributes that LDAP uses
to connect to a particular portion of the directory on a particular domain controller
—and the root domain of the forest. In addition, both of these “roots” are distinct
from the root of the DNS hierarchy, which is the empty space at the top of the

namespace that is represented as a period (*.”) and that is required as an entry
point to the DNS hierarchy.

For more information about rootDSE attributes and the directory tree, see “Active
Directory Data Storage” in this book. For more information about the DNS root,
see “Introduction to DNS” in the TCP/IP Core Networking Guide.

Trust Relationships

Active Directory provides security across multiple domains through interdomain
trust relationships. When there are trust relationships between domains, the
authentication mechanism for each domain trusts the authentication mechanism
for all other trusted domains. If a user or application is authenticated by one
domain, its authentication is accepted by all other domains that trust the
authenticating domain. Users in a trusted domain have access to resources in the
trusting domain, subject to the access controls that are applied in the trusting
domain.

Note “Access to resources” in any discussion of trust relationships always
assumes the limitations of access control. Trust relationships allow users and
computers to be authenticated (to have their identity verified) by an authentication
authority. Access control allows authenticated users to use the resources (files,
folders, and virtual containers) that they are authorized to use and prohibits them
from using (or even seeing) resources that they are not authorized to use. For
more information about resource authorization, see “Access Control” in this book.
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Transitive and Nontransitive Trust

In Windows NT 3.51 and Windows NT 4.0, trust relationships must be created
explicitly in one direction. A two-way trust relationship is established by creating
two one-way trust relationships. Domains can be connected by explicit one-way
or two-way trust relationships for the purpose of enabling access to resources, but
they are not necessarily related in any other way.

In Windows 2000, domains can be joined to a domain tree or forest, and each
child domain has an automatic two-way trust relationship with the parent domain.
This trust relationship is also transitive. Transitive trust means that the trust
relationship extended to one domain is extended automatically to any other
domain that is trusted by that domain. Transitive trust is applied automatically for
all domains that are members of the domain tree or forest. Therefore, when a
grandchild domain is created, the trust relationship between the parent and child
domains is accepted by the grandchild domain, and vice versa. For example, if a
user account is authenticated by the parent domain, the user has access to
resources in the grandchild domain. Similarly, if the user is authenticated by a
child domain, the user has access to resources in the parent domain, as well as in
the grandparent domain.

The effect of transitive trust in Windows 2000 domains is that there is complete
trust between all domains in an Active Directory forest—every domain has a
transitive trust relationship with its parent domain, and every tree root domain has
a transitive trust relationship with the forest root domain.

Note In Windows 2000, transitive trust relationships are always two-way trust
relationships.

A nontransitive trust relationship can be created between Windows 2000 domains
when a transitive trust relationship is not appropriate, but this trust relationship
must be created explicitly. It can be created, for example, between two

Windows 2000 domains that are not in the same forest.

A trust relationship between a Windows 2000 domain and a Windows NT 4.0
domain is always a nontransitive trust relationship. If one of these domains is an
account domain and the other is a resource domain, the trust relationship is
usually created as a one-way trust relationship. If there are user accounts in both
domains, two one-way trust relationships can be created between them.

The trust relationship between two domains—whether one-way or two-way,
transitive or nontransitive—is stored as an interdomain trust account object in
Active Directory.
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For more information about the nature and management of interdomain trust
objects, see “Authentication” in this book. For more information about mixed-
mode trust relationships, see “Determining Domain Migration Strategies” in the
Deployment Planning Guide.

Direction of Trust

In describing trust relationships, arrows illustrate the direction of trust between
domains as follows:

= If B is the trusting domain and A is the trusted domain, B-->A indicates that
domain B trusts domain A. (The same trust relationship can be illustrated as
A<--B, that is, A is trusted by B.)

=  When domain B trusts domain A (B-->A), users with accounts in domain A
can be authenticated for access to resources in domain B. However, users with
accounts in domain B are not trusted to be authenticated for access to
resources in domain A.

A hierarchy of Windows 2000 domains is implemented by trust relationships
between domains. The direction of the trust relationship between a parent domain
and its child domain in Active Directory is two-way (A<---->B), but it has the
following restrictions:

= The parent-child relationship between two domains in a domain tree is defined
by a subordinate name relationship. For example, noam.reskit.com is a child of
reskit.com, but noam.com is not a child of reskit.com. A parent-child trust
relationship requires both a parent-child relationship and a direction of trust, as
follows: Domain A can be specified as the parent of domain B only if B-->A
and B is a subordinate name of A.

»  When a new domain joins a domain tree as a child, a parent-child trust
relationship is defined automatically that establishes a two-way, transitive trust
relationship.

Note Automatic configuration of replication topology requires that all parent-
child trust relationships within the forest are bidirectional and transitive.
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The use of two-way, transitive trust relationships reduces management time
because it decreases by more than half the number of trust relationships that must
be managed, as the diagram in Figure 1.8 illustrates.

Explicit Two-Way Automatic Transitive

Trust Relationships Two-Way

Between Domains in Trust Relationships

Windows NT 4.0 Between Domains in
Windows 2000

Figure 1.8 Comparison of Two-way Trust Relationships in Windows NT 4.0 and
Windows 2000

Authentication Protocols

Windows 2000 authenticates users and applications by using one of two
protocols: the Kerberos v5 authentication protocol or the NTLM authentication
protocol. The protocol to be used is determined by the capabilities of the client
and the server. If the client does not recognize the Kerberos protocol (for
example, a computer that is running Windows NT 3.51 or Windows NT 4.0),
authentication occurs by using the NTLM challenge-response protocol.
Conversely, if the resource server does not support Kerberos authentication, the
client uses NTLM to authenticate to the server.

The Kerberos v5 protocol is the default protocol for network authentication on
computers that are running Windows 2000. The NTLM protocol is the default for
network authentication in Windows NT 4.0 and for Windows 95-based and
Windows 98-based computers that are running Distributed Systems Client. It is
retained in Windows 2000 for compatibility with previous versions of Windows-
based clients and servers. But the protocol of choice in Windows 2000, when
there is a choice, is the Kerberos protocol.
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In Windows 2000 domains, the Kerberos v5 authentication protocol is used to
authenticate logons when all of the following conditions are true:

= The user who is logging on uses a security account in a Windows 2000
domain.

= The computer that is being logged on to is a Windows 2000-based computer.
= The computer that is being logged on to is joined to a Windows 2000 domain.

= The computer account and the user account are in the same forest.

For any other combination of conditions, such as a computer that is running
Windows NT 3.51 or Windows NT 4.0, a user who has an account in a
Windows NT 3.51 or Windows NT 4.0 domain, or a domain that is a
Windows NT 3.51 or Windows NT 4.0 domain, the NTLM protocol is used to
authenticate logons.

The essential differences between the two protocols are these:

=  When the NTLM protocol is used, the server must contact a domain
authentication service on a domain controller to verify the client credentials. A
server authenticates a client by forwarding the client credentials to a domain
controller in the client account domain.

=  When the Kerberos protocol is used, the server does not have to contact the
domain controller. A client gets a ticket for a server by requesting one from a
domain controller in the server account domain; the server validates the ticket
without consulting any other authority.

For more information about the Kerberos v5 and NTLM authentication protocols,
see “Authentication” in this book.

Trust Path

A trust path is defined by a series of trust links from one domain to another
domain for passing authentication requests. For example, when a user makes a
request for information from a server in a domain other than the domain in which
the user is currently logged on, the server must be able to authenticate the user.
Before authentication can occur, Windows security must determine whether the
domain that is requested (the domain in which the contacted server is located) has
a trust relationship with the logon domain of the user account. To make this
determination, the Windows 2000 security system computes a trust path between
the domain controller for the server that receives the request and a domain
controller in the requesting user’s account domain.
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In the Windows 2000 distributed security model, every workstation and server has
a direct trust path to a domain controller in the domain in which it is located. The
trust path is implemented by the Net Logon service through an authenticated
remote procedure call (RPC) connection to the trusted domain authority—namely,
the domain controller. In addition, a secure channel extends to other

Windows 2000 domains through interdomain trust relationships. The secure
channel is used to obtain and verify security information, including security
identifiers (SIDs) for users and groups.

Every Windows 2000 domain has knowledge of all other domains in the forest, as
well as of all external domains that it directly trusts or that trust it. By using this
information, a domain controller builds the shortest path for authentication. When
building the trust path, each domain is first checked to see whether it is the
requested domain and then checked for any shortcut trust relationships to the
requested domain. If none of these conditions exists, the request is passed
(“referred”) to the parent domain (because by definition, the child domain trusts
the parent domain). However, if there is no transitive trust relationship, the
request is denied. If the request is passed all the way to the root domain, it can be
referred to a different domain tree root in the forest or, if an external trust
relationship exists, to a domain in a different forest.

Note A shortcut trust relationship is a trust relationship that is created explicitly
to shorten the trust path between domains that are in the same forest.

If the authentication request is referred, a path is computed for either NTLM pass-
through authentication or for a Kerberos referral by using the information about
the tree and current shortcut trust relationships to find the path to the destination
domain. In this computation, shortcut trust relationships play the role of
circumventing the higher domains in the hierarchy. At each level of the tree, a
check is made of the shortcut trust relationships that might exist. If one is found to
the destination domain, the next domain in the tree does not have to be checked.

Processing Authentication Referrals

When a request for authentication is referred, trust relationships must be taken
into account with respect to their direction and whether they are transitive or
nontransitive. The two Windows authentication protocols process referrals
differently.
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Kerberos v5 Authentication Protocol

If the client uses the Kerberos v5 protocol, the client requests a ticket to the server
in the target domain from a domain controller in its account domain. The

Kerberos Key Distribution Center (KDC) is a service that acts as a trusted
intermediary between a client and server; it provides a session key that enables the
two parties to authenticate each other. If the target domain is different from the
current domain, the KDC uses the following logic to determine whether an
authentication request can be referred:

= [s the current domain trusted directly by the domain of the server that is being
requested?
= If yes, send the client a referral to the requested domain.
= If no, go to the next step.

= s there a transitive trust relationship between the current domain and the next
domain on the trust path?

= If yes, send the client a referral to the next domain on the trust path.

= If no, send the client a logon-denied message.

NTLM Authentication Protocol

If the client uses the NTLM authentication protocol, the initial request for
authentication goes directly from the client to the resource server in the target
domain. This server sends the user’s security credentials to a domain controller in
its computer account domain. This domain controller checks the user account
against its security accounts database. If the account does not exist, the domain
controller uses the following logic to perform pass-through authentication,
forward the request, or deny the request:

= Does the current domain have a direct trust relationship with the user’s
domain?

= If yes, the domain controller sends the credentials of the client to a domain
controller in the user’s domain for pass-through authentication.

= If no, go to the next step.

= Does the current domain have a transitive trust relationship with the user’s
domain?

= If yes, pass the authentication request on to the next domain in the trust
path. This domain controller begins the process again by checking the
user’s credentials against its security accounts database.

= If no, send the client a logon-denied message.
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For more information about NTLM authentication and Kerberos v5 authentication
mechanisms, see “Authentication” in this book. For more information about cross-
reference objects in the Configuration container, see “Name Resolution in Active
Directory” in this book.

Types of Trust Relationships

The following types of trust relationships can be established with Windows 2000
domains:

Tree-Root Trust Relationship. A tree-root trust relationship is the trust relationship
that is established when you add a new tree to a forest. The Active Directory
installation process automatically creates a trust relationship between the domain
you are creating (the new tree root) and the forest root domain. A tree-root trust
relationship has the following restrictions:

= [t can be set up only between the roots of two trees in the same forest.

= ]t must be transitive and two-way.

Parent-Child Trust Relationship. A parent-child trust relationship is the trust
relationship that is established when you create a new domain in a tree. The
Active Directory installation process automatically creates a trust relationship
between the new domain and the domain that immediately precedes it in the
namespace hierarchy (for example, noam.reskit.com is created as the child of
reskit.com). The parent-child trust relationship has the following characteristics:

= ]t can exist only between two domains in the same tree and namespace.

= The parent domain is always trusted by the child domain.

= ]t must be transitive and two-way in Windows 2000. The bidirectional nature
of transitive trust relationships allows the global directory information in
Windows 2000 to replicate throughout the hierarchy.

Shortcut Trust Relationship. A shortcut trust relationship (also called a cross-link
trust relationship) is a manually created trust relationship that improves the
efficiency of remote logons by shortening the trust path. If users in domain A
often need to gain access to resources in domain C, you might want to create a
direct link through a shortcut trust relationship so that domain B can be bypassed
in the trust path. A shortcut trust relationship has the following characteristics:

= ]t can be established between any two domains in the same forest.
= It must be set up manually in each direction.

= ]t must be transitive.
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External Trust Relationship. An external trust relationship is a manually created
trust relationship between Windows 2000 domains that are in different forests or
between a Windows 2000 domain and a domain whose domain controller is
running Windows NT 4.0 or earlier. An external trust relationship has the
following characteristics:

= Itis one-way.

= It must be set up manually in each direction to establish a two-way external
trust relationship.

= It is nontransitive.

Non-Windows Kerberos Realm Trust Relationship. A trust relationship that can be
established between a non-Windows Kerberos realm and a Windows 2000
domain. This trust relationship allows cross-platform interoperability with
security services based on other Kerberos v5 implementations. (For more
information about non-Windows Kerberos interoperability and setting up trust
relationships between Windows 2000 domains and non-Windows Kerberos
realms, see the Microsoft Windows 2000 Server link on the Web Resources page
at http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to Deployment and then Security Services.)

The non-Windows Kerberos realm trust relationship has the following
characteristics:

= Itis used only by the Kerberos v5 authentication protocol, not by NTLM or
other authentication protocols.

= Itis one-way by default. To establish a two-way trust relationship, a one-way
trust relationship in each direction must be set up manually.

= It is nontransitive by default.

= When the direction of trust is from a non-Windows Kerberos realm to a
Windows 2000 domain, the non-Windows Kerberos realm trusts all security
principals in the Windows 2000 domain.
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= When the direction of trust is from a Windows 2000 domain to a non-
Windows Kerberos realm, account mappings in Active Directory are used to
map a foreign Kerberos identity in a trusted non-Windows Kerberos realm to a
local account identity in a Windows 2000 domain. The Windows 2000 domain
uses only the account to which the non-Windows principal is mapped to
evaluate access to domain objects that have security descriptors. This identity
is required because non-Windows Kerberos tickets do not contain all of the
authorization data that is needed for Windows 2000. All such Windows 2000
proxy accounts can be used in groups and on access control lists (ACLs) to
control access on behalf of the non-Windows security principal.

MIT account mappings are managed by using Active Directory Users and
Computers. (For more information about MIT Kerberos interoperability and
managing foreign Kerberos identities, see the Microsoft Windows 2000 Server
link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to Deployment and then Security Services.)

Note If you create a non-Windows Kerberos realm trust relationship by using
Active Directory Domains and Trusts, the trust is one-way and nontransitive. You
can use the Netdom tool (Netdom.exe) to establish two-way, transitive, non-
Windows Kerberos realm trust relationships. You also can use Netdom to modify
a non-Windows Kerberos realm trust relationship that you created in Active
Directory Domains and Trusts; you can change the trust relationship from non-
transitive to transitive by using the /Transitive:yes option in Netdom. (To use
Netdom, install the Support Tools that are located in the Support\Tools folder on
the Windows 2000 Server operating system CD. To install the tools, double-click
the Setup icon in that folder.) For more information about using Netdom to create
non-Windows Kerberos realm trust relationships, see Windowse 2000 Support
Tools Help.

Use Active Directory Domains and Trusts to manage trust relationships by using
the properties of a domain object. The Properties page shows two lists; one
shows the trusted domains (Domains trusted by this domain), and the other
shows the trusting domains (Domains that trust this domain) for the current
domain.

For more information about establishing trust relationships by using Active
Directory Domains and Trusts, see Windows 2000 Server Help. For more
information about planning trust relationships, see ‘“Determining Domain
Migration Strategies” in the Deployment Planning Guide.
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Trust Relationships Between Windows 2000 and
Windows NT 4.0 Domains

Windows 2000 and Windows NT 4.0 domains can trust each other so that users
from either domain can authenticate in the other domain to gain access to
resources, but users can do so only if explicit, one-way trust relationships have
been created between the domains.

The following examples illustrate the effect of the direction of trust between a
Windows 2000 domain and a Windows NT 4.0 domain.

= A (Windows 2000 domain) --> B (Windows NT 4.0 domain). This trust
relationship indicates that users in domain B have access to resources in
domain A but do not have access to resources in any other domain within the
tree.

= B (Windows NT 4.0 domain) --> A (Windows 2000 domain). This trust
indicates that only users in domain A (not users in other domains within the
tree) have access to resources in domain B.

When a client views Windows 2000 trust relationships from a Windows NT 4.0-
based computer, the list of trust relationships that is displayed depends on the type
of domain to which the computer belongs:

= In a native-mode domain, the client sees a complete list of the domains in the
forest.

= In a mixed-mode domain, the client sees only those domains that are trusted
directly by the domain to which the client belongs. In a mixed-mode domain,
the client can be using a Windows NT 4.0-based backup domain controller.
To ensure consistent results, whether it uses a Windows NT 4.0-based domain
controller or a Windows 2000-based domain controller, the same limited list
of domains is presented to the client in both cases.
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Mixed-Environment Scenario

Figure 1.9 illustrates a mixed environment of two Windows 2000 forests and a
Windows NT 4.0 domain. In all, four separate namespaces are implemented:
A.com, D.com, G.com, and F.

Forest 1 Forest 2

i e
; One-way, nontransitive,
1 external trust relationship

Windows NT 4.0
Domain

Figure 1.9 Mixed Environment of Two Forests and a Windows NT 4.0 Domain

The following conditions are represented in Figure 1.9:

A.com and D.com are the roots of separate trees in forest 1. The two-way,
transitive, tree-root trust between them provides complete trust between all
domains in the two trees of forest 1.

E.D.com uses resources in C.A.com for everyday business operations. To
shorten the trust path between the two domains, C.A.com trusts E.D.com
directly. This trust relationship serves only the purpose of shortening the trust
path for authenticating E.D.com users to use resources in C.A.com. The path is
shortened by cutting the number of hops required for authentication from three
(E.D.com to D.com, D.com to A.com, and A.com to C.A.com) to one
(E.D.com to C.A.com), which increases the speed of authentication.

G.com is the root of a single tree that makes up forest 2. The two-way,
transitive trust relationship between G.com and H.G.com allows both domains
to use each others’ resources.
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= Domain G.com in forest 2 implements an explicit one-way external trust
relationship with domain D.com in forest 1; users in domain D.com are trusted
to use resources in domain G.com. Because the trust relationship is
nontransitive, no other domains in forest 1 have access to resources in G.com,
and D.com does not have access to resources in H.G.com.

= Domain F is a Windows NT 4.0 domain that provides support services to the
users in E.D.com. This one-way nontransitive trust relationship does not
extend to any other domains in forest 1.

Active Directory Objects

Active Directory objects represent the physical entities that make up a network.
An object is an instance of storage of a class. A class is defined in the Active
Directory schema as a specific set of mandatory and optional attributes—that is,
an attribute can be present in an object in Active Directory only when that
attribute is permitted by the object’s class. Classes also contain rules that
determine which classes of objects can be superior to (parents of) a particular
object of the class. Each attribute is also defined in the directory schema. The
attribute definitions determine the syntax for the values the attribute can have.

When you create an object in Active Directory, you provide values for the
attributes of the object in its particular class, and you do so according to the rules
of the directory schema. For example, when you create a user object, you provide
alphanumeric values for the user’s first and last names, the logon identifier, and
perhaps other values, such as telephone number and address. You cannot create
the user object successfully without providing acceptable values for the user name
and logon name because these attributes are mandatory, according to the directory
schema.

Applications that create or modify objects in Active Directory use the directory
schema to determine what attributes the object must and might have, and what
those attributes can look like in terms of data structures and syntax constraints.
For this reason, the directory schema is maintained forest-wide so that all objects
created in the directory conform to the same rules.

Objects are either container objects or leaf objects. A container object stores other
objects, and, as such, it occupies a specific level in a subtree hierarchy. An object
class is a container if at least one other class specifies it as a possible superior;
thus, any object class defined in the schema can become a container. A leaf object
does not store other objects, and, as such, it occupies the endpoint of a subtree.

For more information about how Active Directory objects are stored, see “Active
Directory Data Storage” in this book. For more information about the directory
schema, see “Active Directory Schema” in this book.
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Object Naming

Active Directory is an LDAP-compliant directory service, which means that all
access to directory objects occurs through LDAP. LDAP requires that names of
directory objects be formed according to RFC 1779 and RFC 2247, which define
the standard for object names in an LDAP directory service.

Distinguished Name

Objects are located within Active Directory domains according to a hierarchical
path, which includes the labels of the Active Directory domain name and each
level of container objects. The full path to the object is defined by the
distinguished name (also known as a “DN”). The name of the object itself,
separate from the path to the object, is defined by the relative distinguished name.

The distinguished name is unambiguous (identifies one object only) and unique
(no other object in the directory has this name). By using the full path to an
object, including the object name and all parent objects to the root of the domain,
the distinguished name uniquely and unambiguously identifies an object within a
domain hierarchy. It contains sufficient information for an LDAP client to retrieve
the object’s information from the directory.

For example, a user named James Smith works in the marketing department of a
company as a promotions coordinator. Therefore, his user account is created in an
organizational unit that stores the accounts for marketing department employees
who are engaged in promotional activities. James Smith’s user identifier is
JSmith, and he works in the North American branch of the company. The root
domain of the company is reskit.com, and the local domain is noam.reskit.com.
The diagram in Figure 1.10 illustrates the components that make up the
distinguished name of the user object JSmith in the noam.reskit.com domain.

cn=JSmith,ou=Promotions,ou=Marketing,dc=noam,dc=reskit,dc=com

Common Name=JSmith

%

Figure 1.10 Distinguished Name for the User Object JSmith
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Note Active Directory snap-in tools do not display the LDAP abbreviations for
the naming attributes domain component (dc=), organizational unit (ou=),
common name (cn=), and so forth. These abbreviations are shown only to
illustrate how LDAP recognizes the portions of the distinguished name. Most
Active Directory tools display object names in canonical form, as described later
in this chapter. Because distinguished names are difficult to remember, it is useful
to have other means for retrieving objects. Active Directory supports querying by
attribute (for example, the building number where you have to find a printer), so
an object can be found without having to know the distinguished name. (For more
information about searching Active Directory, see “Name Resolution in Active
Directory” in this book.)

Relative Distinguished Name

The relative distinguished name (also known as the “RDN”) of an object is the
part of the name that is an attribute of the object itself—the part of the object
name that identifies this object as unique from its siblings at its current level in the
naming hierarchy. In Figure 1.10, in the preceding section, the relative
distinguished name of the object is JSmith. The relative distinguished name of the
parent object is Users. The maximum length allowed for a relative distinguished
name is 255 characters, but attributes have specific limits imposed by the
directory schema. For example, in the case of the common name, which is the
attribute type often used for naming the relative distinguished name (cn), the
maximum number of characters allowed is 64.

Active Directory relative distinguished names are unique within a specific parent
—that is, Active Directory does not permit two objects with the same relative
distinguished name under the same parent container. However, two objects can
have identical relative distinguished names but still be unique in the directory
because within their respective parent containers, their distinguished names are
not the same. (For example, the object cn=JSmith,dc=noam,dc=reskit,dc=com is
recognized by LDAP as being different from cn=JSmith,dc=reskit,dc=com.)

The relative distinguished name for each object is stored in the Active Directory
database. Each record contains a reference to the parent of the object. By
following the references to the root, the entire distinguished name is constructed
during an LDAP operation. (For more information about LDAP operations, see
“Name Resolution in Active Directory” in this book.)
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Naming Attributes

As illustrated earlier in this section, an object name consists of a series of relative
distinguished names that represent the object itself and also every object in the
hierarchy above it, up to the root object. Each portion of the distinguished name is
expressed as attribute_type=value (for example, cn=JSmith). The attribute type
that is used to describe the object’s relative distinguished name (in this case, cn=)
is called the naming attribute. If you were to create a new class in the Active
Directory schema (that is, a new classSchema object), the optional RdnAttID
attribute could be used to specify the naming attribute for the class. In Active
Directory, instances of default objects that you create have a default mandatory
naming attribute. For example, part of the definition of the class User is the
attribute cn (Common-Name) as the naming attribute. For this reason, the relative
distinguished name for user JSmith is expressed as cn=JSmith.

The naming attributes shown in Table 1.1 are used in Active Directory, as
described in RFC 2253.

Table 1.1 Default Active Directory Naming Attributes

Naming Attribute Naming Attribute
Object Class Display Name LDAP Name
user Common-Name cn
organizationalUnit Organizational-Unit-Name ou
domain Domain-Component dc

Other naming attributes described in RFC 2253, such as o= for organization name
and c= for country/region name, are not used in Active Directory, although they
are recognized by LDAP.

The use of distinguished names, relative distinguished names, and naming
attributes is required only when you are programming for LDAP and using Active
Directory Service Interfaces (ADSI) or other scripting or programming languages.
The Windows 2000 user interface does not require you to enter such values.

For more information about creating new classSchema objects, see “Active
Directory Schema” in this book. For more information about using ADSI, see the
Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.
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Object Identity and Uniqueness

In addition to its distinguished name, every object in Active Directory has a
unique identity. Active Directory is identity based—that is, objects are known
internally by their identity, not by their current name. Objects might be moved or
renamed, but their identity never changes. The identity of an object is defined by a
globally unique identifier (GUID), a 128-bit number that is assigned by the
directory system agent when the object is created. The GUID is stored in an
attribute, objectGUID, that is present on every object. The objectGUID attribute is
protected so that it cannot be altered or removed. When you store a reference to
an Active Directory object in an external store (for example, a database such as
Microsofte SQL Server™), the objectGUID value should be used. Unlike a
distinguished name or a relative distinguished name, which can be changed, the
GUID never changes.

Active Directory Name Formats

Several formats for providing object names are supported by Active Directory.
These formats accommodate the different forms a name can take, depending on its
application of origin. Active Directory administrative tools display name strings
in a default format, which is the canonical name. The following formats are
supported by Active Directory and are based on the LDAP distinguished name:

LDAP Distinguished Name. LDAP v2 and LDAP v3 recognize the RFC 1779 and
RFC 2247 naming conventions, which take the form cn=common name,
ou=organizational unit, o=organization, c=country/region. Active Directory uses
the domain component (dc) instead of o=organization and does not support
c=country/region. In the LDAP distinguished name, the relative distinguished
names appear in order beginning at the left with the name of the leaf and ending at
the right with the name of the root, as shown here:

cn=jsmith,ou=promotions,ou=marketing,dc=noam,dc=reskit,dc=com

LDAP Uniform Resource Locator (URL). Active Directory supports access
through the LDAP protocol from any LDAP-enabled client. LDAP URLs are used
in scripting. An LDAP URL names the server holding Active Directory services
and the attributed name of the object (the distinguished name). For example:

LDAP://serverl.noam.reskit.com/cn=jsmith,ou=promotions,
ou=marketing,dc=noam,dc=reskit,dc=com
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Active Directory Canonical Name. By default, the Windows 2000 user interface
displays object names that use the canonical name, which lists the relative
distinguished names from the root downward and without the RFC 1779 naming
attribute descriptors; it uses the DNS domain name (the form of the name where
the domain labels are separated by periods). For the LDAP distinguished name in
the previous example, the respective canonical name would appear as follows:

noam. reskit.com/marketing/promotions/jsmith

Note If the name of an organizational unit contains a forward slash character (/),
the system requires an escape character in the form of a backslash (\) to
distinguish between forward slashes that separate elements of the canonical name
and the forward slash that is part of the organizational unit name. The canonical
name that appears in Active Directory Users and Computers properties pages
displays the escape character immediately preceding the forward slash in the
name of the organizational unit. For example, if the name of an organizational
unit is Promotions/Northeast and the name of the domain is Reskit.com, the
canonical name is displayed as Reskit.com/PromotionsVNortheast.

DNS-to-LDAP Distinguished Name Mapping

Although DNS domain names match Active Directory domain names, they are not
the same thing. Active Directory names have a different format, which is required
by LDAP to identify directory objects. DNS domain names are therefore mapped
to Active Directory domain names, and vice versa, as described in RFC 2247.

All access to Active Directory is carried out through LDAP. LDAP uses
distinguished names to provide unique names to directory objects; every object in
Active Directory has an LDAP distinguished name. A distinguished name is a
naming structure that consists of a string of the hierarchical components that make
up the complete object. Each distinguished name component is the relative
distinguished name of an object in the hierarchy, beginning with the object itself
and ending with the root object in the domain tree. An algorithm automatically
provides an LDAP distinguished name for each DNS domain name.

The algorithm provides a domain component (dc) attribute-type label for each
DNS label in the DNS domain name. Each DNS label corresponds to the relative
distinguished name of an Active Directory domain. For example, the DNS domain
noam.reskit.com is translated to the LDAP distinguished name that has the form
dc=noam,dc=reskit,dc=com.
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Logon Names

A unique logon name is required by user security principals for gaining access to
a domain and its resources. Security principals are objects to which Windows
security is applied in the form of authentication and authorization. Users are
security principals, and they are authenticated (their identity is verified) at the
time they log on to the domain or local computer. They are authorized (allowed or
denied access) when they use resources.

User security principals have two types of logon names:

SAM Account Name. A SAM account name is a name that is required for
compatibility with Windows NT 4.0 and Windows NT 3.x domains. SAM account
names are sometimes referred to as flat names (because there is no hierarchy in
the naming, so every name must be unique in the domain). These terms serve to
differentiate these names from DNS hierarchical names.

User Principal Name. A user principal name (also known as a “UPN”) is a
“friendly” name that is shorter than the distinguished name and easier to
remember. The user principal name consists of a shorthand name that represents
the user and usually the DNS name of the domain where the user object resides, or
any other designated name.

The user principal name format consists of the user name, the “at” sign (@), and a
user principal name suffix. For example, the user James Smith, who has a user
account in the reskit.com domain, might have the user principal name
JSmith@reskit.com. The user principal name is independent of the distinguished
name of the user object, so a user object can be moved or renamed without
affecting the user logon name.

The user principal name is an attribute (userPrincipalName) of the security
principal object. If a user object’s userPrincipalName attribute has no value, the
user object has the default user principal name
<userName>@<DnsDomainName>.

If you create no other user principal name, the user principal name suffix for a
security principal is the domain in which the account is created (for example,
@reskit.com). You can create additional user principal name suffixes and assign
them to security principal accounts if you don’t want to use the default domain
name (for example, if the DNS domain name is extremely long and hard to
remember). The e-mail name can also be used as the user principal name suffix.
For example, in a large organization that has many domains, a user’s e-mail
address might be <userName>@<companyName>.com.
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You can manage user principal name suffixes for a domain in the Active
Directory Domains and Trusts console in MMC. To add or remove a user
principal name suffix, open the properties for the Active Directory Domains and
Trusts node. User principal names are assigned at the time a user or group is
created. If you have created additional suffixes for the domain, you can select
from the list of available suffixes when you create the user or group account.

The suffixes appear in the list in the following order:

= Alternate suffixes. If you have created additional suffixes, the last one that you
created appears first.
= Root domain.

= The current domain.

For more information about creating user principal names, see Windows 2000
Server Help.

Domain Controllers

A domain controller is a computer that is running Windows 2000 Server and hosts
Active Directory. Domain controllers run the KDC service, which is responsible
for authenticating domain user logons. A domain controller stores directory
partitions. Directory partitions (also known as ‘“naming contexts”) correspond to
the logically distributed segments of Active Directory that are replicated as
discrete units. These segments correspond to the following directory partitions:

= A domain, of which there can be many in a particular forest (directory).
= The directory schema, of which there is one in a particular forest (directory).

= The Configuration container, of which there is one in a particular forest
(directory).

In addition to the domain directory partition that it stores, every domain controller
stores a replica of the schema directory partition and the configuration directory
partition. (For more information about directory partitions, see “Active Directory
Data Storage” in this book.)

Multimaster Operations

A domain can deploy many domain controllers, and all domain controllers can
accept Active Directory changes. Earlier versions of Windows NT used multiple
domain controllers, only one of which was allowed to update the directory
database. This single-master scheme required all changes to be replicated from the
primary domain controller to the backup domain controllers.
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In Windows 2000, every domain controller can receive changes, and the changes
are replicated to all other domain controllers. The day-to-day operations that are
associated with managing users, groups, and computers are typically multimaster
operations—that is, changes to these objects can be made on any domain
controller. There are some operations, however, that are not performed as
multimaster operations because they must occur at only one place and time. For
these operations, there are specially designated domain controllers that manage
the operations singly.

Single-Master Operations

Most operations can be made at any domain controller and the effects of these
operations (for example, deleting a user object) are replicated to all other domain
controllers that store a replica of the same directory partition in which the change
occurred. However, there are certain operations that must occur at only one
domain controller.

The domain controllers that are assigned to manage single-master operations are
called role owners for the operations. (For more information about managing
single-master operations, see “Managing Flexible Single-Master Operations” in
this book.) The single-master operations include the following:

Relative ID Pool Allocation One domain controller per domain is responsible for
assigning “pools” of relative identifiers to other domain controllers in that
domain. Relative identifiers (also known as “RIDs”) are identifiers that are used
in association with a domain identifier to make up the security identifier (also
known as a “SID”) for each security principal created in Active Directory. To
ensure uniqueness in a domain, a single domain controller has the relative ID
master role. The relative ID master assigns relative identifiers from a single pool
of these identifiers for the domain.

Schema Modification Changes to the same schema objects on different domain
controllers can result in an inconsistent directory schema and corrupt data. For
this reason, a single domain controller in a forest has the schema master role. The
schema master is responsible for all changes to the schema directory partition.
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Primary Domain Controller Emulation For compatibility with Windows NT 3.51—
based and Windows NT 4.0-based servers, which can operate as backup domain
controllers in a mixed-mode Windows 2000 domain but still require a primary
domain controller (also known as the “PDC”), a specific Windows 2000-based
domain controller, the PDC emulator, is assigned to emulate the role of the
primary domain controller. This domain controller is perceived by the

Windows NT 3.51-based and Windows NT 4.0-based servers as a primary
domain controller. In a Windows 2000 domain, one domain controller is assigned
to be the PDC emulator and performs the role of the primary domain controller.

For information about upgrading Windows NT 3.51 and Windows NT 4.0
domains to Windows 2000 domains, see “Determining Domain Migration
Strategies” in the Deployment Planning Guide.

Certain Infrastructure Changes When objects are moved or deleted, a single
domain controller per domain, the infrastructure master, is responsible for
updating the security identifiers and distinguished names in cross-domain object
references in that domain.

Domain Naming A single domain controller per forest, the domain naming master,
is assigned the responsibility of ensuring that domain names are unique in the
forest and that cross-reference objects to external directories are maintained.

For more information about managing single-master roles, see “Managing
Flexible Single-Master Operations” in this book.

Global Catalog Servers

Every domain controller in a forest stores three full, writable directory partitions:
a domain directory partition, a schema directory partition, and a configuration
directory partition. A Global Catalog is a domain controller that stores these
writable directory partitions, as well as a partial, read-only copy of all other
domain directory partitions in the forest. The additional directory partitions are
“partial” because, although they collectively contain every object in the directory,
only a limited set of specific attributes are included for each object. The Global
Catalog is built automatically by the Active Directory replication system.

All of the directory partitions on a Global Catalog server, whether full or partial
partitions, are stored in a single directory database (Ntds.dit) on that server. There
is no separate storage area for Global Catalog attributes; they are treated as
additional information in the domain controller directory database.
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When a new domain is added to the forest, the information about the new domain

is stored in the configuration directory partition, which reaches the Global Catalog
server (and all domain controllers) through replication of forest-wide information.
When a new Global Catalog server is designated, this information is also stored in
the configuration directory partition and replicated to all domain controllers in the
forest.

Global Catalog Attributes

In its role as a domain controller, a Global Catalog server stores one domain
directory partition that has writable objects with a full complement of writable
attributes. The objects in all other domain directory partitions in the forest are
stored on a Global Catalog server as read-only objects with a partial set of
attributes. An attribute is marked as being replicated to the Global Catalog as part
of its schema definition. In the Active Directory Schema console in MMC, you
can use the Replicate this attribute to the Global Catalog check box to
designate an attributeSchema object as a member of the attribute set that is
replicated to the Global Catalog servers. If this check box is selected, the value in
the attribute isMemberOfPartialAttributeSet on the attributeSchema object is set
to TRUE, and the attribute is replicated to the Global Catalog as part of normal
Active Directory replication. The replication topology for the Global Catalog is
generated automatically by the Knowledge Consistency Checker (also known as
the “KCC”), a built-in process that implements a replication topology that is
guaranteed to deliver the contents of every directory partition to every Global
Catalog server. The attributes replicated into the Global Catalog include a base set
defined by Microsoft. Administrators can use the Active Directory Schema
console to specify additional attributes to meet the needs of their installation.

For information about adding an attribute to the Global Catalog attribute set, see
Windows 2000 Server Help and “Active Directory Schema” in this book. For
information about the Knowledge Consistency Checker and replication, see
“Active Directory Replication” in this book.

Designating a Global Catalog

The first domain controller in a forest is automatically designated as a Global
Catalog. Thereafter, a domain controller can be designated as a Global Catalog in
the NTDS Settings Properties dialog box in Active Directory Sites and Services.
The NTDS Settings object is a child of the server object, which is a child of the
site object in the Sites container. When you select the Global Catalog Server
check box, the domain controller is added to the Global Catalog replication
topology and populated by means of the normal replication process. When you
change an attribute that is flagged as belonging in the Global Catalog in any
domain, it is replicated to all Global Catalog servers.
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The NTDS Settings object has the multivalue attribute hasMasterNCs, which
identifies the directory partitions that the domain controller stores. (“NC” stands
for “naming context,” which is a synonym for “directory partition.”) For every
domain controller, there are exactly three “master” (full and writable) directory
partitions: the domain directory partition, the schema directory partition, and the
configuration directory partition. The NTDS Settings object also has the
multivalue attribute hasPartialReplicationNCs. If the domain controller is a
Global Catalog server, this attribute has a value for each domain directory
partition in the forest, and it receives attribute changes through replication with
each respective domain directory partition in the forest.

Because the NTDS Settings object is stored in the configuration directory
partition, which is replicated to all domain controllers in the forest, all domain
controllers have the information about which servers are Global Catalog servers.

For more information about designating a Global Catalog server, see
Windows 2000 Server Help.

Global Catalog and Domain Logon Support

In a native-mode domain, a Global Catalog server is a requirement for logging on
to the domain. For this reason, it is advisable to have at least one Global Catalog
server in a site. If a Global Catalog is not available in a site and there is another
Global Catalog server in a remote site, the server in the remote site can be used
for the logon process. If no Global Catalog is available in any site, the logon
process proceeds with cached logon information.

Note A member of the Domain Admins group can complete the logon process
(not cached) even when a Global Catalog server is not available.

Universal Group Membership

The reason that a Global Catalog must be available for the domain logon process
is that the membership for universal groups is not stored on all domain controllers.
Because the membership of all universal groups is replicated to Global Catalog
servers, the complete universal group membership of a user can be determined by
querying a Global Catalog server.

Note Universal groups are available only when a domain is in native mode.
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During the logon process, a security token that contains the groups to which the
user belongs is associated with the user. Because universal group membership is
stored only on Global Catalog servers, only these servers can identify a user as
having membership in a specific universal group. If a universal group is present as
an access control entry in an access control list on a specific directory object, the
access token associated with the user during the logon session must contain that
group in order for the Allow or Deny access permission to be applied to the user.
Otherwise, a user could be granted access (on the basis of another group
membership) to an object that is specifically denied that user as a member of the
universal group. Similarly, this user would not be able to gain access to resources
to which he or she has legitimate access as a member of the universal group.

Note Deny access permission is processed before Allow access permission.
Therefore, if you are denied access to an object by virtue of membership in one
group and allowed access by virtue of membership in another group, the Deny
access takes precedence over the Allow access.

User Principal Name and Global Catalog Logon Support

User principal names are user names that can be used when a user is logging on to
a Windows 2000 domain. A user also can provide a SAM account name
(<DomainName\UserName>). In the Windows 2000 logon screen, you can type
your user name and select the domain name from the list, or you can use the user
principal name. If you use the user principal name, when you type the “at” sign
(@), the domain list is unavailable; Windows 2000 takes the domain name from
the user principal name suffix.

The user principal name format (<UserName>@<DNSDomainName>) is resolved
by the Global Catalog server. If a company has more than one forest and uses trust
relationships between the domains in the different forests, a user principal name
cannot be used to log on to a domain that is outside the forest because the user
principal name is resolved in the Global Catalog of the forest. For information
about Global Catalog placement to facilitate logging on to domains, see
“Designing the Active Directory Structure” in the Deployment Planning Guide.

Search Requests and the Global Catalog

Because the Global Catalog stores every object in the forest, it can be used to
locate objects in any domain without a referral to a different server. When a
search request is sent to port 389 (the default LDAP port), the search is conducted
on a single directory partition. If the object is not found in that directory partition
(and is not in the schema or configuration directory partitions), the request is
referred to a domain controller in a different domain that is assumed to contain the
requested object, on the basis of the distinguished name that is presented in the
search request.
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When a search request is sent to port 3268 (the default Global Catalog port), the
search includes all directory partitions in the forest—that is, the search is
processed by a Global Catalog server. If the request specifies attributes that are
part of the Global Catalog attribute set, the Global Catalog can return results for
objects in any domain without generating a referral to a domain controller in a
different domain.

For more information about LDAP search referrals and Global Catalog searches,
see “Name Resolution in Active Directory” in this book.

Organizational Units

Active Directory allows administrators to create a hierarchy within a domain that
meets the needs of their organization. The object class of choice for building these
hierarchies is the class organizationalUnit, a general-purpose container that can
be used to group most other object classes together for administrative purposes.
An organizational unit in Active Directory is analogous to a directory in the file
system; it is a container that can hold other objects.

Administrative Hierarchy

Organizational units can be nested to create a hierarchy within a domain and form
logical administrative units for users, groups, and resource objects, such as
printers, computers, applications, and file shares. The organizational unit
hierarchy within a domain is independent of the structure of other domains; each
domain can implement its own hierarchy. Likewise, domains that are managed by
a central authority can implement similar organizational unit hierarchies. The
structure is completely flexible, which allows organizations to create an
environment that mirrors the administrative model, whether it is centralized or
decentralized.

For information about planning and implementing an organizational unit
hierarchy, see “Designing the Active Directory Structure” in the Deployment
Planning Guide.

Group Policy

Group Policy can be applied to organizational units to define the abilities of
groups of computers and users that are contained within the organizational units.
Levels of control range from complete desktop lockdown to a relatively
autonomous user experience. Group Policy can affect functionality, such as what
applications are available to a group of users, what features within an application
are accessible on a particular computer, where documents are saved, and access
and user permissions. Group Policy also affects where, when, and how application
and operating system updates or special scripts are applied.
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Group Policy settings are stored as Group Policy objects in Active Directory. A
Group Policy object can be associated with one or more Active Directory
containers, such as a site, domain, or organizational unit.

For more information about Group Policy, see “Introduction to Desktop
Management,” “Software Installation and Maintenance,” and “Group Policy” in
this book.

Delegation of Control

The Windows 2000 object-based security model implements default access
control that is propagated down a particular subtree of container objects. You use
this technology to determine the security for an entire group of objects according
to the security that you set on the organizational unit that contains the objects,
which effectively delegates administrative control to individuals in the
organization. The best way to take full advantage of delegation and inherited
control on directory objects is to organize the hierarchy to match the way that the
directory is administered.

Note Because Active Directory is indexed, there is no need to organize the tree
for ease of browsing, which is likely to run counter to administrative objectives.

Administrative control over directory objects can be applied—or delegated—to
organizational units through access control. (For more information about
administrative control, see “Delegation of Administration” later in this chapter.)

Object Security

Authentication of user accounts determines that a user who logs on to a
Windows 2000 domain is who the user claims to be and that the user does indeed
have an account either in the domain or in a domain that is trusted. After the user
is authenticated, however, Active Directory must provide security (authorization)
to determine what objects the authenticated user can view or change and what
kinds of changes are allowed. This type of security is achieved through access
control.

Note The information presented here is provided as a security overview in the
context of understanding basic Active Directory functionality. For more
information about Active Directory security, see the chapters under “Distributed
Security” in this book.
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Access Control

All Active Directory objects are protected by an ACL. ACLs determine who can
see the object and what actions each user can perform on the object. The existence
of an object is never revealed to a user who is not allowed to read it.

An ACL is a list of access control entries (ACEs) that are stored with the object
that the ACL protects. In Windows 2000, an ACL is stored as a binary value
within a security descriptor. Each ACE contains a security identifier that identifies
the security principal (the user or group) to whom the access control entry applies
and also information about what type of access the access control entry grants or
denies.

ACLs on Active Directory objects contain ACEs that apply to the object as a
whole and ACEs that apply to the individual properties of the object. This
structure allows an administrator to control not only which users can see an object
but also what properties the users can see. For example, all users might be granted
read access to the e-mail and telephone number properties for all other users, but
the security properties of users might be denied to all but members of a special
security administrators group. Individual users might be granted write access to
personal properties such as the telephone and mailing addresses on their own user
objects. Use the Delegate Control command in the context menu of an
organizational unit to set the access limits for appropriate groups.

For more information about access control, see “Access Control” in this book. For
more information about built-in object security, see “Active Directory Data
Storage” in this book. For information about anonymous read access, see “Name
Resolution in Active Directory” in this book.

Delegation of Administration

Delegation is one of the most important security features of Active Directory.
Delegation allows a higher administrative authority to grant specific
administrative user rights for containers and subtrees to individuals and groups.
Delegation eliminates the need for domain administrators to have sweeping
authority over large segments of the user population.

ACE:s can grant specific administrative rights on the objects in a container to a
user or group. Rights are granted for specific operations on specific object classes
through ACE:s in the container’s ACL. For example, to allow the user James
Smith to be an administrator of the Corporate Accounting organizational unit, you
add ACE:s to the ACL on Corporate Accounting as shown in Table 1.2.
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Table 1.2 Example of ACL Contents on an Organizational Unit

Applied to
ACE Security Principal  Right These Objects
Allow James Smith Create, Delete User  This object only
objects
Allow James Smith Full control User objects
Allow James Smith Create, Delete This object only
Group objects
Allow James Smith Full control Group objects
Allow James Smith Set Password User objects

Now James Smith can create new users and groups in Corporate Accounting and
set the passwords on existing users, but he can neither create any other object
classes nor affect users in any other containers (unless, of course, he is granted
that access by ACEs in the other containers).

For more information about delegation of administration, see “Access Control” in
this book. For information about how to apply delegation, see Windows 2000
Server Help.

Inheritance

You use inheritance to propagate a particular ACE from the container where it
was applied to all objects within the container. Inheritance can be combined with
delegation to grant administrative rights to a whole subtree of the directory in a
single operation. For more information about inheritance, see “Access Control” in
this book.

Additional Resources

= For more information about DNS, see DNS and BIND, 3d ed., by Paul Albitz
and Cricket Liu, 1998, Sebastopol, CA: O’Reilly & Associates.

= For more information about Requests for Comments (RFCs) and Internet
Drafts, see the Internet Engineering Task Force (IETF) link on the Web
Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.
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CHAPTER 2

Active Directory Data Storage

A directory service consists of both a directory storage system (called the

directory store) and a mechanism that is used to locate and retrieve information
} from the system. Active Directory™, the directory service that is included with
Microsofte Windowse 2000, stores objects that provide information about the real
things that exist in an organization’s network and that are associated with one or
more domains, such as users, specific groups of users, computers, applications,
services, files, and distribution lists. It then makes this information available to
users and applications throughout the organization.

In This Chapter

Active Directory Architecture 55

Data Storage 73

Installing Active Directory 121

Removing Active Directory 141

| Unattended Setup for Installation or Removal of Active Directory 144

|
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Related Information in the Resource Kit

= For more information about the Active Directory hierarchy and Domain Name
System (DNS) naming, domain controller location, and tree and forest
structure, see “Active Directory Logical Structure” in this book.

= For more information about replication between sites and within a site, see
“Active Directory Replication” in this book.

= For more information about understanding and modifying the Active Directory
schema, see “Active Directory Schema” in this book.

= For more information about DNS, see “Introduction to DNS” and
“Windows 2000 DNS” in the Microsofte Windows® 2000 Server Resource Kit
TCP/IP Core Networking Guide.
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Active Directory Architecture

Understanding the interactions of Active Directory architectural components
provides the basis for understanding how Active Directory stores and retrieves
data. The first step is understanding the relationship of Active Directory to the rest
of the Microsofte Windows® 2000 Server operating system.

Active Directory and Windows 2000 Architecture

Windows 2000 uses modules and modes that combine to provide operating
system services to applications. Two processor access modes, kernel and user,
divide the low-level, platform-specific processes from the upper-level processes,
respectively, to shield applications from platform differences and to prevent direct
access to system code and data by applications. Each application, including
service applications, runs in a separate module in user mode, from which it
requests system services through an application programming interface (API) that
gains limited access to system data. An application process begins in user mode
and is transferred to kernel mode, where the actual service is provided in a
protected environment. The process is then transferred back to user mode. The
security subsystem in user mode is the module in which Active Directory runs.
The security reference monitor, which runs in kernel mode, is the primary
authority for enforcing the security rules of the security subsystem. Figure 2.1
shows the location of Active Directory within Windows 2000.
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Figure 2.1 Active Directory Within the Windows 2000 Operating System
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The tight integration of the directory service and security subsystem services is
key to the implementation of Windows 2000 distributed systems. Access to all
directory objects first requires proof of identity (authentication), which is
performed by components of the security subsystem, and then validation of access
permissions (authorization), which is performed by the security subsystem in
conjunction with the security reference monitor. The security reference monitor
enforces the access control applied to Active Directory objects.

For more information about the Windows 2000 operating system, see “Overview
of Networking in Windows 2000 Professional” in the Microsofte Windowse® 2000
Professional Resource Kit, which contains information about the core
technologies for both Microsofte Windowse 2000 Professional and

Windows 2000 Server. For more information about authentication, see
“Authentication” in this book. For more information about access permissions, see
“Access Control” in this book.

Security Subsystem Architecture

Windows 2000 includes a set of security components that make up the Windows
security model. These components ensure that applications cannot gain access to
resources without authentication and authorization. Components of the security
subsystem run in the context of the Lsass.exe process, and include the following:
= Local Security Authority

= Net Logon service

= Security Accounts Manager service

= LSA Server service

= Secure Sockets Layer

= Kerberos v5 authentication protocol and NTLM authentication protocol

The security subsystem keeps track of the security policies and the accounts that
are in effect on the computer system. In the case of a domain controller, which is
a computer that has Active Directory installed, these policies and accounts are the
ones that are in effect for the domain in which the domain controller is located.
They are stored in Active Directory.
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The Local Security Authority (LSA) is a protected subsystem that maintains the
information about all aspects of local security on a system (collectively known as
the local security policy) and provides various services for translation between
names and identifiers.

In general, the LSA performs the following functions:

= Manages local security policy.
= Provides interactive user authentication services.

= Generates tokens, which contain user and group information as well as
information about the security privileges for that user. After the initial logon
process is complete, all users are identified by their security identifier (SID)
and the associated access tokens.

= Manages the Audit policy and settings. When an audit alert is generated by the
Security Reference Monitor, the LSA is charged with writing that alert to the
appropriate system log.

The local security policy identifies the following:

= The domains that are trusted to authenticate logon attempts.

=  Who can have access to the system and in what way (for example,
interactively, over the network, or as a service).

=  Who is assigned privileges.
=  What security auditing is to be performed.

= Default memory quotas (paged and nonpaged memory pool usage).
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Figure 2.2 shows a local perspective of Active Directory within the LSA security
subsystem (Lsass.exe). The LSA security subsystem provides services to both the
kernel mode and the user mode for validating access to objects, checking user
privileges, and generating audit messages.

 LSASRV
- Lsasrvdil

ecurity Accounts Manager

Sec
Samsrv.dl

Directory Service

Figure 2.2 Active Directory Within the Local Security Authority (Lsass.exe)

The LSA has the following components:

Netlogon.dll. The Net Logon service. Net Logon maintains the computer’s secure
channel to a domain controller. It passes the user’s credentials through a secure
channel to the domain controller and returns the domain security identifiers and
user rights for the user. In Windows 2000, the Net Logon service uses DNS to
resolve names to the Internet Protocol (IP) addresses of domain controllers. Net
Logon is the replication protocol for Microsofte Windows NTe version 4.0
primary domain controllers and backup domain controllers.

Msvi_0.dll. The NTLM authentication protocol. This protocol authenticates
clients that do not use Kerberos authentication.
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Schannel.dll. The Secure Sockets Layer (SSL) authentication protocol. This
protocol provides authentication over an encrypted channel instead of a less-
secure clear channel.

Kerberos.dll. The Kerberos v5 authentication protocol.

Kdcsvc.dll. The Kerberos Key Distribution Center (KDC) service, which is
responsible for granting ticket-granting tickets to clients.

Lsasrv.dll. The LSA server service, which enforces security policies.

Samsrv.dll. The Security Accounts Manager (SAM), which stores local security
accounts, enforces locally stored policies, and supports APIs.

Ntdsa.dll. The directory service module, which supports the Windows 2000
replication protocol and Lightweight Directory Access Protocol (LDAP), and
manages partitions of data.

Secur32.dll. The multiple authentication provider that holds all of the components
together.

For more information about the LSA and its components, see “Authentication” in
this book. For more information about access control, see “Access Control” in this
book.

Directory Service Architecture

Active Directory functionality can be described as a layered architecture in which
the layers represent the server processes that provide directory services to client
applications. Active Directory consists of three service layers and several
interfaces and protocols that work together to provide directory services. The
three service layers accommodate the different types of information that are
required to locate records in the directory database. Above the service layers in
this architecture are the protocols and APIs (APIs are on the clients only) that
enable communication between clients and directory services or, in the case of
replication, between two directory services.
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Figure 2.3 shows the Active Directory service layers and their respective
interfaces and protocols. The direction of the arrows indicates the manner in
which the different clients gain access to Active Directory through the interfaces.
LDAP and Messaging API (MAPI) clients gain access to the directory by calling
functions, indicated by one-way arrows into the directory system agent. The SAM
exists as separate dynamic-link library (DLL) and can call only entry points
exported by the directory system agent DLL, Ntdsa.dll. All other components
except the extensible storage engine (Esent.dll) are in Ntdsa.dll itself and are
linked to the functions that they want to call. Thus, a three-way interaction is
required between the three DLLs.

Windows NT4
Backup
LDAP/ADSV/ Replication Windows Domain
Outlook Transports NT4 Net Controller Outlook
Clients (RPC, SMTP IP) APIs Replication Clients
oap | | REPL | | sav | | mapl |
v i I | 1 v
Directory System Agent .- = -
T E— \4
Database Layer. '
" Extensible Storage Engine Ry ‘._’@

NTFS
Figure 2.3 Active Directory Service Layers and Interface Agents

The key service components include the following:

= Directory system agent. Builds a hierarchy from the parent-child relationships
stored in the directory. Provides APIs for directory access calls.

= Database layer. Provides an abstraction layer between applications and the
database. Calls from applications are never made directly to the database; they
go through the database layer.

= Extensible storage engine. Communicates directly with individual records in
the directory data store on the basis of the object’s relative distinguished name
attribute.
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Data store (the database file Ntds.dit). This file is manipulated only by the
extensible storage engine database engine. You can administer the file by
using the Ntdsutil command-line tool. (To use Ntdsutil, install the Support
Tools that are located in the Support\Tools folder on the Windows 2000 Server
operating system CD. To install the tools, double-click the Setup icon in that
folder. For information about installing and using the Windows 2000 Support
Tools and Support Tools Help, see the file Sreadme.doc in the Support\Tools
folder of the Windows 2000 operating system CD.)

For more information about using Ntdsutil, see “Active Directory Diagnostic
Utility (Ntdsutil.exe)” and “Active Directory Diagnostics, Troubleshooting, and
Recovery” in this book, and see Microsoft Windows 2000 Support Tools Help.

Clients obtain access to Active Directory by using one of the following
mechanisms that are supported by Active Directory:

LDAP/ADSI. Clients that support LDAP use it to connect to the directory
system agent. The extensible storage engine (ESE) that is used by Microsofte
Exchange Server version 5.5 (and earlier) client/server messaging and
groupware also uses LDAP. Active Directory supports LDAPv3 (defined by
RFC 2251) and LDAPv?2 (defined by RFC 1777). Windows 2000 clients, as
well as Microsofte Windowse 98 and Microsofte Windowse 95 clients that
have the Active Directory client components installed, use LDAPv3 to connect
to the directory system agent. Active Directory Service Interfaces (ADSI) is a
means of abstracting the LDAP API by providing component object model
(COM) interfaces to Active Directory; however, Active Directory uses only
LDAP. The LDAP API is part of Wldap32.dll.

MAPI. Microsofte Outlooke messaging and collaboration clients connect to
the directory system agent by using the MAPI remote procedure call (RPC)
Address Book provider interface.

SAM. Windows clients that use Windows NT 4.0 or earlier use the SAM
interface to connect to the directory system agent. Replication from backup
domain controllers in a mixed-mode domain goes through the SAM interface
as well.

REPL. During directory replication, Active Directory directory system agents
connect to each other by using a proprietary RPC interface.
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Directory System Agent

The directory system agent (DSA) is the process that provides access to the store.
The store is the physical store of directory information located on a hard disk. The
DSA is the server-side process that creates an instance of a directory service.
Clients use one of the supported interfaces to connect (bind) to the DSA and then
search for, read, and write Active Directory objects and their attributes.

The Active Directory namespace is partitioned so that individual domain
controllers do not store the entire directory. Every DSA holds at least a single
Windows 2000 directory partition that stores domain data for a domain (such as
users, groups, and organizational units) plus two non-domain directory partitions
that store forestwide data, which includes the schema and configuration data.

The DSA layer provides the following functionality:

Object Identification Every object in Active Directory has a permanent globally
unique identifier (GUID) that is associated with several string forms of the object
name (SAMAccountName, user principal name, distinguished name) as well as a
security identifier. These object names and the security identifier are not
permanent—that is, they can be changed. All permanent references to the object
are kept in terms of the GUID; the object name is used for hierarchy navigation
and display purposes, and the security identifier is used for access control. The
DSA maintains the GUID association with an object when the object’s string
name or security identifier changes.

Schema Enforcement of Updates In a multimaster system, a change to a schema
object in one replica might conflict with existing objects in that replica and also
with objects in other replicas. In Windows 2000, a schema change is a single-
master operation, so if an update does not produce a conflict at the originating
replica, the update is considered acceptable at all replicas. Thus, replicated
updates do not perform any schema checks, and you do not have to wait until the
schema replicates before creating instances of a new object or attribute.

Access Control Enforcement The DSA enforces security limitations in the
directory. The DSA layer reads security identifiers (SIDs) on the access token.

Support for Replication The DSA contains the hooks for replication notifications.
All object updates ultimately must go through the appropriate function for the
directory service to work properly.

Referrals DSA manages the directory hierarchy information (referred to as
“knowledge”), which it receives from the database layer. DSA is responsible for
cross-references of Active Directory domain objects up and down the hierarchy
and also out to other domain hierarchies.
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Database Layer

The database layer provides an object view of database information by applying
schema semantics to database records, thereby isolating the upper layers of the
directory service from the underlying database system. The database layer is an
internal interface. No database access calls are made directly to the extensible
storage engine; instead, all database access is routed through the database layer.

Active Directory provides a hierarchical namespace. Each object is uniquely
identified in the database by its distinguished name. The individual naming
attribute, called the relative distinguished name, is unique within the object’s
parent container; the relative distinguished name and the chain of successive
parent object names make up the object’s distinguished name. The database stores
the relative distinguished name for each object, as well as a reference to the parent
object. The database layer follows these parent references and concatenates the
successive relative distinguished names to form distinguished names.

All data that describes an object is held as a set of attributes, which are stored as
columns in the database. The database layer is responsible for the creation,
retrieval, and deletion of individual records, attributes within records, and values
within attributes. To carry out these functions, the database layer uses the schema
cache (an in-memory structure in the DSA) to get the information about the
attributes that it needs. For more information about the schema cache, see “Active
Directory Schema” in this book. For more information about distinguished names
and relative distinguished names, see “Active Directory Logical Structure” in this
book.

Extensible Storage Engine

Active Directory is implemented on top of an indexed sequential access method
(ISAM) table manager. This database is a version of the ESE database that is used
by Microsofte Exchange Server version 5.5 client/server messaging and
groupware. The Windows 2000 version of this database is Esent.dll.

ESE stores all Active Directory objects. It can support a database up to
16 terabytes in size, which can theoretically hold many millions of objects per
domain.

Note Testing of the database has been carried out to 40 million objects per
domain.
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The following ESE characteristics make it well suited to the storage needs of
Active Directory:

Is used by the directory service and information store in Exchange Server
version 5.5.

Supports indexing.
Supports multivalue attributes.

Supports update operations that are transacted for stability and integrity across
system failures.

Can be backed up while the domain controller is online.

Handles sparse rows well — that is, rows in which many of the properties do
not have values.

Active Directory comes with a predefined schema that defines all of the attributes
that are required and allowed for a given object. ESE reserves storage only for the
space that is used—that is, only for the attributes that have values, not for all
possible attributes. For example, if a user object already has 50 attributes defined
in the schema and you create a user with values for only 4 attributes, storage
space is allocated only for those 4 attributes. If more attributes are added later,
more storage is allocated for them.

Esent.dll implements the search and retrieval functionality of the underlying
database. Also, ESE is able to store attributes that can have multiple values. For
example, the database can store multiple phone numbers for a single user without
requiring a different phone number attribute for each phone number.

Protocols and Interfaces to Active Directory

The diagram of the Active Directory architecture (Figure 2.3) illustrates four
avenues of entry to Active Directory: LDAP/ADSI, REPL (replication), SAM,
and MAPI. Each of these access routes uses a different set of protocols and APIs
that enable communication with the directory service. Table 2.1 shows the APIs
that Active Directory supports and that can be used by developers to integrate
with Active Directory or use resources in Active Directory.
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Table 2.1 Active Directory APIs

API Name

Description

LDAP C API

ADSI

MAPI

Windows NT 4.0

SAM

As described in RFC 1823 for LDAPv3, LDAP API is a C language
API to the LDAP network protocol.

COM interface to Active Directory that abstracts the details of
LDAP communications. ADSI provides services and Active
Directory information to directory-aware applications. ADSI
supports multiple programming languages, including Microsoft®
Visual Basic®, C, and Microsoft® Visual C++®. ADSI also can be
accessed by using Windows Script Host (WSH).

Messaging API that is supported for compatibility with Microsoft®
Exchange Client and Outlook Address Book client applications.

Windows NT 4.0 networking APIs (Net APIs) that are used by
Windows NT 4.0 clients to gain access to Active Directory through
SAM.

APIs that communicate with the DSA APIs.

These APIs communicate with Active Directory by using various access methods,
as described in Table 2.2.

Table 2.2 Active Directory Access Methods

Access Method Description

LDAP Core protocol that is supported by Active Directory, as
described in RFC 2251 (LDAPv3) and RFC 1777
(LDAPv2).

MAPI RPC RPC interfaces used by MAPI Address Book provider

Replication RPC RPC interfaces used by Active Directory replication over
IP transport for replication within sites and between sites.

Replication Simple Mail Replication protocol used by Active Directory replication

Transfer Protocol (SMTP) over IP transport for message-based replication between

sites only.

For more information about RPC, see “Windows 2000 Network Architecture” in
the TCP/IP Core Networking Guide.

LDAP

LDAP is both a protocol and an API. It is also associated with both a directory
service model that defines client/server mechanisms and an information model
that defines the nature of objects stored in an LDAP directory service.
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The LDAP protocol is the Active Directory core protocol, which means that
LDAP is the only wire protocol that is supported by Active Directory. LDAP is
the preferred and most common way of interacting with Active Directory. The
LDAP API provides access to the LDAP protocol, and ADSI is the COM
interface to Active Directory that uses LDAP as the protocol.

Note LDAP is a wire protocol, which means that it manages the encapsulation
and sending of requests between a client and server.

LDAP Protocol

LDAP is a directory service protocol that specifies directory communications. It
runs directly over Transmission Control Protocol/Internet Protocol (TCP/IP) and
can also run over user datagram protocol (UDP) connectionless transports. LDAP
enables clients to query, create, update, and delete information stored in a
directory service over a TCP connection through the TCP default port 389. LDAP
was used initially as a front end to X.500 directories. LDAPvV3 is an industry
standard that can be used with any directory service, such as Active Directory,
that implements the LDAP protocol. Active Directory supports LDAPv2 (RFC
1777) and LDAPv3 (RFC 2251).

Note Windows 2000 Active Directory does not implement the X.500 protocols
(which include Directory Access Protocol [DAP], Directory System Protocol
[DSP], Directory Information Shadowing Protocol [DISP], and Directory
Operational Binding Management Protocol [DOP]). LDAP provides the most
important functions offered by DAP, and is designed to work over TCP/IP
without the overhead of “enveloping” OSI protocols over TCP/IP.

For more information about TCP/IP, see the TCP/IP Core Networking Guide.

LDAP Directory Service Model

The LDAP directory service is based on a client/server model. One or more
LDAP servers contain the data making up the directory tree. An LDAP client
connects to an LDAP server and requests information or performs an operation.
The server performs the operation or provides the information, or it refers the
client to another LDAP server that might be able to do so. When connecting to a
specific LDAP directory tree, it does not matter what LDAP server a client
connects to; a name presented to one LDAP server references the same object
(referred to as an entry in LDAP) that it would reference at another LDAP server.
This is an important feature of a global directory service.
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LDAP Information Model

The LDAP information model is based on the entry, which contains information
about some object (for example, a person or computer). In Active Directory, an
LDAP entry is referred to as an object. Entries are composed of attributes, which
have a type and one or more values. Each attribute has a syntax that determines
what kind of values are allowed in the attribute. Examples of attribute syntaxes
are Unicode string, binary, and integer.

The following key aspects characterize the LDAP protocol:

= The protocol is carried directly over TCP for connection-oriented transport
(receipt of data is acknowledged) and UDP for connectionless transport (no
acknowledgment on sending or receiving data).

=  Most protocol data elements can be encoded as ordinary strings (for example,
distinguished names).

= Referrals to other servers can be returned to the client.

= Simple Authentication and Security Layer (SASL) mechanisms can be used
with LDAP to provide associated security services.

= Attribute values and distinguished names can be internationalized through the
use of the International Standards Organization (ISO) 10646 character set.

= The protocol can be extended to support new operations, and controls can be
used to extend existing operations.

= The schema is published through an attribute on the root object (rootDSE) for
use by clients. (For more information about the schema, see “Active Directory
Schema” in this book. For more information about rootDSE, see “RootDSE”
later in this chapter.)

For more information about the LDAPv3 protocol, see the Request for Comments
(RFC) link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to RFC 2251 (“Lightweight Directory Access Protocol (v3),” the original
LDAPv3 description), RFC 2252 (“Attribute Syntax Definitions™), RFC 2253
(“UTF-8 String Representation of Distinguished Names”), RFC 2254 (“The String
Representation of LDAP Search Filters”), RFC 2255 (“The LDAP URL Format”),
RFC 2256 (“A Summary of the X.500[96] User Schema for Use with LDAPv3”),
and RFC 2247 (“Using Domains in LDAP/X.500 Distinguished Names”). For
more information about the LDAP RFCs, see “LDAP Requests for Comments” in
this book.
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Differences Between LDAPv2 and LDAPv3

LDAPvV3 supports the following implementations that were not supported in
LDAPv2:

» The use of UTF-8 for all text string attributes to support extended character
sets. Active Directory sends all responses in UTF-8 encoded form.

= QOperational attributes that the directory maintains for its own use (for example,
to log the date and time when another attribute is modified).

= Referrals, which allow a server to direct a client to another server that might
have the information the client is requesting. An LDAP server can return a
referral to an LDAP client when the operation presented by the client cannot
be serviced locally and the LDAP server has knowledge of other LDAP
servers that can handle the operation.

= Schema publishing with the directory, which allows a client to discover what
object classes and attributes a server supports.

= Extended searching operations that allow paging and sorting of results and
client-defined searching and sorting controls.

= Stronger security through an SASL-based authentication mechanism.

= Extended operations, which provide additional functionality without changing
the protocol version.

LDAPv3 is backward compatible with LDAPv2. A requirement of an LDAPv3
server is that an LDAPv2 client be able to connect to it.

LDAP API

Unlike most other Internet protocols, the LDAP protocol has an associated API
that simplifies writing Internet directory service applications. LDAP APl is a
C-language API to the LDAP protocol. RFC 1823 specifies the LDAP APIs that
are required for a client to gain access to a directory service that supports the
LDAP protocol. This API set is relatively simple and supports both synchronous
and asynchronous calls to the server.

Microsoft implements the LDAP API in Wldap32.dll—also referred to as
“LDAP C” or “C-binding LDAP.” Applications that are written in LDAP are
compatible only with LDAP directory services. ADSI, which provides a COM
interface to Active Directory, is layered on top of LDAP and provides the easiest
access to Active Directory through LDAP. However, Active Directory also fully
supports the LDAP APIs for directory access.
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For more information about the LDAP API and about programming in LDAP, see
the Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. For more
information about LDAP referrals, see “Name Resolution in Active Directory” in
this book. For more information about the schema, see “Active Directory
Schema” in this book.

ADSI

The primary and recommended API for Active Directory is ADSI. ADSI enables
access to Active Directory by exposing objects stored in the directory as COM
objects. A directory object is manipulated using the methods on one or more
COM interfaces. ADSI providers contain the implementation of ADSI objects for
a particular namespace. By implementing the required interfaces, ADSI providers
translate these interfaces to the API calls of a particular directory service.

ADSI LDAP Provider

The ADSI LDAP provider operates on the ADSI client to provide access to
Active Directory or to other LDAP directory services. The ADSI LDAP provider
works with any LDAP server that supports at least LDAPv2. In addition to
Windows 2000 Active Directory, directory services that are accessible through the
LDAP provider include the following:

= Netscape Directory Server.

= Exchange Server 5.x.

=  Microsoft Commercial Internet System (MCIS) Address Book Server.

= University of Michigan Stand-alone LDAP Directory (SLAPD) Server.

= Other Internet directory servers (for example, Ldap.yahoo.com).

Note The WinNT ADSI provider enables access to Microsofte Windows NTe
version 3.x and Windows NT 4.0 directories, providing for communication with
Windows NT 4.0 primary domain controllers and backup domain controllers.
Other providers include NDS for access to Novell Directory Services directories,
NWCOMPAT for access to Novell NetWare 3.x and Novell NetWare 4.x
directories, and IIS for access to HTTP data directories used by Internet
Information Services (IIS).

For more information about ADSI, see the Microsoft
Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.
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Active Directory Replication

Active Directory replication is performed over replication transport protocols,
which are represented in the Active Directory architecture diagram (Figure 2.3) as
REPL. For replication within a site, Active Directory replication uses RPC-over-
IP transport protocols. For replication between sites, Active Directory replication
uses two replication transport protocols: IP (RPC over IP) and Simple Mail
Transfer Protocol (SMTP over IP).

Note The user interface that is associated with connection properties in Active
Directory Sites and Services displays RPC for all connections within a site, and
displays either IP (for RPC over IP) or SMTP (for SMTP over IP) for
connections between sites. This convention is used to distinguish between RPC
over IP for connections that are between sites and those that are within a site.

RPC replication between sites can be scheduled and is compressed. For
replication within a site, RPC is always used. RPC replication within a site is not
compressed. Thus, Windows 2000 directory replication recognizes three degrees
of connectivity:

= Uniform, high-speed connectivity (RPC over IP for replication of all directory
partitions within a site).

= Point-to-point, synchronous, low-speed connectivity (RPC over IP for
replication of all directory partitions between sites).

= Mail-only, asynchronous connectivity (SMTP over IP for replication of only
non-domain directory partitions between sites).

On each DSA, replication uses a single thread to receive changes from other
servers and applies them locally by using either RPC synchronous transport or
asynchronous transport for messaging between sites. The choice of transport is
determined by the corresponding connection object (class n”TDSConnection).
Connection objects are created automatically by the Knowledge Consistency
Checker (KCC). You can also create connection objects manually by using Active
Directory Sites and Services. Both synchronous and asynchronous transports
operate on a request-response basis.

For more information about Active Directory replication, see “Active Directory
Replication” in this book.
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MAPI

Messaging clients gain access to the Exchange Server directory service by using
MAPI address book providers. For compatibility with existing messaging clients,
Active Directory supports the MAPI-RPC address book provider, which allows
access to Active Directory (for example, to find the telephone number of a user).

Note In Windows 2000, the MAPI address book provider is provided solely for
backward compatibility with MAPI clients, such as Outlook.

SAM

SAM is a protected subsystem that manages user and group account information.
In Windows 2000, workstation security accounts are stored by SAM in the local
computer registry, and domain controller security accounts are stored in Active
Directory. In Windows NT 4.0, both local and domain security accounts are
stored in the registry.

Using SAM in Mixed Mode and Native Mode

Windows 2000 supports Win32 security APIs in both mixed mode and
native mode.

In mixed-mode domains, where Windows NT 4.0-based backup domain
controllers are still in use, SAM clients that run Microsofte Windows NTe®
version 3.51 or Windows NT 4.0 communicate with the SAM server through
SAM APIs, which are required for replication and for authentication against the
SAM database.

In native-mode domains, there are no Windows NT 4.0 domain controllers, but
there can be clients that run Windows 95, Windows 98, Windows NT 3.x, or
Windows NT 4.0. These clients continue to authenticate by using the same
SAM APIs.

SAM Client and Server Operations

Most SAM operations are structured as reads and writes of properties. For
workstation accounts, operations are reads from and writes to the registry.
Domain-account operations are performed on Active Directory objects and their
corresponding properties, which are stored as column values in the directory
database. The SAM client calls public SAM routines, which in turn call internal
routines that encapsulate the RPC. On the server side, the internal SAM routines
do the bulk of the work.
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In Windows NT 4.0, all access to account information is accomplished through
internal SAM routine calls to the accounts database that is stored in the registry.
In Windows 2000, the SAM server effectively splits off the domain controller
account information from the workstation account information and places it in
Active Directory instead of in the registry. The logic in Samsrv.dll manages the
security principal database differently, depending on the role of the computer. On
a domain controller, Samsrv.dll uses Active Directory for security principal
storage. On all other Windows 2000-based computers, Samsrv.dll uses the SAM
database in the registry for storage.

Gaining access to Windows 2000 domain controller account information is
accomplished by routines that are implemented as part of the DSA process on the
server. These routines are called in-process on the server and offer the ability to
search for, read, and write directory service objects.

Figure 2.4 illustrates the interactions between the SAM client and server
processes and the storage of domain and local accounts. The SAM server depicts
the logic applied by Samsrv.dll in the domain controller case (Directory API),
where the accounts are domain accounts, and in all other cases (Registry API),
where the accounts are local to the computer.

Windows NT 4.0 Net APls
. (Public: SAM Routines) -

Internal SAM Routines = -
at Encapsulate the RPC o Samsrv.dll
SO Private SA

© Nidsadl
" (Directory AP}
ESE Database

Figure 2.4 SAM Client and Server Interactions and Account Storage



Chapter 2 Active Directory Data Storage 73

Data Storage

Active Directory stores data for an entire forest. “Directory” and “forest” can be
considered synonymous. Although there is a single directory, data storage is
distributed among one or more domains while consistent data is maintained
throughout the forest that applies to all domains. Computers that store Active
Directory are called domain controllers.

Active Directory is partitioned and replicated. So that it can support tens of
millions of objects, Active Directory is partitioned into logical segments. To
provide support for 100s of thousands of clients and to provide availability, each
logical partition replicates its changes separately among those domain controllers
in the forest that store copies (replicas) of the same directory partitions.

Some directory partitions store forestwide configuration information and schema
information; other directory partitions store information that is specific to
individual domains, such as users, groups, and organizational units. The directory
partitions that store domain information are replicated to domain controllers in
that domain only. The directory partitions that store configuration and schema
information are replicated to domain controllers in all domains. In this way,
Active Directory provides a data repository that is logically centralized but
physically distributed. Because all domain controllers store forestwide
configuration and schema information, a domain controller in one domain can
reference a domain controller in any other domain if the information that it is
requesting is not stored locally. In addition, domain controllers that are Global
Catalog servers store a full replica of one domain directory partition plus a partial
replica of every other domain in the forest. Thus, a domain controller that is a
Global Catalog server can be queried to find any object in the forest.

Note There is a distinction between a directory partition and a database partition.
The Active Directory database is not partitioned. Only the directory tree, which is
the logical representation of the data held by a domain controller, is partitioned.

The distribution of Active Directory data in the directory tree can be summarized
as follows:

Domainwide Data
» Domain-specific data is stored in a domain directory partition.
= A full, writable replica of the domain directory partition is replicated to every

domain controller in the domain, including any Global Catalog servers in the
domain.
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Forestwide Data

= Forestwide data is stored in two directory partitions—the configuration
directory partition and the schema directory partition. The Configuration
container is the topmost object of the configuration directory partition; the
Schema container is the topmost object of the schema directory partition.

= Full, writable replicas of the configuration directory partition and the schema
directory partition are replicated to every domain controller in the forest.

= In addition to a full, writable replica of a single domain (the domain for which
the domain controller is authoritative), partial, read-only replicas of every
other domain directory partition in the forest are stored on domain controllers
that are designated as Global Catalog servers. The read-only replicas in the
Global Catalog are “partial” because they store only some of the attributes for
each object.

Note When Active Directory is first installed on a computer that is running
Windows 2000 Server, the entire full replicas or partial replicas are replicated to
create the directory. Thereafter, only changes to directory objects (attribute
changes and the creation and deletion of objects) are replicated.

Data Characteristics

The key characteristics of the data that is stored by a directory service correspond
to size and latency. Active Directory should store objects that are not so large that
they hamper replication and not so unstable that they change before an update
replicates to all replicas in the forest. Therefore, large, unstructured data sets and
data values that change frequently are not appropriate for storage in Active
Directory.

In general, Active Directory is appropriate for the storage of data that has the
following characteristics:

= The data is globally useful information in the domain that needs to be
replicated to each Active Directory domain controller.

= The data has well-defined object attributes and semantics.

= The data has a useful life that is at least two times the maximum replication
latency for the forest (to include replication of data that is marked to replicate
to the global catalog). In general, if data can become outdated before the
completion of a replication cycle or shortly thereafter, it should not be stored
in Active Directory. Clients should be able to tolerate the inability to update
data for at least as long as it takes for the data to be replicated throughout the
domain.
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= The data-per-attribute value is not so large that it affects performance. An
attribute value is replicated as a single block of data; therefore, an attribute that
is x megabytes in size requires an equivalent amount of buffer space in the
sending and in the receiving domain controllers. If the amount of required
buffer space is large, the performance of the domain controller can be
adversely affected.

Storage Limits

There are no practical limits to the number of objects stored in Active Directory.
The Active Directory database has been tested for up to 40 million objects.
Performance tests show logon performance for a single LDAP client to be the
same with 10,000 objects, 100,000 objects, and 1 million objects—that is, the
directory service does not slow measurably when the size of the database
increases.

Note In a mixed-mode environment in which backup domain controllers are
running Windows NT 4.0, the recommended limit for the number of security
principal objects per domain is 40,000 (the sum of users, groups, and computers).
This limit is based on the Windows NT 4.0 SAM database storage capacity. (For
more information about SAM database capacity, see “Determining Domain
Migration Strategies” in the Microsoft Windows 2000 Server Resource Kit
Deployment Planning Guide.)

Object Size vs. Maximum Database Record Size

Each object in the directory is represented as one record, or row, in the database,
and each attribute is represented as one column in the row. The only exceptions
are certain attributes whose values are stored separately as links. The limit for
record size in the database is 800 non-linked values across all attributes.
Attributes that represent links do not count in this value. (For more information
about linked attributes, see “Linked Attributes” later in this chapter.) The size of
objects is not a problem if you use the recommended guidelines described in
“Data Characteristics” earlier in this chapter.

Note To enhance performance on domain controllers, install the Windows 2000
operating system on one drive, the Active Directory database file (Ntds.dit) on a
second drive, and the log files on a third drive. (For more information about disk
management, see “Data Storage and Management” in the Microsoft

Windows 2000 Server Resource Kit Server Operations Guide. For more
information about database page sizes, see the Microsoft Platform SDK link on
the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.)




76

Part1 Active Directory

Garbage Collection

Instead of deleting objects physically from the database, the directory service
removes most of the attributes and then tags the object as being in the fombstone
state, which means it has been logically deleted from the directory but has not yet
been completely removed. The tombstone tag alerts replication partners that the
object was deleted. Objects that are tagged as tombstones are moved to the
Deleted Objects container, where they remain until garbage collection removes
them. Thus, tombstones are used to replicate object deletions.

Garbage collection is a housekeeping process that runs on every domain
controller. At regular intervals (by default, 12 hours), garbage collection deletes
objects that are no longer needed by the directory service.

Garbage collection performs the following tasks:

= Deletes tombstones.

= Defragments the database file.

There are two values that control how garbage collection runs and what it
removes. These values are attributes of the cn=Directory

Service,cn=Windows NT,cn=Services,cn=Configuration,dc=ForestRootDomain
object:

= Tombstone lifetime determines the number of hours that a deleted object lives
as a tombstone in the directory before being collected as garbage, and it is set
in the tombstoneLifetime attribute. The default setting is 60 days, and the
minimum setting is 2 days.

= Garbage collection interval determines how often a domain controller
examines its database for expired tombstones that can be collected, and it is set
in the garbageCollPeriod attribute. The default setting is 12 hours, and the
minimum setting is 1 hour. This period is to ensure proper replication of
deleted objects.

Note The default value for these two attributes applies if the attribute is not set
(the initial state of the system). The minimum value applies if the attribute is
set to a value below the minimum (that is, the minimum is not declared in the
schema).
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It is important that the tombstone lifetime be substantially longer than the
expected replication latency. The interval between cycles of deleting tombstones
must be at least as long as the maximum replication propagation delay across the
forest. Because the expiration of a tombstone lifetime is based on the time when
an object was deleted logically—rather than on the time when a particular server
received that tombstone through replication—an object’s tombstone is collected
as garbage on all servers at approximately the same time. If the tombstone has not
yet replicated to a particular server, that server never records the deletion.
Likewise, if you restore a domain controller from a backup that is older than the
tombstone lifetime, the domain controller does not have a record of some
deletions, which leads to inconsistencies between domain controllers.

The maximum garbage collection interval is one-third of the tombstone lifetime
(in hours). So if you set tombstoneLifetime to 30 days and garbageCollPeriod to
300 hours, your actual garbage collection period is only 10 days, or 240 hours.

You can use ADSI Edit to view or change the default settings for these attributes.
To change the values, use the procedure that follows.

Note To use ADSI Edit, install the Support Tools that are located in the
Support\Tools folder on the Windows 2000 Server operating system CD. To
install the tools, double-click the Setup icon in that folder. For more information
about using ADSI Edit, see Microsoft Windows 2000 Support Tools Help. For
information about installing and using the Windows 2000 Support Tools and
Support Tools Help, see the file Sreadme.doc in the Support\Tools folder of the
Windows 2000 operating system CD.

To view or change attribute values by using ADSI Edit

1. On the Start menu, point to Programs, Windows 2000 Support Tools,
Tools, and then click ADSI Edit.

2. If the directory partition whose attributes you want to change or view is not
displayed, right-click the ADSI Edit icon, and then click Connect to.

3. If the current computer is not the domain controller on which you want to
change attributes, under Computer, click Select or type a domain controller,
and then select or type the computer name.

4. To select the directory partition, under Connection Point, click Naming
Context.

5. In the Naming Context list, click a directory partition, and then click OK.

Note In the Name box, the name of the directory partition that you selected is
displayed. You can replace this name with a name that better identifies the
specific connection.
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6. Navigate to the object whose property values you want to view or change.

7. In the Properties dialog box, in the Select which properties to view box,
click one these alternatives: Optional, Mandatory, or Both.

8. In the Select a property to view box, click the property that you want to view.
9. To change a property value, type the value in the Edit Attribute box.
10. Click Set, and then click OK.

When you view properties on cn=Directory Service,cn=Windows NT,
cn=Services,cn=Configuration,dc=forestRootDomain, if no value is set (which
means that the default is in effect), the value that you type in the Edit Attribute
box replaces the default value when you click Set.

For more information about backing up and restoring Active Directory, see
“Active Directory Backup and Restore” in this book. For more information about
replication, see “Active Directory Replication” in this book.

Database Defragmentation

To update the directory database file, the database system uses the quickest way
to fill database pages. Although this system is efficient in updating the database
quickly, it does not make the most efficient use of space in the database.
Defragmentation rearranges how the data is written in the database in order to
compress the data. You can defragment the database file online or offline by using
the Ntdsutil command-line tool. Defragmentation can take place online (while the
computer is running as a domain controller) or offline (while the computer is
running as a stand-alone server).

Online Defragmentation

ESE supports online defragmentation, which effectively rearranges pages within
the data file but does not release space back to the file system. ESE invokes online
defragmentation automatically at regular intervals after garbage collection. Online
defragmentation makes space available, but it does not reduce the size of the
database file. Only offline defragmentation provides you with a clear picture of
the amount of space consumed by the database file.
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Offline Defragmentation

To release space back to the file system, you can perform offline defragmentation.
Offline defragmentation must be performed in Directory Services Restore Mode,
which restarts the computer as a stand-alone server—that is, the computer runs
offline and is not acting as a domain controller. In Directory Services Restore
Mode, you can use the Ntdsutil command-line tool to defragment the Ntds.dit file.
Offline defragmentation produces the defragmented version of the database file in
a separate directory. You can archive the original Ntds.dit file and move the
defragmented file into the current directory. (For more information about using
Ntdsutil to perform offline defragmentation, see “Active Directory Diagnostics,
Troubleshooting, and Recovery” and “Active Directory Diagnostic Utility
(Ntdsutil.exe)” in this book, and see Microsoft Windows 2000 Support

Tools Help.)

You can use offline defragmentation to test database growth by comparing the
defragmented version of the file with the fragmented version. For example, on a
newly installed domain controller, if you perform a bulk load of objects and then
defragment the database file offline, the difference between the two files is the
space occupied by the new objects.

You can set the DSA to log, during garbage collection, a message in the Directory
Service event log that states how much disk space might be freed up by offline
defragmentation. To activate logging of this message in the Directory Service
event log, edit the value of the Garbage Collection registry entry in
HKEY_LOCAL_MACHINE\SYSTEM\CurrentControlSet\Services\
NTDS\Diagnostics.

To activate logging of disk space that is freed by defragmentation
1. On the Start menu, click Run.
2. Type the following:
regedt32.exe
—Or—
regedit.exe
3. Click OK.

4. In the registry editor, navigate to
HKEY_LOCAL_MACHINE\SYSTEM\CurrentControlSet\Services\NTDS\
Diagnostics.

5. Double-click the Garbage Collection entry.
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6. In Regedt32.exe, type 1 in the Data box, type:
1
—Or—
In Regedit.exe, type 1 in the Data value box, type:
1
7. Click OK, and then cloyse the registry editor.

Caution Editing the registry directly can have serious, unexpected consequences
that can prevent the system from starting and require that you reinstall

Windows 2000. There are programs available in Control Panel or Microsoft
Management Console (MMC) for performing most administrative tasks. These
programs provide safeguards that prevent you from entering conflicting settings or
settings that are likely to degrade performance or damage your system. Registry
editors bypass the standard safeguards that are provided by these administrative
tools. Modifying the registry is recommended only when no administrative tool is
available. Before you make changes to the registry, it is recommended that you
back up any valuable data on the computer. For instructions about how to edit
registry entries, see Help for the registry editor that you are using. For more
information about the registry, see the Microsoft Windows 2000 Resource Kit
Technical Reference to the Windows 2000 Registry (Regentry.chm).

To defragment the database file offline, start the domain controller in Directory
Services Restore Mode.

To start a domain controller in Directory Services Restore Mode

1. During the phase of startup when you would usually select the operating
system, press F8 to display advanced startup options.

2. On the Windows 2000 Advanced Options menu, use the arrow keys to select
Directory Services Restore Mode, and then press ENTER.

Follow these recommended defragmentation procedures:

= Use offline defragmentation only when you know that database contents have
decreased considerably (for example, when a Global Catalog server becomes a
normal domain controller) and you need to reclaim space for other uses.

= Retain the original Ntds.dit file until the domain controller has restarted with
the defragmented file. When you have no doubt that the directory database is
in a consistent state, you can delete the fragmented (original) database file.

For more information about performing offline defragmentation, see “Active
Directory Diagnostics, Troubleshooting, and Recovery” in this book.



Chapter 2 Active Directory Data Storage 81

When you test the effects of loading a specific set of objects on database growth,
keep the following in mind:

=  When the directory contains objects that you have added recently, the database
is in a fragmented state, which makes it impossible to tell how much space the
objects actually occupy in the database file.

= Online defragmentation does not reduce the size of the database file. Only
offline defragmentation accomplishes reduction of file size.

= If you have garbage collection event logging set to 1, you can use the
Directory Service log in Event Viewer to view messages about the amount of
space that would be made available by offline defragmentation.

Growth Estimates for Active Directory Users and Organizational Units

A series of tests has been performed to arrive at average object sizes for objects
that are typically stored in Active Directory. These tests begin with the size of the
default Ntds.dit file immediately following the promotion of a domain controller.

Important Ntds.dit grows by increments and uses fractional pages in the Btrees to
avoid page splits. Therefore, if you add objects, the database size seems larger
than the actual data.

The database file size is not updated until the file has been closed. Because Active
Directory always keeps its database open and the database file never shrinks while
online, Windows 2000 always reports the larger file size when the domain
controller is restarted. However, the free space that remains on the drive is
reported correctly, so through subtraction you can reconstruct the actual file size.

To find the approximate size of data plus indices, set the registry to log disk space
that is freed by defragmentation (see the procedure “To activate logging of disk
space that is freed by defragmentation” earlier in this chapter) and use the Ntdsutil
command-line tool to compact (defragment) the database offline. (For more
information about using Ntdsutil to perform offline defragmentation, see “Active
Directory Diagnostics, Troubleshooting, and Recovery” and “Active Directory
Diagnostic Utility (Ntdsutil.exe)” in this book.)
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Table 2.3 shows the sizes for users, organizational units, and attributes. You can
use these numbers to perform additional calculations.

Table 2.3 Disk Space That Is Required for Storing Active Directory Objects

Object Estimated size in database
User 3.7KB

Organizational unit 1.1KB

Attribute (10 bytes) 100 bytes

Directory Database Sizing Tests

In general, two kinds of directory database sizing tests were performed. In the first
series of tests, the database was loaded with large numbers of identical objects to
show how the database grows when objects are loaded and how much space is
consumed for the object types in each test. In the second series of tests, a blueprint
for a company with user objects, group objects, and file shares was created. Then
objects were added in successive increments of 100,000 to show how large the
database can become for small, medium, and large companies.

In most of the tests, the object load operation consisted of several steps. The
empty database size was recorded, and the first set of objects was loaded. The
database then was defragmented offline and the fragmented and the defragmented
versions of the database measured. The fragmented version of the file was used
when the next set of objects was loaded.

The objective of the single-object load tests was to determine how the size of the
database increases with respect to an increase in attribute value size. Because the
database engine consumes space only for attributes for which values are set, the
number of object attributes that have values makes a significant difference in the
size of an object. In tests that were conducted only for user and organizational
unit objects, only mandatory attributes were set. Mandatory attributes must
contain at least one value in order for the directory service to create the object.
Subsequent tests show how adding attributes to an object affects object size.
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Table 2.4 User Object Growth Test Results

Because user objects play a significant role in directory deployment, you have to
know how big the user objects are to determine how big the database will grow
when you add users. Up to 500,000 users were loaded in the database in
increments of 100,000 users. The results of the test are shown in Table 2.4.

Fragmented database Defragmented database
Number KB per Growth Bytes per KB per Growth Bytes per
of users database (in KB) user database (in KB) user
0 10,256 - -- 10,256 -- -
100,000 516,064 505,808 5,179 364,560 354,304 3,628
200,000 899,088 383,024 4,551 720,912 356,352 3,639
300,000 1,294,352 395,264 4,383 1,079,312 358,400 3,649
400,000 1,675,280 380,928 4,262 1,435,664 356,352 3,649
500,000 2,060,328 385,048 4,199 1,792,016 356,352 3,649

The database file growth pattern shown in Table 2.4 is linear. In fact, the growth
between two load operations is always almost identical —approximately

385,000 KB in the fragmented version of the file and approximately 356,000 KB
in the defragmented version of the file. The only exception to this linear growth
pattern is the load operation in the first step when the first 100,000 users are
loaded. Here the increase in file size is much greater (about 516,000 KB).

This test illustrates how online defragmentation affects database size. Between the
time the first set of objects (100,000 users) was added on the first day and the time
the size of the file was checked on the next day, online defragmentation had
occurred and rearranged the objects in the database. The online defragmentation
made space available for new objects, but it did not shrink the database file size.
Therefore, the size of the fragmented file is much greater than the size of the file
when the next set of 100,000 user objects is loaded and the space in the database
file can be used. The increase in file size for the fragmented version of the file is
not much different from the increase in file size for the defragmented version of

the file.

Loading 500,000 users (with values for only the mandatory attributes set) into
Active Directory requires about 1.8 GB. To compute the size of one user object,
subtract the size of an empty store and then divide the store size by the number of
users. In this case, one user object is 3,649 bytes in size. User objects in Active
Directory are larger than most other objects because they contain many mandatory
attributes.
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Organizational Units

Because information in Active Directory is organized in a hierarchy of
organizational units, a series of tests was conducted to measure the effect of
adding organizational unit objects on the database size. Table 2.5 shows the
results of these tests.

Table 2.5 Organizational Unit Object Growth Test Results

Fragmented database Defragmented database
Number of KB per Growth Bytes per KB per Growth Bytes per
users database (in KB) user database (in KB) user
0 10,256 - -- 10,256 -- -
2,000 12,304 2,048 1,049 10,256 0 -
4,000 16,440 4,136 1,583 12,304 2,048 524
6,000 18,448 2,008 1,398 14,352 2,048 699
8,000 20,496 2,048 1,311 18,448 4,096 1,049
10,000 24,592 4,096 1,468 20,496 2,048 1,049
12,000 26,640 2,048 1,398 22,544 2,048 1,049
14,000 28,688 2,048 1,348 24,592 2,048 1,049
16,000 32,784 4,096 1,442 26,640 2,048 1,049

The results in Table 2.5 show that the growth pattern for organizational units also
is linear. The size of one organizational unit is 1,049 bytes.

Adding Attributes

The next series of tests enlarged the user objects with extension attributes 1
through 10. The attributes are defined in the schema as string-valued attributes.
Each string was filled with 10 characters.

The test began with a store that contained 100,000 user objects with only their
mandatory attribute set. The server was demoted to a non-domain controller,
promoted back to a domain controller, and then loaded with 100,000 user objects
again, this time with one extension attribute. The process was repeated with two
attributes, then three attributes, and so forth. The results are shown in Table 2.6.
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Table 2.6 Test Results for Extension Attributes with a User Object

Fragmented database

Defragmented database

Number of
extension KB per Bytes per Database/ Bytes per Bytes per
attributes database user defrag. user attribute
0 522,256 5,242 364,560 3,627 --
1 413,712 4,130 364,560 3,627 0
2 413,712 4,130 364,560 3,627 0
3 485,392 4,864 382,992 3,816 63
4 663,568 6,689 405,520 4,046 105
5 698,384 7,045 405,520 4,046 84
6 706,576 7,129 407,568 4,067 73
7 704,528 7,108 444,432 4,445 117
8 702,480 7,087 444,432 4,445 102
9 497,680 4,990 444,432 4,445 91
10 497,680 4,990 444,432 4,445 82
11 497,680 4,990 444,432 4,445 74

In the fragmented version of the database, the size of the database increases by

significantly larger increments at some steps than at others. This variation occurs
when the database engine allocates space for new pages. Such large increases do
not occur for the defragmented version of the database.

The growth of the defragmented database again is very linear. One additional
attribute with a string size of 10 characters adds approximately 100 bytes to an

object’s size.

For more information about Active Directory growth management and capacity
planning, see “Designing the Active Directory Structure” in the Deployment
Planning Guide, and see the Microsoft Windows 2000

Server link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.
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Windows 2000 SAM Storage

In Windows NT 4.0, both domain controllers and workstations store security
principal accounts in the SAM database, which uses the registry as its underlying
persistent storage. In Windows 2000, domain security principal accounts are
stored in Active Directory instead of the registry. Although security accounts are
stored in Active Directory, SAM is retained on Windows 2000 domain controllers
for compatibility with those domains and applications that depend on it. SAM also
is used by Windows 2000—based computers that are not domain controllers for
local account storage. Thus, SAM manages security principal accounts. It uses
Active Directory for storage of these accounts on a domain controller, and it uses
the SAM database in the registry on workstations, stand-alone servers, and
member servers. SAM (Samsrv.dll) provides a simple form of name resolution,
minimal transactions, replication, and secure storage for the security database.

In Windows 2000, there are two types of accounts: workstation accounts and
domain accounts. Workstation accounts, which include user and group accounts
on workstations, member servers, and stand-alone servers, are limited in scope to
the physical computer where the accounts reside. A domain account has a broader
scope than a workstation account; it extends to all physical computers within the
domain. A workstation administrator, for example, has administrative privileges
on the local computer (a workstation or member server), but a domain
administrator has administrative privileges on all computers within the domain.

In Windows NT 3.51 and Windows NT 4.0, both categories of accounts are stored
in the SAM database (in the registry). In Windows 2000, domain controllers store
domain user, group, and computer accounts only in Active Directory;
workstations and member servers continue to store local accounts in the SAM
database. On Windows 2000 domain controllers, the existing SAM database is
deleted and replaced by a new registry key that stores a small SAM database,
which is used principally for Directory Services Restore Mode. When you start a
domain controller in Directory Services Restore Mode, the SAM registry database
is used for the security principal database instead of Active Directory.

In addition, Windows 2000 SAM supports the following:

= Multimaster account replication among peer domain controllers
= Creation and deletion of user properties

= Read, write, and query third-party properties as defined by supplemental
security packages in the LSA. (For more information about the LSA, see
“Access Control” in this book.)
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Domain controllers that are running Windows 2000 Server are completely
compatible with domain controllers that are running Windows NT 4.0—that is, a
Windows NT 4.0-based client can be authenticated by a Windows 2000-based
domain controller, and a Windows NT 4.0-based backup domain controller can
continue to replicate with Windows 2000-based domain controllers. In a
Windows 2000 domain, a Windows 2000-based domain controller can be
configured to assume, or “emulate,” the role of a primary domain controller (the
PDC emulator flexible single-master operation role).

For more information about the PDC emulator role of a Windows 2000 domain
controller, see “Managing Flexible Single-Master Operations” in this book, see
“Determining Domain Migration Strategies” in the Deployment Planning Guide,
and see Windows 2000 Server Help.

Mixed-Mode Storage Considerations

In mixed mode, account storage capacity is limited by the SAM database, which
is still used for domain accounts on the backup domain controllers. A

Windows NT 4.0-based backup domain controller is able to store approximately
40,000 security principal accounts (users, groups, and computers). The SAM
database size does not decrease when you delete objects, but the database
becomes fragmented and contains “empty” space. This empty space is reclaimed
as new objects are added, which can result in less available storage than the
number of accounts might indicate. For example, changing group membership
leaves an unoccupied storage space for the membership that was removed.

Note Running Regback against the SAM database can remove the spaces, but
only if the physical RAM of the computer is at least twice as large as the current
SAM (because of the way Regback works). For information about

techniques for compressing the SAM database, see the

Knowledge Base link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Search the
Knowledge Base using the keywords “database” and “shrink.”
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SAM Structure

The Windows NT 4.0 and Windows 2000 SAM both contain collections of
domain security accounts. A “domain” in the SAM sense can refer either to all of
the accounts on a single computer or all of the accounts in a Windows domain.
The Builtin container contains default local group accounts (such as
Administrators and Users) that are installed whenever a new workstation, server,
or domain controller is set up. It provides some basic account types, such as
Administrator and Guest, that give the operator sufficient capability to add further
accounts to the computer or domain. The Builtin container account SIDs are the
same on every Windows 2000 or earlier system. These fixed SIDs allow the
predefined groups to be placed in access control lists without regard to the domain
of the system. For this reason, the objects in the Builtin container cannot be
changed.

In Windows 2000, domains continue to contain the same objects as in
Windows NT 4.0, as well as several additional properties on certain objects.

SAM Accounts on a Windows 2000 Server That Becomes a
Domain Controller

When you install Active Directory on a computer that is running Windows 2000
Server to create a domain controller, you can either create a new domain or
configure the domain controller to contain a copy of an existing domain. In both
cases, the existing registry key that contains the SAM database is deleted and is
replaced by a new, smaller SAM database. The security principals in this database
are used only when the server is started in Directory Services Restore Mode.

The disposition of the security principals in the SAM database on the server is
different in each case, as follows:

= If you create an additional domain controller in an existing domain, the
security accounts in the existing SAM database on the server are deleted. The
accounts from the existing domain are replicated to Active Directory on the
new domain controller.

= [If you create a new domain, the security accounts in the existing SAM
database are preserved as follows:

= User accounts become user objects in Active Directory.

» Local groups in the account domain become group objects in Active
Directory. The group type indicates a local group.

= Built-in local groups become group objects in Active Directory. The group
type indicates a built-in local group. These groups retain their constant
SIDs and are stored in the Builtin container.
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Migration of Windows NT 4.0 SAM Accounts to Active

Directory Objects

When a Windows NT 4.0 domain controller is upgraded to Windows 2000, SAM
security accounts are migrated to Active Directory objects. The relationship
between Windows NT 4.0 accounts and Windows 2000 Active Directory objects
is as follows:

“Normal” user accounts, which represent people, are stored as objects of the
class user in Active Directory.

Computer user accounts (called “machine accounts” in Windows NT 4.0),
which represent devices, are stored as objects of the class computer, which is a
derived class of user and is exposed as the base class user to clients and
domain controllers that are running earlier versions of Windows. (For more
information about derived classes and base classes, see “Active Directory
Schema” in this book.) By default, these accounts are placed in the Computers
container after an upgrade, although there is no restriction that requires
computer accounts to be confined to the Computers container. A control flag
on the user account identifies the account type as a server or workstation,
domain controller, or normal user account. Windows 2000 maintains the
Windows NT 4.0 semantics (the flags that determine the nature of objects—for
example, a computer versus a user object) for workstation accounts.

Note In Active Directory Users and Computers, the Role property
(“attribute”) on computer accounts indicates the account type. This property
represents the userAccountControl flag value on the machineRole property of
4096 for a server or workstation or 8192 for a domain controller.

Global group accounts are stored as group objects in Active Directory.

Local group accounts from the SAM account domain are stored as group
objects in Active Directory.

Built-in local group accounts from the SAM Builtin domain (for example, the
Administrators group) are stored as domain local group objects in Active
Directory in the Builtin container. Groups from the SAM Builtin domain have
constant SIDs.

Backup domain controller computer accounts are represented identically to
workstation computer accounts, except that a different flag is set to
distinguish them.
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= LSA account objects grant privileges on the workstation computer to a
particular account. They are maintained in the registry and synchronized
between the domain controllers by being replicated to the workstation policy.
By default, each domain controller in the domain has the same workstation
policy. Therefore, a change to an LSA account object updates the
corresponding workstation policy for the PDC emulator. The workstation
policy change replicates to every other Windows 2000 domain controller in the

domain.

The upgrade from a given Windows NT 4.0 SAM account to the corresponding
Windows 2000 Active Directory object is summarized in Table 2.7.

Table 2.7 Upgrade of Windows NT 4.0 Accounts to Windows 2000 Active Directory

Objects

Windows NT 4.0 SAM

Windows 2000 Active Directory

Normal user account

Computer user account
Domain controller account

Global group in an account
domain

Local group in an account
domain

Local group in the Builtin
domain

Domain trust account

Trusted domain object

User object.

Computer object, where the user account control flag
indicates a workstation trust account.

Computer object, where the user account control flag
indicates a server trust account.

Group object, where the group type indicates a global
group.

Group object, where the group type indicates a local group.

Group object, where the group type indicates a local group
as well as Builtin group (for example, Administrators,
Backup Operators, and so forth).

Trusted domain object. (Assumes the role of both inbound
and outbound halves of the trust relationship; there is also
a domain trust account of class user for backward
compatibility.)

Trusted domain object, upgraded.

For more information about upgrade issues, see “Determining Domain Migration
Strategies” in the Deployment Planning Guide.
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Data Model

The Active Directory data model is derived from the X.500 model of objects and
attributes. An object is a distinct, named set of attributes that represents something
concrete, such as a user, a printer, or an application. Thus, Active Directory holds
objects that represent entities of various sorts, which are described by attributes
(also called “properties”). For example, attributes of a user object might include
the user’s given name, surname, and e-mail address.

The universe of objects that can be stored in Active Directory is defined in the
schema. For each object class, the schema defines what mandatory attributes an
instance of the class is required to have, what optional additional attributes it can
have, and what object class can be a parent of the current object class. LDAP
defines the protocol that is used for accessing and modifying directory
information.

Note Active Directory is not an X.500 directory; as such, it does not support
X.500 protocols.

Container Objects and Leaf Objects

A leaf object is an object that has no child objects. The term “container” refers to
one of two things:

= An object of the container structural class.
= An object that has child objects.

Container is a structural class of object, which means that container objects can
be created in Active Directory. In the schema, structural classes define objects
that can be created as instances of the class in Active Directory. Other objects can
be “container” objects in the general sense of the word (that is, they can have
child objects), but they do not belong to the container class. For example, an
organizational unit is a container object, although its class is organizationalUnit,
not container. An organizational unit object has many attributes that provide
functionality that an ordinary container does not have.

For more information about structural classes, see “Active Directory Schema” in
this book.
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Directory Tree

The directory tree represents the hierarchy of Active Directory objects for a given
forest. The hierarchy provides the basis both for using names for navigation and
for defining the scope of search requests.

For every object in Active Directory, information is stored in the directory
database that identifies (references) the parent object; each object has exactly one
parent. By virtue of these parent references, the hierarchy of objects managed by
Active Directory forms a tree structure in which the vertices are the directory
entries (class instances, or objects) and the connecting lines are the parent-child
relationships between the entries. The objects that populate the directory create
this tree structure according to the rules of the schema, which define what classes
of objects are allowed to be created in which positions relative to other objects.
For example, the schema might dictate that a given class of object can be the child
of one class but not the child of another class.

The following are several architectural restrictions and requirements within the
directory tree:

= Domain objects, which are containers, can be children only of other domain
objects. For example, a domain cannot be the child of an organizational unit.

» The root of the directory tree is called rootDSE, or directory root. RootDSE is
an “imaginary” object that has no hierarchical name or schema class, but it
does have a set of attributes that identify the contents of a given domain
controller. Thus, rootDSE constitutes the root of the directory tree from the
perspective of the domain controller to which you are connected.

= Below the root of the tree, every directory has a root domain, which is the first
domain created in a forest. This domain always has a child container called
Configuration, which contains configuration data for the forest. The
configuration data includes information about all services, sites, and other
domains (partitions) in the forest. The Configuration container has a child
container called Schema. The domain and the Configuration container, with its
child Schema container, represent the three default Active Directory directory
partitions.

For more information about parent-child relationships, see “Active Directory
Schema” and “Active Directory Logical Structure” in this book.
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RootDSE

The rootDSE (DSA-specific Entry) represents the top of the logical namespace for
one domain controller, and, therefore, it represents the top of the LDAP search
tree. There is only one root for a given directory, but the information stored in the
root is specific to the domain controller to which you connect. The attributes of
rootDSE identify both the directory partitions (the domain, schema, and
configuration directory partitions) that are specific to one domain controller and
the forest root domain directory partition. Thus, the rootDSE provides a “table of
contents” for a given domain controller.

The rootDSE publishes information about the LDAP server, including what
LDAP versions it supports, supported Simple Authentication and Security Layer
(SASL) mechanisms, and supported controls, as well as the distinguished name
for its subschemaSubentry.

The following are the operational attributes on the rootDSE object. All LDAP
servers recognize these attribute names, but when the attribute corresponds to a
feature that the server does not implement, the attribute is absent.

subschemaSubentry The name of a subschema entry, which is used to administer
information about the schema; in particular, the object classes and attribute types
that are supported. (For more information about subschemaSubentry, see “Active
Directory Schema” in this book.)

namingContexts Naming contexts (directory partitions) that this server masters
(stores as a writable replica) or shadows (stores as a read-only replica). This
attribute allows a client to choose suitable base objects for searching when the
client has contacted a server.

supportedControl Object identifiers that identify the LDAP controls that the
server supports. If the server does not support any controls, this attribute is absent.

supportedSASLMechanisms The names of the SASL mechanisms that the server
supports. SASL is a standard for negotiating an authentication mechanism and
(optionally) an encryption mechanism. If the server does not support either type of
mechanism, this attribute is absent.

supportedLDAPVersion The versions of LDAP that the server implements.

supportedExtension Object identifiers (known as “OIDs”) that identify the
supported extended operations that the server supports. If the server does not
support any extensions, this attribute is absent. This attribute is absent by default
for Active Directory servers.
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altServer The values of this attribute are URLSs of other servers that can be
contacted when this server becomes unavailable. If the server does not know of
any other servers, this attribute is absent. This attribute is absent by default for
Active Directory servers.

In addition to the operational attributes described in the preceding paragraphs,
Active Directory also supports the following informational attributes:
currentTime. The current time in the generalized time format.

dsServiceName. NTDS settings.

defaultNaming Context. The default naming context (directory partition) for a
particular server. This value is the distinguished name of the domain directory
partition for which this domain controller is authoritative.

schemaNaming Context. The naming context (directory partition) for the
forest schema.

configurationNamingContext. The naming context (directory partition) for the
forest Configuration container.

rootDomainNamingContext. The distinguished name for the domain naming
context (directory partition) that is the first domain that was created in this forest.
This domain functions as the forest root domain.

supportedLDAPPolicies. Supported LDAP management policies.

highestCommittedUsn. Highest update sequence number (USN) committed to the
database on this domain controller. (For information about update sequence
numbers, see “Active Directory Replication” in this book.)

dnsHostName. The DNS name of this domain controller.
serverName. The fully qualified distinguished name for this domain controller.

supportedCapabilities. The object identifier value (1.2.840.113556.1.4.800) that
indicates the additional capabilities of an Active Directory server, such as
dynamic update, integrated DNS zones, and LDAP policies.

LdapServiceName. The service principal name for the LDAP server, which is
used for mutual authentication.

isSynchronized. Boolean indicator for whether the domain controller has
completed its initial sync with replica partners.

isGlobalCatalogReady. Boolean indicator for whether the domain controller is
prepared to advertise itself as a Global Catalog.



Chapter 2 Active Directory Data Storage 95

For more information about rootDSE and rootDSE attributes, see the Request for
Comments (RFC) link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to RFC 2251 and RFC 2252.

You can use ADSI Edit or Ldp to see the contents of rootDSE for a given domain
controller.

Note To use ADSI Edit and Ldp, install the Support Tools that are located in the
Support\Tools folder on the Windows 2000 Server operating system CD. To
install the tools, double-click the Setup icon in that folder. For more information
about using ADSI Edit and Ldp, see Microsoft Windows 2000 Support Tools
Help. For information about installing and using the Windows 2000 Support
Tools and Support Tools Help, see the file Sreadme.doc in the Support\Tools
folder of the Windows 2000 operating system CD.

To view rootDSE properties by using ADSI Edit
1. In ADSI Edit, right-click the ADSI Edit icon, and then click Connect to.

2. To connect to a different domain controller from the default domain controller
(the domain controller for the domain to which you are logged on), click
Select or type a domain or server, and then type a domain name or server
name.

Under Connection Point, click Naming Context.

In the Naming Context list, click RootDSE and then click OK.
Expand the RootDSE [ServerName] node.

Right-click the RootDSE folder, and then click Properties.

In the RootDSE Properties dialog box, view a property value by selecting the
property in the Select properties to view box.

NN kW

You can use ADSI Edit to view one rootDSE property value at a time. To view
the entire list of properties and their values, use Ldp.

Ldp.exe is a graphical tool that you can use to perform LDAP operations, such as
connect, bind, search, modify, add, and delete, against any LDAP-compatible
directory, such as Active Directory. When you use Ldp to connect to a domain
controller, the tool displays a list of the rootDSE attribute values that are stored on
the domain controller to which you connect.

Note You can open Ldp in any of the following ways: from the Windows 2000
Support Tools menu by selecting Active Directory Administration Tool; from
the Run dialog box by typing ldp; or from a command prompt by typing ldp.
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» To connect to a domain controller and view rootDSE attributes by using Ldp

1. In Ldp, on the Connection menu, click Connect.

2. In the Server box, either use the current domain controller name or type the
name of the domain controller to which you want to connect.

3. In the Port box, type the port number that you want to use.

Port 389 is the default port for LDAP; port 3268 is the default port for the
Active Directory Global Catalog.

4. Click OK.

The following printout shows the results of an Ldp Connect operation. The
rootDSE information is displayed in the Ldp details pane.

1d = Tdap_open("sea-rk-dc-01", 389);

Established connection to sea-rk-dc-01.

Retrieving base DSA information...

Result <0>: (null)

Matched DNs:

Getting 1 entries:

>> Dn:

1> currentTime: 10/1/1999 15:49:25 Pacific Standard Time Pacific
Daylight Time;

1> subschemaSubentry:
CN=Aggregate,CN=Schema,CN=Configuration,DC=reskit,DC=com;

1> dsServiceName: CN=NTDS Settings,CN=SEA-RK-DC-
01,CN=Servers,CN=Default-First-Site-
Name,CN=Sites,CN=Configuration,DC=reskit,DC=com;

3> namingContexts: CN=Schema,CN=Configuration,DC=reskit,DC=com;
CN=Configuration,DC=reskit,DC=com; DC=reskit,DC=com;

1> defaultNamingContext: DC=reskit,DC=com;

1> schemaNamingContext: CN=Schema,CN=Configuration,DC=reskit,DC=com;
1> configurationNamingContext: CN=Configuration,DC=reskit,DC=com;
1> rootDomainNamingContext: DC=reskit,DC=com;

16> supportedControl: 1.2.840.113556.1.4.319; 1.2.840.113556.1.4.801;

1.2.840.113556.1.4.473; 1.2.840.113556.1.4.528; 1.2.840.113556.1.4.417;
1.2.840.113556.1.4.619; 1.2.840.113556.1.4.841; 1.2.840.113556.1.4.529;
1.2.840.113556.1.4.805; 1.2.840.113556.1.4.521; 1.2.840.113556.1.4.970;
1.2.840.113556.1.4.1338; 1.2.840.113556.1.4.474;
1.2.840.113556.1.4.1339; 1.2.840.113556.1.4.1340;
1.2.840.113556.1.4.1413;

2> supportedLDAPVersion: 3; 2;
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11> supportedLDAPPolicies: InitRecvTimeout; MaxConnections;
MaxConnIdleTime; MaxActiveQueries; MaxNotificationPerConn; MaxPageSize;
MaxQueryDuration; MaxTempTableSize; MaxResultSetSize; MaxPoolThreads;
MaxDatagramRecv;

1> highestCommittedUSN: 191396;

2> supportedSASLMechanisms: GSSAPI; GSS-SPNEGO;

1> dnsHostName: SEA-RK-DC-01.reskit.com;

1> ldapServiceName: reskit.com:sea-rk-dc-01$@RESKIT.COM;

1> serverName: CN=SEA-RK-DC-01,CN=Servers,CN=Default-First-Site-
Name,CN=Sites,CN=Configuration,DC=reskit,DC=com;

1> supportedCapabilities: 1.2.840.113556.1.4.800;

1> isSynchronized: TRUE;

1> isGlobalCatalogReady: TRUE;

Note The rootDSE attribute values also can be retrieved from an LDAPv3 server
by using a base-level search with a null base distinguished name and with the
filter (objectClass=*). (For more information about LDAP searches, see “Name
Resolution in Active Directory” in this book.)

For more information about rootDSE, see the Microsoft Platform SDK link on the
Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Search the
SDK on the keyword “rootDSE”.

Extended LDAP Controls

Windows 2000 supports several LDAP controls that extend the functionality of
the LDAPvV3 protocol. Microsoft has defined these LDAP controls to increase the
functionality of Active Directory. These controls provide functionality that is not
provided by current Internet Engineering Task Force (IETF) RFCs. The rootDSE
indicates all controls that are in effect for the contacted server through the object
identifier (also known as “OID”) values in the supportedControl attribute.

Extended LDAP control functionality is useful to programmers who are using
LDAP to perform directory operations. Some of the operations that can be
implemented using extended controls are deleting trees, paging and sorting search
results, and showing deleted objects. (For more information about showing
deleted objects, see “Active Directory Name Resolution” in this book.)
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For more information about using LDAP controls, see the
Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.
Search the SDK using the keyword “LDAPControl” (one word).

Note LDAP control object identifiers are required only by the LDAP API. Most
developers use ADSI, which uses other mechanisms, such as search preference
flags, to achieve the same functionality. For more information about using ADSI,
see the Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.

Attribute Range Option

The LDAP protocol reads a multivalue attribute as a single entity, which can be
inconvenient in the time that it takes when the number of values is large or, in
some cases, makes reading the attribute impossible. The Range option can be
specified as part of an attribute description to retrieve the values of a multivalue
attribute incrementally. An attribute description includes an attribute type (for
example, member) and a list of options, one of which can be the Range option.
When presented in a searchRequest message, the Range option specifies a zero-
relative range of elements (for example, 0-9) to be retrieved. By specifying the
Range option followed by a range specifier, only the number of values in that
range are retrieved.

To retrieve a range of values in Ldp, open a search (on the Browse menu, click
Search), and then, in the Search dialog box, click Options. In the Attributes
box, specify an attribute and the Range option. The attribute name and the Range
option must be enclosed in quotation marks (" ").

For example, to read six members of a group at a time, use the group
distinguished name as the search base and type the following in the Attributes
box: ""member;range=0-5". This search will return six values for an object with
multiple values in the member attribute.

For more information about using the Range option, see the

Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.

Search the SDK using the keywords “range specifier” and “‘enumerating groups.”
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Directory Partitions

To scale to tens of millions of objects, a forest is partitioned into domains. Each
Active Directory domain controller can be a member of one domain, and domain
controllers within the same domain contain the same information. Domain
controllers from different domains share the same configuration and schema data,
but they do not share the same domain data. The means to distributing storage in
this manner is the directory partition, which is also called a “naming context.”

In Active Directory, a directory partition is a portion of the directory namespace.
Each directory partition contains a hierarchy (subtree) of directory objects in the
directory tree. The same directory partition can be stored as copies (replicas) on
many domain controllers, and the copies are updated through directory
replication.

Because a domain defines a security boundary and also represents the logical
boundary of objects that belong to the same administration, each domain is
mapped to a different directory partition so that the objects belonging to two
different domains can be maintained and replicated independently. Likewise,
information that is relevant to the entire forest is replicated separately.

Directory Partition Subtrees

Every domain controller contains the following three directory partitions:

Configuration Contains the Configuration container, which stores configuration
objects for the entire forest in cn=configuration,dc=forestRootDomain. Updates to
this container are replicated to all domain controllers in the forest. Configuration
objects store information about sites, services, and directory partitions. You can
view the contents of the Configuration container by using ADSI Edit.

Schema Contains the Schema container, which stores class and attribute
definitions for all existing and possible Active Directory objects in
cn=schema,cn=configuration,dc=forestRootDomain. Updates to this container are
replicated to all domain controllers in the forest. You can view the contents of the
Schema container in the Active Directory Schema console.

Domain Contains a <domain> container (for example, the Reskit.com container),
which stores users, computers, groups, and other objects for a specific

Windows 2000 domain (for example, the Reskit.com domain). Updates to the
<domain> container are replicated to only domain controllers within the domain
and to Global Catalog servers if the update is made to an attribute that is marked
for replication to the Global Catalog. The <domain> container is displayed in the
Active Directory Users and Computers console. The hierarchy of domain
directory partitions can be viewed in the Active Directory Domains and Trusts
console, where trust relationships between domains can be managed.
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Each directory partition is a contiguous portion of the directory tree, and each one
starts at a single point (the directory partition head) and spreads to either leaf
nodes (for the schema and configuration directory partitions) or to the heads of
other directory partitions below it (for domain directory partitions). Each directory
partition, therefore, has exactly one directory partition immediately above it in the
tree (except for a tree root domain directory partition, which has only the rootDSE
above it) and possibly more directory partitions immediately below it. For domain
directory partitions, this order manifests itself in the hierarchical infrastructure
discussed in “Active Directory Logical Structure” in this book.

Note You cannot rename the topmost object in a directory partition, which means
that you cannot rename a domain, the Schema container, or the Configuration
container.

Directory Partition Hierarchy

There is an important distinction between the physical storage of a directory
partition and its logical position in the directory tree. Physically, all objects are
stored in a single database table, regardless of the directory partition to which they
are assigned by virtue of their object names. Logically, the head of a directory
partition appears in the naming hierarchy as the topmost object—that is, the
<domain> container, the Configuration container, and the Schema container each
has a distinguished name that identifies its position in the hierarchy. The
respective directory partitions contain those objects, which are called “heads”; the
domain directory partition contains an object named dc=domainName; the
Configuration directory partition contains an object named
cn=configuration,dc=forestRootDomain; and the schema directory partition
contains an object named cn=schema,cn=configuration,dc=forestRootDomain.
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Figure 2.5 shows a conceptual diagram of the directory tree hierarchy, including
the directory root (rootDSE) and the default directory partitions below the
directory root. In any Active Directory forest, the configuration directory
partitions and schema directory partitions are always in these locations.

(RootDSE)

Forest Root Domain
Directory Partition

Configuration \

Direcory Partition ...Domain Tree(s)...

T Directory Root

Schema
Directory Partition

Figure 2.5 Default Active Directory Partitions

Each domain controller in the forest holds a master copy (replica) of the
configuration and schema directory partitions, which are copied to a domain
controller during domain controller promotion. All updates to configuration and
schema directory partitions are replicated to every domain controller in the forest.
In this way, site, service, domain, and schema information is kept consistent
throughout the forest.

Forest Root Domain

Because the forest root domain is the first domain created in a forest, it is the root
domain in the domain namespace hierarchy. In naming only, the topmost object of
the configuration directory partition (the Configuration container) is the child of
the forest root domain object in the hierarchy. The distinguished name of the
Configuration container (cn=configuration,dc=forestRootDomain) reflects this
naming hierarchy.
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Although the distinguished name of the Configuration container indicates that it is
a child of the forest root domain object, the configuration directory partition is not
physically part of the forest root domain directory partition but is a separate
directory partition that is replicated to all domain controllers in the forest; in
contrast to the configuration directory partition, the forest root domain directory
partition is replicated to only domain controllers in that domain. Similarly, the
topmost object in the schema directory partition (the Schema container) is the
child of the Configuration container. The distinguished name of the Schema
container (cn=schema,cn=configuration,dc=forestRootDomain) shows the
location of the schema to be within the forest root domain. Although the Schema
container is a child of the Configuration container, the schema directory partition
is not physically part of the configuration directory partition nor part of the forest
root domain directory partition.

For more information about replication of directory partitions, see “Active
Directory Replication” in this book.

Configuration Directory Partition

The configuration directory partition is created initially when the first

Windows 2000 domain is created during the installation of Active
Directory;thereafter, it is replicated to every domain controller in the forest. When
a child domain or a new tree-root domain is created in the forest or when an
additional domain controller is added to an existing domain, the configuration
directory partition is copied to the new domain controller.
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Viewing the Configuration Container

You can view the Configuration container by using ADSI Edit. When you open
ADSI Edit, the Configuration container for the forest of the domain to which you
are connected is displayed, along with the current domain directory partition and
the Schema directory partition. Figure 2.6 illustrates the contents of the
Configuration container as it is displayed in ADSI Edit.

-5 Domain NC [MHILLMANZ.noam.reskit.com] chsDiswaySpecifiavs container rs,CN=Configuration, DC=reskit,DC=com
Configuration Contaner [MHILLMAN2,noam.reskit.com]. {3 CN=Extended-Rights container CN=Extended-Rights,CN=Configuration, DC=reskit,DC=com
2 CHCantigation, DGmréskin i miin, (3 cN=LostAndFoundConfig lostAndFound CN=LostAndFoundConfig, CN=Configuration, DC=reskit, DC=com
(2 On=DisplaySpecifiers A Ch=Partitions crossRefContainer  CN=Partitions, CN=Configuration,DC=reskit,DC=com
@ (Q cN=Extended-Rights {2 CN=Physical Locations physicalLocation CN=Physical Locations, CN=Configuration,DC=reskit,DC=com
@-L3 CN=LostAndFoundConfig 3 cN=services container CN=Services, CN=Configuration, DC=reskit,DC=com
;lod Ci=Partitions (3 c=sites sitesContainer CN=Sites, CN=Configuration,DC=reskit, DC=com
{3 C=Physical Locations 3 C=tWelKnown Security Principals ~ container CN=WelKnown Security Principals, CN=Configuration, DC=reskit,DC=com
@ L CN=Services
-0 CN=Sites

#1-{3 CN=Wellnown Security Principals
@5 Schema [MHILLMANZ,noam.reskit.com]

Figure 2.6 Contents of the Configuration Container

The following objects are child containers within the Configuration container.

DisplaySpecifiers Contains the objects that define different user interfaces for
each object class in the schema that requires a graphical user interface (for
example, context menus and property pages). The display specification system
uses the information that is stored in the display specifiers to form different user
interfaces for administrators and for end users. One set of elements, such as
property pages, context menus, and so forth, can be associated with administrative
applications, and a different set of elements can be associated with end-user
applications. For example, display specifiers are responsible for what you as an
administrator see when you use ADSI Edit; they are also responsible for what a
user sees in the product user interface. What you see and what the user sees are
different, even though what is seen in both cases references the same objects. The
display specification system stores information for property sheets, context
menus, icons, creation wizards, and localized class and attribute names.

The DisplaySpecifiers container stores other containers that correspond to each
locale that is supported by Windows 2000. A locale is either a language or a
language in combination with a country/region. Windows 2000 supports more
than 150 locales, such as French (Belgium), Arabic (Saudi Arabia), and so forth.
The names of locale containers are the hexadecimal representations of the locale
identifiers (LCIDs). For example the English (United States) locale container

is 409.
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Display specifier objects (class displaySpecifier) are named by appending the
LDAP Display Name of the class object with the string “-Display.” For example,
the user class has a corresponding display specifier object called “user-Display.”
Thus, when an Active Directory administrative tool displays an object of a
particular class, the object is displayed according to information contained in the
display specifier object whose name contains the same name as the respective
class within the container for the current locale.

Because Active Directory allows the schema to be modified by creating new
classes and attributes or modifying existing classes, display specifier objects can
be modified to reflect any new user interface elements that schema modifications
require. For more information about display specifiers, see the

Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.

Follow the links to the “Windows 2000 Active Directory Programmer’s Guide.”

Extended-Rights Contains the set of all extended rights for the forest, stored as
controlAccessRight objects. Access control on custom actions or operations are
called control access rights, or extended rights. Access control determines who is
permitted to perform operations on Active Directory objects. Access to standard
actions or operations is controlled by two major types of permissions: container
operations and attribute-based access. Other operations can have semantics that
are not tied to specific attributes, and these operations might also require access
control. For example, the user class can be granted a Send As right that can be
used by Exchange Server, Outlook, or any other e-mail program, to determine
whether a particular user can have another user send e-mail messages on their
behalf. To add an extended right to Active Directory, you create a
controlAccessRight object in the Extended-Rights container. For more
information about extended rights, see “Access Control” in this book. For more
information about creating extended rights objects, see the Microsoft Platform
SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources. Follow the
links to the “Windows 2000 Active Directory Programmer’s Guide.”

LostAndFoundConfig Provides storage for global configuration objects that are
being created in containers that are simultaneously being deleted elsewhere on the
network. If an object has been created in or moved to a location that no longer
exists after replication, the “lost” object is added to the LostAndFoundConfig
container. A LostAndFound container in each domain directory partition serves
the same purpose for domain-specific objects.

Partitions Stores the cross-references to every directory partition in the forest,
including the configuration partition, the schema partitions, and all domain
directory partitions. These cross-references to directory partitions make referrals
to other domains possible during LDAP searches. Domain directory partitions can
be viewed and managed in Active Directory Domains and Trusts.
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Physical Locations [Is not implemented in Windows 2000, but is reserved for
future use.]

Sites Identifies all of the sites in the enterprise network, the domain controllers in
those sites, and the replication topology. The contents take the form of transports
between sites, subnets, and the first site created, which is called Default-First-
Site-Name. The contents of the Sites container can be viewed and managed in
Active Directory Sites and Services. For more information about Sites container
objects, see “Active Directory Replication” in this book.

Services Stores network-wide, service-specific information that applications use
to connect to instances of services in the forest, irrespective of the computer on
which the service runs. This service information includes system volumes,
network services, and routing and remote access services. The contents of the
Services container can be viewed and managed in Active Directory Sites and
Services. For more information about the Services container objects, see “Service
Publication in Active Directory” in this book, and see Windows 2000 Server
Help.

Well-Known Security Principals Contains the special identities that are defined by
the Windows 2000 security system, such as'Everyone, Local System, Principal
Self, Authenticated User, and Creator Owner.

Although other information can be stored in the Configuration container, it is
recommended that the following criteria apply to this data:

= The information is truly of global interest (for example, the default
configuration and policy information for all instances of a given service in the
enterprise).

= The information is highly available, such that referencing the information that
is stored in another domain is not sufficient.

= The volatility of the information is very low.

= The volume of information is very small.

Note Global information should be stored in one of two places: in a child of the
Services container or in a child of a site object.
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Managing Configuration Data

Three administrative tools in Windows 2000 enable you to manage different
portions of the Configuration container. The following tools are available on the
Start menu; point to Programs and then to Administrative Tools, which is the
default menu.

= Active Directory Sites and Services.

You can manage the objects in the
cn=sites,cn=configuration,dc=ForestRootDomain container and the
cn=services,cn=configuration,dc=ForestRootDomain container.

Note The Services node in Active Directory Sites and Services is hidden by
default. To reveal the Services node, in Active Directory Sites and Services,
right-click Active Directory Sites and Services, point to View, and then click
Show Services Node.

= Active Directory Domains and Trusts.

You can manage the trust relationships between the domain directory partitions
represented in the cn=partitions,cn=configuration,dc=forestRootDomain
container. For more information about managing trust relationships, see
“Active Directory Logical Structure” and “Authentication” in this book.

= Active Directory Schema.

You can manage classSchema and attributeSchema objects stored in the
Schema container (cn=schema cn=configuration,dc=forestRootDomain).
Active Directory Schema is available as an MMC snap-in that you can install
from the MMC Console menu. However, there are special requirements for
installing this tool that do not apply to the installation of other MMC snap-ins.
For more information about how to install the Active Directory Schema MMC
snap-in and about managing the schema, see “Active Directory Schema” in
this book.

For more information about managing configuration data, see “Active Directory
Replication” and “Active Directory Diagnostics, Troubleshooting, and Recovery”
in this book.

Schema Directory Partition

The schema for Active Directory consists of a set of object classes, attributes, and
syntaxes. The schema also defines rules that ensure that objects are created and
modified with consistency. Active Directory contains a default set of classes and
attributes that cannot be modified. However, if you have the credentials to do so
and if schema modification is enabled for the domain controller, you can extend
the schema by adding new attributes and classes to represent application-specific
classes. These changes must be targeted at the domain controller that holds the
schema master role for the forest.
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For more information about enabling schema modification and extending the
schema, see “Active Directory Schema” in this book. For more information about
single-master roles, see “Managing Flexible Single-Master Operations” in this
book, and see Windows 2000 Server Help. For more information about

default classes and the schema, see the Microsoft Platform

SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.

If all of the conditions are in place for schema modification, you can install the
Active Directory Schema MMC snap-in to manage the classSchema and
attributeSchema objects. This snap-in is not available by default and must be
installed separately. You can also use ADSI Edit to view the schema directory
partition objects and properties. When you open ADSI Edit, the Schema container
is displayed by default. Expand the container to view the attributes and classes.

For more information about installing the Active Directory Schema snap-in, see
“Active Directory Schema” in this book. For more information about managing
schema objects, see Windows 2000 Server Help.

Domain Directory Partitions

When you create a new domain, a domain directory partition is created in Active
Directory as an instance of the class domainDns and is added to the list of domain
partitions in the Partitions container.

Viewing the Contents of a Domain Directory Partition

The topmost object in each domain directory partition is a container object that is
named for the DNS domain. The child containers of the domain container can be
viewed in the Active Directory Users and Computers console.

A domain container has the following child containers:

Note Some containers are visible in the Active Directory Users and Computers
console only in the Advanced Features view. To view all of the containers in
Active Directory Users and Computers, on the View menu, click Advanced
Features. In addition to displaying more containers, when viewing an object’s
properties in the Advanced Features view, object details and security property
pages are also displayed. The Object tab displays class, creation, and
modification information about the object The Security tab can be used to set
permissions on an object so that unauthorized users do not have access to
protected information.
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Users Default storage area for new user accounts that are created through legacy
APIs that are not Active Directory-aware. When a Windows NT 4.0 domain or a
Windows NT 3.51 domain is upgraded to Windows 2000, the user accounts and
groups are moved automatically to the Users container. The Users container also
supports the Windows NT 4.0 tool User Manager (Usrmgr). This container cannot
be renamed.

Note In client applications, the Users container and other special containers (such
as Computers, System, Domain Controllers, Infrastructure, Deleted Objects, and
LostAndFound) can be dependably located by using well-known GUID
containers. For more information about using ADSI to locate special containers,
see the Microsoft Platform SDK link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources.

System (Advanced Features) Built-in system settings for the various system
service containers and objects. (For more information about the System container,
see “Contents of the System Container” later in this chapter.)

LostAndFound (Advanced Features) Storage area for new domain objects whose
containers were deleted elsewhere at the same time that the object was created. If
an object has been created in or moved to a location that is missing after
replication, the “lost” object is added to the LostAndFound container. The
LostAndFoundConfig container in the configuration directory partition serves the
same purpose for forest-wide objects.

Builtin Objects that represent the default built-in groups (for example, Builtin,
Administrators).

Deleted Objects A special container, not visible in the UL, to which objects are
moved when they are deleted. The deleted objects are stored as tombstones, which
are eventually removed by garbage collection. The contents of the Deleted
Objects container are visible if you search by using the 1.2.840.113556.1.4.417
control, which enables you to see deleted objects. (For more information about
viewing deleted objects and about LDAP searches, see “Name Resolution in
Active Directory” in this book.)

Domain Controllers Default container for new Windows 2000 domain controllers.
The Domain Controllers container cannot be renamed.

Infrastructure Holds information used by the domain controller that holds the
infrastructure master role, which keeps interdomain object references up to date.
The Infrastructure master creates deleted child objects in the Infrastructure
container. When these deleted objects replicate, they have the effect of removing
outdated phantom records. (For more information about phantom records, see
“Phantom Records™ later in this chapter.)



Chapter 2 Active Directory Data Storage 109

Computers Default storage area for “new” computer objects that were originally
created through legacy APIs that are not Active Directory—aware. When a
Windows NT 4.0 domain or a Windows NT 3.51 domain is upgraded to
Windows 2000, the computer accounts are moved automatically to the Computers
container.

ForeignSecurityPrincipals Proxy objects for security principals from
Windows NT 4.0 domains or Windows NT 3.51 domains or from different forests
that have been added to Windows 2000 groups.

Note Unlike the configuration and schema directory partitions, a full copy of the
domain directory partition is replicated only among domain controllers within the
same domain, not to other domains in the forest. A partial copy of domain objects
(all objects, but a limited set of attributes that have been configured to replicate to
the global catalog) is also replicated to all domain controllers that are configured
to be Global Catalog servers.

You can use Active Directory Users and Computers to manage the contents of the
domain directory partition. You can use ADSI Edit to manage properties that are
not displayed in Active Directory Users and Computers. When you open ADSI
Edit, the domain directory partition for the domain to which you are logged on is
displayed by default.

Contents of the System Container

The System container stores per-domain operational information, which includes
the default local security policy, file link tracking, network meetings, objects
representing other trusted domains, and containers for RPC and Winsock
connection points.

The System container has the following child containers:

»  AdminSDHolder. Administrator security descriptor holder. Windows 2000
implements protection of administrative groups by a background task that
computes the set of memberships and checks whether their security descriptors
are well-known protected security descriptors. This task is executed only on
the domain controller that has the primary domain controller emulator (PDC
emulator) role. (For more information about security descriptors, see “Access
Control” in this book. For more information about the PDC emulator role, see
“Managing Flexible Single-Master Operations” in this book.)
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Default Domain Policy. Lists the security groups and default permissions for
the domain. It stores policies for passwords, lockouts, Kerberos, Encrypting
File System (EFS) data recovery, and trusted root certificates. It also holds the
Application Categories container. Each application that is deployed has one or
more associated categories that can be used to organize the applications in an
organization. Categories appear when you add or change programs in
Add/Remove Programs in Control Panel. A drop-down list displays all the
categories. The object class of Application Category is classStore. The
classStore is where COM components and applications are published. The
Application Deployment wizard writes to the classStore. (For more
information about the default domain policy, see “Group Policy” in this book.)

Dfs Configuration. Lists the Fault Tolerant Distributed file system (Dfs)
configuration and Dfs volume information. (For more information about Dfs,
see “Distributed File System” in this book.)

File Replication Service. Lists the Domain System Volume (SYSVOL share)
and provides replication schedule from Sunday through Saturday 12:00 a.m. to
12:00 a.m. (For more information about the File Replication Service, see “File
Replication Service” in this book.)

FileLinks. Used by the Distributed Link Tracking Server service (TrkSvr) to
store information about linked files that have moved across NTFS volumes.
Includes the ObjectMoveTable, which tracks moved files, and the
VolumeTable, which maps volume IDs to computer IDs. (For more
information about distributed link tracking, see the Microsoft Platform SDK
link on the Web Resources page at
http://windows.microsoft.com/windows2000/reskit/webresources

IP Security. Contains the IP Security policies that are applied to local
computers, domain member servers, domains, organizational units, or any
Group Policy object in Active Directory. Depending upon your organization’s
guidelines, IP Security policies can store multiple security actions, called rules,
so that one policy can be applied to multiple computers. These security
specifications apply to all users who log on to the computer. (For more
information about IP Security policies, see “Internet Protocol Security” in the
TCP/IP Core Networking Guide.

Meetings. Microsofte NetMeetinge uses the “Meetings” folder to publish
network meeting objects.

MicrosoftDNS. Active Directory-integrated zone database records are created
in this container, and the contents are replicated to all domain controllers in the
domain. When DNS data is stored in Active Directory, each DNS zone is an
Active Directory container object (dnsZone). The dnsZone object contains a
dnsNode object for every unique name within that zone. The dnsNode object
has a dnsRecord multivalue attributed that contains a value for every resource
record associated with an object’s name. (For more information about Active
Directory-Integrated zones, see “Windows 2000 DNS” in the TCP/IP Core
Networking Guide.
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= Policies. Contains Group Policy objects, which specify user and computer
configurations for groups of users and computers. This container is identified
by GUID and includes version information that is used to ensure that
information is synchronized with Group Policy template information; status
information that indicates whether the Group Policy object is enabled or
disabled; and a list of components, or extensions, that have settings in the
Group Policy object. (For more information about Group Policy, see “Group
Policy” in this book.)

Note In addition to the Policies container, Group Policy objects are also stored
in a Group Policy template and are identified by a GUID. The Group Policy
template is located in the system volume and is used to store file type data for
the Group Policy object.

Important It is highly recommended that you do not make changes to the
Policies container. Instead, use the Group Policy MMC snap-in to specify a
desktop configuration for a particular Group Policy object.

= RpcServices. Includes the Remote Procedure Call (RPC) name service lookup
for domains by using versions of Windows earlier than Windows 2000.

= WinsockServices. Windows Sockets services that publish themselves using the
registration and resolution (RnR) APIs are published in this container.

For more information about services that are published in the System container,
see “Active Directory Service Publication” in this book.

Directory Data Store

Active Directory data is stored in the Ntds.dit ESE database file. Two copies of
Nitds.dit are present in separate locations on a given domain controller:

%SystemRoot%\NTDS\Ntds.dit This file stores the database that is in use on the
domain controller. It contains the values for the domain and a replica of the values
for the forest (the Configuration container data).

%SystemRoot%\System32\Ntds.dit This file is the distribution copy of the default
directory that is used when you promote a Windows 2000—based computer to a
domain controller. The availability of this file allows you to run the Active
Directory Installation Wizard (Dcpromo.exe) without your having to use the
Windows 2000 Server operating system CD. During the promotion process,
Ntds.dit is copied from the %SystemRoot%\System32 directory into the
%SystemRoot%\NTDS directory. Active Directory is then started from this new
copy of the file, and replication updates the file from other domain controllers.
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Linked Attributes

Some interobject references in the directory require back-references for either
usability or administrative purposes. For example, if managedBy is an object
attribute, you can look at ObjectA and determine that ObjectA is managed by
ObjectB. Likewise, it is sometimes helpful to be able to look at ObjectB and
determine what objects ObjectB manages (the values of the managedObjects
attribute). Active Directory maintains referential integrity between objects that
reference each other so that when one object is moved in the directory tree, the
reference between it and other objects is maintained. This referencing is
accomplished through linked attributes.

Two attributes that are linked are marked in the schema as having the same link-
pair identifier—one is marked as the forward link and the other as the back link.
For reasons that relate to security and replication, only the forward link attribute
can be modified. For example, in the managedBy/managedObjects link pair,
managedBy is the forward link. Therefore, to adjust the managedObjects attribute
on a user object, you must go to the objects that you want to add or remove from
the user’s managedObjects value and modify the managedBy value on each
object. Back-link attributes are computed when they are requested by a user
action.

Note When you extend the schema, you have to know when to make an object a
link object. For more information about extending the schema, see “Active
Directory Schema” in this book.

To find all of the objects that ObjectB manages, links are examined for all records
in which the link pair is managedBy/managedObjects and the back-link attribute
identifies ObjectB. The link pairs of those records provide the database identifiers
of all the records (objects) that are managed by ObjectB.

The managedBy and managedObjects example uses a single-value forward link
and a multivalue back link, respectively, but there is no requirement that the
forward link be a single-value link. For example, distribution list membership is
implemented both as a forward-link and as a back-link pair. The back-link objects
would be the objects that store the isMemberOfDI attribute. The forward-link
member attribute is a multivalue attribute, which allows a user to be a member of
more than one distribution list. The back link must always be a multivalue link
because it is impossible to restrict who creates links to various objects.
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Table 2.8 shows link values for an object (ObjectB) that is the manager of several
other objects (ObjectA, ObjectC, and ObjectD). The distribution list (DL1) is an
example of an object that has several objects as members.

Table 2.8 Example of Forward-Link and Back-Link Values

Linked object Back-linked object Link pair

ObjectA ObjectB managedBy/managedObjects
ObjectC ObjectB managedBy/managedObjects
ObjectD ObjectB managedBy/managedObjects
DL1 ObjectE member/isMemberOfDI

DL1 ObjectF member/isMemberOfDI

DL1 ObjectG member/isMemberOfDI

When an object that is linked is deleted, all of its linked attribute values are
deleted. In the preceding example, if ObjectA were deleted, the managedObjects
multivalue attribute on ObjectB would suddenly (and with no change to any
replication-related metadata) lose a value. Similarly, if ObjectB were deleted, the
value of the managedBy attribute on ObjectA would suddenly be blank. Nothing
about the object changes in either case, except that the attribute value is gone.

Searching on Back Links

When you request the value of a back link on a particular object (for example,
“What objects are managed by ObjectB?”), the system searches for all objects
whose corresponding forward link names the original object (that is, “What
objects have ObjectB as the value in their managedBy attribute?”). The results of
that search and, hence, the apparent contents of the back-link attribute, depend on
the LDAP port to which the client is bound; that is, the results can differ,
depending on whether the client binds to the local domain (LDAP port 389) or the
Global Catalog (LDAP port 3268).

For example, suppose that you are looking at the user object named “JohnDoe.”
You are interested in discovering the groups in which JohnDoe has memberships.
Suppose further that JohnDoe is an object in the child domain B that has a parent
domain A. If you bind to the JohnDoe object in domain B and read the memberOf
attribute, you receive a list of all group memberships in domain B, including both
domain local and global groups; however, you do not see any memberships in
groups outside domain B. On the other hand, if you bind to the copy of the
JohnDoe object in the Global Catalog and read the memberOf attribute, you see
the group memberships in all universal groups in the forest. You do not see any
domain local group memberships, however, because local groups are not
replicated to the Global Catalog. Thus, to see all of an object’s memberships, you
must search both the local and Global Catalog copies of the object.
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For example, suppose you are interested in learning what the groups are to which
JohnDoe has memberships. The system implicitly searches for all objects whose
forward links name the object (that is, the group objects that have JohnDoe as a
value for the member attribute). Suppose further that JohnDoe is an object in the
child domain B that has a parent domain A. When there is more than one domain
in a forest, you must take into account the following group behaviors:

= By definition, global groups cannot contain members from other domains.
Therefore, in our example, only global groups in one domain (the domain to
which JohnDoe belongs) can possibly have JohnDoe as a member.

= Domain local groups can contain members from other domains; however,
although objects in these groups are replicated to the Global Catalog, their
member attribute is not.

In the example, if you bind to the JohnDoe object in domain B and read the
memberOf attribute, Active Directory lists all groups in domain B that have
JohnDoe as a member, including both local and global groups; however, no
groups except for domain B (the domain to which JohnDoe belongs) are visible.

If you bind to the copy of the JohnDoe object in the Global Catalog and read the
memberOf attribute, the groups that are listed depend on what domain contains the
Global Catalog server, assuming that there is not a Global Catalog server in both
domains.

= If the Global Catalog server is in domain A, Active Directory lists the group
memberships in all global groups in the forest. However, Active Directory
does not list domain local groups in domain B because although domain local
group objects are replicated to domain controllers, their member attributes are
not. Thus, to see all of an object’s memberships, you must search both the
local domain (domain B) and Global Catalog copies (in domain A) of the
object, unless the domain controller is a Global Catalog server.

= If the Global Catalog server is also a domain controller in domain B, Active
Directory lists both the global groups and the domain local groups of which
JohnDoe is an immediate member. When there is a Global Catalog server in
the local domain, this local Global Catalog server is the best server to search.

Note Memberships in domains that are external to the forest are not found in
either type of search because they are outside the scope of the forest. These
memberships must be discovered by using the respective external cross-
reference. (For more information about external cross-references, see “Name
Resolution in Active Directory” in this book.)
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Group Members from External Domains

If you add a member of a trusted domain from a different forest to a group in your
domain, Samsrv.dll creates a placeholder object of the class
foreignSecurityPrincipal. This object represents the real object, about which
Active Directory has no information because the object exists in a different forest.
When you list the members of a group, Active Directory usually lists the
distinguished names of the group members. For a member that is from an external
domain, Active Directory displays the distinguished name of the foreign security
principal object in the form of a NetBIOS name. For example, the user JohnD
from the domain Acquired.com would appear as JohnD in “acquired” as shown in
Figure 2.7.
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Figure 2.7 Example of a Members Tab That Displays the Distinguished Name of a
Foreign Security Principal
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If you open the properties on the foreign group member, an informational message
like the one in Figure 2.8 appears. This message explains that the member is not a
real object in Active Directory but a placeholder for the object. The object SID is
displayed in the title bar of the dialog box.

Figure 2.8 Properties for a Member from an External Domain

You can use the object’s SID in an LDAP query to determine the LDAP name of
the object. Such a query involves enumerating all trusted domai