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PREFACE

This document, prepared by the International Business Machines
Corporation, is submitted to the Federal Aviation Administration
in accordance with the requirements of Contract FA65WA-1395,

These change pages update the NAS Operational Support
System (NOSS) Subprogram Design Document (SDD) for the IBM
9020 Data Processing System Basic Assembler Language Program
(BALASM) , dated 24 May 1974, to make it compatible with the
NOSS tapes which support the NAS Model A3d2.1 System,
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This subroutine sets up a constant generated
for alignment and places it in the print area.

This subroutine sets up the current location
counter value and places it in the printer area.

This routine evaluates A and S constants,

Basic Assembly Language; Master Control and
Communications Route

Basic Assembler Language Program
New Statement Routine
Break Up Expression Routine

Constant Modifier. This mainline routine
controls BLCONMOD processing.

Evaluate Constant Routine

Evaluate Expression Routine

Get a Statement During BLPAS2 Routine
Listing Generator Routine

This routine is the main body of the assembler
first pass.

This routine is the main body of the assembler
second pass.

This routine punches TXT, ESD, RLD, DBG, and END
cards, and links to the PAKTAP subroutine.

Operation Code Lookup Routine

Symbol Table Search Routine
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BSUBRT

CCI

CCW

CERR
CMPLST

CNOP

CcoM

COMMEN

COVX

CSECT

CTFULL

DBLWRD

DCDS

DCL

- DCODS

DEBUGG

This routine evaluates F, H, E and D constants.,

This routine counts the number of EBCDIC
characters specified in the value list of a
C-type constant.

Channel Command Word. In BLPAS1 this subroutine
saves an aligned doubleword space for the channel
command word. In BLPAS2 this subroutine
validates and assembles a channel command word.,

This routine generates a diagnostic code,

Compool Documentation Program

Conditional No Operation. In BLPAS1 this
subroutine validates the operands of a Conditional
No Operation pseudo-operation. In BLPAS2

this subroutine assembles one or more NOP
instructions to align the location counter,

This subroutine initiates or resumes the common
section.

Print a Comment Record Subroutine

Convert Fullword to EBCDIC Subroutine

Control Section. This subroutine initiates or
resumes the control section names in the CSECT

statement.

This subroutine processes CSECT-EXTRN table
overflow,

This subroutine aligns - current location counter
to a doubleword boundary.

This subroutine evaluates the operand of a DC
or DS statement,

This subroutine issues diagnostic 35 when a
DCL source statement is encountered.

This subroutine reserves storage space for its
operand and sets up object code for the constant
value,

Debugging System Program
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DIAG

DIAGX

DOUB

DROP

DS

DS1

- DSECT

DSUBRT

DUMP

DUMPT

EBCDIC

EJECT

END

ENTER

ENTRY

EOF

EQMAMI

EQMXMN

Stack A Diagnostic Subroutine

This subroutine prints any diagnostic messages
for the input statement.

Align To Doubleword Subroutine

This subroutine validates the register operands
of a DROP statement.

This subroutine prints DS statements.

This subroutine handles DS statements when
there is no listing,

This subroutine initiates or resumes the control
gection names in the DSECT statement.

This subroutine calls EXVAL to evaluate an
expression and checks for errors.

This subroutine validates a storage and/or
register dump request.,

This subroutine validates a tape dump request.
Extended Binary-Coded Decimal Interchange Code

This subroutine causes the listing to skip to a
new page.

In BLPAS1 this subroutine recognizes the end of
the source program and exits to the interlude.
In BLPAS2 this subroutine validates the ‘begin®
location, puts out entries, and exits, ending
BLPASZ2,

The first pass subroutine uses control card
information to select the source for statements,

This subroutine evaluates and enters symbols in
the ENTRY table.

End=-of-File

This subroutine enters the statement name and
location in the symbol table.

This subroutine assembles the location specified
by the statement START, EQU, MAX, or MIN,
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ESD External Symbol Dictionary

EXBC/EXBCR These subroutines assemble extended mnemonic
branch instructions,

EXTE EXTRN Routine

EXTRN This subroutine validates the operands of an
EXTRN statement. -

EXVR | Evaluate Expression Subroutine

FROMD Convert to Floating Point Routine

FROMF Convert to Fixed Point Routine

HALF This subroutine aligns location counter to

halfword boundary.,
HEX Hexadecimal

HEX2CM This subroutine converts hexadecimal numbers
into EBCDIC characters.

HFWRD This subroutine aligns current location counter
: to a halfword boundary.

HHI This routine counts the number of hexadecimal
characters specified in the value list of an
X-type constant.

IGNORE This subroutine handles statements that are
ignored by BLPAS2,

ILLOP This subroutine is called for an invalid operation
code.,

INCSTA Convert to EBCDIC Subroutine.

INIT1 PASSi Initialization Subroutine

INIT3 PASS2 Initialization Subroutine

INIT4 PASS3 Initialization Subroutine

INTS Evaluate 8-Bit Immediate Operand Subroutine

INROUT Evaluate An Integer Subroutine

INTGER This subroutine sets up an expression for

evaluation by the DSUBRT subroutine and checks
for errors.
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I/0
IOGET1
IOPUT1

ISEQ

JOVIAL

LHOLD

LIB

LIBEDT

LIST

LITYP

LLNGTH

LOADER
LOCOVF
LOC1B
LOC1F
LOC2
LOC3
LOC4A
LOC10

LTORG

LTRTN

Input/Output
Get A Statement During PASS1 Routine
Put Out A Statement During PASS1 Routine

This subroutine initiates or suppresses sequence
number checking.

Jules® Own Version of International Algorithmic
Language

This routine develops . the length, according to
type, for a constant in which length is implied.

This subroutine moves characters from operand of
LIB statement into a card image and punches a
LIB card.

Library Edit Program

This subroutine temporarily suppresses or resumes
listing.

Evaluate Register Operand No. R2 Subroutine
This routine determines the byte and bit 1engtﬁ
of a constant using the explicit length given
in the input statement.

Loader Program

Process Location Counter Overflow Subroutine
Dump-Trace Routine

Three-Character Operation Code Routine
Five-Character Operation Code Routine
Two=Character Operation Code Routine
CSECT=-DSECT=TEQU Routine

Locate Symbols Routine

This subroutine puts out all literals in the
literal table as DCL statements and aligns the

location counter and prints the LTORG statement.

This subroutine processes literals,
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MASTXX

MASTO

MAST3

MEVAL

MHOLD

MISPL

MLC

MMULTY

MPUTD
MPUTS
NAS

NLIST

NOAN

NOSS

NUCD

ORG

OVERFL

PAKTAP

PAKTXT

Reference=-Table=-Code Translate Routine
Reference Table Overflow Routine
Double=Overflow Routine

This subroutine calls BRKUP and evaluates
expressions,

This subroutine calls EXVAL and processes
diagnostics.

This routine assigns a multiplicity of 1 when no
explicit value is specified.

This subroutine handles statements that are
disallowed by the system or that should not
have reached BLPAS2.

Merged Library/Compool

This routine determines multiplicity when it is
specified by the input statement.

This subroutine puts in a diagnostic record.
This subroutine puts in a statement record.
National Airspace System

This subroutine temporarily suppresses or resumes
listing,

End=-0f=-Job Subroutine

NAS Operational Support System

This subroutine is used to £fill out and punch a
card during DC, DCL, and alignment statement
processing.

This subroutine evaluates the ORG statement
operand and prints the ORG statement.

This routine checks for a reference table
overflow,

This subroutine writes a card image or packed
TXT record on ,AUXIL,

This subroutine packs TXT cards into a buffer,
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PASS1
PASSZ’
PR
PREAD
PRINT

PRNT

PRTESD

PRTIT
PSEG

PSEUDO

PUN
PUCD

PUTESD

QUAL
QRLD

RDMRG

Initialization Subroutine

New Statement Routine

Print Routine

Compool Read Subroutine

This mainline routine identifies the input
statement and calls subroutines to prepare

a print line.

This subroutine validates the operands of a
PRINT statement.

This subroutine prints ESD line.

"This subroutine prints a line in the assembly

listing.

This subroutine validates the operands of
PSEG cards.

Pseudo=Operation Routine

This subroutine handles the punching of TXT
cards.

This subroutine punches the information stored
in the card area.,

This subroutine puts the ESD cards.

This subroutine validates a new qualifier and
puts it in the communications region,

This routine requires an entry for a
relocatable address constant.

Read and Merge Source Statements Routine

This subroutine selects source on first pass
and reads a statement,

Evaluate Register Operand Subroutine
Relocation List Dictionary
This subroutine sets up a print line for a

constant requiring two or more lines and moves
it to the print area.
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RPEM This subroutine suppresses or resumes the
printing of possible error messages.,

SA Evaluate Storage Address Operand Subroutine

SA47Z Evaluate Storage Address With 4-Bit Length
= 0 Subroutine

SCANX This subroutine evaluates an element of an
expression.

SCH2 Search Routine

SDD Subprogram Design Document

SE Storage Element

SEQ This subroutine checks the sequence number of

a statement when necessary and sets a flag in
the listing if an error is found.

SGET This subroutine finds the location of an entry
in the symbol table that matches a specified
symbol.

SHFT Evaluate Shift Operand Subroutine

S182 Evaluate Storage Address With 8-Bit Length =

0 Subroutine

SKIP This subroutine steps to the next word in the
output listing and sets up for a new element.

SLA Evaluate Storage Address With 8-Bit Length
Subroutine

SLA4Q Evaluate Storage Address With 4-Bit Length
Subroutine ~

SPACE This subroutine causes the listing to space a

specified number of lines.

SPEM This subroutine suppresses or resumes the printing
‘ of possible error messages.

SSCALE This routine evaluates scaling and initiates
value list handling.

SSEQ This subroutine initiates or suppresses sequence
number checking.
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SRTRT

START

STA2PR

STFULL
STNTRY

STORE

SXXX
SYMVAL
SYSEDT
TEQU
THOLD
TITLE
TRACE
TTYPE

USBAS

USBASE

USING

UTILITY

A2

Prepare for SORT Routine.

This subroutine evaluates and saves the starting
location to be assigned for the object program,

This subroutine sets up a statement for printing
and moves it to the print area.

This subroutine processes symbol table overflow,
This subroutine creates a symbol table entry.
This subroutine moves a character to the output
list and increases counters to prepare for the
next character.

Locate Acceptable Statements Routine

This subroutine validates a statement symbol,
System Edit Program

This subroutine changes the location attribute
of the symbol naméd in the TEQU statement and
prints the TEQU statement.,

This routine sets up for a C type constant when
no explicit type is given.

This subroutine validates the punch ID and causes
the title page of the listing to be printed.

This subroutine validates and assembles the
trace label.

This routine determines the type of constant
specified by the input statement.

This subroutine develops base and displacement
for an S-type address constant.

Compute Base and Displacement Subroutine

This subroutine validates the value and
registers specified in the USING statement,

Utility NOSS Monitor Program
This routine checks the number of constants in

the value list of an A, S, F, H, E, or D type
constant.,
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XA

XREF

XRFBEG

XRFINIT

XRFPCH

XRFTRL

221

Evaluate Indexable Storage Address Subroutine

Compool Reference Matrix Program; Punch XRF
Cards Routine

This subroutine processes each symbol reference
and builds the XRF symbol card image,

This subroutine initializes for the XREF function,

This subroutine punches cards for the XREF
function.

This subroutine provides termination of the
XREF function.

This routine finds the total number of characters
in the value list of P and Z type constants.
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1.0 INTRODUCTION

1.1 PURPOSE AND SCOPE

This manual provides detailed information on the internal
logic of the assembler program., This program converts source
programs in Basic Assembly Language (BAL) into object language.

This publication is intended for technical personnel who
are responsible for analyzing program operations, diagnosing
them, or adapting them to special uses.,

1.2 RELATIONSHIP TO OTHER DOCUMENTS

This document assumes that the reader is familiar with
the IBM 9020 Data Processing System Basic Assembly Language
User®s Manual,

1.3 REFERENCE DOCUMENTS

Effective use of this manual requires an understanding
of IBM 9020 System operation, of the IBM 9020 Utility
Programming System Basic Assembly Language, and of the
functions of the 9020 Utility Programming System, This
information is available in the following publications:

a. IBM System Reference Library, IBM 9020 System
Principles of Operation, Form A22-6852, Order
Number ZA22-6852-latest revision, Contract FA64WA-
5223, IBM Corporation, Federal Systems Division,
18100 Frederick Pike, Gaithersburg, Maryland 20760,

b. IBM 9020 Data Processing System: User®s Manual,
Basic Assembly Language (BALASM), NASP=92T4-]atest
revision, Contract FA65WA=1395, IBM Corporation,
Federal Systems Division, NAFEC, Atlantic City,

Ne J.

Co NAS Operational Support System User’s Manual,
Debugging System (DEBUGG), NASP-9216-latest
revision, Contract FA65WA=-1395, IBM Corporation,
Federal Systems Division, NAFEC, Atlantic City,
N. J.

d. NAS Operational Support System User’s Manual,
, Library Edit Program (LIBEDT), NASP=9220-~latest
revision, Contract FA65WA-1395, IBM Corporation,
Federal Systems Division, NAFEC, Atlantic City,
t N. J.




€. NAS Operational Support System Subprogram Design

" Document, Compool Documentation Program (CMPLST),

NASP-9105-latest revision, Contract FA65WA=1395,

IBM Corporation, Federal Systems Division, NAFEC,
Atlantic City, N. J.

f. NAS Operational Support System User®s Manual, Utility
NOSS Monitor (UTILITY), NASP-9229-latest revision,
Contract FA65WA-1395, IBM Corporation, Federal Systems
Division, NAFEC, Atlantic City, N. J.

ge NAS Operational Support System Subprogram Design
Document, Compool Reference Matrix (XREF), NASP-
9112-latest revision, Contract FA65WA=1395, IBM
Corporation, Federal Systems Division, NAFEC,
Atlantic City, N. J.

h, NAS Operational Support System User®s Manual, System
Edit Program (SYSEDT), NASP-=9222-latest revision,
Contract FA65WA=1395, IBM Corporation, Federal
Systems Division, NAFEC, Atlantic City, N. J.

i. NAS Operational Support System User®s Manual,
Loader Program (LOADER), NASP-=-92719-latest revision,
ontract FA65WA=1395, IBM Corporation, Federal
Systems Division, NAFEC, Atlantic City, N. J.

This manual is a comprehensive guide to the logical
structure and functions of the 9020 Data Processing System
Assembler Program, It is designed to be used with the ,
assembly listing and, consequently, does not discuss program
structure at the machine instruction level. Symbols used in
this manual correlate with those in the listing.

1.4 DOCUMENT SUMMARY

This manual is organized into several major sections.
Excluding the introductory section, the remaining sections
cover the following portions of the assembler.

Section 2,0, Pass 1 Description, presents BLPAS1 and.
other routines that comprise the first pass of the assembler..

Section 3.0, Pass 2 Description, presents BLPAS2 and
the routines used in pass 2 of the assembler.

Section 4.0, Symbolic Analyzer Description, presents a
description of the symbolic analyzer, BLANALYZ,

Section 5.0, Storage and Timing, lists the storage
requirements and timing estimates.
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data

Section 6.0, Data Specifications, presents the following

specifications.

a. Subsection 6.1 contains the formats of entries in each
major table used or built by the assembler. These
tables include the symbol table, the CSECT-EXTRN
table, the ENTRY table, the literal table, the RLD
table, the USING table, the operation code table,
the symbolic analyzer tables, and the segment table.

b. Subsection 6.2 contains descriptions of data and
record formats.

c. Subsection 6.3 describes the input and output formats
for certain key routines: BLEXVAL, BLCONMOD,
BLCONVAL, FROMD, and FROMF.

d. Subsection 6.4 gives the code and test of all
diagnostic messages issued by the assembler.

SUBPROGRAM DESCRIPTION
a. Purpose
The IBM 9020 Assembler converts a source program in
BALYX into object language suitable for loading and
execution. The source program may be one of the following:
1. A compiled JOVIAL program.
2. A program deck written in assembly language.

3. Compool reserves for one Compool segment.

At the user’s option, the assembler produces one or
more of the following:

1. Object text for immediate loading and execution.

2. A listing of the assembled program, with or

‘ without a cross-reference symbol listing
(produced by the symbolic analyzer).

3. An object-language punched card deck.

b, Operating Characteristics

The assembler is executed in two passes (or three if
the symbolic analyzer is requested, see Figure 1-1).
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COMPOOL or MLC BAL program on .INPUT

5

BAL program from 4
JOVIAL compilation
or PUNCHC request

. COMP JINPUT (if
.WORK? or .INPUT card reader)
\MLC

Pass | read in from system tape :
SYSTM PASS 1

ESD and L1B cards

Pass 2 read in from system tape Used if Pass 1 out
put
LSYSTM PASS 2 “WORK2 |, verflows buffer and

/ 7 .WORK2 is ovailable

|
:
|
|
|
|
|

Obiject text

Object text
and source
program
Analyzer read in from system tape R
.SYSTM Symbolic

If PUNCHC requested,
return to Pass1

Analyzer

Analyzer
listing

Note: ,OUTPT is generally processed off=line to produce printed listings ond punched card decks. If the card-reader/punch
and printer are on=-line, taking the place of the .OUTPT tape. .orintinn and rinching are performed directly.

FIGURE 1=1., IBM 9020 ASSEMBLER INPUT/OUTPUT FLOW



Pass 1 examines each source statement in turn to assign
it a tentative location and to build control section,
symbol, and literal tables. Possible and serious
errors are noted for issuance of diagnostic messages
during pass 2. Pass ‘1 concludes by assembling the
control sections in order of their definition,
updating the symbol table, and putting out the
External Symbol Dictionary (ESD). If a compiled
JOVIAL program being assembled contains procedures
designated for addition to the program library, LIB
cards are produced by pass 1 for submission of the
procedure (s) to the library edit program,

Pass 2 converts each source statement into object
language, using the operation code table and the
tables created by pass 1 as well as the USING table
it develops to perform base-displacement address
calculations. After the last source statement has
been processed, pass 2 puts out the Relocation List
Dictionary (RLD) and a count of serious and possible
errors (even if no listing was requested). Assembly
is complete at this point, unless a cross-reference
symbol dictionary was requested; if so, the assembler
proceeds to pass 3,

Pass 3 (symbolic analyzer) uses the tables built in
pass 1 to develop a cross-reference listing of symbol
definitions and references, as well as a list of
undefined symbols,

Assembler Program Organization

The assembler is organized physically on the system
tape (.SYSTM) into three records named BAL, BALPT2,
and BALPT3. The first record, BAL, contains the
PASS1 routine plus nine separately assembled
routines. These nine routines each perform a unique
function (e.g., symbol-table lookup, expression
evaluation, etc.). The BALPT2 record, which
contains the PASS 2 routine plus three separately
assembled routines, is brought into storage at the
end of the first pass, overlaying those parts of the
BAL record that are no longer needed. If the symbolic
analyzer (BALPT3) is requested, it is brought into
storage after the second pass is completed,
overlaying part of BALPT2.

The three assembler records and the routines they
contain are described briefly below. Refer to

Figure 1-2 for an overview of the assembler logic
flow. -
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Record Program or Routine

BAL BLPAS1 = This is the mainline routine of pass
1, which examines each source card and assigns
it a tentative location within its control
section in the program being assembled. A
symbol table, a controlesection/EXTRN table,
an ENTRY table and a literal table are built,
After all source cards have been examined,
the control-section/EXTRN table is updated,
making each control section start just after
the end of the preceding one. Symbol locations
in the symbol table are similarly increased
by the amount their control-section start
address has been increased. Finally, ESD
cards are prepared for use in relocating the
assembled program when it is loaded.

This routine also contains all the code
concerned with reading input from SYSIN or

the compool, and code to write the intermediate
work file on WORK2,

BAL - This routine contains the overall
coordination for the assembler. It handles
initialization as well as sequencing the
various passes.

BLPUNC2 = This routine punches an object deck
when requested., If the job is to be executed
immediately, TXT cards, in condensed form, are
also placed on .AUXIL,

BLOPLKUP - This routine uses a binary search
to find the statement operation code in the
operation code table in MASTER,

BLLIST = This routine prints the listing for
all portions of the assembler. It includes
page overflow and numbering logic and handles
spacing,

BLSLKUP - This routine uses a ‘hashing® algorithm
to select an entry point in the symbol table,
then searches until the symbol or an unused

entry location is found.

BLBRKUP - This routine separates elements of
an expression and performs a syntactical check
on these elements.



Record

BALPT2

BALPT3

Program or Routine

BLEXVAL - This routine examines an expression
for errors, then evaluates it.

BLCONMOD = This routine checks modifiers
(multiplicity, type, length, scaling) of a
constant or literal,

ZXMASTER - This is the communications region
of the whole assembler.

BLPAS2 -~ This is the mainline routine of pass
2. It is brought into storage after BLPAS1

is completed, overlaying BLPAS1. This routine
converts each source statement into object
language, computes base-displacement addresses,
and issues diagnostic messages for errors found
in the source program.

BLCONVAL - This routine evaluates a constant

and checks it for consistency. A subroutine

builds the RLD table for relocatable address
constants, It contains FROMP which converts

a constant in EBCDIC to fixed-point doubleword form,
and FROMD which converts a constant in EBCDIC to
floating-point long form.

IOGET2 - This routine gets one record from the
intermediate buffer (or .WORK2) for the second
pass or for the symbolic analyzer, '

PRINT -~ This routine arranges a statement and/or
object code for printing., It then arranges

the object code into TXT cards. Finally, it
uses the diagnostic code(s), if any, to get

a message to be printed on the listing following
the statement.

BLANALYZ - If a cross-reference symbol listing
is requested, this routine is brought into
storage after BLPAS2 is completed, overlaying
BLPAS2. It produces the listing of symbol
definitions and references and a listing of
undefined symbols,
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2.0 PASS 1 DESCRIPTION

a, . Function

Pass 1 of the IBM 9020 Assembler builds tables for
use by pass 2 (and pass 3 if requested) and
., determines the lenqth -of the object program in the
‘course of examining all source program statements.
Fach source statement is read, put into canonical
form, assigned a tentative locahian within its
i Control Section (CSECT), and then put into the
"lntermedlate buffer, When that buffer is filled,
succeedlng statements are put on WORK2 unless it
is not available,

As pass 1 proceeds, it builds up a control-section/
EXTRN (CSECT-EXTRN) table, a symbol table, an ENTRY
table, and a table of literals. After all source
statements have been read, pass 1 updating the
CSECT-EXTRN table by assigning the location following
the end of the first control section as the starting
address of the second control section, and so on.
The locations assigned to the symbols defined in
each control section are similarly increased by the
, startlng address of that control section. Finally,
- ESD cards, and a listing of them, are prepared from
the CSECT-EXTRN table and from the ENTRY table,
concludlng pass 1.

 General logic flow and detailed flowcharts of the
programs that comprise PASS 1 have been included
at the end of this section.

b.  Organization

The initialization code and resident coordinator
are contained in Routine BAL, This is contained in
System Record BAL along with the Pass {1 Mainline
Code (BPAS1), the communications area (ZXMASTER),
and seven common routines. The latter remain
resident throughout the assembly. The BPAS1 code
is overlaid by later passes,

2.1 BAL ROUTINE

The BAL (master control and communications) routine
contains the communications region used by all assembler
routines, the tables used by other routines (see Subsection
6.1), and four subroutines., Of the four subroutines,
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three are for initialization, and one is the end-of-job
subroutine., The names and functions of these subroutines
are as follows:

1. INIT1 - This subroutine initializes for PASS1
and processes program options, It goes on
completion to BLPAS1.

2. INIT3 = This subroutine initializes for BLPAS2 and
brings it in.

3. INIT4 - This subroutine initializes for the BLANALYZ
program and brings it in if the symbolic analyzer
was requested, If not, this subroutine exits
immediately to the NOAN subroutine.

4, NOAN = This subroutine processes PUNCHC requests
or terminates the assembler operation,

2.1.1 PASS1 Initialization Subroutine (INIT1)
FUNCTION: This subroutine (Chart AA1) initializes for PASST.
ENTRY: This subroutine is entered at INIT1 from the lMonitor.
OPERATION: This subroutine loads the communications region
base register and loads the system Input/Output (I/0) routine
addresses in that area. It next uses machine memory size to
look up table sizes and define the tables to be built up by
the assembly operation. If .WORKZ2 is not available, the
table sizes are made larger because the entire program must
be contained in core storage,

The S$BAL control card information is processed
and End-of-File (EOF) returns for tapes are set. 1Initialization
is performed for punching and listing.
EXIT: This subroutine exits to BLPASIT,

CRRORS: Errors found by this subroutine produce diagnostic
messages without stopping execution.

2.1.2 PASS2 Initialization Subroutine (INIT3)

FUNCTION: This subroutine (Chart AA2) initializes for BLPAS2,
brings in that program, and turns over control to it.

LCNTRY: This subroutine is entered at INIT3 from the end of
BLPAS1T.

EXIT: This subroutine exits to the beginning of BLPAS2.
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2.71.3 PASS3 Initialigzation Subroutine (INIT4)

FUNCTION: This subroutine (Chart AA2) initializes for the
BLANALYZ routine and brings it in i1f the symbolic analyzer
was requested. If not, this subroutine exits immediately
to the end-of-job subroutine (NOAN) .

ENTRY: This subroutine is entered at INIT4 from the end
of BLPASZ2,

EXITS: This subroutine exits to the NOAN subroutine for
end-of-job or to the BLANALYZ program.

2.1.4 End-of=-Job Subroutine (NOAN)

FUNCTION: This subroutine {(Chart AA3) checks for successful
assembly to allow or disallow execution of the object program,
then prints out any final error messages along with the flag
legends. It also processes the compool for PUNCHC requests,
writing it onto WK1,

ENTRY: This subroutine is entered at EOJ from the end of
BLANALYZ or, if no symbolic analyzer request was made, at
NOAN from the INIT4,

EXIT: This subroutine exits to SYSEOJ, or, if PUNCHC was
requested, brings in a fresh copy of the BAL system record
and returns to INIT1,

2.2 BLPAS1 ROUTINE

The BLPAS1 routine, the main body of the assembler
first pass, consists of two sections: a mainline section
and an interlude that terminates the first pass. The
mainline section in turn divides into three routines: new
statement, machine operation, and pseudo-operation., (See
Figure 2<1.)

After initialization, the main section of BLPAS1 processes
one source statement during each iteration. In the new
statement routine, the statement is obtained in canonical
form and its operation code is looked up to determine whether
it is a pseudo-operation or a machine operation, thereby
selecting which of two alternate routines is to be followed
for its processing by BLPAS1.

2=3
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If the statement is a machine operation, the machine
operation routine enteres the statement name (if any) in the
symbol table and processes the operand, if present. The
instruction length is then added to the accumulated program
length and the statement is put out for pass 2. Return is
then made to the new statement routine for the next source
statement.

If the statement is a pseudo-operation, the appropriate
processing subroutine is selected in the pseudo-operation
routine and performed before the statement is put out for
pass 2, The program then returns to the new statement
routine for the next statement.

The pseudo-operation subroutines (shown in Figure 2-1)
each process one type or several related types of pseduo=
operation statements., Of particular note is the LCND
statement, signaling the end of the source program. When
encountered, the END statement causes any literals still in
the literal table to be put out, followed by the END
statement itself. The program then exits to the interlude
section to terminate pass 1.

The interlude section of BLPAS1 (shown in Figure 2-2)
divides into two routines: tables updating and ESD
generation, 1In the tables updating routine, the control
sections defined in the source program are assembled in the
order of their definition into the first control section to
produce a single relocatable block. The symbol locations
in the symbol table are then updated, increasing each
location by the new starting address of the control section
in which the symbol was defined.

The ESD generation routine prepares LESD cards for the
program, its common section, and for LXTRN and ENTRY symbols,
If a listing was requested, the ESD deck is also listed.
Similarly, if immediate execution was requested, ESD text
is set up for loading after assembly is complete. Pass 1
is now completed, with BLPAS1 exiting to BAL to prepare
for and call in BLPAS2Z.

Also included in BLPAS1 is a set of independent
subroutines. These subroutines are described separately,
following the description of the interlude.
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2.2.1 PASS1 Mainline
2.2.1.1 Initialization Routine (PASS1)

FUIICTION: This routine (Chart AR4) initializes, on first
entry only, for PASS1 and obtains the first source statement.
If this statement is a comment, ICTL, JOV, or TITLE, it is
processed and printed out and another statement is obtained.
This process is repeated until a statement other than one of
the above types is obtained.

ENTRY: This routine is entered at the first location of the
PASS1 routine when control is turned over by the monitor.

EXIT: This routine exits to XIFST in the new statement
routine,

2.2.1.2 llew Statement Routine (BLGIN)

FUNCTION: This routine (Chart AAS) obtains a source statement
and determines whether it is a machine operation or a pseudo-
operation,

ENTRY: The normal entry for this routine is at BLGIN. On
the first time through, it is entered at XXFST from the
initialization routine of PASS1. It may be re-entered at
MAHEAD from the START subroutine if the START statement is
missing on the first time through. It is also entered at
OPERR if an incorrect operation code is encountered by the
pseudo-operation routine.

OPERATION: This routine begins by calling IOGET?1 to get a
statement in canonical form. If the statement is a comment,
it is put out by I0PUT1 and the routine restarts on the
next statement,

On the first time through, the routine tests for a START
statement. On all other iterations, the operation code is
checked for valid length, then submitted for a search of the
operation code table (see Subsection 4.1) by BLOPLKUP,

LXIT: If the operation code is a pseudo-operation, this
routine exits to PSEUDO in the pseudoeoperation routine, If
the operation code is a machine operation, this routine exits
to the machine operation routine,

ERRORS: If the first statement is not a START statement,
diagnostic 71 is put out (see Subsection 6.4), the START
subroutine is entered to force a START, and return is made
to AHEAD to process the non=START first statement.



If a statement contains no operation code or one of
excessive length, exit is made to OPERR in the machine
operation routine, thereby ignoring the operand field,

2,.2.1,.3 Machine Operation Routine

FUNCTION: This routine (Charts AB, AC) reserves the object
code length required for a statement, enteres the statement
name (if present) in the symbol table, and validates the
statement operand(s) (if present), then puts out the
statement for pass 2.

ENTRY: This routine is normally entered by fall=-through

from the new statement routine for processing of a machine
operation statement. It is also entered at OPL2 or OPL{4

- from some pseudo~-operation subroutines to reserve space in
the object program. It may be entered at OPERR if an invalid
operation code is found by the new statement or pseudoe-
operation routine, Return from pseudo~operation subroutines
is to SYMCK to pick up the statement name or to FINISH to put
out the statement for pass 2.

OPERATION: On fallethrough from the new statemente-rgutine,
this routine determines the instruction length and saves it
for determination of program length. This routine next
checks for a statement name, validates the symbol, calls
BLSLKUP to search the symbol table (see Subsection 6.1) for
that symbol and, if not found, enters the symbol in the
symbol table,

If operand scan is not blocked (by an invalid operation
code) , the statement operand field is scanned, If a literal
is found, the LITRTN subroutine is called to validate it
and enter it in the literal table (see Subsection 6.1); since
only one literal is allowed in a statement, return is to
WINDUP to terminate the routine.

If the operand is not a literal, BLBRKUP is called to
scan the expression and check its syntax. The expression
terminator is then checked to determine further action (e.g.,
look for included literal, scan next operand); usually a
partial or complete repetition of the operand scan.

The routine terminates by adding the saved instruction
length to the current location counter, then putting out the
source statement for pass 2.

EXIT: This routine returns to BEGIN in the new statement
routine,



ERRORS: An invalid symbol in the statement name field is
ignored. An invalid operand expression is similarly ignored,
as is the rest of the operand field,

2,2.1.4 Pseudo-Operation Routine (PSEUDO)

FUNCTION: This routine (Chart AD) selects and uses the
proper subroutine to process a pseudo-operation statement.

ENTRY: This routine is entered at PSEUDO from the new
statement routine,

OPERATION: This routine uses a pointer in the operation
code table to select the proper pseudo-operation subroutine.
These subroutines are described separately later.

EXIT: This routine exits to the selected subroutine.

ERRORS: An invalid operation code mnemonic causes a return
to OPERR in the machine operation routine.

COMMENTS: Certain statements are ignored by BLPAS2 (e.g., JOVIAL
diagnostic, USING, and PRINT), For an EXBC or EXBCR (Extended
Branch) statement, BLPAS1 simply saves the proper instruction
length, then treats the statement as a machine operation,

leaving interpretation of the extended mnemonic to BLPAS2.

2.2.,1.5 DCL Subroutine

FUNCTION: This subroutine issues diagnostic 35 (see Subsection
6.4) when a DCL source statement is encountered.

ENTRY: This subroutine is entered at DCL from the pseudo-
operation routine.

EXIT: This subroutine exits to DGCSEC in the CSECT
subroutine to mark the statement to be ignored by pass 2.

COMMENTS: The fictitious operation code DCL is used by
BLPAS1 to issue a literal. As such it is handled differently
than an illegal operation, which it would be if encountered
as a source statement,

2,2,1,6 CCW Subroutine

FUNCTION: This subroutine saves an aligned doubleword
space for the Channel Command Word (CCW).

ENTRY: This subroutine is entered at CCW from the pseudo-
operation routine,



EXIT: This subroutine returns to SYMCK in the machine
operation routine to treat the statement as a machine
operation,

2.2.,1.7 LIB Subroutine

FUNCTION: This sequence (Chart AD) moves 24 characters or
less from the operand of a LIB statement (arguments) into
columns 19-42 of a card image and punches a LIB card.

ENTRY: This subroutine is entered at LIB from the pseudo-
operation routine, :

EXIT: This subroutine exits to FINISH in the machine
operation routine,

2.2,1.8 QUAL Subroutine

FUNCTION: This sequence (Chart AD) validates a new qualifier
and puts it in the communications region.

ENTRY: This subroutine is entered at QUAL from the pseudo-
operation routine.

EXIT: This subroutine exits to FINISH in the machine
operation routine,

ERRORS: TIf the qualifier is invalid, diagnostic 2 is issued,
and the CNOP subroutine is entered at IGCNOP to mark the
source statement to be ignored by pass 2,

2.2.1.9 START Subroutine

FUNCTION: This subroutine (Charts AE1, AE2) evaluates and
saves the starting location to be assigned for the object
program, then validates the program name and enters it in
the symbol table, the punch area for the LIB cards, and the
ENTRY table., It also checks for a compool request,

ENTRY: This subroutine is normally entered at START from
the pseudo-operation routine., It is entered at BLANKS when
the new statement routine finds that the first statement is
not a START statement.

OPERATION: This subroutine begins by checking for a starting
location. If present, the address is evaluated and saved.
The name field is then checked for a symbol to be used as

the program name. If present, the symbol is validated,
BLSLKUP is called to search the symbol table, and the symbol
is entered in the symbol table. (See Subsection 6.1,) 1If

no program name appears in the statement, the subroutine is

2=-11



entered at BLANKS and the forced program name .NONAME is

used, The supplied or forced program name is stored in the
communications region and in the punch area for LIB cards,

and is entered in the ENTRY table. The start card is also
checked for a compool request. If one is present, it is
validated., The routine then checks .LIB and/or .CMP for an

MLC (Merged Library/Compool) or compool tape containing the
desired compool, requests a new tape if necessary and positions
the tape to the start of the requested compool.

EXIT: This subroutine exits to FINISH in the machine operation
routine after it processes a START first statement or after

it disposes of a non-first START statement. After entry at
BLANKS to take care of a non-first START statement, the
subroutine exits to AHEAD in the new statement routine to
_process the first statement.,

ERRORS: A START statement after the first source statement
causes diagnostic 15 to be issued; the statement is ignored.

If the START statement beginning the source program
carries no starting location, diagnostic 8 is issued.

If the MEVAL subroutine finds an error in the expression
for the starting location, it is ignored. Other faults in
the starting location assignment cause it to be ignored and
a diagnostic issued as follows.,

Fault Diagnostic
Not absolute 17
Not address type 31
Bad terminator 14

In addition, if the starting location assignment is not
aligned to a doubleword boundary, it is adjusted and saved,
and diagnostic 72 is issued.

If an invalid compool is requésted, or the compool
cannot be located, assembly is terminated.

COMMENTS: The MEVAL subroutine calls the BLEXVAL routine,
making the output of BLEXVAL (Subsection 6.3) available to
this subroutine,

2.2.1.10 CNOP Subroutine
FUNCTION: This subroutine (Chart AF) validates the operands
of a Conditional No-Op (CNOP) pseudo-operation and,

if valid, aligns the current location counter to the
designated boundary.

2=12



ENTRY: This subroutine is entered at CNOP from the pseudo-
operation routine, Some other pseudo subroutines use the
error handling and return provisions of this subroutine,
entering it at IGCNOP or at CNOPEX.,

OPERATION: This subroutine evaluates the first operand and
validates its value and terminator. The subroutine then
evaluates the second operand and validates its wvalue and
terminator. The current location counter is then aligned

to the boundary specified. Finally, the operand scan switch
is turned off (because the operands have already been
processed) and an instruction length of 0 is saved (because
the location counter has already been incremented if required),

EXIT: This subroutine returns to SYMCK in the machine
operation routine to process the statement name, if any.

ERRORS: For any operand error, the statement is marked to
be ignored by pass 2 and no change is made to the location
counter.

If either operand value is incorrect, diagnostic 31 is
also issued.

If either terminator is incorrect, diagnostic 14 is also
issued,

2.2.1.11 CSECT, DSECT Subroutine

FUNCTION: This subroutine (Charts AG1, AG2, AG3, All) examines
a CSECT or DSECT statement and either creates a new control
section (by making an entry in the CSECT-EXTRN table) or
resumes the already created control section renamed by this
statement.

ENTRY: This subroutine is entered at CSECT or at DSECT from
the pseudo-operation routine., Some other pseudo=-subroutines
use the error handling and return provisions of this subroutine,
entering it at SMDIAG or at IGCSEC,

OPERATION: This subroutine begins, for either a CSECT or a
DSECT statement, by checking for a symbol in the name field.
An unnamed CSECT is rejected if the first control section

is named; otherwise, it resumes the first control section,
With the name validated (or its absence allowed), the current
controlesection data (e.g., current location) is moved to

its CSECT-EXTRN table entry from the communications region in
preparation for a change to a different current control
section. Special (.PREV, ,ONLY) CSECTs are also processed,

2-13



- The first CSECT statement encountered causes a test for
an implied unnamed-first control section; i.e., have statements
already been assembled into a control section (the first and
unnamed) that precedes the control section defined by the
first CSECT statement? If not, this first CSECT statement
defines the first control section.

Any succeeding CSECT or DSECT statement causes a
search of the CSECT=-EXTRN table, If a match is found, the
control section named by the statement is resumed (e.g.,
CSECT location counter is loaded as the currect location
counter). If no match is found, a new control section is
created., A .PREV CSECT builds a CSECT card for the last
previous CSECT and re-enters CSECT processing with it.

Creation of a new control section begins by entering
the name in the symbol table. Then, the name, ID, and type
are entered in the CSECT-EXTRN table. Finally, this data
describing the newly created or resumed control section is
transferred to the communications region to identify it as
the current control section.

EXIT: This subroutine returns to FINISH in the machine
operation routine.

ERRORS: If a DSECT statement is unnamed, or CSECT statement
is unnamed and the first control section is named, diagnostic
8 is issued and the statement is marked to be ignored by

pass 2,

If a match is found between a CSECT or DSECT statement
name and a non=-EXTRN entry in the CSECT table (CSECT statement
naming a dummy control section or DSECT statement naming a
control section), diagnostic 68 is issued and the named
control section is resumed.

If a new CSECT statement name has already been defined
(i.e., multi-defined symbol), the name is blanked and the
CSECT=-EXTRN table searched again. The CSECT statement will
thus resume the first control section if that is unnamed
or will create a new unnamed control section; this control
section can be resumed but two such multi-defined control
sections will be assembled together.

If the name of the first DSECT statement is multi-
defined, and it was not defined by an EXTRN, its name is
changed to . (period) and entered in the CSECT-EXTRN table.
All succeeding DSECT statements with multi-defined names are
ignored. The DSECT names defined by an EXTRN are allowed
and taken as a DSECT definition (or resumption).

2=14



The ,OVLY CSECT without both ¢¢V®® and ¢¢‘POOL®’°® on the
Start card, and .PREV CSECT not in a DSECT, are both treated
as errors.

2.2.1,12 COM Subroutine

FUNCTION: This subroutine (Chart All) initiates or resumes
assembly in the common section of the program in response to
a COM statement,

ENTRY: This subroutine is entered at COM from the pseudo-=
operation routine,

OPERATION: This subroutine begins by checking for the
absence of a name in the COM statement. The current
location counter is stored in the current CSECT-EXTRN table
entry and the common entry in that table is initialized if
not already done. The subroutine then enters the CSECT,
DSECT subroutine to set up the common section as the current
assembly section.

EXIT: This subroutine returns to FINISH in the machine
operation routine to put out the statement.

ERRORS: If the COM statement is named, diagnostic 67 is
issued, the rest of the subroutine is bypassed, and entry

is made at IGCSEC in the CSECT, DSECT subroutine to mark the
statement to be ignored by pass2.

2.2,1.13 DCDS Subroutine

FUNCTION: This subroutine (Chart AI) evaluates the operand
of a DC or DS statement and adds its length to the current

location counter, enters the statement name, if any, in the
symbol table, and processes a literal, if present.

ENTRY: This subroutine is entered at DCDS from the pseudo-
operation routine.

OPERATION: This subroutine calls BLCONMOD to evaluate any
modifiers the operand may carry, aligns the location counter
to the proper boundary for the operand, then checks for a
statement name. If present, the symbol is entered in the
symbol table, using the attributes developed by BLCONMOD,
The location counter is incremented by the length of the
constant. If the operand contains an address literal, it

is processed by Subroutine LITRTN.

EXIT: This subroutine returns to FINISH in the machine
operation routine.

2=15



ERRORS. If the modifiers contain errors, diagnostics provided
by BLCONMOD are issued, the statement processing is bypassed,
and entry is made at IGCNOP in the CNOP subroutine., As a
result, the statement is marked to be ignored by pass 2, the
operand scan is suppressed, and return is made to SYMCK in

the machine operatlon routine (for symbol check) with a

saved instruction length of 0.

2.2.,1.14 ENTRY Subroutine

FUNCTION: This subroutine (Chart AJ) enters the symbol(s)
in the ENTRY statement operand field in the ENTRY table,
first searching the table to prevent duplication.

ENTRY: This subroutine is entered at ENTRY from the pseudo-
operation routine,

OPERATION: This subroutine validates the first operand
expression and, if valid, searches the ENTRY table for a
duplicate. If none is found and the expression terminator
is valid, the symbol is entered in the ENTRY table. The
process is repeated for the next expression, and so on.

EXIT: This subroutine returns to FINISH in the machine
operation routine to put out the statement.

ERRORS: If an expression is invalid, that symbol is ignored.
If an expression is invalid and its terminator is missing
(invalid) , the subroutine exits without entering any
following symbols from that statement into the ENTRY table,

If an ENTRY symbol duplicates one already entered,
diagnostic 69 is issued and the next expression, if any,
is processed.

If the ENTRY table is filled, diagnostic 76 is issued
and the symbol that would have caused overflow is not
entered,

2:2.1.,15 EQMAMI, TEQU Subroutine

FUNCTION: This subroutine (Chart AK) enters the statement
name in the symbol table with its location derived from the
expression in the operand field, first validating the symbol
and the operand expression(s).

ENTRY: This subroutine is entered, from the pseudo=operation
routine, at TEQU for a TEQU statement or at EQMAMI for an EQU,
MAX, or MIN statement.



OPERATION: This subroutine, if entered at TEQU, treats the
TEQU operation code as an EQU by ignoring the first character.
Presence of the statement name is then verified and the symbol
is validated. The first operand (or only one) is then
evaluated.

For EQU or TEQU, the statement name is entered in the
symbol table (this may simply change the location attribute
if a TEQU statement names an already defined symbol),

For !MAX or MIN, a second operand is checked for and
evaluated, then compared with the location attribute of the
first operand. The better attribute is saved and, if there
is another operand, the process is repeated before an entry
is made in the symbol table,

EXIT: This subroutine returnts to FINISH in the machine
operation routine to put out the statement unless an error
is found.

ERRORS: If the statement is unnamed, processing is bypassed
and exit is made to SMDIAG in the CSECT, DSECT subroutine to
issue diagnostic 8 and mark the statement to be ignored by
pass 2.

1f the statement name or the first operand is invalid,
processing is bypassed and exit is made to IGCSEC in the CSECT,
DSECT subroutine to mark the statement to be ignored by pass
2.

If the first operand is mispunctuated or too long,
diagnostic 4 is issued, processing is bypassed, and the
statement is marked to be ignored by pass 2 before the
normal exit is taken.

If the last operand terminator is not a blank, diagnostic
14 is issued, no symbol table entry is made, and the statement

is marked to be ignored by pass 2 before the normal exit is
taken,

For MAX or MIN, an invalid operand expression prevents
entry in the symbol table and causes the statement to be
marked to be ignored by pass 2 before the normal exit is
taken.

For MAX or MIN, reference to operand symbols defined
in different control sections causes diagnostic 66 to be
issued; no entry is made in the symbol table and the
statement is marked to be ignored by pass 2 before the
normal exit is taken,



2.2.1.16 EXTRN Subroutine

FUNCTION: This subroutine (Chart AL) validates the operand(s)
of an EXTRN statement and, if they have not been previously ;
defined and do not dupllcate other EXTRN entries in the
CSECT=-EXTRN table, enters these symbols in the symbol table
and the CSECT-EXTRN table.

ENTRY: This subroutine is entered at EXTRN from the pseudoe
operation routine,

OPERATION: This subroutine first validates an operand, then
searches the CSECT-EXTRN table for possible duplication. If
no duplicate is found and the operand terminator is valid, o
the operand symbol is entered in the symbol table with a new,
ID to identify it as an EXTRN. This attempt at entry in the:
symbol table may return with an indication that the symbol &
has already been defined in the BAL program. If the symbol
has not already been defined, it is entered in the CSECT=-
EXTRN table. The process repeats for any additional
operand (s) .

EXIT: This subroutine returns to FINISH in the machine
operation routine to put out the statement,

ERRORS: An invalid expression is ignored; if its termlnat@r!ﬂh
is missing, any following operands are ignored also.

A duplicate EXTRN causes diagnostic 70 to be issued;
any following operands are processed.

A bad expression terminator causes diagnostic 14 to be
issued; any following operand is ignored.

An already defined symbol in an EXTRN statement is
ignored.

2.2.1.17 LTORG Subroutine

FUNCTION: This subroutine (Charts AM, AN) (called either by

an LTORG statement or indirectly by an END statement) puts

out all literals in the literal table as DCL statements,

first putting out doubleword multiples, then fullword multiples,
then halfword multiples, and finally odd-byte length multiples.

ENTRY: This subroutine is entered at LTORG from the pseudo-

operation routine. It is also entered at LITPUT from the
END subroutine.
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OPERATION: If the LTORG statement is named, the symbol is
entered in the symbol table and the LTORG statement is put
out. A check for literals in the literal table now either
causes return to the new statement routine for the next
source statement or the putting out of the literals in the
table.

If there are literals in the table, the subroutine
sets up to search the table for literals of doubleword
multiple length. When one is found, its dummy name is
entered in the symbol table, its length is added to the
current location counter, and it is put out in a DCL
statement, After the literal table has been searched for
doubleword multiples, the process is repeated for fullword
multiples, then for halfword multiples, and finally for all
other literals (odd-byte length).

After all literals have been put out, the subroutine
initializes for buildup of a new literal table.

EXIT: This subroutine either returns to BEGIN in the new
statement routine or, if entered from the END subroutine,
returns to that subroutine.

ERRORS: If a dummy name cannot be entered in the symbol
table because of table overflow, diagnostic 79 is issued.

2.2,1,18 ORG Subroutine

FUNCTION: This subroutine (Charts AO1, A02, A03) validates
the operand of the ORG statement and, if valid, sets the
current location counter to its value.

ENTRY: This subroutine is entered at ORG from the pseudo-
operation routine.

OPERATION: This subroutine begins by evaluating the ORG
expression. A sequence of tests then validates the
expression before its value is placed in the current
location counter.,

EXIT: This subroutine returns to CNOPEX in the CNOP
subroutine to block operand scan and save an instruction
length of 0 before going to SYMCK in the machine operation
routine to process the statement name, if any.

ERRORS: For any of the following errors, the current
location counter is unchanged and the ORG statement is
marked to be ignored by pass 2. (Where diagnostics are
issued, they are noted.)

a. Errors in expression.
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b, . Symbol in expression is defined in another control
section - diagnostic 66.

Ce Expression is not an address constant - diagnostic
31. '

d. Expression terminator invalid - diagnostic 14.

e. Expression too long or mispunctuated = diagnostic
4.

2.2.1.19  PSEG Subroutine

FUNCTION: This subroutine validates the operands of PSEG
- cards, and initiates reading of the compool when requested.

ENTRY: This subroutine is entered at PSEG from the pseudo-
operation routine, or at PSOUT10 when the END card requires
a compool read.

OPERATION: This subroutine first checks the operand field for
segment names and/or special codes. Segment names are placed
in the segment table. The .LIST and .PUNC options cause
appropriate switches to be set. The .ALL option causes the

. entire compool to be read in, while ,USE searches the segment
table to assure at least one valid request, and the reads in
all those segments in the table with a status of ¢*‘WAITING.®®
The read is accomplished by setting switch GPOOL to cause the
RDMRG routine to read from compool, and then returning to
BEGIN to get another input record. Unless LISTD or .LIST
have been specified, an NLIST card is generated for BLPAS2
immediately before exiting, ‘

EXIT: This routine exits to BEGIN in the new statement
routine,

ERRORS: This routine will issue a serious diagnostic on an
invalid PSEG or segment table overflow, and a warning on a
duplicate PSEG request., Diagnostics may appear with the
PSEG ,.USE card rather than the. actual PSEG name card which
caused the error.

2:.2,1.20 END Subroutine

FUNCTION: This subroutine (Charts AO1, A0O2, AO3) or recognizing
the end of the source program, brings in any outstanding

compool segments requested, puts out literals at the end
of the first control section, and exits to the interlude,
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ENTRY: This subroutine is entered at END from the pseudo-
operation routine, and is re-entered from the LTORG subroutine
after it has called that subroutine. It is re-entered if
compool segments have been brought in at this point.

OPERATION: When the subroutine is first entered, it checks
for any outstanding compool requests. If found, it stacks
the END card and goes to read the compool. It then checks
whether there are literals in the literal table. If so, the
subroutine sets up a control setting with a start address
immediately following the high location of the first control
section. After aligning the current location counter to a
doubleword boundary, it enters the LTORG subroutine at LITPUT,
The LTORG subroutine returns, after all literals have been
put out, to END., The current location counter, incremented
by the length of the literals, is stored in the first CSECT-
EXTRN table entry and the END statement is then put out.

EXIT: This subroutine exits to INTRL in the interlude
section of PASS1.

ERORRS: Compool errors are given under the PSEG routine,

2.2.2 PASS1 Interlude

The interlude section of PASS1 is entered after the FND
statement signals the end of the source program. As a
preliminary, the interlude rewinds .WORK2, thereby making
the overflow of the intermediate buffer available to BLPAS2
by the time it finishes the contents of the intermediate
buffer. The interlude then proceeds (as shown in Figure 2-2)
through table updating and ESD generation, concluding
BLPAS1. Exit is made to INIT3 in RAL to initialize for and
bring in BLPAS2,

Table updating is performed by two subroutines: CSECT
table update and symbol table update.

The ESD generation is performed by four subroutines:
Te Program ESD

2, Common ESD

3. EXTRN ESD

4, ENTRY ESD



2,2.2.1 CSECT Table Updating Subroutine

FUNCTION: This subroutine (Chart AP) assembles all control
sections into a single control section and determines the
object program length,

ENTRY: The subroutine is entered at INTRL from PUTEND in the
END subroutine of BLPAST,

OPERATION: This subroutine uses the currente-locatione-counter
field as the program location counter, loading it with the
location specified by the source program START statement,

The subroutine then scans the CSECT table for a control
section., If a DSECT, EXTRN, or COM entry is found, its
location counter is zeroed.

When the first control section is found, the program
location counter is set as its starting address and its
length is added to the counter, rounded up to the next
doubleword boundary. The process is repeated for the
second control section, assigning it an aligned starting
address following the end of the first control section. 1In
addition, the control section ID is changed to that of the
first control section. This process continues until all
control sections have been assembled into the first. The
program length is then computed and the subroutine ended.

EXIT: This subroutine exits to the symbol table updating
subroutine.

2.2.2.2 Symbol Table Updating Subroutine

FUNCTION: This subroutine (Chart AP) increases each symbol
location by the starting address of the control section in
which it was defined and changes the symbol ID to that of
the first control section.

ENTRY: This subroutine is entered from the CSECT table
updating subroutine,

EXIT: This subroutine exits to the Program ESD Subroutine
in the ESD generation routine.,

2,2.2.3 Program ESD Subroutine
FUNCTION: This subroutine (Chart AQ) initializes for ESD

generation and puts out the program ESD card; the program
ESD is listed if listing is requested.
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ENTRY: This subroutine is entered from the symbol table
update subroutine,

EXIT: This subroutine exits to the common ESD subroutine,
2:2.2.4 Common ESD Subroutine

FUNCTION: This subroutine (Chart AQ) determines the length
of the common section, if any, and puts out a common ESD
card; the common ESD is listed, if listing is requested.

ENTRY: This subroutine is entered from the program ESD
subroutine.,

EXIT: This subroutine exits to I3EXT in the EXTRN ESD
Subroutine,

2:2,2.5 EXTRN ESD Subroutine

FUNCTION: This subroutine (Chart AQ) scans the CSECT=-EXTRN
table for EXTRN entries, putting up to three consecutive
EXTRN symbols on one ESD card; each EXTRN is also listed if
listing is requested.

ENTRY: This subroutine is entered at I3EXT from the common
ESD subroutine,

EXIT: This subroutine exits to I3ENT in the ENTRY ESD
subroutine,

2062,2,6 ENTRY ESD Subroutine

FUNCTION: This subroutine (Chart AR) puts out ENTRY ESD cards

with up to three symbols on each card; if listing is requested,
the ENTRY ESDs are also printed, .

ENTRY: The subroutine is entered at I3ENT from the EXTRN ESD
Subroutine.

OPERATION: This subroutine scans the ENTRY table and checks
that the ENTRY symbol has been entered in the symbol table. It
then checks that the symbol was defined in a control section or
in the. common section, then moves the symbol with its ESD-ID to
the card image. An ESD line is printed if listing is requested.
When the card image is filled (three ENTRYs), the card is put
ocut,

When the end of the ENTRY table is reached, the last ESD
line is printed (if listing is requested) and the card image
is punched even if not full. Upon completion of this
subroutine, BLPAS1 program terminates,
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EXIT: This subroutine exits to INIT3 in BAL,
2.2,3 BLPAS1 Common Subroutines

Included within the BLPAS1 program are 14 subroutines
that are called to perform various operations for the main
body of the program. These subroutines, listed below, are
each described separately.

1. ‘MPUTS = Put a statement record

2. MPUTD - Put a diagnostic record

3. HFWRD - Align current location counter to a
halfword boundary

4, DBLWRD - Align current location counter to a
doubleword boundary

5 STFULL - Process symbol table overflow

6, CTFULL = Process CSECT-EXTRN table overflow
7o L1ITRTN = Process literal

8. SYMVAL = Validate a statement symbol

9, STNTRY = Create a symbol table entry

10, MEVAL - Call BLEXVAL and process diagnostics

11, HEX2CM = Convert hexadecimal number into EBCDIC
characters

12. MBRKUP = Call BLBRKUP and evaluate expression
13. PUTESD - Put an ESD card
14. PRTESD = Print ESD line

2.2,3.1 MPUTS Subroutine

FUNCTION: This subroutine (Chart AS) puts out a source
statement for pass 2.

ENTRY: This subroutine is entered at MPUTS from the machine 

operation routine or from the END or LTORG subroutine, with
the address of the source statement in a general register.
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OPERATION: This subroutine calls IOPUT1 to put out the source
statement., If the ignore switch is on, the statement is
prefixed with an ignore code so. that pass 2 will ignore it,
(See Subsection 6.2 for format.,)

EXIT: This subroutine exits to the calling point,

2.2.3.2 MPUTD Subroutine

FUNCTION: This subroutine puts out a diagnostic record for
pass 2.

ENTRY: This subroutine is entered at MPUTD from the new
statement routine or from those pseudo-operation or BLPAS1
subroutines that issue diagnostics.

OPERATION: This subroutine calls IOPUT1 to put out the
diagnostic record., Subsection 6.2 gives the format of the
diagnostic record built at DIAG.

EXIT: This subroutine exits to the calling point.,

2:2.3.3 HFWRD Subroutine

FUNCTION: This subroutine aligns the current location
counter to a halfword boundary if it is not so aligned,

ENTRY: This subroutine is entered at HFWRD from the machine
operation routine,

EXIT: This routine exits to the calling point.
2.,2.3.4 DBLWRD Subroutine

FUNCTION: This subroutine aligns the current location
counter to a doubleword boundary if it is not so aligned.

ENTRY: This subroutine is entered at DBLWRD from the CCW,
END, LTORG, START, CSECT table update, or common ESI
subroutine.

EXIT: This subroutine exits to the calling point.

2.2.3.5 STFULL Subroutine

FUNCTION: This subroutine processes an overflow of the
symbol table,

2-=-25



ENTRY: This subroutine is entered at STFULL from the machine
operation routine or from the DCDS, EQMAMI, EXTRN, LTORG,
START, or CSECT, DSECT subroutines,

OPERATION: This subroutine puts out diagnostic 43 each time
a symbol table overflow condition is encountered,

EXIT: This subroutine exits to the calling point.
2,2.3.6 CTFULL Subroutine

FUNCTION: This subroutine (Chart AS) processes an overflow
of the CSECT-EXTRN table.

ENTRY: This subroutine is entered at CTFULL from the CSECT,
DSECT or EXTRN subroutine,

OPERATION: This subroutine puts out diagnostic 74 and
deletes the CSECT name from the symbol table whenever that
entry will overflow the CSECT=EXTRN table,

EXIT: This subroutine exits to the calling point.
2.2.3.7 LITRTN Subroutine

FUNCTION: This subroutine (Chart AT) wvalidates the literal
and its modifiers, searches the literal table for a
duplicate, and enters it if no duplicate is found. Finally,
the subroutine puts out a literal reference record for pass
2.

ENTRY: This subroutine is entered at LITRTN from the
machine operation routine or the DCDS subroutine, with the
address of the literal in a general register,

OPERATION: This subroutine calls BLCONMOD to evaluate

the literal modifiers, then validates the literal terminator,
type, and length., Next, the literal table is searched for
an identical literal., If found, the dummy tag of the table
entry and the literal source length are set up in a literal
reference record at LIT (see Subsection 6.2) and IOPUT1 is
called to put out the record.

If no duplicate of the literal is found in the literal
table, the literal is entered in the table and the literal
reference record put out as before.

EXIT: This subroutine returns to the calling point,



ERRORS: An invalidity in the literal bypasses the issuance
of a literal reference record or entry in the literal table,

If the literal table is filled, a new literal is put
out in a literal reference record with a zero dummy tab,
preceded by diagnostic 75.

2.2.3.8 SYMVAL Subroutine

FUNCTION: This subroutine (Chart AU) validates the symbol
submitted to it and appends the current qualifier,

ENTRY: This subroutine is entered at SYMVAL from the machine
operation routine or from the DCDS, EQMAMI, LTORG, START, or
CSECT, DSECT subroutine,

OPERATION: This subroutine checks the symbol for length,
valid first character, and valid succeeding characters, If
validated, the current qualifier is added to the symbol.

EXIT: This subroutine returns to the calling point if the
symbol is not valid. It returns to the second instruction
at the calling point if the symbol is valid.

ERRORS: If the symbol length is excessive, diagnostic 3 is
issued and return is made to the error return point in the
calling routine.

If the first or succeeding characters are not valid,
diagnostic 2 is issued and return is made to the error return
point in the calling routine,

2.2,3.9 STNTRY Subroutine

FUNCTION: This subroutine (Chart AU) enters a symbol in
the symbol table at the entry point found for it by the SLKUP
routine.

ENTRY: This subroutine is entered at STNTRY from the
machine operation routine or from the DCDS, EQMAMI, LEXTRN,
LTORG, START, or CSECT, DSECT subroutine.

OPERATION: This subroutine begins by checking whether the
symbol has already been defined. If not, the symbol table
entry is created and entered in the table.

EXIT: This subroutine always exits to the calling point.
ERRORS: If the symbol has already been defined, the table-
entry control byte is changed to ‘multi-defined® and

diagnostic 12 is issued before return is made to the
calling routine.
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2:2,3.10 MEVAL Subroutine

FUNCTION: This subroutine (Chart AV) evaluates an expression
and issues any diagnostics required.

ENTRY: This subroutine is entered at MEVAL from the CNOP,
EQMAMI, ORG, or START subroutine, with the address of the
expression in a general register.

OPERATION: This subroutine calls the BLEXVAL routine to
evaluate the expression, then issues diagnostics for any
errors found by BLEXVAL. If no fatal error (i.e., multi-
defined symbol) is found, the subroutine checks the
relocatability of the expression. If the expression is in
the operand of a CNOP statement, the expression is checked
to determine that it is absolute and within a maximum value,

EXIT: This subroutine returns to the calling point if the
expression is not valid. It returns to the second instruction
at the calling point if the expression is valid.

ERRORS: Errors found by BLEXVAL are issued as diagnostics
and, if the errors are fatal, exit is made to the error
return point in the calling routine.

If the expression is invalidly relocatable, diagnostic
7 is issued before return is made to the error return point.

For the operand of a CNOP statement, if the expression
is not absolute, diagnostic 17 is issued and return is made
to IGCHNOP in the CNOP subroutine to mark the source statement
to be ignored by pass 2.

For the operand of a CNOP statement, if the expression
value is not less than 256, return is made to BADVAL in the
CNOP subroutine to issue diagnostic 31 and mark the source
statement to be ignored by pass 2.

2.2.3,11 HEX2CM Subroutine

FUNCTION: This subroutine (Chart AV) converts a hexadecimal
number into EBCDIC characters for printing or punching in
source program language.

ENTRY: This subroutine is entered at HEX3CM from the END
or PUTESD subroutine, with the number to be converted in
a general register, and the address of the output area in
another,
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EXIT: This subroutine exits to the calling point,

2.2.3.12 MBRKUP Subroutine

FUNCTION: This subroutine (Chart AW) isolates an expression
within an operand, then validates the expression.

ENTRY: This subroutine is entered at MBRKUP from the ENTRY
or EXTRN subroutine, with the address of the expression in a
general register,

OPERATION: This subroutine calls the BLBRKUP routine and
checks for any error that the routine may find in the
expression. The expression is then validated and set up

. for delivery to the calling routine with the current qualifier
appended or with the qualifier designated in the expression.

EXIT: This subroutine exits tc the calling point if the
expression is invalid. It returns to the second instruction
at the calling point if the expression is valid.

ERRORS: If BLBRKUP finds an error in an EXTRN expression,
the BLBRKUP diagnostic is issued before the subroutine returns
to the error return point,

If BLBRKUP finds an error in an ENTRY expression,
return is made to the error return point,

If the expression is too long, diagnostic 4 is issued
before return is made to the error return point.

If the first character of the expression is invalid,
or the qualifier element begins with other than a period, or
there is a third element, diagnostic 31 is issued before
return is made to the error return point.

2.2.3.13 PUTESD Subroutine

FUNCTION: This subroutine (Chart AX) punches an ESD card
and initializes the card image for the next card.

ENTRY: This subroutine is entered at PUTESD from the EXTRN
ESD or ENTRY ESD subroutine.

EXIT: This subroutine exits to the calling point.
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2.2.3.14 PRTESD Subroutine

FUNCTION: This subroutine (Chart AX) prints an ESD line
and sets up the next one for printing if a listing is
requested.,

ENTRY: This subroutine is normally entered at PRTESD from
the common ESD, EXTRN ESD, or ENTRY ESD subroutine., On the
first time through only, it is entered at EJECT from the
Program ESD Subroutine if a listing is requested.

OPERATION: This subroutine is entered the first time to
eject the listing page, print the ESD header, then set up
the Program ESD line before returning to the calling routine.

On subsequent entries, this subroutine first checks
whether a listing is requested. 1If so, it prints the line
set up on its previous call and forces a page eject if
the page is full before it sets up the next ESD line,

EXIT: This subroutine exits to the calling point, immediately
if no listing is requested, or after setting up the next

line on all but its last call. On its last call, exit is taken
after printing the previously set-up line.

2,2.4 Get A Statement During PASS1 Routine (IOGET1)

FUNCTION: This routine (Chart CA) gets a statement during
pass 1 and puts it into canonical form.

ENTRY: This routine is entered at IOGET1. It is called by
BLPAS1,

OPERATION: This routine calls RDMRG to get a source statement,
then determines whether the statement is a comment or not. A
comment card is immediately moved to the output area with the
comment field left-adjusted and the sequence field right-
adjusted in the 80-column field.

If the statement is not a comment card, the symbol (if
found) is moved to the output area, its length is computed
and moved to the output, and a search is bequn for the
operation code. If no operation code is found, the statement
is printed and ignored, and the routine calls RDMRG to get
a new statement.

If an operation code is found, it is moved to the output

area, its length is computed and moved to the output, and a
search is begun for the operand.
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If an operand is found, its length is determined by finding
its rightmost none=blank character. The operand is then moved
to the output area, followed by a single blank, and its length
(with the blank) is also moved to the output. If no operand
is found, only the blank is moved to the output area. Finally,
the sequence field is moved to the output area and the total
statement length is computed and moved to the output.

EXIT: This routine exits to the calling point.

ERRORS: If a BAL program on .INPUT lacks an END statement,
the EOF return from the call of RDMRG forces the delivery of
an END statement by IOGET1. A message in this statement’s
comment field describes the action taken.

2.2.5 Read And Merge Source Statement Routine (RDMRG)

The Read And Merge Source Statement Routine (RDMRG) is
called by IOGET1 during pass 1 to read in a new statement
in BAL language. These source statements may come from one
of three sources:

1. .WORK1 if a compiled JOVIAL program is submitted,
or if compool PUNCHC processing is being done.

2, - INPUT if a BAL program is submitted.
3. .LIB or .CMP if a compool is requested.

The first pass through RDMRG selects WORK1 or INPUT for
all succeeding passes.

The RDMRG routine divides functionally into three
subroutines and one subordinate subroutine as follows:

a, Subroutines

1. Main Subroutine:; This subroutine obtains a
statement from the selected source and delivers
it, then exits to IOGITI1.

2. First Pass Subroutine: This subroutine selects
the source in accordance with control card
information, then enteres the appropriate
subroutine to deliver the first program
statement,

3. Compool Read Subroutine: This subroutine reads
input from the compool. :
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b. 4 Subordinate Subroutine

READ - Selects source on first pass and reads a
statement.

2.2.5.1 RDMRG (Main) Subroutine

FUNCTION: This subroutine (Chart DA) obtains a statement
from the source selected during the first pass and moves
it to the delivery area before returning control to IOGET1.

ENTRY: The entry point for this subroutine is RDMRG. It
is always entered from IOGET1 which provides the delivery
address and .INPUT EOF return address out-ofe-line from the
calling point.

OPERATION: On each pass, this subroutine begins by picking
up the two parameters supplied by IOGET1. On the first
pass, the main subroutine branches to the first pass
subroutine for source selection. On all succeeding passes,
it goes to the return point set on the preceding pass. If
+WORK1 or .INPUT is the sole source, the main subroutine
obtains a statement on each pass, moves it to the delivery
area, and returns control to IOGET1., If the GPOOL switch
is set, the main subroutine branches to PREAD to read from
conpool.

EXIT: This subroutine exits to the calling point in IOGETI1.
2.2.5.2 ENTER (First Pass) Subroutine

FUNCTION: This subroutine {(Chart DA) uses control card
information to select the source for statements, then exits
to the appropriate processing subroutine for the selected
BOUrce.

ENTRY: This subroutine is entered at ENTER on the first
pass through the main subroutine,

OPERATION: Upon entry into the first pass subroutine, the
READ subroutine selects either .WORK1 (for JOVIAL compiler
output) or .INPUT and reads the first statement from that
source.,

EXIT: This subroutine returns to the main subroutine to
move the statement to the delivery area.

COMMENTS: The READ subroutine latches to its first selection

and reads only from the selected source (.,WORK1 or .INPUT)
on subsequent calls.,
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2.2.5.3 Compool Read Subroutine (PREAD)

FUNCTION: This subroutine (Charts DB, DC) reads card images
from the compool, either returning the card read to the caller,
or selecting some other special card to be returned.

ENTRY: This routine is entered at PREAD from RDMRG if switch
GPOOL is set to 1, or at UNSTND if switch GPOOL is set to 2.

OPERATION: If switches SENDS or SENDNX are set, a DSECT or

a saved card are returned to the caller, On entry at UNSTND,
a saved END card is returned to the caller. Otherwise a card
is read from the compool and examined.

An END card terminates processing of the current segment,
and returns to read another card,

An EXTRN terminates all compool reading. Diagnostics
may be issued., If there is a stacked END card, GPOOL is
set to 2. A .PREV CSECT is returned to the caller unless
an overlay assembly is in process, in which case a comment
is returned.

If a START card is read, the segment name is examined to
see if it is wanted. If it is not, switch THISG is turned
off, and cards are read to skip to the end of the segment.

If the segment is needed, another card is read. 1If it is
ENTRY Poolname, it is ignored, while anything else is saved.
Switches are set to return a DSECT and the saved card if any,
to the caller, on subsegment calls., An EXTRN is then returned
to the caller,

EXIT: This subroutine returns to the calling point,
ERRORS: If there are any unsatisfied requests in the table
at the end of the compool, diagnostics are issued,

2:2.5.4 READ Subroutine

FUNCTION: This subroutine (Chart DD), on the first pass,
selects the source for statements for RDMRG and reads the
first statement from that source. On each subsequent pass,

this routine reads a statement from that source.

ENTRY: This subroutine is entered at READ from all three of:
the RDMRG subroutines,



OPERATION: On the first pass, this subroutine checks whether
input is on .WORK1., If so, it latches to that source, rewinds
it, and reads the first statement. If not, it latches to
.INPUT and reads the first statement from there., On each
subsequent pass, this subroutine reads one statement from the
selected source.

EXIT: This subroutine normally exits after each pass to
the calling point in RDMRG. An EOF causes return to the
NOMORE subroutine in IOGET1.

2.2.6 Put Out A Statement During PASS1 Routine (IOPUT1)

FUNCTION: This routine (Chart NA) is used by BLPAS1 to put
a statement into the intermediate buffer until it is filled,
afterward onto .WORK2 if it is available.

ENTRY: This routine is entered at IOPUT1 from BLPAS1.

OPERATION: This routine first determines the record length
from its type, then checks whether the intermediate buffer ‘
is filled. 1If not, the buffer is tested to see whether entry
of this record will make the buffer overflow. If not, the
record is entered in the buffer and its new entry point is
saved. If entry would cause overflow, the buffer is marked
as filled and the record is written insteand on ,WORK2 if it
is available. If .WORK2 is not available and a new entry
will cause overflow, the assembly is terminated and a message
‘indicating which card caused overflow is printed. If .WORK2
is avaiable all succeeding records are similarly written on
«WORK2 .,

EXIT: This routine exits to the calling point in BLPAS1.
2.3 OPERATION CODE LOOKUP ROUTINE (BLOPLKUP)

FUNCTION: This routine (Chart EA) searches the operation

code table to find the entry that matches the statement
operation code., The table, resident in BLOPLKUP, is described
in Subsection 6.1.

ENTRY: This routine is entered at location BLOPLKUP from the
new statement routine of BLPAS1 or BLPAS2. The address of the
requested operation code is an ine-line parameter in the
calling sequence,

OPERATION: This routine performs a binary search of the
operation code table. If no matching entry is found, the
address of a dummy entry is returned to indicate that the
search was unsuccessful,



EXIT: This routine exits to the calling program., The
address of the matching table entry (or of a dummy entry) is
returned in a general register.,

2,4 SYMBOL TABLE SEARCH ROUTINE (BLSLKUP)

FUNCTION: This routine (Chart FA) searches the symbol table
to find an unused location or the location of a specified
symbol, The format of the symbol table is described in
Subsection 6.1,

ENTRY: This routine is entered at BLSLKUP from a number
of routines, each of which provides the address of the symbol
sought and an error exit address.

OPERATION: This routine uses a ‘hashing® algorithm to develop
the search start address from the 8e-character symbol and its
1echaracter qualifier, The search then proceeds sequentially
until the first unused entry or a matching entry is found.

If the end of the table is reached, the search restarts at

the beginning of the table and moves through to the end, If
the table is full and no match is found, the routine loads

the address of a dummy entry into the output register to
indicate that the symbol table is full,

EXIT: This routine has two exits, both in the calling
routine, The normal exit is taken when the routine finds
an unused location or a matching entry, If the search was
fruitless, the routine places the address of a dummy entry
in the output register and takes the error exit,

2.5 CONSTANT MODIFILR (BLCONMOD)

Modifier BLCONNOD validates the multiplicity
(duplication factor), type, length, scaling, and value
list of a literal or DC statement. Correctly defined
elements are evaluated and then stored as binary wvalues
in an output table. (See Subsection 6.3 for the BLCONMOD
output format.) Errors in any element result in a diagnostic
code, the zeroing of all element fields in the output table,
and a return to the calling program.

Modifier BLCONMOD consists of the BLCONMOD mainline
and 14 logically distinct routines and subroutines, each
clearly marked in the assembly listing. They are identified
by their primary entry point. The names and functions of
these routines and subroutines are as follows:

1. BLCONMOD Mainline: This controls BLCONMOD processing,

using internal tables to verify modifiers and to call
appropriate routines in correct sequence.
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10.

11.

12.

13,

14,

15,

MMULTY Routine: This routine determines multiplicity
when it is specified by the input statement.

MHOLD Routine: This routine assigns a multiplicity
of 1 when no explicit value is specified.

TTYPE Routine: This routine determines the type of
constant specified by the input statement.,

THOLD Routine: This routine sets up for a C-type
constant when no explicit type is given. '

LLNGTH Routine: This routine determines the byte
and bit length of a constant, using the explicit
length given in the input statement.

LHOLD Routine: This routine develops the length,
according to type, for a constant in which length
is implied.

SSCALE Routine: This routine evaluates scaling and
initiates value list handling.

CCI Routine: This routine counts the number of
EBCDIC characters specified in the wvalue list of
a C-type constant.

HHI Routine: This routine counts the number of
hexadecimal charactexs specified in the value list
of an X-type constant.

VVI Routine: This routine checks the number of
constants (i.e., commas) in the value list of an
A=, S=, Fe, H=, E=, or D-type constant.

Z2I Routine: This routine finds the total number
of characters in the value list of P- and Z-type
constants.

CERR Routine: This routine generates a diagnostic
code, moves it to the output table, and sets up for
program exit.

DSUBRT Subroutine: This subroutine calls BLEXVAL to
evaluate an expression and then checks for errors..

INTGER Subroutine: This subroutine sets up an
expression for evaluation by the DSUBRT subroutine
and checks for errors.
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2.5.1. BLCONMOD Mainline

FUNCTION: This part of BLCONMOD (Chart GA) controls processing
by calling the proper routine to handle each element of a
literal or DC statement. The mainline also performs
initialization and termination functions for the entire
program,

ENTRY: The mainline has one primary entry point, location
BLCONMOD, which may be entered from the BLPAS1 and BLPAS2
programs. A secondary entry point, location FEXIT2, is entered
by routines within BLCONMOD to terminate processing. (The
input format is described in Subsection 6.3.)

OPERATION: Starting with the first character of the input
statement, the mainline uses a combination of table lookups

to decide which routine to call., A general internal table

is used to translate a character from the input statement

into a code number. This number is then translated into a
routine address by one of four secondary tables. Each
secondary table corresponds to a kind of element: multiplicity,
type, length, or scaling factor. The multiplicity table is
called first; the others are used in order as returns are

made to the mainline.

If any element is feund invalid during table lookups,
mainline transfers control to the CERR routine to generate
a diagnostic and prepare for exit.

EXIT: Final exit from mainline, and thus final exit from
BLCONMOD, is to the address specified by the calling program,

Initially, based on its table lookup, the mainline can
exit to any nine routines within BLCONMOND.

1. MMULTY routlne, taken when multiplicity is sp601f1ed
in the input statement.

2, MHOLD routine, used when multiplicity is implicit,

3. TTYPE routine, taken when type is specified by the
input statement,

4, THOLD routine, used for an implicit type.

5. LLNGTH routine, used when length is specified in
the input statement.

6. LHOLD routine, used for an implicit length.
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7. SSCALE routine, used when scaling is specified in
- the input statement.

8. SHOLD routine, used when scaling is implicit.

9. CERR routine, taken whenever an error is detected
during table lookup.

2.5.2 MMULTY Routine

FUNCTION: This routine (Chart GB) determines the multiplicity
(duplication factor) of a constant.

ENTRY: The routine is entered at location MMULTY from the
BLCONMOD mainline when an input statement begins with a left
parenthesis or a numeric character.

OPERATION: The routine calls the INTGER subroutine to evaluate
the initial expression of the input statement. Upon return,
which is made only if the expression is a valid multiplicity
specification, the routine moves the multiplicity value to

the BLCONMOD output table.

EXIT: Return ig8 to the BLCONMOD mainline.
2.5.3 MHOLD Routine

FUNCTION: This routine (Chart GB) moves a multiplicity value
of 1 to the BLCONMOD output table.

ENTRY: The routine is entered at location MHOLD from the
BLCONMOD mainline when multiplicity is implicit.

EXIT: Return is to the BLCONMOD mainline.

2.5.4 INTGER Subroutine i
FUNCTION: This subroutine (Chart GB) sets up an expression
for evaluation and checks that the resulting value is valid.

ENTRY: There is one entry point, location INTGER., It may
be entered from either the MMULTY or LLNGTH routine.

OPERATION: If the initial character of the expression is

a left parenthesis, the subroutine immediately transfers to
the DSUBRT subroutine for expression evaluation. Otherwise,
it first isolates the expression by temporarily replacing
the first none-numeric character with a blank, and then
transfers to DSUBRT.
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Upon return from DSUBRT, tests are made to ensure that
the expression is valid before returning to the calling
routine., If an error is detected, control passes to the
CERR routine,

EXIT: This subroutine may exit to either of two locations.

1. To the calling routine. This is the normal exit.

2. To the CERR routine if an error is found, This,

in effect, marks the end of BLCONMOD processing
for the current statement.

COMMENT: 1In a normal exit, this subroutine sets up the next
character for examination by the BLCONMOD mainline.

2,5,5 TTYPE Routine

FUNCTION: This routine (Chart GC) establishes the type code
for an input statement by comparing the current input
character with an internal table. The code is then moved to
the BLCONMOD output table.

ENTRY: This routine is entered at location TTYPE from the
BLCONMOD mainline when type is specified by the input
statement,

EXIT: This routine returns to the BLCONMOD mainline,

2.5.6 THOLD Routine

FUNCTION: This routine (Chart GC) moves the type code for
a C=-type constant to the BLCONMOD output table,

ENTRY: The routine is entered at location THOLD from the
BLCONMOD mainline when the input statement type is implicit.

EXIT: Return is to the BLCONMOD mainline.
2.5.7 ' LLNGTH Routine

FUNCTION: This routine (Chart GD) defines and checks the
explicit length given in an input statement.
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ENTRY: There is one entry point, location LLNGTH. It is
entered from the BLCONMOD mainline when the input statement
specified a length (signaled by the character L).

OPERATION: The routine begins by locating .the start of the
length expression, which must be either a number or a left
parenthesis, If a decimal point is first met, meaning the
expression refers to bits, the branch to location LBITI

is taken. Otherwise the expression is assumed to indicate
bytes, and the branch is to location LBYTE. There, after
return from the INTGER subroutine, a second check is made to
see if a bit expression has also been included in the length.,
If so, the routine looks back to evaluate the bit expression
before proceeding,

After expression evaluation, the routine calculates and
"moves to the BLCONMOD output table the total number of bits

and the total number of bytes (rounded, if needed, to the

next higher byte boundary). Tests are then made to ensure

that the length value agrees with the statement type. If

the length proves valid, LLNGTH stores the °¢*TRUE®® length
(byte length less 1) and an alignment code (1) before returning
control to the BLCONMOD mainline,

EXIT: This routine may exit to either of two locations,

1. If the length is walid, return is to the BLCONMOD
mainline,

2. If an error is detected, control passes to the CERR
routine,

2.5.8 LHOLD Routine

FUNCTION: This routine (Chart GE) finds the bit and byte
lengths and the alignment code for an input statement with
implicit length.

ENTRY: The routine is entered at location LHOLD from the
BLCONMOD mainline when an input statement does not specify
length. :

OPERATION: This routine uses internal tables and the
statement®s type code to develop the total byte and bit
lengths and the alignment code for the constant. These
values are moved to the BLCONMOD output table.

EXIT: Exit is to the calling point in the BLCONMOD
mainline,
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2,5.9 SSCALE Routine

FUNCTION: This routine (Chart GF) determines the internal
scaling requested in a D=, E-, F=, or H-type constant. For
all types of constants, it initiates value list processing.

ENTRY: This routine has two entry points,

1o Location SSCALE, entered from the BLCONMOD mainline
when scaling is specified (indicated by an S) in
the input statement.,

2, Location SHOLD, entered from the BLCONMOD mainline
when scaling is not specified.,

OPERATION: When scaling is requested, the routine validates
the scaling expression and sets up for evaluation by the
DSUBRT Subroutine. Upon return, tests are made to ensure
that the scaling value is valid before it is moved to the
BLCONMOD output table., Any error results in an immediate
exit to the CERR routine,

After the scaling process is finished or when scaling
is not specified, the routine sets up for value list
operations., The value list for an A= or Setype constant
must start with a left parenthesis; the list for all other
types must begin with a single quote. Any error found here
results in a branch to an error sequence in the CCI routine
to set up a diagnostic before passing control on to the
CERR routine., For a proper value list, the routine exits
according to the constant type.

EXIT: This routine may exit to any of seven locations.

1. Location CERR, in the CERR routine, taken when
an error is discovered during scaling operations.

2. Location FEXIT2, in the BLCONMOD mainline, taken
when there is no value list or when the value list
indicates a literal. This leads to the normal
exit from the BLCONMOD program.

3. Location CCBRN1, in the CCI routine, used when an
error is detected during wvalue list handling.

4. Location VVI, in the VVI routine, taken for an
A= or S-type (address constant), a D= or Ee-type
(floating-point constant), or an F- or He-type
(fixed-point constant) value list.
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5. Location CCI, in the CCI routine, used for a C-type
" (character constant) value list.

6. Location HHI, in the HHI routine, taken for an X-type
(hexadecimal constant) value list.

7. Location %Z%2I, in the Z2I routine, taken for a P~
or Z-type (decimal constant) value list,

ERRORS: Any error is communicated to the CERR routine which
causes the following message to be printed.,

ERROR IN VALUE LIST
2:.5.10 CCI Routine

FUNCTION: This routine (Chart GG) counts the number of
characters in the value list of a C-type (character) constant.

ENTRY: This routine has three entry points.

1. Location CCI, the primary entry point, entered
from the SSCALE routine,

2, Location CCBRN1, entered from the SSCALE, HHI,
VVI, and Z2I routines when an error is detected
in the value list.

3. Location CCMPD, entered from the HHI routine when
that routine has finished processing.

OPERATION: The routine counts all characters in the value
list until it finds the quote that marks the end of the list.
If the end of the statement is reached without finding the
quote, an error exit is taken,

After the quote is found, the next operation depends
on whether a length was specified. 1If so, the routine
returns control directly to the BLCONMOD mainline to conclude
BLCONMOD operations, For an implicit length, the character
count is used to develop the byte and bit lengths for the
constant. These values are stored in the BLCONMOD output
table before exit.

EXIT: This routine may exit to either of two locations,
1. Location FEXIT2, in the BLCONMOD mainline, taken

at the end of normal processing., This leads to
the exit from the BLCONMOD program.
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2, Location ISDIX, in the CERR routine, used if an
error was detected,

ERRORS: This routine sets up a diagnostic code for the CERR
routine when an error is discovered in the value list. As

a result, the following message will appear in the assembly
listing.

ERROR IN VALUE LIST

2.5,11 HHI Routine

FUNCTION: This routine (Chart GH) counts the number of
characters in the value list of an X-type (hexadecimal)
constant.

ENTRY: The routine has one entry point, location HHT,
which is entered from the SSCALE routine.

OPERATION: The routine counts all characters until it finds
the quote ending the wvalue list. If this quote is not
found before the statement end, an error exit is taken.

If the constant has a specified length, the routine
then transfers control to set up a normal exit from the
BLCONMOD program. For a constant with implicit length, it |
uses the character count to generate byte and bit lengths '
for the output table before relinquishing control.

EXIT: This routine may exit to either of two locations.

Te Location CCMPD, the CCI routine, taken at the
end of normal processing. This saves the address
of the end of the value list before passing
control to the BLCONMOD mainline for program
exit.,

2, Location CCBRN1, in the CCI routine, used if an

error is found. This sets up a specific diagnostic
code before transferring control the CERR routine.

ERRORS: If an error is discovered, a diagnostic code is
set up for the following message.

ERROR IN VALUE LIST
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2.5,12 ‘YVI Routine

FUNCTION: This routine (Chart GI) counts the number of
constants in the value list of A- and S-type (address), D-
and E-type (floatinge-point), and F- and Hetype (fixed-point)
constants.

ENTRY: There is one entry point, location VVI, which is
entered from the SSCALE routine.

OPERATION: To start, this routine loads the current bit
length value (available in the BLCONMOD output table) into

a counter and sets the value list terminator to agree with
the type of constant. A character-bye-character scan is then
made until the terminator appears; expressions are bypassed.
As each comma is detected, marking the end of a constant,
the initial bit length value is added to the counter value,

When the terminator occurs, the routine rounds the bit
value in the counter to the next higher byte and converts
it to bytes. This new byte length is then moved to the
BLCONMOD output table,

1f a left parenthesis is encountered during the scan
loop, the routine calls BLEXVAL to find the expression
terminator, and processing then continues with the next
character after the expression terminator. In this way,
VVI skips any parentheses or quotes within a constant. An
error here, or encountering the end of the value list before
the terminator, results in a branch to the CCI routine to
set up a diagnostic.

EXIT: This routine can exit to either of two locations.

1. Location FEXIT2, in the BLCONMOD mainline, taken
at the end of normal processing.

2. Location CCBRN1, in the CCI routine, used when an
error is detected.

ERRORS: The following diagnostic message is initiated when
an error is found.,

ERROR IN VALUE LIST

2-44



2.5.13 ZZI Routine

FUNCTION: This routine (Chart GJ) counts the number of
characters in the value list of a P- or Z-type (decimal)
constant. For a constant with implicit length, it uses
count to develop a length value.

ENTRY: Location Z%2I, the only entry point to this routine,
is entered from the SSCALE routine.

OPERATION: If a length was specified for the constant,
the routine merely locates the value-list terminator (a
quote followed by a blank) and exits.

For an implicit-length constant, the routine scans the
value list charactere-bye-character until a decimal point or
terminator appears. The number of characters before the
decimal point, not including the sign, is saved in one
counter, When the decimal point is found, the routine
switches to the loop at location ZMOD2 and continues the
scan for the terminator. A second counter now records
the number of characters to the right of the decimal point.

Once the terminator appears, the routine calculates
the constant length by adding together the two counter values,
shifting accordingly if the value list is packed, and getting
the total byte and bit counts. The total counts and the
length are then moved to the BLCONMOD output table before

exit.
EXIT: This routine can exit to either of two locations.

1. Location FEXIT2, in the BLCONMOD mainline, taken
at the end of normal processing.

2. Location CCBRNY, in the CCI routine, used if the

value list terminator is not found before the
end of input.

ERRORS: The routine initiates the following diagnostic
message when an error is detected.

ERROR IN VALUE LIST
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2.5.14 DSUBRT Subroutine

FUNCTION: This subroutine (Chart GK) calls the BLEXVAL
program to evaluate an expression and, upon return, checks
the BLEXVAL output for errors.

ENTRY: There is one entry point, location DSUBRT; it is
entered from the INTGER subroutine and the SSCALE routine,

EXIT: The subroutine exits to either of two locations.

1. If no error is found, exit is to the calling
routine,

2, If BLEXVAL has indicated an error or if the
expression proves relocatable, the subroutine
transfers control to the CERR routine.

2.5.15 CERR Routine

FUNCTION: This routine (Chart GK) controls error handling
for the BLCONMOD program,

ENTRY: The routine has two entry points.

1. Location CERR is entered from many places in
BLCONMOD when any error, except one in a value
list, is discovered.

2. Location ISDIX is entered from the CCI routine
when a value list error is found., All routines
involved with the value list (SSCALE, CCI, VVI,
HHI, and Z2I) make use of this entry via the CCI
routine,

OPERATION: When entered at CERR, the routine generates an
appropriate diagnostic code by checking which routine-finding
table was last used by the BLCONMOD mainline. Any entry at
ISDIX provides a value list error code in the call.

The routine next moves the diagnostic code to the BLCONMOD
output table along with an error count, then zeros all other
fields in the table before passing control to the mainline.

EXIT: Exit is to location FEXIT2 in the BLCONMOD mainline,

which results in a return to the calling program. In effect,
BLCONMOD terminates operations as soon as an error appears.
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ERRORS:  This routine, and therefore the BLCONMOD program, can
initiate two error messages. They are:

ERROR IN MODIFIER(S)
ERROR IN VALUE LIST

2.6 EVALUATE EXPRESSION ROUTINE (BLEXVAL)

The BLEXVAL routine consists of three logical sections:
the BLEXVAL mainline itself and two subroutines contained
within the BLEXVAL coding. These sections, clearly marked
on the assembly listing, are described separately on the
following pages. Their names and functions are as follows.

1. BLEXVAL Routine. The mainline of BLEXVAL, this
routine evaluates an expression, making calls to
the SCANX subroutine as necessary.

2, SCANX Subroutine: This section of BLEXVAL
evaluates an element of an expression, calling
the SGET subroutine for symbol information and
returning control to the BLEXVAL routine.

3. SGET Subroutine. This subroutine finds the location
of an entry in the symbol table or system symbol
table that matches a specified symbol. It normally
returns control to the SCANX subroutine,

2,6,1 BLEXVAL Routine

FUNCTION: This routine (Charts HA, HB, HC) examines an
expregsion to determine its value (i.e., storage location),
length, scale factor, relocation ID, and type. It also
validates the expression and issues an appropriate diagnostic
code if an error is found. The results of the evaluation are
stored in an output table for the use of the calling routine,

ENTRY: This routine is entered at location BLEXVAL from
the BLPAS1, BLCONMOD, BLCONVAL, and BLPAS2 programs. The
calling program provides, in a general register, the
address of the expression to be evaluated.

OPERATION: The routine begins by calling the BLBRRUP routine
to divide an expression into elements, each of which is
returned lefte-adjusted in a word or words. Routine BLBRKUP
also returns a count list that indicates the number of
nonblank characters in each element.
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The routine next calls SCANX to evaluate the first
element. The results of that evaluation define the attributes
of that entire expression, and are stored in the BLEXVAL
output table. (See Subsection 6.3 for a detailed description
of the output format.) Additional calls are made to the SCANX
. subroutine for each remaining element in order to collect data
to compute the value and relocation ID of the expression. The
results of these elements are stored temporarily in two
internal tables, '

The loop beginning at location RLOOP checks for an
invalid complexly-relocatable expression and develops the
relocation ID for the expression. If the relocation ID of
an element is nonzero, the loop checks whether the ID is
-involved in a multiplication or division (an error). The
current ID is then compared with the relocation ID of the
preceding element and, if they are the same, a counter is
either increased or decreased by 1 depending on whether the
sign of the ID is positive or negative., When all location
IDs in the expression have been tested, this counter value
indicates whether the expression is absolute, simply relocatable,
or negatively relocatable. Any other value in the counter
indicates an invalid complex expression,

The two loops (starting at locations VALOOP and VS2LP)
develop the value of the expression, according to the
expression operators. In the first loop, element values
are multiplied and divided. 1In the second, additions and
subtractions are performed to develop the final value of
the expression. :

The remainder of this routine is concerned with issuing
diagnostic codes, indicating error type, and developing the
error count. The diagnostic code and the corresponding
invalid element are repeated in the BLEXVAL output table for
every error encountered,

EXIT: This routine exits to the calling program., The
address of the BLEXVAL output table and of the expression
terminator are returned in general registers,

ERRORS: This routine sets up four pieces of error information
in its output table: error type, error count, diagnostic

code, and error symbol., The table also includes any diagnostic
information generated by the SCANX or SGET subroutines.
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Error type is shown by the following bit settings of
an otherwise-unused whole word:

Bit Set

31
30

29

28

27

Error Type

Expression cannot be evaluated; it is
complexly=-relocatable

Expression may be in error (for an
expression containing no elements)

Rest of statement cannot be evaulated;
improper symbol usage in current
expression

Expression is only partially evaluated
because of truncation

Multi-defined symbol appeared

Error count is the number of diagnostics issued for the
current expression.

The following diagnostic codes are issued by the BLEXVAL
routine itself (see descriptions of the SCANX and SGET
subroutines for other codes that may appear in the BLEXVAL

output table):

Code
1

2

10

11

44

48

Efssaqe
FIELD n HAS INVALID PUNCTUATION*
FIELD n HAS AN INVALID CHARACTER?*
FIELD n HAS A SYMBOL OR NUMBER¥

FIELD n HAS AN EXPRESSION WHICH IS TOO
LONG OR COMPLEX*

FIELD n IS INVALIDLY COMPLEX
FIELD n HAS A VOID FIELD

FIELD n HAS A RELOCATABLE SYMBOL WHICH
IS MULTIPLIED OR DIVIDED

FIELD n HAS TOO MANY ELEMENTS IN AN EXPRESSION

FIELD n HAS DIVISION WHICH RESULTED IN
ZERO QUOTIENT

FIELD n HAS TWO CONSFECUTIVE QUOTES
AFTER SYMBOL X

*These codes are taken directly from the BLBRKUP return.,
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The error symbol, set up by the SGET subroutine, is
issued immediately after a diagnostic for an undefined or
multi=-defined symbol and will later be printed in the
assembly listing along with the diagnostic message. If
no such symbol exists, the twoe-word area is set to the
current operand number. This was initialized before entry
into BLEXVAL.,

2,6,2 SCANX Subroutine

FUNCTION: This subroutine (Charts HD, HE) examines an
element of an expression. Depending on the individual
element, SCANX converts a decimal number to binary; identifies
an operator or a special element such as a self-defining
value; sets up value and relocation-ID information; and,

from the first element of an expression, establishes
expression attributes,

ENTRY: The subroutine is entered at location RSCAN1 or
RSCAN2 from the BLEXVAL routine. The RSCAN1 entry is used
for the first element of an expression; all other elements
enter at RSCAN2, The only difference between the two entries
is in the setting of a switch to handle expression attributes.

OPERATION: The subroutine begins with a test of the count
generated by the BLBRKUP routine for the element. If only
one character appears, a check is made for an operator (an

¥, /s +, =, or *); the relocation sign or operator is set
accordingly; and the next element field is examined. An
extra. check is made if an asterisk is found in order to
distinguish between its use as a multiplier and as a location
counter reference. A quote is handled by part of the two-
character checking sequence.

The subroutine examines a twoe-character element for a
hexadecimal or character self-defining value (X° or C°) or
for a symbolic definition of length, type, or scale factor
(L*, T*, or S*, followed by a symbol)., For the latter,
information is fetched from the symbol table through a call
to the SGET subroutine. A character self-defining value is
stored exactly as received. The hexadecimal, however,
requires conversion to binary, which is done by dropping the
zone portion of each character and adding 9 for hexadecimal
digits A through F,

All nonspecial characters and all elements with three
or more characters are processed either as numbers or as
a symbol. The subroutine multiplies an integer by powers of
10 to convert it to binary (e.g., 264 = 2x10046x10+4x1),
then stores the result for BLEXVAL, The SGET subroutine is
called to handle symbols, and the information it returns
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is used to collect length, type, scale factor, relocation,

value, and control information for the first element of an

expression. Only relocation and value information is saved
for symbols found in the remaining elements,

EXIT: This subroutine has four exits, all to the BLEXVAL
routine: a normal return; an expression terminator return;
and two error returns. One error is taken for an invalid
two=-character element ending with a quote; the other is
taken if SGET has found a multi-defined symbol.

ERRORS: The only diagnostic code set up by this subroutine
is:s

6 FIELD n HAS INVALID USE OF*

This code appears in the BLEXVAL output table,

2.6.3 SGET Subroutine

FUNCTION: This subroutine (Chart HF) looks up a symbol in
the symbol table or system symbol table and saves the
corresponding entry address. It also generates diagnostic
information for undefined and multi-defined symbols.

ENTRY: This subroutine is entered at location SGET from the
SCANX subroutine.

OPERATION: After establishing the qualifier for the symbol,
the subroutine calls the BLSLKUP (symbol lookup) routine to
find the address of the symbol’s entry in the symbol table,
If a matching entry is not found, SGET then searches the
system symbol table. Diagnostic messages are initiated if
the symbol remains undefined or if BLSLKUP finds it to be
multi-defined.,

EXIT: Depending on the results of the search, SGET returns
either to the SCANX subroutine or to the BLEXVAL routine.
The subroutine returns to SCANX when the symbol entry is
found or when the symbol is multi-defined. 1In the latter
case, SGET sets an indicator within SCANX so that diagnostic
information is passed on to BLEXVAL. When the symbol is
undefined, the subroutine exits directly to the BLEXVAL
routine,

ERORRS: The subroutine moves an undefined or multi-defined
symbol to an error list for subsequent printing along with
the diagnostic message, and sets up these diagnostic codes .
for BLEXVAL.,
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Code Meanin

5 Undefined symbol.
12 Multi-defined symbol,
46 Symbol has not been previously defined;

i.e., an undefined symbol has been
detected during pass 1.

78 Symbol not defined, perhaps because of
symbol table overflow. This is issued
if a symbol table overflow has occurred
and the symbol cannot be found.

2.7 BREAK UP EXPRESSION ROUTINE (BLBRKUP)

FUNCTION: This routine (Chart JA) separates an expression
into its logical elements and makes a syntactic check of
each element. If an error is detected, the routine sets
up a diagnostic code to inform the calling routine.

ENTRY: The routine is entered at location BLBRKUP from
BLPAS1, BLPAS2, and BLEXVAL and from the symbolic analyzer.
The calling routine supplies in a general register the
address of the expression to be processed.

OPERATION: The routine forms a general loop to process

an expression character-by-character, using two intermnal
tables to decide the specific path taken for each character,
The tables also designate the character®s syntactic type so
that the two BLBRKUP subroutines (STORE and SKIP) can check
. for syntax errors. These subroutines are described on

the following pages.

The routine builds two output tables: the output list
and the count table. The output list contains each element or
operator left-adjusted in a word or, for an element with more
than four characters, in two words. For example, the expression
L°BOX+AB,3 would appear in the following form:

{L°bb | BOXb | +bbb | ABbb | .3bb |
(b = blank)

The count table presents the number of characters in each
element, righte-justified in a word. The first word of the
table includes any diagnostic code that applies to the
expression. For the sample above, the count table would
appear as follows,
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| bbb0 | bbb2 | bbb3 | bbbl | bbb2

bbb2 | bbb0

The zero in the last word indicates the expression terminator,
which, in this case, is a blank. The zero in the first word
means no error was detected.,

Since the operation of some BILBRKUP coding segments is
not easily seen because of the internal table lookup, these
segments are described below.

The segment beginning at OP6 is called only when a
double quote has been found. One of these is saved and used;
the other is skipped by means of this segment.

The OP7 segment is called when table lookup finds an
expression with invalid punctuation; a diagnostic code is
set and the routine exits,

The OP8 segment is used for a character self-defined
value, indicated by C® or C@. The segment sets up an internal
table so that it accepts only the type of quote (°® or @) that
appeared at the start of the value, In this way, BLBRKUP can
distinguish the terminating quote, The OPY9 segment is called
when the terminating quote is found, and reinitializes the
internal table to accept either type of quote.

EXIT: This routine returns to the calling routine. The
routine loads into three general registers the address of
the output list, the count table, and the expression
terminator as described in Subsection 6.3,
ERRORS: Four diagnostic codes can be set,

1. Invalid or missing punctuation

2, Invalid character |

3. Symbol or number too long or too short

4, Expression too long or complex
The code is returned to the calling routine in the first

word of the count table. The calling routine will then

use the code to set up the actual error message in the
assembly listing.
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2.7.1 STORE Subroutine

FUNCTION: This subroutine (Chart JB), operating within the
BLBRKUP routine, moves a character to the output list and
increases counters to prepare for the next character. Using
information given by the syntax table, the subroutine also
checks for a number of symbols longer than 8 characters.

ENTRY: Entry is a location STORE from the BLBRKUP routine.

EXIT: The subroutine returns to the calling point in the
BLBRKUP routine. If a length error is found, the subroutine
exits to location OP3.

ERRORS: 1If the subroutine detects an invalid length, it
sets up diagnostic 3 (symbol or number too long) for BLBRKUP
before exiting to location OP3,

27,2 SKIP Subroutine

FUNCTION: This subroutine (Chart JB), operating within the
BLBRKUP routine, steps to the next word in the output list
and sets up for a new element. It also inserts blanks, if
necessary, to fill out the preceding word and checks for
an invalid expression,

ENTRY: Entry is at location SKIP from the BLBRKUP routine,

EXIT: The subroutine always returns to the calling point

in the BLBRKUP routine, normally to the address given in a
general register. If an error is found, the subroutine exits
to location OP3,

ERRORS: 1If the subroutine finds the expression too long or
complex, it sets up diagnostic code 4 for BLBRKUP before
exiting to location OP3.

2.8 BLPUNC2 ROUTINE

FUNCTION: This routine (Chart UA) punches TXT, ESD, RLD,
DBG, LIB, and END cards, and links to the PAKTAP (or PAKTXT)
subroutine to block the object code on the AUXIL tape.

ENTRY: The entry point for this routine is location BLPUNC2,
It is entered from the PASS1 for ESD and LIB cards; from the
PRINT routine for TXT cards, and from PASS2 for RLD, DBG,

and END cards,



OPERATION: This routine processes one card each time it is
called.

If punching was requested by the programmer, the routine
punches a card through a call to the SYSPUN system I/O
routine, including on it the identification number indicated
by a counter. In the initial call, it also issues a $OBJ
card. The punch operation ends when the counter value has
been incremented, converted to decimal, and packed for use
as the next card identification number.

If the current job is to be executed, the routine links
to the PAKTAP subroutine (and through it to the PAKTXT
subroutine) to put a card image or packed TXT record on
-AUXIL. Return from PAKTAP or PAKTXT is to the instruction
following the call., When return is from PAKTXT, the next
PUNC2 call is to the alternate entry within PAKTXT,

EXIT: This routine exits to the calling point,

2:8.1 PAKTAP Subroutine

FUNCTION: Each time it is called, this subroutine (Chart
UB) links to the PAKTXT subroutine and, when PAKTXT returns
control, writes a card image or packed TXT record on ,AUXIL,

ENTRY: This subroutine is entered at PAKTAP from the BLPUNC2
routine,

OPERATION: The subroutine begins by setting an indicator
if the input is an END card; it then calls PAKTXT. No
other operation is performed unless PAKTXT returns to this
subroutine with a record ready for .AUXIL.

Upon return from PAKTXT, the subroutine uses a call
to SYSWRS to place a record on .AUXIL. If this record was
an END card, the subroutine returns to BLPUNC2 without
selecting PAKTXT for the next pass through BLPUNC2, since
no further writing is expected. If an END card is read
as input but has not yet been placed on .AUXIL, the
subroutine turns off the ENDSW indicator and recalls PAKTXT
to write the record before final return to BLPUNC2,

EXIT: This subroutine exits to the calling point in the
BLPUNC2 routine.
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2.8.2  PAKTXT Subroutine

FUNCTION: This subroutine (Chart UC) packs TXT cards into

a buffer until it finds a non-TXT card, a noncountiguous TXT
card, or a buffer overflow. It then returns to the PAKTAP
subroutine to place the packed TXT card record on ,AUXIL.
All other types of cards, including TXT cards for common
storage, are presented to PAKTAP without packing.

ENTRY: This routine is entered at location PAKTXT from
PAKTAP or from BLPUNC2.

OPERATION: When first entered, the subroutine examines the
card image to determine if it is a non-common TXT card, the
only type of card that is packed. If so, the subroutine
turns on a TXT-started indicator, moves the card to the
buffer, and establishes PAKTXT as the next entry (for
BLPUNC2) before exiting to BLPUNC2, As subsequent TXT cards
are read, their text portion is also moved to the buffer,
This continues until a non-TXT card, a non-contiguous TXT
card, or a buffer overflow appears.

When the current buffer load is terminated, the
subroutine (OUTBUF) sets up address and length parameters
and transfers to PAKTAP to put the buffer contents on ,AUXIL,
The card that terminates filling of the buffer is retained
in a storage area. Since the next entry is through PAKTXT,
with the TXT-started indicator on, the retained card is
then moved into the buffer either as the start of a new TXT
record or as the next output to PAKTAP if it is a common=TXT
or non=TXT card.

Any card found before the first nonecommon TXT card
is moved directly to the buffer (at EXITA) and immediately
presented to PAKTAP. This operation handles the BLPAST
output of ESD and LIB cards.

EXIT: The subroutine has two exits. One is to the PAKTAP
subroutine for all writing operations; the other is to the
PUN2 routine when writing is not desired.
2.9 BLLIST (LISTING GENERATOR) ROUTINE
FUNCTION: This routine (Chart VA) handles all printing to

SYSOUT. It includes all logic to handle spacing and
page ejection, either requested or due to linee-count overflow.
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ENTRY: The entry point for this routine is location BLLIST,
It is entered from all portlons of the assembler which
produce printed output,

EXIT: This routine returns to the calling point.
Figures 2-=1 and 2-=2 illustrate the general logic

flow of pass 1 and are followed by detailed flowcharts of
the programs that comprise pass 1.
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3.0 PASS 2 DESCRIPTION

a. Function

Pass 2 of the IBM 9020 Assembler produces object
language from the statements processed and tables
built up by pass 1. Pass 2 also builds the RLD
table and converts storage addresses into the
base-displacement form required in object language.
As determined by the job control card, pass 2 may
also prepare the program listing, the object deck,
and object text for immediate execution.

b, Organization

Pass 2 of the assembler is executed by the BLPAS2
routine which uses some of the routines loaded
with the BLPAS1 routines from BAL, Those routines
not described in the preceding section of this
manual are described in this section.

3.1 BLPAS2

The BLPAS2 routine, the main body of the assembler
second pass, consists of a mainline section that divides
into three routines: new statement, machine operation, and
pseudo-operation., (See Figure 3-1,) 1In addition, the
BLPAS2 program includes a series of independent subroutines.,

After initialization by the INIT3 subroutine in BAL,
BLPAS2 processes one record during each iteration. In the
new statement routine, the statement is obtained from the
intermediate buffer (or .WORK2 after the buffer is emptied)
and checked for type. A comment or ignore statement is
printed immediately (if a listing was requested); a
diagnostic record is stacked for issuance after the statement
to which it applies. A literal reference record is saved to
obtain the attributes of the literal in the following statement.

For a BAL statement (which meets none of the above tests),
look up of the operation code determines whether it calls for
a machine operation or a pseudo-operation. If the statement
is a machine operation, the operands are assembled by
appropriate subroutines, the statement is printed and/or punched
if requested, and the instruction length is added to the location
counter, followed by a return to get the next statement. If the
statement is a pseudo-operation, the proper pseudo-operation
processing subroutine is called. Upon completion of the selected
subroutine, the statement is printed and/or punched before return
is made to get the next statement,

3-1
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The pseudo-operation subroutines (shown in Figure 3-=1)
each process one type or several related types of pseudo-
operation statements. Of particular note, the END statement
signals the end of the source program. When it is
encountered, the END subroutine puts out the Relocation List
Dictionary (RLD), then exits to INIT4 in BAL to terminate BLPAS2,

3.1.1 BLPAS2 Mainline
3.1.1.1 New Statement Routine (PASS2)

FUNCTION: This routine (Chart OA) obtains a source statement
and determines whether it is a machine operation or a
pseudo-operation,

ENTRY: This routine is first entered at BLPAS2 from INIT3
in BAL. Each successive iteration re-enters at PASS2,.

OPERATION: This routine calls BLIOGET2 to get a statement
from the intermediate buffer (or from .WORK2 after the buffer .
is emptied). A comment is passed to the COMMEN subroutine,

a diagnostic is stacked by the DIAG routine, or an ignore
record is passed to the BLPRINT routine. A literal reference
record is stored for use in assembling the literal in the
following source statement. Return is made after handling
any of these four types to PASS2 for the next statement.

For a machine=- or pseudo-operation statement, the
operation code is checked for valid length, then submitted
for a search of the operation code table by the BLOPLKUP
routine,

EXIT: If the operation code is a pseudo-operation, this
routine branches to PSEUDO in the pseudo-operation routine.
If the operation code is a machine operation, this routine
falls through to the machine operation routine.

ERRORS: If an overlong operation code is encountered, this
routine calls the ILLOP subroutine to process the error,

3.1.1.2 Machine Operation Routine

FUNCTION: This routine (Chart OB) assembles the symbolic
operands of the machine operation statement into object
language along with the object operation code from the
operation code table, then prints and/or punches the
statement and object text. |



ENTRY: This routine is entered from the new statement
routine., Entry is also made at NOMOR from the EXBC and
EXBCR subroutines,

OPERATION: This routine first edits the object operation
code (taken from the operation code table), checks location
counter alignment, and gets the operand count for this
instruction from the operation code table.

Next, for each operand, the routine determines the
required operand type from the operation code table and
calls the appropriate operand edit subroutine. After the
operands have been assembled and their terminators checked,
a check is made for a privileged operation code before the
statement is printed and punched. Finally, the instruction
length is added to the location counter.

EXIT: This routine exits to PASS2 in the new statement
routine,

ERRORS: If the location counter is not aligned to a
halfword boundary, diagnostic 16 is issued and alignment
is made before the routine proceeds.

An invalid terminator for the first or second operand
bypasses processing of any succeeding operands and diagnostic
14 is issued,

If a privileged operation code is encountered, diagnostic
13 is issued.

If no pointer is found in the operation code table, exit
is made to SYSTER terminating the assembly operation.

If the location counter overflows, the overflow is
fixed (erased) and diagnostic 77 is issued for the next
statement,

COMIMENTS: Errors in the source statement operands are
handled by the operand edit subroutines and described with
those subroutines,

3.1.1.3 Pseudo-Operation Routine

FUNCTION: This routine (Chart OC) selects the proper
subroutine to process a pseudo-operation statement,

ENTRY: This routine is entered at PSEUDO from the new
statement routine.



OPERATION: This routine uses a pointer in the MASTER
operation code table to select the proper subroutines,
These subroutines are described separately below.

EXIT: This routine exits to PASS2 in the new statement
routine,

ERRORS: If a disallowed pseudo-operation code is found or

an operation code not in the opération code table is found,
this routine calls the ILLOP subroutine.

3.1.1,4 EJECT Subroutine

FUNCTION: This subroutine causes the listing to skip to a
new page, by calling the BLLIST routine to space X*3F° lines.

ENTRY: This subroutine is entered at EJECT from the pseudo=
operation routine,

EXIT: This subroutine exits to PASS2 in the new statement
routine,

3,1.1.5 SPACE Subroutine

FUNCTION: This subroutine (Chart OC) causes the listing to
space the specified number of lines (less than a full page)
by calling the BLLIST routine.

ENTRY: This subroutine is entered at SPACE from the pseudo-
operation routine.

EXIT: This subroutine exits to PASS2 in the new statement
routine,

COMMENTS: MNo diagnostics are issued even if the operand
contains errors.
3.1.1.6 ISEQ and SSEQ Subroutines

FUNCTION: These subroutines initiate or suppress sequence
number checking.

ENTRY: These subroutines are entered at ISEQ or SSEQ,
respectively, from the pseudo-operation routine.

EXIT: These subroutines exit to PASS2 in the new statement
routine,



3.1.1.7 NLIST and LIST Subroutines

FUNCTION: These subroutines temporarily suppress or resume
listing,

ENTRY: These subroutines are entered at NLIST or LIST,
respectively, from the pseudo-operation routine,

EXIT: These subroutines exit to PASS2 in the new statement
routine,

3.1.1.8 SPEIM and RPEM Subroutines

FUNCTION: These subroutines suppress or resume the printing
“of possible-error messages with selective suppression of
privileged operation, void expression, and all other p0551ble
error messages (except the previously named two).

ENTRY: These subroutines are entered at SPEM or RPEM,
respectively, from the pseudo-operation routine,

EXIT: These subroutines exit to PASS2 in the new statement
routine.

3.1.1.9 IGNORE Subroutine

FUNCTION: This subroutine handles statements that are ignored
by BLPAS2 (e.g., EXTRN, LIB), calling the BLPRINT routine for
listing.

ENTRY: This subroutine is entered at IGNORE from the pseudo-
operation routine,

EXIT: This subroutine exits to the new statement routine
at PASS2.

3.1.1.10 MISPL Subroutine

FUNCTION: This subroutine handles statements that are
disallowed by the system or that should not have reached

BLPAS2 (e.g., ICTL), by issuing diagnostic 15.

ENTRY: This subroutine is entered at MISPL from the pseudo-
operation routine,

EXIT: This subroutine exits to the new statement routine
at PASSZ2,



3.1.1,11 CCW Subroutine

FUNCTION: This subroutine (Chart OD) validates and assembles
a CCW,.

ENTRY: This subroutine is entered at CCW from the pseudo-
operation routine,

OPERATION: This subroutine begins by aligning the location
counter at a doubleword boundary. It then validates and

moves to the object area the CCW command code, data address,
flags, and data count., The data address is also entered in

the RLD table if it is relocatable, Finally, the CCW statement
is submitted to the BLPRINT routine and the doubleword length
is added to the location counter,

EXIT: This subroutine exits to PASS2 in the new statement
routine,

CRRORS: A bad terminator following any element of the CCW
bypasses processing of all succeeding elements and diagnostic
14 is issued.,

An error in an element prevents its assembly into the
CCW (with diagnostics issued by the validation subroutine)
with two exceptions.

1. A nontruncated flag byte (last 3 bits not 0) is
truncated before assembly and diagnostic 9 is
issued,

2, A nonabsolute data count is assembled and diagnostic
54 is issued.

If entry of the data address in the RLD table causes
overflow, diagnostic 45 is issued.

If addition of the CCW length to the location counter
causes its overflow, the overflow is ¢fixed® (high=order
byte zeroed) by the LOGOVF, which issues diagnostic 77 for
the succeeding statement, indicating an incorrect location
counter for that statement.

3.1.1.,12 EXBC and EXBCR Subroutines

FUNCTION: These subroutines (Chart OD) assemble extended
mnemonic branch instructions,

ENTRY: These subroutines are entered at LEXBC or at EYBCR
from the pseudo-operation routine.
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OPERATION: These subroutines begin by moving the operation
code and condition (first operand) from the operation code
table entry to the object area, then check the alignment

of the location counter. Finally, the subroutines call the
appropriate operand edit subroutine for its branch address.

EXIT: These subroutines exit to NOMOR in the machine
operation routine to check the operand terminator, print
the statement, and add the instruction length to the
location counter.

ERRORS: If the location counter is not aligned to a
halfword boundary, diagnostic 16 is issued and the HALF
subroutine is called to perform the alignment.

Any errors in the operand are handled by the edit
subroutine,

3.1.1,13 CNOP Subroutine

FUNCTION: This subroutine (Chart OE) assembles one or more
NOP instructions, as needed, to align the location counter as
specified by the CNOP subroutine, '

ENTRY: This subroutine is entered at CNOP from the pseudo-
operation routine.,

OPERATION: This subroutine begins by aligning to a halfword
boundary if required (using the HALF subroutine), then calls
BLEXVAL twice to evaluate the two CNOP operands, With the
desired alignment now available, the location counter is
checked to determine the alignment increment required. Then,
as required, a 4-byte NOP (BC format) is put out, the length
is added to the location counter, and the CNOP statement is
printed.

EXIT: This subroutine exits to PASS2 in the new statement
routine, .

ERRORS: If addition of the NOP instruction length to the
location counter causes overflow, the overflow is *fixed®
and a diagnostic is stacked for issuance with the next
statement,

3.1.1.14 COM Subroutine

FUNCTION: This subroutine (Chart OE) initiates or resumes
the common section, first saving the location counter in
the current CSECT entry.

ENTRY: This subroutine is entered at COM from the pseudo-
operation routine,



EXIT: This subroutine exits to PASS2 in the new statement
routine,

3.1.1.15 CSECT and DSECT Subroutines

FUNCTION: These subroutines (Chart OF) initiate or resume
the control section named in the statement.

ENTRY: These subroutines are entered at CSECT or at DSECT
(depending on the statement operation code) from the pseudo-
operation routine,

OPERATION: These subroutines first save the location counter
in the current CSECT=-EXTRN table entry, then search that table
for the entry named in the statement. If no match is found,
the search is repeated for an entry with a blank name. Next,
the entry found is checked for whether it is CSECT or a DSECT,
and the DSECT switch is set accordingly. Finally, the
location counter is set from the table entry and the statement
is printed.

EXIT: These subroutines exit to PASS 2 in the new statement
routine.

COMMENTS: Since the BLPAS1 program allows a DSECT statement
to resume a CSECT entry and vice versa (issuing a diagnostic
to call attention to the occurrence), these subroutines must
allow for the same possibility; i.e., that a DSECT statement
may be resuming a CSECT or vice versa,

3.1.1.16 DCODS Subroutine

FUNCTION: This subroutine (Charts 0OG, OIl) handles a DC,
DS, or DCL statement to reserve storage space for its operand,
and, if appropriate, set up object code for the constant value.

ENTRY: This subroutine is entered at DCODS from the pseudo-
operation routine.

OPERATION: This subroutine begins by calling BLCONMOD to
evaluate the constant modifiers. The alignment code from
BLCONMOD is then used to align the location counter for the
constant. A DS statement is simply printed (and given to
BLPUNC2 which will punch the current card) and the length
of the constant is added to the location counter without
assembling object code for loading into storage.
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For a DC or DCL statement (the latter issued by BLPAS1
to define a literal), the multiplicity is checked for nonzero.
Next, BLCONVAL is called to evaluate the constant. Its value

is then assembled as object code, and punched, and the constant

length is added to the location counter. If the multiplicity

was greater than 1, the object code is repeated and its length

added to the location counter as many times as called for by
the multiplicity. If it is an adcon, each iteration is
re=evaluated after stepping the -location counter,

EXIT: This subroutine exits to PASS2 in the new statement
routine.

ERRORS: If a DC or DCL statement lacks a value list,
diagnostic 19 is issued and the statement is handled as

.if it were a DS statement (no object code but storage space
allocated).

If a DC statement with zero multiplicity is encountered,
the statement is printed without assembly to object code or
reservation of storage.

If BLCONVAL finds errors in the constant, its diagnostic
messages are issued but processing continues normally.

If the location counter overflows at any point, the
overflow is ¢fixed® and a diagnostic is stacked for issuance
with the next statement or line on the listing,

3.1.1.17 DROP Subroutine

FUNCTION: This subroutine (Chart OI) validates the register
operand(s) of a DROP statement, then removes the designated
register(s) from the USING table and base-displacement
address calculations.

ENTRY: This subroutine is entered at DROP from the pseudo-
operation routine,

OPERATION: This subroutine begins by calling the ABSS
subroutine to validate the register specification, then
checks that the specified register was marked in the USING
table as in use for base-=displacement calculations. Finally,
the table entry is marked as unavailable and, if no further
registers are specified in the DROP statement, the statement
is printed.

EXIT: This subroutine exits to PASS2 in the new statement
routine,
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ERRORS: If the register specification is in error, diagnostic
21 is issued and no check is made of the USING table,

If the specified register was not in use, for base-
displacement calculations, diagnostic 20 is issued.

3.1.1.18 DUMPT Subroutine

FUNCTION: This subroutine (Charts 0S, OT) validates a tape
dump request and assembles the DBG card for it.

LNTRY: This subroutine is entered at SUMPT from the
pseudo=-cperation routine,

OPERATION: This subroutine validates and assembles the
dump format label, logical tape drive number, ‘from file,®
sfrom record,® °‘to file,® ¢‘to record,®’ and ‘bytes per record.’
The dump format and label are extracted and validated in
succession, using the BLBRKUP routine for the extraction.
The next five (or six) terms in the request are evaluated
in succession by the INROUT subroutine and further tested
for maximum value in this subroutine before being assembled
onto the DBG card. Tinally, the request is identified as
logical or physical, the DBG card is punched, and the tape
dump statement is printed.

L¥IT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: An error in any element of the dump request causes
issuance of an appropriate diagnostic and a ‘no DBG card’
diagnostic (22); the dump request statement is printed but
no DBG card is produced.

The diagnostics issued are as follows.

a, Format error = BLBRKUP diagnostic
b Invalid format = number 23

Co Invalid label = number 24

d. Integer error = number 31

e, Integer too large = number 25

f. Bad terminator = number 14

N blank format specification is forced as hexadecimal
(IEX) format.
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3.1.1.19 DUMP Subroutine

FUNCTION: This subroutine (Charts 0J, OK, OL) validates a
storage and/or register dump request and assembles the DBG
card for it.

ENTRY: This subroutine is entered at DUMP from the pseudo-
operation routine,

OPERATION: This subroutine validates and assembles the dump
format, label, ¢from loc,® and ‘to loc,® then determines
the dump request type to select further processing.

The dump format and label are extracted and validated
in succession, using the BLBRKUP routine for the extraction.
If a *from loc® is specified (indicating storage dump as
well as register dump), the EXVR subroutine is called to
evaluate it. If the ¢from loc® is absolute, a special
subroutine is entered to ensure that the ‘to loc® is also
absolute. Similarly, a check is made that both the ¢from
loc® and *to loc® are or are not in common. In either case,
EXVR is used to evaluate the °to loc.®

After the storage dump addresses (if present) have
been assembled, the dump type is examined to determine further
processing if any. An emergency dump request (DUMPE) is
finished at this point. An unconditional dump request (DUMP)
is completed by evaluating the ‘*point of dump® address. The
two types of conditional dump request (DUMPC and DUMPR) are
each handled by a separate subroutine that processes the
conditions specified in the request.

There are two subroutines within the DUMP subroutine:
CONVT and GTLOC. The CONVT subroutine converts a 3-byte
address into EBCDIC characters. The GTLOC subroutine
evaluates the symbolic ‘point of dump®.

EXIT: This subroutine exits to PASS2 in the new statement
routine.

ERRORS: An error in any element of the dump request causes
issuance of an appropriate diagnostic and a *no DBG card’
diagnostic (22); the dump request statement is printed but
no DBG card is produced.

.The diagnostics issued are as follows.

a, Format error - BLBRKUP diagnostic

b. Invalid format = number 23



C. Invalid label - number 24
d. Bad address = number 26
e, Bad integer = number 25
f. Bad condition = number 27
g. Bad register = number -28

A blank format specification is forced as HEX format.

3.1.1.20 TND Subroutine

FUNCTION: This subroutine (Charts OIf, ON) validates the
‘begin’ location if specified in the END statement, puts
out all entries in the RLD table, and exits to INIT4,
ending BLPAS2,

ENTRY: This subroutine is entered at END from the pseudo-
operation routine,

OPERATION: This subroutine begins by calling the print
subroutine to punch the final TXT card. It then calls
the EXVR subroutine to evaluate the ‘begin® location. If
the location was defined in a control section, its value
is moved to the FND card. If not and the location is not
absolute, BLBRKUP is called to extract the symbol (an
EXTRl) for moving to the END card. The ILND statement is
then printed,

If any entries are present in the RLD table, the table
entries are printed and RLD cards are punched. TIinally,
the last RLD card is punched whether full or not and the
END card is then punched. The sequence number of the LND
card is saved for the XPLI' routine.

The PRRLD subroutine, included in the THuD subroutine,
prints a line of the PLD table each time it is called, if
a listing has been requested.

EXIT: This subroutine exits to INIT4 in BAL, ending BILAPS2.
ERRORS: Any errors found in the ¢begin® location by IXVR
cause BLEXVAL diagnostics to be issued, followed by
diagnostic 30, and assembly of the ¢‘begin® location to be
omitted.

If the ¢beqgin’® location is absolute, diagnostic 30 is
issued and the location is not assembled on the END card,
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3.1.1.21 ENTRY Subroutine

FUNCTION: This subroutine (Chart 0OI) evaluates the ENTRY
symbol (s) and determines that the symbol has been defined
in a control section or in common.

ENTRY: This subroutine is entered at ENTRY from the pseudo-
operation routine.

OPERATION: This subroutine calls the EXVR subroutine to
evaluate the symbol, If the expression contains no errors
and identifies a location defined in a control section or

in common, the ENTRY symbol is accepted. After all symbols
in the ENTRY operand field have been valldated the statement
is printed.

EXIT: This subroutine exits to PASSZ2 in the new statement
routine.

ERRORS: If the entry symbol was defined in a dummy control
section, diagnostic 62 is issued.

If the last symbol is not terminated by a blank
character, diagnostic 14 is issued,

COMMENTS: Errors found by BLEXVAL (called by the EXVR
subroutine) cause diagnostics to be stacked before return
is made to this subroutine,

3.1.1.22 PRNT Subroutine

FUNCTION: This subroutine (Chart 00) validates the operands
of a PRINT statement to determine how much of each assembled
constant (from a DC statement) will be listed and whether
literals will be listed.

ENTRY: This subroutine is entered at PRNT from the pseudo-
operation routine,

OPERATION: This subroutine begins by calling the BLBRKUP
routine to extract and validate the first operand., If the
operand is void or °DATA,°® constants will be printed
completely in the listing; if the operand is ¢NODATA,°
only the first 16 bytes of each constant will be printed.

This subroutine then calls BLBRKUP again to extract
and validate the second operand., If the operand is void or
‘LIT,® all literals will be printed; if the operand is
*NOLIT,® literals will not be printed when the literal table
is put out. The PRINT statement is then printed.
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EXIT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: If errors are found by BLBRKUP in either operand,
the BLBRKUP diagnostic(s) is issued, followed by diagnostic
31; further operand processing is bypassed.

A bad terminator of the first operand allows the operand
to be processed, but diagnostic 31 is issued and the second
operand is ignored.

3.1.1.23 TITLE Subroutine

FUNCTION: This subroutine (Chart 00) validates the punch
ID (if present on the TITLE card) and causes the TITLE page
of the listing to be printed.

ENTRY: This subroutine is entered at TITLE from the pseudo-
operation routine,

OPERATION: If a punch ID is present on the TITLE card, this
subroutine calls BLBRKUP to extract it. If wvalid, the 1ID
is moved to the card sequence number field.

The subroutine then picks up the title, prints the
statement, and causes the listing to skip to a new page,

EXIT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: If the punch ID is invalid, diagnostic 32 is issued
and the ID is not moved to the card sequence number field.

3.1.1.24 TRACE Subroutine

FUNCTION: This subroutine (Charts OP, 0Q) validates a trace
request and assembles the DBG card for it.

ENTRY: This subroutine is entered at TRACE from the pseudo-
operation routine.

OPERATION: This subroutine validates and assembles the trace
label, start (°¢from loc®), and end (‘to loc®) onto a DBG card.
The label is extracted from the statement by BLBRKUP and, if

it is not void, is moved to the DBG card. Next, if a *from
loc*®. is specified, the EXVR subroutine is used to evaluate the
¢from loc® and the ‘to loc® in succession., If the ¢‘from loc’

is absolute, a special subroutine is entered to ensure that

the ¢from loc® and °*to loc® are or are not in the common section.
Finally, the trace type (TRACE or TRACB) is moved to the DBG
card, the card is punched, and the statement is printed.
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The CVT subroutine, included in the TRACE subroutine,
converts a 3-byte address into EBCDIC characters.

EXIT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: An error in the label or either address in the trace
request causes issuance of the appropriate diagnostic (24

for label or 26 for address), followed by a °‘no DBG card®
diagnostic (22); the trace request statement is printed but
no DBG card is produced.

3.1.1.25 USING Subroutine

FUNCTION: This subroutine (Chart OR) validates the value and
registers specified in a USING statement for base=-displacement
calculations.

ENTRY: This subroutine is entered at USING from the pseudo-
operation routine,

OPERATION: This subroutine begins by calling the EXVR
subroutine to evaluate the values specified for the first
base register. If the value is valid and the expression
properly terminated, the subroutine then validates the
general register specified as base register. If other

than register 0 is specified, the register entry in the
USING table is marked as available for base-displacement
calculations, the relocation ID is moved into the entry, and
the value is moved into the entry. If another register is
specified, the value is increased by 4096 before the register
specification is validated and entry made. Finally, the
USING statement is printed.

EXIT: This subroutine exits to PASS2 in the new statement
routine.

ERRORS: If the EXVR subroutine finds a value error, it puts
out diagnostics selected by the BLEXVAL routine. Diagnostic
33 is then issued and no entry is made in the USING table.

If a register specification is in error, diagnostic 34
is issued and no entry is made for that specification.

If register 0 is specified with a zero value, the entry
is made but diagnostic 52 is issued as well.

If register 0 is specified with a non-zero value, entry

is made in register 0 for a zero value but diagnostic 53 is
issued.
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3.1.1.26 LTORG Subroutine

FUNCTION: This subroutine aligns the location counter to a
doubleword boundary in preparation for the literals (put out
as DCLs) to follow and prints the LTORG statement.

ENTRY: This subroutine is entered at LTORG from the pseudo-
operation routine.

EXIT: This subroutine exits to PASS2 in the new statement
routine.

3.1.1.27 ORG Subroutine
FUNCTION: This subroutine evaluates the ORG statement operand,

sets the location counter to that value, and prints the ORG
statement.

ENTRY: This subroutine is entered at ORG from the pseudo-
operation routine,

EXIT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: 1If the TEQU has been used, the ORG could be for an
incorrect CSECT., 1In this case, diagnostic 66 will be issued
and the ORG ignored.

3.1.1.28 ILLOP Subroutine
FUNCTION: This subroutine is called for an invalid operation
code; it issues diagnostic 35, sets up a 4-byte NOP, and adds

this length to the location counter.

ENTRY: This subroutine is entered at ILLOP from the pseudo-
operation routine or from the new statement routine.

EXIT: This subroutine exits to PASS2 in the new statement
routine.

3.1.1.29 QUAL Subroutine

FUNCTION: This subroutine picks up the new qualifier given
in the QUAL statement and prints the statement.

ENTRY: This subroutine is entered at QUAL from the pseudo-
operation routine,

EXIT: This subroutine exits to PASS2 in the new statement
routine,



COMMENTS: A QUAL statement containing errors would be found
in BLPAS1 and marked to be ignored by BLPAS2,

3.1.1.30 TEQU Subroutine

FUNCTION: This subroutine (Chart OU) changes the location
attribute of the symbol named in the TEQU statement to the
value of the statement operand and prints the TEQU statement.

ENTRY: This subroutine is entered at TEQU from the pseudo-
operation routine.

OPERATION: This subroutine first calls BLSLKUP to find the
symbol given in the statement name field in the symbol table.
Next, the EXVR subroutine is called to evaluate the operand.
The value is converted for listing, both it and its symbolic
attribute are moved into the location field of the symbol
table entry, and the TEQU statement is printed,

EXIT: This subroutine exits to PASS2 in the new statement
routine,

ERRORS: If the EXVR subroutine finds errors in the TEQU
statement operand, diagnostic 55 is issued in addition to
the diagnostics issued by the subroutine and the new
location is not entered in the symbol table.

COMMENTS: Errors in the operand would be found by PASST
and the TEQU statement would be marked to be ignored by
PASS2,

3.1.1.31% EQMXMN Subroutine

FUNCTION: This subroutine (Chart OU) assembles the location
specified by the statement START, EQU, MAX, or MIN, then
prints the statement. Re-evaluation may be required if

TEQU has been used,

ENTRY: This subroutine is entered at EQMXMN from the
pseudo-operation routine.

EXIT: This subroutine exits to PASS2 in the new statement
routine,

3.1.2 BLPAS2 Common Subroutines

Included within the BLPAS2 program are 20 subroutines
that are called to perform various operations for the main
body of the program., These subroutines, listed below, are
each described separately.

1. COMMEN - Print a comment record
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17.

18,

19,

20,

3.1.2.1

FUNCTION:

INROUT - Evaluate an integer

ABS8 - Evaluate an absolute expression

EXVR - Evaluate an expression

LOCOVF - Process location counter overflow

DOUB = Align location counter to doukbleword boundary
HALF - Align location counter to halfword boundary
COVX = Convert fullword to EBCDIC characters.,
USBASE = Compute base and displacement

REGST - Evaluate register operand

LITYP - Evaluate register operand (R2 = 0)

INT8 - Evaluate 8=bit immediate operand

SHFT = Evaluate shift operand

SA = Evaluate storage-address operand

XA - Evaluate indexable-storage-address operand

SLA4Q - Evaluate storage-address operand with 4-bit
length specification

SLA - Evaluate storage-address operand with 8-bit
length specification

SI8Z - Evaluate storage-address operand with 8=bit
length = 0 :

SA4Z - Evaluate storage-address operand with 4-=bit
length 0

DIAG - Stack a diagnostic

Print A Comment Record Subroutine (COMMEN)

This subroutine (Chart OV) accepts comments,

JOVIAL statements, and JOVIAL diagnostics, printing them
if listing is requested and adding to the serious and
possible error counts.
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"ENTRY: This subroutine is entered at COMMEN from the new
statement routine.

EXIT: This subroutine exits to PASS2 in the new statement
routine.

3.1.2.2 Evaluate An Integer Subroutine (INROUT)

FUNCTION: This subroutine (Chart OV) evaluates an integer
and validates it.

ENTRY: This subroutine is entered at INROUT from the DUMP
or DUMPT subroutine.

EXIT: This subroutine returns to the calling point if an
error was found in the integer or to the instruction following
the calling point (normal return) if no error was found.

3.1.2.3 Evaluate Absolute Expression Subroutine (ABS8)

FUNCTION: This subroutine (Chart OW) evaluates an absolute
expression and validates it against a maximum value
stipulated by the calling routine,

ENTRY: This subroutine is entered at ABS8 by the DROP
and USING subroutines and by the operand subroutines REGST,
SA, XA, SLA4Q, SLA, and LITYP,

OPERATION: This subroutine calls EXVR to evaluate the
expression, then tests that it is absolute and less than
the maximum specified by the calling routine.

EXIT: This subroutine exits to the instruction following
the calling point (normal return) if no error is found; to
the calling point (error return) if an error is found.

3.1.2.4 Evaluate Expression Routine (EXVR)

FUNCTION: This subroutine (Chart OW) evaluates an expression
submitted to it.

ENTRY: This subroutine is entered at EXVR by the CCW, DUMP,
END, ENTRY, TRACE, USING, and TEQU subroutines or by the
ABS8, SA, XA, SLA4Q, and SLA subroutines,

OPERATION: This subroutine calls BLEXVAL if the expression
is not a literal or gets the literal characteristics from
the symbol table., This subroutine issues diagnostics for
any errors found,

EXIT: This subroutine exits to the instruction following

the calling point (normal return) if no error is found; to
the calling point (error return) if an error is found.
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3,.1.2.5 Process Location Counter Overflow Subroutine (LOCOVF)

FUNCTION: This subroutine stacks diagnostic 77, calling
attention to the location counter overflow, and *fixes’ the
overflow by zeroing the location counter high-order byte.

ENTRY: This subroutine is entered at LOCOVF whenever a
location counter overflow is encountered in BLPAS2,

EXIT: This subroutine exits to the calling point,

COMMENTS: This subroutine is usually called after listing

of the entry that caused the location counter overflow (which
overflow will affect the location assigned to the subsequent
entry). The ‘overflow® diagnostic is thus listed following
the next entry, whose location is incorrect because the
counter has been ‘fixed.°®

3.1.2.6 Align to Doubleword Subroutine (DOUB)
FUNCTION: This subroutine (Chart 0OX) checks, and, if
necessary, aligns the location counter to a doubleword

boundary.

ENTRY: This subroutine is entered at DOUB from the CCW,
DCODS, or LTORG subroutine,

EXIT: This subroutine exits to the calling point,
3.1.2.7 HALF Subroutine

FUNCTION: This subroutine (Chart OX) aligns the location
counter to a halfword boundarvy.

ENTRY: This subroutine is entered at HALF from the machine
operation routine or from the EXBC, EXBCR, CNOP, or DCODS
subroutine.

EXIT: This subroutine exits to the calling point,

3.1.2.8 Convert Fullword to EBCDIC Subroutine (COVX)

FUNCTION: This subroutine (Chart 0X) produces an EBCDIC
representation of a fullword presented to it, converting
each hexadecimal digit (4 bits) into one of the characters
0 through 9 or A through F representing its value,

ENTRY: This subroutine is entered at COVX from the END,
USING, TEQU, or EQMXMN subroutines or from the REGST, SA,
USBASE, XA, SLA4Q, SLA, INT8, or LITYP subroutines,

EXIT: This subroutine exits to the calling point,
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3.1.2.9 Compute Base and Displacement Subroutine (USBASE)

FUNCTION: This subroutine (Chart 0OY) searches the USING
table to develop a base register specification and the
smallest displacement for the effectlve address submitted
to the subroutine.

ENTRY: This subroutine is entered at USBASE from the SA, XA,
SLA4Q, or SLA subroutines,

OPERATION: This subroutine begins by calling the COVX
subroutine to convert the effective address into EBCDIC
characters for object listing, then searches the USING

table for a base register with acceptable base value (same
relocation ID and base value < effective address < base value

+ 4096) . The displacement is computed and saved with the
register specification. If another acceptable base register

is found, its displacement is compared with the previously
computed one to select the smaller (or later equal) displace-
ment., After the entire USING table has been searched, the COVX
subroutine is again called to convert the register specification
and displacement for object area listing.

EXIT: This subroutine exits to the second instruction
following the calling point (normal return) if an acceptable
base register and displacement have been found.

ERRORS: If no acceptable base register is found, diagnostic
38 is issued and return is made to the instruction following
the calling point (error return),

3.1.2.10 Evaluate Register Operand Subroutine (REGST)

FUNCTION: This subroutine (Chart 0Z) evaluates the register
gspecified as an operand and determines that the specified
register type is that required for the statement operation
code.,

ENTRY: This subroutine is entered at REGST from the machine
operation routine.

EXIT: This subroutine exits to the calling point.

ERRORS: 1If the register specification is in error, it is
not moved to the object area; diagnostics calling attention
to the errors are issued by the ABS8 subroutine or by the
EXVR subroutine called by it.

If the specified register type does not match that
required by the operation code, the register specification
is assembled into the object area but a diagnostic is issued,
either 36 or 37,
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If the specified register value is too large, diagnostic
54 is issued.

3.1.2.11 Evaluate Register Operand, No R2 Subroutine (LITYP)

FUNCTION: This subroutine (Chart 0Z) evaluates a register
operand (R1 with R2 = 0).

ENTRY: This subroutine is entered at LITYP from the machine
operation routine,

EXIT: This subroutine exits to the calling point,

ERRORS: If the register specification is in error, it is
not moved to the object area; diagnostics calling attention
to the errors are issued by the ABS8 subroutine or by the
EXVR subroutine called by it.

3.1.2.12 Evaluate 8-Bit Immediate Operand Subroutine (INT8)

FUNCTION: This subroutine (Chart 0Z) evaluates an integer
specifying an 8-bit immediate operand.,

ENTRY: This subroutine is entered at INT8 from the machine
operation routine,

' EXIT: This subroutine exits to the calling point.

ERRORS: 1If the integer specification is in error, it is not
moved to the object area; diagnostics calling attention to
the errors are issued by the ABS8 subroutine or by the

EXVR subroutine called by it.

3,1.2.13 Evaluate Shift Operand Subroutine (SHFT)

FUNCTION: This subroutine (Chart 0Z) evaluates a shift
operand,

ENTRY: This subroutine is entered at SHFT from the machine
operation routine,

EXIT: This subroutine exits to the calling point unless
an error is found in the XA subroutine,

ERRORS: If the base register specification developed by the
XA subroutine in its determination of base displacement is
not 0, diagnostic 40 is issued and the R2 specification
developed there is not substituted for the base,



Errors found in the XA subroutine or in subroutines
that it calls cause diagnostics to be issued for them.
Certain errors cause the XA subroutine to exit to PRIVBK
in the new statement routine rather than returning to this
subroutine.

3.1.2.14 Evaluate Storage Address Operand Subroutine (SA)

FUNCTION: This subroutine (Chart PA) evaluates a storage
address operand with an implied or specified base register.

ENTRY: This subroutine is entered at SA from the machine
operation routine.

OPERATION: This subroutine first calls the EXVR subroutine

to evaluate the operand to obtain the effective address.

Next, the USBASE subroutine is called to compute the
displacement for an implied base register. If a base register
is specified in the operand, the ABS8 subroutine is used to
evaluate it., Finally, the address alignment is checked.

EXIT: This subroutine exits to the calling point, except
when a terminator error is encountered,

ERRORS: If the operand contains errors, the EXVR subroutine
_issues diagnostics and the effective address is rejected.

If the effective address cannot be converted into a
displacement and base, the USBASE subroutine issues a
diagnostic and the displacement and base are not assembled.

If the implied base register found by USBASE is not
register 0 and a base register is specified, diagnostic 40
is issued and the specification is not used (implied base
is used).

If the effective address is misaligned, diagnostic 39
is issued,

If the register specification is not properly terminated,
diagnostic 14 is issued and the subroutine exits to PRIVBK
in the new statement routine.
3.1.2.15 Evaluate Indexable Storage Address Subroutine (XA)

FUNCTION: This subroutine (Chart PB) evaluates an indexable
storage address operand with implied or specified base
register.

ENTRY: This subroutine is entered at XA from the machine
operation routine or from the SHFT subroutine.
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OPERATION: This subroutine first calls the EXVR subroutine

to evaluate the effective address operand. Next, the USBASE
subroutine is called to compute the displacement for an implied
base register, If an index register is specified, the ABS8
subroutine is used to evaluate it., If a base register is
specified, the ABS8 subroutine is used to evaluate it. Finally,
the address alignment is checked,

EXIT: This subroutine exits to the calling point, except
when a terminator error is encountered.

ERRORS: 1If the operand contains errors, the EXVR subroutine
issues diagnostics and the effective address is rejected.

If the effective address cannot be converted into a
displacement, the USBASE subroutine issues a diagnostic and
the displacement is not assembled,

If either register specification is in error, the ABSS
subroutine issues a diagnostic and the specification is not
used.

If the implied base register is not register 0 and a
base is specified, diagnostic 40 is issued and the implied
base is used (specification is ignored).

If the register(s) specification is not properly
terminated, diagnostic 14 is issued and the subroutine exits
to PRIVBK in the new statement rcutine,

If the effective address is misaliqgned, diagnostic 39
is issued.

3.1.2.16 Evaluate Storage Address with 4-Bit Length
Subroutine (SLA4Q)

FUNCTION: This subroutine (Chart PC) evaluates a storage
address with an implied or explicit length and with an
implied or explicit base register specification.

ENTRY: This subroutine is enteréd at SLA4Q from the machine
operation routine or from the SA4Z subroutine

OPERATION: This subroutine first calls the EXVR subroutine
to evaluate the effective address, then calls the UBASE
subroutine to develop the displacement and implied base

(if any). If there is no explicit length, the implied
length is validated and assembled. If an explicit length
is supplied in the operand, the ABS8 subroutine is used to
evaluate it.
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If a base register specification follows the length
specification or when the SLA4Q subroutine is called by SA47Z,
the explicit base register is evaluated by ABS8. Finally,
the effective address alignment is tested.

EXIT: This subroutine exits to the calling point.

ERRORS: If the operand contains errors, the EXVR subroutine
issues diagnostics and the effective address (including base
and displacement) is ignored.

If the effective address cannot be converted into a
displacement, the USBASE subroutine issues a diagnostic
and the displacement is not assembled.

If the implied length is too large, diagnostic 41 is
issued, assembly of the length is bypassed, and the effective
address alignment is not checked.

If the ABS8 subroutine finds an error either in the
explicit length or explicit base register, it issues a
diagnostic and its error return bypasses use of the term in
error,

If the explicit length is void (blank) or not properly
terminated, the implicit length is used in its place. (An
error in the explicit length, found by ABS8, blocks use of
either length.)

If an explicit base register is specified and the
implicit base register is not register 0, diagnostic 40 is
issued and the implied base is used.

If either the explicit length or the explicit base
register is not properly terminated, diagnostic 14 is issued.

If the effective address is not properly aligned,
diagnostic 39 is issued.
3.1.2.17 Evaluate Storage Address with 8-Bit Length
Subroutine (SLA)
FUNCTION: This subroutine (Chart PD) evaluates a storage
address with an implied or explicit length and an implied

or explicit base register specification.

ENTRY: This subroutine is entered at SLA from the machine
operation routine or from the SI8%Z subroutine,
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OPERATION: This subroutine first calls the EXVR subroutine
to evaluate the effective address, then calls the USBASE
subroutine to develop the displacement and implied base (if
any). If no explicit length is given, the implied length
is validated and assembled. If an explicit length is given
in the operand, the ABS8 subroutine is called to evaluate
it, If the opcode is MVW and the length is implicit, it is
divided by four to give a word length instead of a byte
length.,

If a base register specification follows the length
specification or when the SLA subroutine is called by S18%,
the explicit base register is evaluated by ABS8. Finally,
the effective address alignment is checked,

EXIT: This subroutine exits to the calling point, except
when a terminator error is found,

ERRORS: If the operand contains errors, the EXVR subroutine
issues diagnostics and the effective address (including base
and displacement) is ignored.

If the effective address cannot be converted into a
displacement, the USBASE subroutine issues a diagnostic
and the displacement is not assembled,

If the implied length is too large, diagnostic 41 is
issued, assembly of the length is bypassed, and the effective
address alignment is not checked.

If the ABS8 subroutine finds an error either in the
explicit length or explicit base register, it issues a
diagnostic and its error return bypasses use of the term
in error,

If the explicit length is void (blank or not properly
terminated, the implicit length is used in its place. (An
error in the explicit length, found by ABS8, blocks use of
either length,)

If an explicit base register is specified and the implicit
base register is not register 0, diagnostic 40 is issued and
the implied base is used.

If either the explicit length or the explicit base
register is not properly terminated, diagnostic 14 is issued
and exit is made to PRIVBK in the new statement routine.

If the effective address is not properly aligned,
diagnostic 39 is issued,
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3.1.2.18 Evaluate Storage Address with 8=-Bit Length = 0
(s182)

FUNCTION: This subroutine (Chart PE) evaluates a storage
address in the SI format with the immediate byte (length)
containing all zeros.

ENTRY: This subroutine is entered at SI8%Z from the machine
operation routine,

OPERATION: This subroutine uses the SLA subroutine to
evaluate the storage address, then validates the length, the
assembled base, and the register specification.

EXIT: This subroutine exits to the calling point,

ERRORS: If the immediate byte is not assembled as all zeros
and either the assembled base is not zero or both R1 and R2
are not zero, diagnostic 4 is issued.

3.1.2.19 Evaluate Storage Address with 4-Bit Length = 0
Subroutine (SZ42)

FUNCTION: This subroutine (Chart PE) evaluates a storage
. address with a length halfe-byte of all zeros.

ENTRY: This subroutine is entered at SA4%Z from the machine
operation routine.

OPERATION: This subroutine uses the SLA4Q subroutine to
evaluate the storage address, then validates the length
field.

EXIT: This subroutine exits to the calling point.

ERRORS: If the length is not assembled as all zeros,
diagnostic 40 is issued,

3.1.2.20 Stack A Diagnostic Routine (DIAG)

FUNCTION: This routine (Chart RA) is used by BLPASZ to place

a diagnostic code and statement symbol in a stack of diagnostics
applying to that statement. The BLPRINT routine prints, after
the statement, the corresponding diagnostic message for each
code in the stack.

ENTRY: This routine is entered at DIAG from BLPAS2,

EXIT: This routine returns to the calling point in BLPAS2.



3.2 GET A STATEMENT DURING BLAPS2 ROUTINE (BLIOGET2)

FUNCTION: This routine (Chart QA) is used by BLPAS2 and
BLANALY to get a statement from the intermediate buffer,
until it is emptied. Thereafter, the routine gets a
statement from .WORK2 if it is available.

ENTRY: This routine is entered at BLIOGETZ by BLPAS2 or
BLANALY,

OPERATION: This routine first checks whether the intermediate
buffer has been emptied. If not, the record to be delivered
is examined to determine its length and the pointer to the
next record. Once the buffer is emptied, this routine reads

a record from .WORK2 each time it is called.

EXIT: This routine exits to the calling point in BLPAS2 or
BLANALY.

3.3 EVALUATE CONSTANT (BLCONVAL)

Routine BLCONVAL evaluates constants, using as input the
modifiers (multiplicity, type, length, etc.) developed by
BLCONMOD, The results of BLCONVAL operations are stored in
an output table that gives the address of the assembled
constant, its length, and diagnostic information. (The
BLCONVAL output format is described in Subsection 6.3.)

BLCONVAL also builds the Relocation List Dictionary (RLD) table.

Routine BLCONVAL has five major parts, each identified
by its initial entry point, which are clearly marked in the
assembly listing. The names and functions of these are as
follows.

1. BLCONVAL Mainline = This directs BLCONVAL operations
and processes decimal, hexadecimal, and character
constants.

2. BSUBRT Routine - This evaluates fixed and floating-
point constants.,

3. ASUBRT Routine = This processes address constants.

4, USBAS Subroutine = This finds base and displacement
for an S-type address constant.

5. QRLD Subroutine = This makes an entry in the

Relocation List Dictionary table for a relocatable
A-type address constant.
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3.3. 1 BILCONVAL Mainline

FUNCTION: This mainline (Charts KA, KB, KC, KD) initiates
BLCONVAL operations, selects the routine or subroutine required
to process the input constant, and converts decimal, hexadecimal,
and character type constants.

ENTRY: This mainline has two entries as follows.

1. Location BLCONVAL, entered from the BLPAS2 program.
The BLPASZ2 program supplies the BLCONMOD output
table address in a general register,

2, Location BACK, used by the BSUBRT routine at the
end of processing,

OPERATION: After initialization, the mainline tests for type
of constant and branches to the BSUBRT routine for a fixed-

or floatingepoint type or to the ASUBRT routine for an address
constant. Other types are handled within the mainline.

For a decimal (P or Z) type, the mainline establishes
the sign, scans for a decimal point, and moves numeric
characters to a work area until the end of the value list
is read. 1Invalid characters are replaced with a zero, and a
single diagnostic is stored in the BLCONVAL output. In Z-type
conversion, the number of characters in the work area is then
compared to the explicit length given by BLCONMOD, and the
start address of the character string is modified by any
difference. Highe-order characters are truncated and a
diagnostic is set if the length is less than the number of
characters; if the length is greater, the field is padded
with highe-order zeros. Finally, the required number of
characters is moved to the BLCONVAL output table. In P=type
conversion, the number of positions needed to allocate the
characters in the work area is compared to the explicit
length, and the start address of the character string is
modified if truncation or padding is required.

Location DFIN (Chart KB) marks the end of processing
for Z-, P-, and X-type constants. Here, explicit length
is stored in the output table as the total length of the
constant., Next, mainline checks whether any odd bits were
specified and, if so, tests for bit truncation., A diagnostic
is stored and excess bits are zeroed if significant bits
were lost. Finally, the error count is saved before return
is made to BLPASZ2,

3=31



In C-type conversion (Chart KC), characters are stored
unchanged in the work area until end of input is detected.
After testing explicit length, the mainline moves the
specified number of characters to the output table, truncating
or padding if necessary. (Padding in this case means supplying
trailing blanks.) The mainline then tests for odd bits, as
described before, branching to the exit point.,

In Xetype converions (Chart KD), hexadecimal characters
are moved to the work area until the end of the wvalue list is
found. Hexadecimal characters A through F are translated
before being stored, invalid characters are replaced with a
zero and a single diagnostic is set. The bytes needed to
store all characters in the work area are compared with the
specified byte length, and padding or truncation is performed
accordingly. When there are more than 15 characters, the
output table is packed in two or three steps before the
segment branches to location DFIN for odd bit checking,

EXIT: The mainline can transfer control to any of three
locations.

Te At the end of processing, return is made to the
calling program. This is the only exit from the
BLCONVAL program,

2, Location ASUBRT, in the ASUBRT routine, used for
an A= or S=type constant.

3. Location BSUBRT, in the BSUBRT routine, used for
an Fe, He, D=, or E=type constant.

ERRORS: Mainline may initiate the following diagnostic
messages.

INVALID CHARACTER FOUND

VALUE SPECIFICATION MISSING - POSSIBLE ERRORS
(no numeric value supplied for a P=- or Z-type constant)

TRUNCATION OF CONSTANT = POSSIBLE ERROR

3.3.2 BSUBRT Routine

FUNCTION: This routine (Charts KE, KF, KG, KH, KI) evaluates
F and H (fixed-point) and E and D (floatinge-point) constants,
Provided no error is detected, these constants are set up
for conversion by the FROMF or FROMD routine and the resulting
value is stored in the BLCONVAL output table.
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ENTRY: The routine has three entry points.

1. Locate BSUBRT, entered from the BLCONVAL mainline
when an F=, H=, D=, or E-type constant is discovered.

2. Location BTEND1, entered from the ABUBRT routine
after address constant processing to check whether
the entire value list has been handled.

3. Location BENDRT, entered from the ASUBRT routine
when no further value list processing is desired,

OPERATION: The routine begins with a syntactical scan of
the input to ready a constant for either the FROMF or FROMD
routine, A sign is set and numeric characters are moved to
a work area, which is arranged as the output table for a
call to FROMF or FROMD. (The format of this table is
described in Subsection 6.3.) When a decimal point appears,
the character count is also stored in the work area to show
the number of integer digits. An E results in a branch to
BEXP1 (Chart KF) to process an explicit exponent. There,
either the BLEXVAL routine is called to compute the value of
the expression given for the exponent, or a sign is
established and a scan is made for no more than two significant
digits which are converted to binary and saved., Finally,
after exponent conversion or upon encountering the end of
the value list, the routine completes the work area/output
table. It stores a terminator (a quote) after the last
character if there are fewer than 23 characters; stores the
total character count if no decimal point appeared; and also
stores any exponent and scale factor. A branch is then taken
for either fixed- or floatinge-point operations. (Any error
detected during this set-up portion results in a branch

to store a diagnostic code in the BLCONVAL output table and
to end processing of the constant.)

For a floatingepoint constant, the routine calls FROMD
(Chart KG) and tests its return. If no error is indicated,
the constant value supplied by FROMD is truncated to
specified size, if necessary, and rounded at the rightmost
bit. Next, this result is tested to ensure the rounding
did not cause a carry-over to the exponent or, if scaling
was involved, to the vacated portion. If carry=-over did
occur, the constant is adjusted and realigned before the
result is moved to the BLCONVAL output table. The routine
then branches to location BTEND1 (Chart KH) to see whether
the value list contains more constants.
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For a fixed-point constant, bit length is added to the
parameters in the work area before the FROMF call (Chart KH),
Upon return, the FROMF result is checked for error indications
and, if there are none, moved to the BLCONVAL output table.
When an odd bit length is specified, the routine aligns the
constant value before storing it.

The routine next checks (at location BTEND1, Chart KH)
whether it has finished the wvalue list., If not, it tests
the next constant for type and either calls the ASUBRT
routine for an A= or S-type or loops back to process the
new constant. When the value list is complete, the routine
passes control to the BLCONVAL mainline at the exit point,
after first storing the output length and error count in the
output table,

EXIT: This routine may exit to either of two locations,

1. Location BACK, in the BLCONVAL mainline, taken
when the value list has been finished. BACK is
the only exit point from the BLCONVAL program,

2, Location ASUBRT, in the ASUBRT routine, taken
when the next constant in the value list is an
A= or S=type.

ERRORS: The BSUBRT routine generates diagnostic codes for
the following messages.,

kk*%*INVALID CHARACTER FOUND

k%%%*FTIELD n HAS A SYMBOL OR NUMBER WIICH IS TOO LONG
k%%%*PTELD n HAS A RELOCATABLE IN PLACE OF ABSOLUTE
k%% % *TNCOMPATIBLE SCALING - POSSIBLE ERROR

*% %% ®* CONSTANT HAS BEEN ROUNDED AND TRUNCATED

** %% *EXPONENT IS INVALID

*%%%%FIELD n RESULTED IN A CONSTANT WHICH WAS TOO LARGE
- POSSIBLE ERROR

* %% **FRACTION PART LOST = POSSIBLE ERROR
**% % *FLOATING POINT EXPONENT UNDERFLOW = POSSIBLE ERROR
The routine also moves to the BLCONVAL output table any

diagnostic codes generated by the BLEXVAL program; for these
messages, see the BLEXVAL description,
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3.3.3 ASUBRT Routine

FUNCTION: This routine (Charts KJ, KK) evaluates address
(A= and S-type) constants.

ENTRY: There are two entry points to this routine,

1. Location ASUBRT, entered from the BLCONVAL mainline
when an A= or S-type constant is encountered.

2, Location ARES, entered from the BTEND1 sequence of
the BSUBRT routine when a subsequent expression in
a multiple value list of an A= or S-type constant
is found.

OPERATION: Any value handled by this routine is either an
expression or a literal. For the first, the routine calls
the BLEXVAL program to develop the expression value. For
the other, it calls the BLSLKUP routine to get the address
of the literal, using as input a dummy label stored in the
assembler communications region. The return is then used
to build a dummy BLEXVAL output table so that processing by
the QRLD or USBAS subroutine, called later, will be uniform.
If a literal is discovered but none has been indicated for
the statement, the routine issues a diagnostic and passes
control, via BSUBRT, to the BLCONVAL exit point.

Once a valid value is obtained, the constant type
determines subsequent operations.

For an S-type constant, the USBAS subroutine is called
to break the value into a base and displacement. The
result, always a halfword, is then put in the BLCONVAL
output table. If no usable base register is available,
USBAS will generate a diagnostic message.

For an A-type constant, the routine checks whether
the specified length is less than a fullword. 1If so, it
aligns the constant value as specified and, if truncation
of a significant bit occurs, sets a diagnostic code. The
value is then stored in the BLCONVAL output table before
the QRLD subroutine is called to build the RLD Table.

For either type, multiplicity is checked for greater
than one., If this is found, the location counter is advanced
by the length of the constant and the routine loops back
and ree-evaluates the constant at the new location to insure
proper value if ¢¢*°*® jg involved. The multiplicity is
reduced by one on each iteration until satisfied,
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Since no value is acceptable after a literal, exit from
the routine depends on whether a literal or an expression
was processed,

EXIT: The routine can exit to either of two locations, both
within the BSUBRT routine,

Te Location BTEND1, used to check whether the value
list has been completed. This exit is taken
after expression handling.

2, Location BENDRT, taken to set up for an exit from
BLCONVAL., This is used after literal processing,

ERRORS: The routine can generate diagnostic codes for the
following messages,

FIELD n HAS BEEN TRUNCATED = POSSIBLE ERROR

Issued if a significant bit is lost when an
A-type constant is aligned to specified length,

ERROR IN VALUE LIST

Issued if a character other than a right
parenthesis follows a literal.

FIELD n HAS AN ERROR IN LITERAL DEFINITION

Issued when a literal is found but no literal
has been indicated for the input parameter.

FIELD n RESULTED IN A CONSTANT WHICH WAS TOO LARGE =
POSSIBLE ERROR

Issued if an expression value exceeds 24 bits.

The routine also moves to the BLCONVAL output table any
diagnostic codes generated by the BLEXVAL program., For those
messages, see the BLEXVAL description.

3.3.4 USBAS Subroutine
FUNCTION: This subroutine (Chart KL) searches the assembler
USING table to develop base and displacement for an Setype

address constant.

ENTRY: The only entry, location USBAS, is entered from the
ASUBRT routine,
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OPERATION: Using the value supplied in the BLEXVAL output
table format by the ASUBRT routine, USBAS scans the entire
USING table to find the corresponding base register and
displacement value. (The format of the USING table appears
in Subsection 6.1.) If several base registers have usable
values, the one offering least displacement is selected., If
displacement is the same with several registers, the register
first encountered is chosen,

When no base register covers the input value, the
subroutine issues a diagnostic through a call to the DIAG
routine before returning control,

EXIT: Return is to the calling point.,

ERRORS: The subroutine sets up the following diagnostic
message if a valid base register value cannot be found.

FIELD n HAS ADDRESS WHICH IS NOT COVERED BY A USING

3.3.5 QRLD Subroutine

FUNCTION: This routine (Chart KM) makes an entry in the RLD
table for a relocatable address constant.

ENTRY: Location QRLD is entered from the ASUBRT routine as
part of A-type constant processing.

OPERATION: The subroutine begins by aligning the constant
on a word boundary, if specified by the alignment code given
in the BLCONVAL input. For a relocatable expression, the
subroutine moves the contant®s location, length, sign, and
relocation ID number, along with the relocation ID of the
current control section, to the RLD table. (The format of
this table is given in Subsection 6.1.) A check is then
made for table overflow before the subroutine adds the
length of the constant to a dummy location counter value

and returns control.

If the expression proves absolute, the subroutine
merely increases the location counter value before exiting,

EXIT: Return is to the calling point.

ERRORS: The subroutine sets up the following message for
the DIAG routine if a table overflow is found,

RLD TABLE OVERFLOWED



3.4 CONVERT TO FIXED POINT ROUTINE (FROMF)

FUNCTION: This routine (Charts LA, LB, LC, LD, LE) converts

a decimal number, containing 1 to 23 digits in EBCDIC, to

a doubleword, fixed-point, binary representation. The maximum
value that can be represented is 9,223,372,036,854,775,807;
the minimum is .1084203 x 10=18, If negative scaling is
specified, the maximum value that can be converted is
+9,999,999,999,999,999,999.

ENTRY: This routine is entered at location FROMF from
BLCONVAL. BLCONVAL supplies in a special data format (labeled
TABLEA) the input number, exponent and length information,

and scale factor. (The format of TABLEA is detailed in
Subsection 6.3.4)

OPERATION: After calculating and validating the input
number length and true exponent, the routine processes the
integer and fraction parts of the number separately. Large
segments of the routine are skipped if the input contains
only an integer or fraction. Both of these number parts
are handled in portions, each of which is assumed to be a
right=justified integer containing a specific number of
digits and an exponent., After the portions have been
multiplied (or, for fraction portions, divided) by the
power of 10 indicated by their exponent, they are added
together to form the integer and fraction binary values.
Finally, these two values are aligned according to the
specifications given in TABLEA and added to obtain the
fixed-point representation.

Integer processing is done in a series of loops. One
loop (starting at location CL4, Chart LA) divides the integer
into portions of 9 characters or less and converts them to
binary. Another loop (starting at location LM6, Chart LB)
multiplies each portion by 10 raised to the power of the
portion exponent. The maximum exponent for the first
integer portion is 10; the second portion can have an
exponent of 1 or 0; the third portion, if present, contains
only one digit with a 0 exponent., Multiplication is done
by shifting and adding so that a multiplicand larger than
31 bits can be used without exceeding the doubleword limit.
But this is not true if the scale factor is minus., So if
an overflow occurs and the scale factor is minus, the
routine tries to save the integer output by shifting the
binary portions one bit to the right and by decreasing the
scale factor. Carries from the highere-value portions are
saved in the next lower portion so that the bit actually
shifted out is in the lowest portion and has the least
significance. If a nonzero bit is lost, the truncation flag
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is set, but processing still continues by restarting the
multiplication loop with the new portion values,

After multiplication, the portions are added together
to form the integer binary output. Overflow may occur at
this time becuase of negative scaling or because the sum
equals the maximum negative value. If the latter is the case,
the maximum negative number is stored for output. If scaling
caused the overflow, the sum of the portions is righteshifted
until the scale factor is reduced to zero. The truncation
flag will be set if a nonzero bit is shifted out.

If the input number contains fractional digits, the
routine uses several loops to develop the fraction binary
output. Three loops (beginning at locations CLI9, CKI1O0,
and CLI101; Chart LB) determine the exponent for the fraction.
If an exponent is furnished, it is complemented to positive
for processing, but is understood to be negative. Therefore,
it is incremented for each zero and digit found in a lefteto-
right scan, and reduced for each zero found in a righte-to-left
scan. (If the exponent exceeds 20 before the first significant
digit is found, the fraction is too small to represent in 63
bits.) Another loop divides the fraction into 8=-character
portions and converts these to binary. Finally, a three-time
loop handles exponentiation by dividing each portion by the
corresponding power of 10. To gain maximum accuracy, a 96=bit
number is used as the dividend., Fach division produces a
third of this number: the quotient of the first division is
stored in the first 32 bits and its remainder is divided to
get the next 32-bit value; the remainder of the second division
is then divided to get the final 32-bit value., Shifting and
rounding take place several times during this operation in
order to prevent a fixed-point overflow or the loss of lowe-
order bits. When division is completed, the fraction portions
are added together, rounded, and shifted to make up the
fraction part of the output.

The routine aligns the integer and fraction binary values
by using the length and scale factor information provided by
BLCONVAL in TABLEA. The two values are then added together
to obtain the fixed-point representation of the input number.,
If the input sign was minus, the representation is complemented
to negative before it is moved to the output area, TABLEA.

EXIT: This routine exits to BLCONVAL,
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ERRORS: The routine may set any one of the following flags.

LE Invalid length or scale factor specification. The
output is zero,

IN Lost integer; i.e., an uncorrectable overflow
occurred. The output is zero.

FR Lost fraction. The integer value, if any, is still
placed in the output area and supplied to BLCONVAL,

LT Low=order truncation of an integer; i.e., a
significant bit was lost. The remainder of the
constant is supplied to BLCONVAL,

Any diagnostic messages resulting from these errors are issued
by BLCONVAL, |

3.5 CONVERT TO FLOATING POINT ROUTINE (FROMD)

FUNCTION: This routine (Charts MA, MB) converts a decimal
number given in EBCDIC notation to its double-precision
floating-point representation. The maximum_value that can
be represented is +.723700557733226211 x 1076; the minimum
value is +.5397605346934028 x 10=78,

ENTRY: This routine is entered at location FROMD from the
BLCONVAL program, which supplies the input number (along
with exponent-and scale factor) in the data area TABLEA,

also used for the output. (The formats are described in
Subsection 6.3.)

OPERATION: After checking for a valid exponent, the routine
processes the input number in portions of eight digits or
less. Each portion is assumed to be an integer with its own
exponent, a positive or negative power of ten. After the
portion has been converted, it is multiplied by the
appropriate power of ten obtained from one of two tables:
TABP for a positive exponent; TABM for a negative. The
entries in these tables are floating-point representations,
each consisting of a hexadecimal exponent and 60 fraction
bits for greater accuracy.

For a nonzero exponent between +76 and =75, the routine
finds the location of the proper table entry by adding the
portion exponent multiplied by 9 to the table address. The
first time through, when greatest accuracy is needed, the
table entry forms two multipliers: one with the entry
exponent and high-order fraction bits; the other with the
same exponent and the loweorder bits., The floatinge-point
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representation of the portion is the sum of the two products:
algebralcally, N(A+B) , where A and B are the multipliers and
N is the portion.

The remaining portions are processed more directly, using
only a single multiplier, since the saving of low-order bits
for these portions would be superfluous. Each is scaled to
have the same exponent as the first portion and rounded
before it is added to the first portion value. The final
total of the portions is the floating-point representation.

If the first portion is =76 or less, a special method is
needed because the smallest power of 10 in the negative
table is 10=735, Two entries are therefore used at location
LESS; one for 10 to the power of =75 and one for 10 to the
power of the given exponent +75. The exponent of the first
entry is increased by 8 to avoid underflow in the partial
results, This increase is compensated for when the final
result is obtained., Moreover, the first entry is split as
previously explained to get two multipliers and products,
which are then multiplied by the corresponding parts of the
second table entry. The sum of these, after necessary
adjustments, is the floatinge-point representation. (When
the first portion exponent is less than =75, only one portion
is handled, for the value of the other portions would be
too small to represent.) For example, if N is the floating-
point representation of the glrst portion and has an exponent
of 10=78, it equals N x 107/°x10=3 Let A1 and B1 represent
the hlgh- and lowe-order portions of the 10-75 entry and A2
and B2 stand for the corresponding parts of the 10=3 entry.

N(166B1) (16°B2)
NA1(166B2) +NA2 (16%B1) + 166
166

78 o _
10 N = Na1a24

The factor 16™% is used to raise B1 and B2 to a higher value
so that their products, which might otherwise be lost because
of exponent underflow at multiplication time, are saved.,
Adjustments for the factor are performed in fixed-point
registers by righteshifting fractions, and no significant
bits are lost. At the same time, the products are scaled

and rounded to prevent the loss of loweorder bits when they
are finally added together.,

When scaling is requested, the routine proceeds to
location LR12 after developing the floating-point representation.
The fraction is righteshifted four bits for each unit of the
scale factor, then rounded at the rightmost bit. If the
rounding causes a carry-out into the vacated area, an additional
four-bit shift and a corresponding exponent adjustment follow.
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Before exiting, the routine places its output, along
with an appropriate flag, in TABLEA. A zero in the flag field
marks a successful conversion.,

EXIT: This routine returns to the calling point.

ERRORS: If the routine finds an overflow or underflow
. during processing, it zeros the output area and sets a flag:
=1 for an overflow; =2 for an underflow.

3.6 BLPRINT ROUTINE

The BLPRINT routine consists of 15 logical sections:
the BLPRINT mainline and 14 subroutines. These are described
separately on the following pages. The names and functions
of these sections are as follows:

1. BLPRINT Mainline: This identifies the input
statement and calls subroutines to prepare a
print line, to print the statement in the assembly
listing, and, if requested, to arrange TXT cards
for punching,

2, DSECT Subroutine: This subroutine processes all
types of input statements when a listing is being
prepared and a DSECT is indicated.

3. DIAGX Subroutine: This subroutine prints any
~diagnostic messages for the input statement and
sets error indicators in the assembler communcations
region. The PRINT routine usually returns control
to the calling program at the end of this subroutine,

4, SEQ Subroutine: This subroutine checks the sequence
number of a statement when necessary, and sets a
flag in the listing if an error is found.

5, INCSTA Subroutine: This subroutine generates the
line number for a statement and moves it to the
print area.

6. STA2PR Subroutine: This subroutine sets up .a
statement for printing and moves it to the print
area.

7. ASMLOC Subroutine: This subroutine sets up the
current location counter value and places it
in the print area.

8. ASMCON Subroutine: This subroutine sets up a

constant generated for alignment and places it
in the print area.
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9.  ROUT Subroutine: This subroutine sets up a print
line for a constant requiring two or more lines
and moves it to the print area.

10. PRTIT Subroutine: This subroutine prints a line
in the assembly listing,

11. PUN Subroutine: This subroutine handles the
punching of TXT cards, storing object code in a
card area until ready for punching.

12, NUCD Subroutine: This subroutine is used to fill
out and punch a card during DC, DCL, and alignment
statement processing.

13. PUCD Subroutine: This subroutine punches the
information stored in the card area.

14, DS1 Subroutine: This subroutine handles DS
statements when there is no listing. The
subroutine causes the contents of the card area
to be punched.

15, DS Subroutine: This subroutine prints DS statements
when there is a listing and causes the contents of
the card area to be punched.

3.6.1 BLPRINT Mainline

FUNCTION: Depending on the type of input statement, the
mainline (Charts TA, TB, TC) calls subroutines to arrange
the statement for printing and print it in the assembly
listing, to set up and punch TXT cards, and to print
diagnostic messages. One statement is processed on each
call to BLPRINT,

ENTRY: The mainline has a primary entry point, location
BLPRINT, which is entered from the BAL and BLPAS2 programs,
The calling program provides the statement address and a
return address in general registers.,

There are two secondary entry points: location EXIT,
entered from many subroutines within the BLPRINT routine
when they have finished their operations; and location
COMNT, entered from the DSECT subroutine during comment
processing.,
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OPERATION: The mainline may take either of two paths,
depending on whether or not a listing is currently in
progress. Each path processes according to the type of
input statement. However any statement with a diagnostic
will be forced through the ¢¢listing-on®® path.

When a listing has not been requested or is presently
suppressed, the mainline calls the PUN subroutine to set up
TXT cards for source, DCL, and alignment statements, and
branches to the DS1 subroutine for DC-type statements.,
Ignore and comment statements are disregarded. When listing
is temporarily suppressed, the mainline also calls the SEQ
subroutine to check the sequence numbers of all statements
except alignment and DCL,

When a listing is being prepared, the mainline first
checks whether a DSECT is in progress. If so, control passes
to the DSECT subroutine for all types of statements. Otherwise,
the mainline processes the input statement.

A source statement results in a series of branches to
subroutines to check the sequence number; set up the line
number; move the statement to the print area; get the current
location counter value; print the resulting line; and, if
desired, set up a TXT card with the object code generated
by the statement.

An ignore statement (a statement previously found in
error) is assigned a line number and printed. No punching
is done,

For an alignment statement (issued by the assembler to
set a DC or instruction at the proper word boundary),
subroutines are called to arrange and print the current
location counter wvalue and the alignment constant. Another
branch is taken to punch the object code generated for the
statement if there is currently a partiallyefilled TXT
card, or force reinitialization on the next TXT card.

A comment is given a sequence check, assigned a line
number if it appears after the program START card, and
printed. No punching is performed.

A DCL (literal) statement is handled according to
programmer request. If the printing of literals is
suppressed, the PUN subroutine is called to set up a TXT
card with the object code generated by the statement.
Otherwise, the mainline moves a flag to the print area to
signal a literal and processes the statement much like a
DC.
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A DC-type statement is sequence checked, assigned a line
number, and moved to the print area only if its multiplicity
is one. All DC-type statements are assigned the current
location counter value. When more than one print line is
needed (a DC may extend up to 255 bytes), subroutines are
called to set up and print the constant in 16-byte increments,
although only the first such line is printed if the programmer
has requested no data. Finally, the object code generated by
the statement is issued to the PUN subroutine. A DS statement,
detected as a DC-type with zero object length, is printed and
causes the DS subroutine to punch the contents of the card
area.

After statement processing is completed, the mainline
branches to the DIAGX subroutine to issue any diagnostic
messages stored for the current statement. Final exit from
the BLPRINT routine is usually made from the DIAGX subroutine,
However, an alignment statement, which cannot have a diagnostic,
causes the mainline to exit directly to the calling programn.

EXIT: The mainline can exit to three locations, depending on
the type of input statement.

1o To the DIAGX subroutine, taken to print any
diagnostic messages for the current statement,
DIAGX returns control to the program that called
BLPRINT,

2, To ‘the DSECT subroutine to print all statements
within a DSECT.

3. To the calling program. The mainline makes this
return, at EXIT, when an alignment statement was
processed.

ERRORS: No error messages are issued, .but the mainline does
set flag D in the print line when a literal is listed. 1In
this case, the meaning of the flag appears at the end of

the listing,

A DATA CONSTANT WAS GENERATED AS A RESULT OF A LITERAL
SPECIFICATION,

3.6,2 DSECT Subroutine

FUNCTION: This subroutine (Chart TD) handles the printing

of all types of statements within a DSECT (dummy control
section), It operates only when a listing is to be prepared.

3=45



ENTRY: . This subroutine has only one entry point, location
DSECT. It is generated from the BLPRINT machine when a
listing and a DSECT are both indicated.

OPERATION: The subroutine identifies the type of statement
and then calls appropriate subroutines to ready and print
it,.

For alignment statements and for lines generated for a
constant requiring multiplicity, only the current location
counter value is printed. All other types of statements are
sequence checked, if required; assigned a line number in the
assembly listing; set up for printing; and then printed.
Source, DCL, and DC-type statements are also assigned the
current location counter value before printing,

EXIT: This subroutine can exit to two locations,

1. COMNT, in the BLPRINT mainline, used to set up
and print a comment statement.

2, EXIT, in the BLPRINT mainline, taken when the
DSECT subroutine has finished.

COMMENT: Object code within a DSECT is not punched. When
there is no listing, tests within the individual BLPRINT
subroutines prevent the punching of object code within a
DSECT,

3.6.3 DIAGX Subroutine

FUNCTION: This subroutine (Chart TE) prints all diagnostic
messages generated during assembly for the current statement.
It also maintains, in the assembler communications region,
counts of all serious and possible errors in the source
program, and sets the fataleerror switch in the communications
region when a serious error is found.

ENTRY: The subroutine has one entry point, location DIAGX.
It is entered from the BLPRINT mainline after the current
statement has been printed and/or punched.

OPERATION: If there is no diagnostic code in the diagnostic
stack area, the subroutine immediately exits to the program
that called BLPRINT,

When a code is found, the subroutine uses a loop to
process all diagnostics for the current statement. If a
listing has been requested, each code results in the
corresponding diagnostic message being moved from an
internal table to the message print area, after adjustments,
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if required, to include a symbol or field number. DIAGX
then calls the BLLIST routine to print the message. Serious
error messages are always printed when there is a listing;

' possible error messages may be suppressed by programmer
request.

Regardless of whether printing occurs, DIAGX increments
the proper error count in the assembler communications region
for every code encountered. For a serious error, it also
sets the fatal-error switch, thus preventing execution of
the current job.

EXIT: The DIAGX subroutine exits to the calling program,
This marks the end of BLPRINT routine processing.

COMMENT: BAL informs the programmer of the number of
possible and serious errors by printing the count(s) even

if no listing was requested., If one or more serious

errors exist, it will also signal the monitor that execution
of the current program is not permitted, causing the
following monitor message to be printed:

PROGRAM CANNOT BE EXECUTED,
unless the °“°*LOAD’®® option was specified.
3.6.4 SEQ Subroutine

FUNCTION: This subroutine (Chart TF) wvalidates the number
of the current statement when sequence number checking is
requested. If the statement is out of sequence, SEQ moves
a flag to the print area,

ENTRY: This subroutine has one entry point, location SEQ.
It is entered from many points in BLPRINT.

OPERATION: The subroutine tests an indicator in the
assembler communications region (MASTER) to find whether
sequence checking was requested, If so, SEQ locates the
sequence number of the current statement and compares it
to the last sequence number. If the current number is
smaller or equal, a flag is moved to the print area and

an indicator is set in MASTER to indicate the errors: SEQ
then stores the current number for the next comparison.

EXIT: The subroutine exits to the calling point.
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ERRORS: Where the current sequence number is lower than
the preceding one, SEQ inserts flag A in the print area.
The meaning of the flag, defined at the end of the assembly
listing is as follows:

SEQUENCE NO. OF STATEMENT IS SMALLER THAN OR EQUAL
TO PREVIOUS AND ISEQ WAS REQUESTED,

3.6.5 INCSTA Subroutine

FUNCTION: This subroutine (Chart TF) increments the line
number, converts it to EBCDIC for printing, and moves it
to the print area.

ENTRY: Entry to this subroutine is location INCSTA. It is
entered from many points in BLPRINT,

EXIT: The subroutine exits to the calling point.
3.6.6 PRTIT Subroutine

FUNCTION: This subroutine (Chart TF) prints one line of
the assembly listing each time it is called.

ENTRY: The only entry to this subroutine is location
PRTIT. It is entered from many points in BLPRINT,

OPERATION: The subroutine prints the contents of the print
area by callihg BLLIST. When an eject or space is needed,
the subroutine also branches to the BLLIST subroutine.

3.6.7 STA2PR Subroutine

FUNCTION: This subroutine (Chart TG) sets up a statement
for printing and moves it to the print area.

ENTRY: The subroutine has one entry pdint, location STA2PR,
It is entered from the PRINT mainline and from the DSECT
subroutine,

OPERATION: The subroutine moves statement fields one by

one to the print area, testing the symbol, operation code,

and operand fields for excessive length., For the first two
fields, excessive length results merely in the readjustment

of the starting location of the next field. For an excessively
long operand and field, STA2PR moves a flag to the print area,
sets an indicator in the assembler communications region,

and then moves only 59 bytes of the operand. Columns 72=80

of the statement are moved to the print area without
inspection.
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EXIT: This subroutine exits to the calling point.

ERRORS: Subroutine STA2PR places flag B in the print area
if an operand of excessive length is found. The meaning of
this flag, defined at the end of the assembly listing is

as follows:

STATEMENT TRUNCATED ON LISTING BECAUSE THE ENTIRE
OPERAND-COMMENT COULD NOT FIT ON A LINE

3.6.8 ASMLOC Subroutine

FUNCTION: This subroutine (Chart TH) converts the current
location counter value from hexadecimal to EBCDIC repre-
sentation and places the result in the print area.

ENTRY: The subroutine is entered at location ASMLOC from
the DSECT subroutine and from several points in the BLPRINT
mainline.

OPERATION: After setting up the location counter wvalue and
the proper storage area, this subroutine makes use of the
loop beginning at location ASLP to convert hexadecimal
characters to EBCDIC. This loop is also shared by the
ASMCON and ROUT subroutines.,

Conversion is accomplished by fetching two hexadecimal
characters at a time, moving each to a separate byte and then
operating on the bytes. Hexadecimal digits of value 9 or
less are zoned with a hexadecimal F; digits A through F are
reduced by 9 and zoned with a hexadecimal C. The loop
starting at ASLP continues until all hexadecimal characters
have been converted and stored in the designated area.

EXIT: This subroutine exits to the calling point.
3.6.9 ASMCON Subroutine

FUNCTION: This subroutine (Chart TH) converts a generated
constant from hexadecimal to EBCDIC representation and
places the result in the print area.

ENTRY: There is one entry point, location ASMCON. It is
entered from the BLPRINT mainline when an alignment statement
is being processed.

OPERATION: This subroutine obtains from the assembler
communications region the constant generated during pass 2
to align a DC or an instruction on the proper word boundary. .
The subroutine then uses the loop beginning at location ASLP
to convert the constant to EBCDIC. For a description of
loop operation, see ASMLOC subroutine,
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EXIT: This subroutine exits to the calling point.

"3.6,10 ROUT Subroutine

FUNCTION: This subroutine (Chart TH) converts a designated
portion of a DC statement from hexadecimal to EBCDIC
representation and places the result in the print area.

ENTRY: The subroutine has one entry point, location ROUT.
It is entered from the BLPRINT mainline when a DC statement
requires more than one print line,

OPERATION: The calling routine provides, in general registers,
the location of the constant value to be converted and the
number of bytes involved. Usually, ROUT is requested to
convert 16 bytes on each call. If the last line to be printed
has fewer bytes, the exact number will be indicated by the
calling routine, ROUT uses the loop beginning at location
ASLP (shared with the ASMCON and ASMLOC subroutines) to
convert value to EBCDIC. See the ASMLOC subroutine for a
description of loop operation,

EXIT: This subroutine exits to the calling point,

3.6.,11 PUN Subroutine

FUNCTION: When punching is valid, this subroutine (Chart

TI) stores the object code generated by a statement on each
call. The number of bytes stored in the card area determines
when PUN calls the BLPUNC2 routine or the PUCD and NUCD
subroutines to punch a card.

ENTRY: This subroutine has only one entry point, location
PUN. It is entered from many points in BLPRINT, whenever
the object code is ready for punching.

OPERATION: The subroutine begins by examining switches in
the assembler communications region (in BAL) to decide
whether punching is valid, exiting immediately to the
BLPRINT mainline if a DSECT is indicated or if there is

no punch or execute request. The subroutine then sets up
a card area for the initial statement and for the next
statement after a DS. (The card area is automatically
punched by the DS or DS1 subroutine when a DS statement is
processed; an indicator is set to inform PUN.) Statement
type determines further processing.



For reqular statements (see BLPRINT Mainline) the segment
beginning at location PUN3 is used to store the object code
in the card area, after first converting EBCDIC characters
-to hexadecimal, When the contents of the card area plus
the code for the current statement exceed the card length,
the card area contents are moved to the punch area and
punched by a call to the BLPUNC2 routine, The code for the
current statement is then moved to the cleared card area to
begin packing of the next card., ’

For DCL, DC, or alignment statements, which may be
much longer than a single card, the segment beginning at
PUN4 is used. The PUCD subroutine is called to punch a
full card only; NUCD is called to fill out the card before
punching, using bytes from the current statement, and to
continue punching full cards until the remaining bytes of
the constant fit within a card. Subroutine NUCD then
moves these remaining bytes to the card area for future
punching.

Comment and ignore statements are disregarded.
EXIT: This subroutine can exit to two locations.

1. EXIT, in the BLPRINT mainline, taken after PUN
completes its operations for a statement.

2, NUCD, in the NUCD subroutine, taken to fill out
and punch a card during DC, DCL, and alignment
statement processing. NUCD does not return to
PUN, but transfers directly to LXIT in the BLPRINT
mainline.

COMMENT: When an END card is encountered during pass 2,
the assembler generates a DS to ensure that the code for
the last statements processed is punched,

3.6.12 PUCD Subroutine

FUNCTION: This subroutine (Chart TJ) moves the contents
of the card area to the punch area, calls the BLPUNC2
routine to punch a card, and reinitializes the card area.
This function is performed each time PUCD is called.
ENTRY: The subroutine has one entry point, location PUCD.
It is entered from the NUCD, DS, DS1, and PUN subroutines
when a card is to be punched.

EXIT: This subroutine exits to the calling subroutine.
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3.6.13 NUCD Subroutine

FUNCTION: This subroutine (Chart TJ) punches cards during
DC, DCL, and alignment statement processing until the number
of bytes of object code left in the current statement will
fit within the card,

ENTRY: The only entry to this subroutine is location NUCD.
It is entered from the PUN subroutine when a card is ready
to be punched and a DC, DCL, or alignment statement is
being processed.

OPERATION: The subroutine begins by moving to the card area
enough bytes from the current statement to fill a card; it
then calls PUCD for punching. Since the length of a constant
may greatly exceed the length of a single card, the subroutine
loops to issue full cards until the unpunched bytes of object
code for the statement can be contained within a card. These
are stored in the card area for future punching before the
subroutine exits,

EXIT: This subroutine exits to location EXIT in the PRINT
mainline.

3.6.,14 DS1 Subroutine

FUNCTION: This subroutine (Chart TK) inspects a DCetype
statement and, if certain conditions are met, initiates
punching. DS1 operates only when a listing is not being
prepared,

ENTRY: The subroutine has one entry point, location DS1.
It is entered from the BLPRINT mainline when a DC-type
statement is detected and there is no listing,

OPERATION: This subroutine begins by determining whether
the current statement is a DC or DS, - A DC statement is
passed on to the PUN subroutine for possible punching. For
a DS statement, the DS1 subroutine sets a switch in PUN so
that the card area will be reinitialized before the next
punch. It then makes a series of tests to find whether
punching is permissible, calling the PUCD subroutine,

when necessary, to punch the current contents of the card
area,

EXIT: This subroutine can exit to two locations.

1. PUN, in the PUN subroutine, used when the statement
is a DC. No return is made to DS1.



2, ‘EXIT, in the BLPRINT mainline, taken after DS
processing is finished.

3.6,15 DS Subroutine

FUNCTION: This subroutine (Chart TK) initiates printing and,
when certain conditions are met, punching for a DS statement.
The DS subroutine operates only when there is a listing.

ENTRY: The subroutine has only one entry point, location DS.
It is entered from the BLPRINT mainline when a DS statement
(DC=-type statement with zero object length) has been detected.

OPERATION: This subroutine calls the PRTIT subroutine to
print the DS statement in the listing, after setting a switch
in the PUN subroutine so that the card area is reinitialized
before the next card is punched. The subroutine then performs
the same tests made by the DS1 subroutine to determine whether
punching is valid. If so, PUCD is called to punch the present
contents of the card area.

EXIT: This subroutine exits to location EXIT in the BLPRINT
mainline,
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4.0 SYMBOLIC ANALYZER DESCFIPTION

If requested by the programmer, the symbolic analyzer
is called after pass 2 to prepare an alphabetic list of all
symbols used in the source program., For each symbol, the
list gives the number of the line where the symbol was defined
as well as the line numbers of all statements referring to
that symbol. Multi-defined and systems symbols are flagged.
A separate listing of any undefined symbols, including
reference line numbers, is printed after the defined symbols
list,

The analyzer list results from the merging of two
tables: the definitions table and the reference table.
The former contains all symbols in the symbol and system
symbol tables. During a scan of the source program, line
numbers, flags, and a count of number of references are
added to the definition table entries. The reference table
is built during the same scan, each entry including either
the address of a symbol in the definition table and a line
number, or an undefined code indicating an entry in the
undefined table. A third table, undefined table, contain
any undefined symbols that are found.

The definition table, followed immediately by the undefined
table, starts in lower storage and builds up; the reference
table starts in highest storage and builds down. Normally,
the analyzer completes processing in one pass. However, if
an overflow occurs (i.e., the reference table overlaps the
undefined table), the reference table is cancelled but the
first pass continues in order to finish the definition and
undefined tables, Additional passes are then made to complete
the reference table. By adding the number of reference counts
given in definition table entries and comparing this to the
storage available, the analyzer. selects a portion of the
definition table and makes another pass over the source
program. This time, the reference table is built for the
selected portion of the definition table only. After
printing, another portion is calculated and another segment
of the reference table is generated. This process continues
until all symbols and their references have been printed.

Figure 4-1 shows the processing flow of the analyzer.
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-The analyzer consists of 20 logically distinct routines
and subroutines which are discussed individually on the following

pages.

1.

10,

1.

12.

The names and functions of these segments are as follows.,

BLANALYZ Routine - This routine condenses entries
from the symbol and system symbol tables and sorts
them in alphabetic order to form the principal part
of the definition table.

SXXX Routine - This routine reads a source program
statement and calls the proper routine for further
processing, depending on the operation code.

LOC3 Routine - This routine inspects twoe-character
operation code statements and controls the handling
of DC and DS statements.

LOC1F Routine = This routine decides the handling
of three-character operation code statements and
oversees END statement processing,

LOC2 Routine = This routine decides the handling
of fiveecharacter operation code statements,

LOC1B Routine = This routine processes dump and
trace statements,

LOC4A Routine = This routine processes CSECT, DSECT,
and TEQU statements.

DCDS Routine = This routine processes literals
and DC and DS statements.

EXTE Routine = This routine processes EXTRN
statements,

LOC10 Routine = This routine identifies symbols
in the name and operand fields of all machine
operation code statements, It is also used for
some pseudo-operation-statements.

SCH2 Routine = This routine looks up a symbol
in the definition (or undefined) table and builds
the undefined table.

ABKSET Routine = This routine examines an operand
field expression, identifies symbols, and makes
entries in the reference table.,



13. OVERFL Routine - This routine adds line numbers to
reference table entries and checks for a reference
table overflow.

14, MASTXX Routine - This routine initiates printing,
and translates the code used in the undefined table
in order to put undefined symbol references in
proper order,

15, SRTRT Routine -~ This routine modifies the sort
portion of the ANALY routine for reference table
processing.

16. PR Routine - This routine prints the analyzer
listing, merging entries from the definition and
reference tables.

17. INCSTA Subroutine - called by PR, this subroutine
edits an entry line number and converts it to
EBCDIC,

18, MASTO0 Routine = This routine sets up the analyzer
for additional passes when a reference table
overflow occurs.,

19. MAST3 Routine = This routine resolves any reference

table overflow that occurs during an additional pass.

20, XREF Routine - This routine punches XRF cards for
input to the XREF subprogram.,

4,1 CONDENSE AND SORT ROUTINE (BLANALYZ)

FUNCTION: This routine (Chart SA) begins analyzer processing
by building the defintion table with symbols from the system
symbol and symbol tables. Definition table entries are
filled out (with line numbers, reference counts, and flags)
by other analyzer routines. The sort portion of BLANALYZ is
also used to place reference table entries in alphabetical
order immediately before printing.

ENTRY: This routine has two entry points: BLANALYZ and
SRT1, 1Initial entry is made at BLANALYZ from BAL. SRT1 is
entered from the SRTRT subroutine when the reference table
is ready for sorting,

OPERATION: If there was symbol table overflow, this routine
immediately exits to XEOJBX in the MASTXX routine., The
routine checks to see if the XPEF option was selected on the
SBAL or $JOV card. If so, XRFINT is called. The routine



makes a series of loops to condense the symbol and system
symbol tables, thus preparing the definition table. The first
loop zeros out each symbol itself, and inserts a flag of S.
The next loop removes all incomplete or blank entries and

all literals from both the system symbol and symbol tables.

A third loop zeros out the symbol table entries, except for
symbols, and flags then with a blank. At this point, the
symbols are ready for sorting,

Symbols are placed in alphabetical order by a merge-
replace sort. In this sort, the initial and middle entries
in the table are compared and interchanged if they are not
in ascending order; then the second entry and the one
following the middle one are compared, and so on through the
first pass through the table. If the two elements x and y
are interchanged, the routine ¢‘backs up’’ to compare item
y to the items with which x has previously compared, intere
changing y with each new item until y has been placed in
proper sequence, Another pass over all items is then made
with the interval between items compared reduced to one-
half of its value on the preceding pass. (This interval
is identified as delta on Chart SA.) Succeeding passes
through the table are made, in nested loop fashion, each
with delta halved from the preceding pass,

The routine uses the °°test value®® to step through
the table, comparing items separated by the interval delta.
When the end of the table is reached, the test value is
incremented and the loop repeated., When the test value
exceeds delta, delta is halved and the test value reset
for the next pass. When the interval delta is less than
the entry length, the sort is complete.

EXIT: The routine can exit to two ibcations,

1. After building the definition table, the routine
exits to the SXXX routine,

2, After completion a reference table sort, the
routine transfers control to the analyzer print
routine, PR,

COMMENT: This routine is initially set to process 16-byte
entries. It is later modified by the SRTRT routine to
handle the 8-byte entries of the reference table.



4,2 LOCATE ACCEPTABLE STATEMENTS ROUTINE (SXXX)

FUNCTION: This routine (Chart SB) reads a source program
statement, checks the operation code, and determines the
action required by the anlayzer.

ENTRY: This routine has three entry points.,

1. Location SX¥X, from the BLANALYZ routine after the
definition table has been set up.

2. Location SE, from the MASTO routine, to reset the
start location of the reference table after an
overflow has occurred.

3. Location LOC1A, from many sections of the analyzer,
in order to fetch the next statement.

OPERATION: When first entered the routine stores the address
of the first and last entries in the definition table., The
latter address is saved in two locations, since the contents
of one will be altered if additional analyzer passes are
needed. The routine also sets the address of the first and
last entries in the undefined table, located 16 bytes after
the last entry in the definition table. The address of the
first entry in the reference table, which starts at the
highest storage location available, is developed and stored
along with addresses for the definition table.

The routine then calls the BLIOGET2 routine to read a
source program statement in canonical form. The first byte
of the statement is checked +to decide whether a comment,
ignore, or literal reference record is present. Ignore,
literal reference, JOVIAL, and comment statements are
disregarded, although the line counter is incremented for
a comment, Certain pseudo-~operation statements that require
no further handling are treated the same as comments. A
QUAL statement, if valid, results in storing the new symbol
qualification in the LOC4A, LOC10, LOC1B and ABKSLT routines,
so that the qualification character may be moved with the
rest of the symbol to which it applies.

All other types of statements cause a branch to the
proper routine, as long as the NLIST switch remains off.
This switch is set when an NLIST statement appears; all
statements are then ignored until a LIST is found.



EXIT: This routine may exit to one of six locations,
depending on the operation code of the statement read.

1o To the LOC3 routine, used for all twoecharacter
operation code statements,

2, To the LOCI1F routine, taken for all three-character
operation code statements.,

3. To the LOC2 routine, taken for all statements that
have operatiorn codes more than four characters long.

4, To location LOC1A1, in the LOC10 routine, used to
process the operand field of a TEQU statement,

5. To the LOC1B routine, taken for a dump or trace
statement.

6. To the LOC10 routine, used for all four-character
machine operation code statements.

4.3 TWO=-CHARACTER OPERATION CODE ROUTINE (LCC3)

FUNCTION: This routine (Chart SC) controls the processing
of statements with twoe-character operation codes.

ENTRY: Entry is at location LOC3 from the SXXX routine,
made when a twoecharacter operation code is recognized.

OPERATION: Any twoe=character operation code other than
a DC or DS results in an immediate exit to the LOC10 routine.

For a DC or DS, the routine first modifies the LOC10
routine so that it checks only the name field of a statement,
and then transfers to the LOC10 routine. Upon return, the
DCDS routine is set up for DC and DS processing and called
to check the statement operand field.

EXIT: Exit is to location ILOC1A in the S8XXX routine after

DC or DS processing., Otherwise, control is transferred to
LoC10.

4.4 THREE-CEARACTER OPERATION CODE ROUTINE (LOCI1F)

FUNCTION: This routine (Chart SD) completes the processing
of DCL, DC blank, COM, and LIB statements, and sets up for
END statement handling. Routine LOC1F passes all other
three-character operation code statements to the LOC10
routine.



ENTRY: This routine. is entered at location LOC1F from the
SXXX routine whenever a three-character operation code is
read. .

OPERATION: A DCL or DC blank operation code causes the
routine to decrement the line counter and exit to the SXXX
routine for the next statement., In effect, these two types
are ignored, If a COM or LIB is found, exit is also to

SXXX, but without decrementing the line counter. 2All other
three-character operation code statements, except END, result
in an exit to the LOC10 routine,

When an END statement is read by LOC1F, a switch is set
in LOC10 so that return is made to LOC1F2 after any symbol
in the statement has been processed. Two tests are then
made to determine the next action. If a reference table
overflow occurred during the first pass, a branch is taken
to set up for additional analyzer passes; if the analyzer is
now making an additional pass, a branch is made to initiate
printing of the current segment of the reference table. If
both tests are negative (the usual condition), printing of
the analyzer listing is started.

LEXIT

EXIT: This routine may exit to any of five locations
Te For DC blank, DCL, COM, and LIB statement, exit
is to LOC1A in the SXXX routine to fetch the

next statement.

2, For all other three-character operation code
statements, exit is to the LOC10 routine.

3. If no reference table overflow has occurred, the
return from END statement processing results in
an exit to the MASTXX routine to initiate printing
of the analyzer listing,

4, If a reference table overflow has occurred during
this pass, return from END statement processing
results in an exit to the MASTO0 routine, which
sets up for additional passes.

5. During additional passes, return from END statement
processing causes an exit to location MAST1 in the
MASTO routine to print the current segment of the
reference table.



4,5 FIVE-CHARACTER OPERATION CODE ROUTINE (LOC2)

FUNCTION: This routine (Chart SE) controls the action taken

for statements with operation codes of five or more characters.

ENTRY: Entry to this routine is at location LOC2. It is
entered from the SXXX routine when an operation code longer
than four characters is read.

OPERATION: The routine uses a series of comparisons to
determine the proper exit for each statement. If an NLIST
is found, LOC2 sets an indicator in the SXXX routine so
that subsequent source program statements are ignored
until a LIST occurs. If a START is found, a switch is

set to ignore all operands.

EXIT: There are six possible exits from this routine,

1. To the LOC10 routine, taken for an unidentified
operation code or an operation code with more
than five characters. '

2, To the LOC4A routine, taken for a CSECT or DSECT
statement.

3. To the EXTE routine, taken for an EXTRN,

4, To location LOC1A, in the SXXX routine, taken for
an NLIST, SPACE, EJECT, LTORG, TDMPL, TDMPP,
TITLE, or PRINT.

5, To location LOC1BT, in the LOC1B routine, taken
for a TRAC(x).

6. To the LOC1B routine, taken for a DUMP(x).

4.6 DUMP-TRACE ROUTINE (LOC1B)

FUNCTION: This routine (Chart SF) isolates symbols in the
name and operand fields of dump and trace statements.

ENTRY: According to the specific operation code being
processed, either of two entry points may be used.

1. LOC1BT, used by the LOC2 routine when a trace
statement is found.

2. LOC1B, used by the LOC2 routine for DUMP (x)
statements and by the SXXX routine for DUMP
statements,
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OPERATION: A symbol in a trace statement should appear after
the first comma in the operand field. Thus, the trace entry
point (LOC1BT) sets the comma tally to one. For all dump
statements, symbols are assumed to be after the second comma,
and a two is loaded in the comma tally. Since a DUMPR
statement requires special handling (after the fourth comma,
two fields are skipped and the symbol following must be
processed) , the routine will take the branch to location
LOC33.

A symbol found in the name field of a dump or trace
statement is considered to be a reference only. In this
case, the symbol, its qualification, and the current line
nunber are readied for the reference table, Before calling
the SCH2 routine to check that the symbol was defined, LOC1B
sets up SCH2 to return through the ABKSET routine. There the
reference table entry will be completed before LOCI1B begins
its examination of the statement operand field.

After return from ABKSET, or if there is no symbol in
the name field, LOC1B scans the operand, reducing the comma
tally for each comma found. As soon as the tally becomes
zero, a pointer is set at the next byte and the routine
branches to the LOC10 routine to process the remainder of
the statement,

For a DUMPR statement, a switch is turned on in the
LOC10 routine so that a return is made to LOC1B (at location
LOCRC) after a single symbol is processed. By means of a
decremented tally, LOC1B makes two calls to LOC10. Then
it bypasses two fields and branches (with the return switch
off) to LOC10 to process the remainder of the statement.

EXIT: This routine can exit to either of two locations,

1. Location EX2, in the LOC10 routine, used when
LOC1B has completed examination of a statement,

2, Location LOC12, in the SXXX routine, taken if a
terminating blank is embedded in the operand field.

4,7 CSECT=DSLECT=TEQI ROUTINE (LOC4A)

FUNCTION: This routine (Chart SG) examines CSECT, DSECT,
and TEQU statements and, as appropriate, moves information
to a definition table entry or sets up an entry for the
reference table.



ENTRY: The routine has three entry points.

1. Location LOC4A, from the LOC2 routine when a CSECT
is detected. ’

2, Location LOC4, from the LOC10 routine for a TEQU
statement.

3. Location LOC4A0, from the LOC2 routine when a
DSECT is detected.

OPERATION: The routine checks only the name field of the
input statement, expecting a valid symbol definition., If
this proves true after a call to SCH2, LOC4A moves the
current line number to the definition table entry for the
symbol and exits,

If the symbol was previously defined (i.e., the table
entry already has a line number), operation depends on
whether a reference table overflow has occurred.

If there was an overflow, the symbol is treated as a
reference as long as it does not have the same line number
as the previous definition. When there is no overflow,
redefinitions in a TEQU statement are handled as references;
they are not an error. Previous definition of a CSECT or
DSECT symbol is also permissible, provided the first
definition was in a CSECT or DSECT statement. If this is
the case, the new definition is treated as a reference,
But if the earlier definition was in any other type of
statement, a multi-defined or multi-redefined flag is set
before preparing a reference entry. For a DSECT, the
QUAL character is ignored to provide proper handling of
EXTRNed DSECTs in qualified code.

EXIT: This routine has two exits.

1. Location LOC1A, in the SXXX routine, taken to get
the next statement.

2. Location ABK23, in the ABKSET routine, taken to
set up an entry for the reference table. Routine
LOC4A supplies location LOC1A as a return address
for ABKSET.

ERRORS: The routine sets an error flag (M or N) if, during
a nonoverflow pass, CSECT or DSECT statement has a symbol
that was defined before in another type of statement. The
legend printed for these flags appears in the PR routine
description,



4,8 DCDS Routine

FUNCTION: This routine (Chart SH) isolates an expression in
a literal or in the operand field of a DC or DS statement for
the ABKSET routine.

ENTRY: The routine has one entry point, location DCDS. It
is entered from the LOC3 routine for a DC or DS and from the
LOC10 routine for a literal.

OPERATION: The routine begins by searching for the start of
an expression, indicated by a left parenthesis, exiting if

it encounters a blank or comma. When a left parenthesis is
found, ABKSET is called to process any symbols in the
expression and to make the necessary entries in the reference
table., Upon return, the pointer will be at the expression
terminator. For a literal, signaled by a value that LOC10
put in a general register, a comma results in a return to the
calling routine. For a DC or DS, the loop through ABKSET
continues until an expression terminator other than a comma
is found.

EXIT: Exit is to the calling routine.

4,9 EXTRN ROUTINE (EXTE)

FUNCTION: This routine (Chart SI) controls the processing of
symbols in the operand field of EXTRN statements. Each symbol
is identified separately for the LOC10 routine by setting a
pointer to the first byte of the EXTRN statements. Each symbol
is identified. Symbols are definitions rather than references,

ENTRY: The only entry point is location EXTE, entered from
the LOC2 routine when an EXTRN is found. The calling routine
supplies the location of the first byte in the operand field.

OPERATION: The routine searches the operand field for symbols,
using an 8-byte maximum length as the criterion for a valid
symbol., The routine immediately exits if the first byte of
the operand is blank, Otherwise, it forms a loop to find a
terminator: a blank, comma, or period (indicating
qualification). Since processing of a symbol is identical
with the LOC10 routine handling of a name field, a blank or
comma results in a call to LOC10, which is set to return
after name field processing. Since a blank also marks the
end of the operand, the EXTRN exits upon return. A period
causes the routine to strip the qualification before resuming
standard processing.



When more than eight bytes are scanned before encountering
a terminator, the symbol is assumed invalid., If a comma
appears after the invalid symbol, the routine loops back to
start the next scan, thus ignoring the invalid symbol.

EXIT: This routine exits to location LOC1A in the SXXX
routine,

4,10 LOCATE SYMBOLS ROUTINE (LOC10)

FUNCTION: This routine (Charts SJ, SK) isolates symbols in
the name and operand fields of statements with machine
operation codes, It also helps process dump, trace, EXTRN,
END, TEQU, DC, and DS statements.

ENTRY: The routine has four entry points,

1. LOC10 from the SXXX, LOC1, LOC1F, and LOC2
routines for a machine operation code or for
a DC or DS statement.

2. LOC1A1, from the LOC1F routine for an END statement,
and from the SXXX routine for a TEQU.

3. EX2, from the LOC1B routine for a dump or trace,

4, LOC10A, from the EXTE routine, which sets up one
symbol to be processed as if it were in the name
field of a statement.,

OPERATION: Name field processing is bypassed if the field
has no symbol or if the analyzer is in an additional pass.
(All definition entries are completed in the first pass,
regardless of reference table overflow. In additional passes,
to save time, definition activity is inhibited.)

A symbol discovered in the name field is set up for the
SCH2 routine. Upon return, if SCH2 did not find the symbol
in the definition table, LOC10 increments the reference
count of the entry in the undefined table, moves the
definition information to the reference table, and calls
the OVERFL routine to complete the reference table entry.

If the symbol was found, a test is made to decide
which flag should be put in the definition table entry. A
multi-defined symbol is flagged with an R if a system symbol
or with an M if a source program symbol; a properly defined
symbol is flagged with either a T (system symbol) or D.
These flags serve as signals for other analyzer routines,
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The segment of LOC10 beginning at location LOC1AB
examines an operand field for symbols, and thus looks for
possible entries for the reference table. There are two
special cases, however: a DC or DS statement is bypassed
because of a switch set by the LOC3 routine; a DUMPR statement
results in a return to the LOC1B routine after a single
operand symbol is handled.

For other statements, LOC10 begins a series of comparisons
to isolate expressions, continuing until the first blank
signals the end of the operand field., Each time an expression
is found, the routine branches to ABKSET so that possible
symbols may be processed for the reference table. An equal
sign, indicating a literal, results in a branch to the DCDS
routine, which is first set up for literal processing.

EXIT: This routine may exit to one of six locations.

1. If an EXTRN is being processed, the routine exits
to the EXTE routine after processing one symbol,

2, To the LOC3 routine, for a DC or DS after name
field processing.

3. To LOCRC in the LOC1B routine, taken if a DUMPR
statement is being processed,

4, If an END statement is in process, exit is to
location LOC1F2 in the LOCI1F routine.

5. If a machine operation code statement was processed,
the routine exits to LOC1A in the SXXX routine,

6, To location LOC4, in the LOC4A routine, for a
TEQU statement.

ERRORS: When the routine detects a multi-defined symbol,
it flags the definitions table entry with an M or an R.
These flags will appear in the analyzer listing.

4,11 SEARCH ROUTINE (SCH2)

FUNCTION: This routine (Charts SL, SM) finds the address
of a symbol in the definition or undefined table. It also
builds the undefined table to include any symbol not in
the definition table,



ENTRY: The routine has one entry point, location SCH2,
which may be entered from the LOC1B, LOC4A, LOC10, and
ABKSET routines. The calling routine will indicate whether
SCH2 is to place the address of the matching definition
table entry in the next available reference table location
or in a specific storage area.

OPERATION: In the first analyzer pass, this routine searches
the defintion table and, if required, the undefined table, If
a match for a symbol is not found, a new entry is made in

the undefined table. This table, like the definition table,
is always completed during the first pass.

In additional passes, operation is limited to a search
of the definition table. The undefined table, if present,
is then treated just like the definition table after all
definition table entries and references are printed.

The routine begins its search at the mid=-point of the
definition table, comparing the entry with the symbol socught
to decide which half of the table to scan.

The routine then sets starting and ending locations
for that portion of the table and continues this process
until it has found a match or exhausted the table. As soon
as a match is found, the routine stores the entry address
as directed by the calling routine and exits.

If the limit is reached in the selected portion of the
table and there is no match, the symbol is undefined, and
the first entry is made in the undefined table., This entry
is given a code number of 1; a code number is used rather
than an address, since the address may change as new entries
are added. (Each new undefined symbol is assigned the next
higher code number until the table limit of 255 is reached.)
After generating the entry, the routine places the undefined
code in the next available reference table location (if no
overflow has occurred) and exits,

For subsequent undefined symbols, the routine enters
the same loop used in definition table search, but with
the pointer now set to the undefined table. When a match
is found, the undefined code is moved to the reference
table; if there is still no match, the new undefined symbol
is entered in its proper alphabetic position in the
undefined table,
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‘If a reference table overflow occurs, all subsequent
reference table entires for undefined symbols will carry an
undefined table address rather than an undefined code. Since
the undefined table is complete at the end of the first pass
and its entries are thus in proper alphabetic order, normal
table addresses can be used.

EXIT: Exit is to the calling point.

4,12 ABKSET ROUTINE

FUNCTION: This routine (Chart SN) develops the reference
table and increments the reference count in defintion and
undefined table entries.

ENTRY: The routine has three entry points.,
1. Location ABKSET, from the LOC10 and DCDS routines.
2. Location ABK23, from the LOC1B and LOC4A routines,
3. Location ABKO1, from the MAST3 routine.

The calling routine supplies the address of the
expression to be processed.,

OPERATION: The routine calls BLBRKUP to separate the input
expression into elements and operators, to find the number of
characters in each element, and to lozate the expression
terminator.

Routine ABKSET processing starts with a test of the
diagnostic code returned by BLBRKUP, If the expression proves
so long or complex that the entire statement is invalid, the
routine exits at once to get the next statement; immediate
return is made to the address provided by the calling routine
when any other kind of error is indicated. Otherwise, the
first character in an element, translated by an internal table,
determines the operations to be -performed. The path taken for
various types of first characters are as follows.

First Character Path

Number Branch to ABK1 and then to ABK00. 1In
effect, this element is ignored.

Alphabetic Branch to ABK21, where the symbol is

(except X, C, S, set up for the SCH2 routine,

T, L) or §



First Character ~ Ppath

Blank or Quote Branch to ABK3, where a scan is made to
the next quote. The characters read are
ignored, and the routine loops to ABKO0O0
to process the next element,

X or C Branch to ABK4, where a check is made
for quotes in the second byte., If found,
processing is the same as for an initial
quote. If quotes are not detected, the
path for alphabetic processing is taken.

S, T, or L, Processing continues with a test for
quotes in the second byte., If present,
the routine skips to the next character,
assumed to be the start of a symbol,
before continuing with alphabetic
processing.

Any other Treated the same as a number,
character.

Before calling the SCH2 routine, ABKSET sets up the
symbol it has isolated and checks whether special qualification
(signaled by a period immediately after the symbol) is
involved. If so, the qualification is placed after the
symbol, overlaying any current qualification, before transfer
of control. Routine SCH2 then scans the definitions table
and, if necessary, the undefined table to find the table
entry matching the symbol and moves that entry®s address or
undefined code to the next available location in the reference
table.

Upon return, ABKSET makes a series of tests before
incrementing the reference count for the current symbol (in
the definition or undefined table) and before calling the
OVERFL routine to make the reference table entry final,
Essentially, these tests prevent any additions to the
definition and undefined tables after the first analyzer
pass. If an overflow occurs in the first pass, the tests
forbid further entries in the reference table but allow
the definition and undefined tables to be completed. The
reference table will then, of course, be built in additional
passes,

EXIT: The routine normally exits to the address supplied

by the calling routine. At exit, the address of the expression
terminator is loaded into a general register for the use of

the calling routine. If the return from BLBRKUP shows that

the entire input statement is invalid, the routine exits to
LOC1A in the SXXX routine to read the next statement.
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4.13 OVERFL ROUTINE

FUNCTION: This routine (Chart SO) places a line number in
the current reference table entry, develops the location

for the next entry, and checks for a reference table overflow.
When an overflow occurs, the routine sets switches to prevent
further building of the reference table and sets up for a
transfer to the MASTO0 routine when the END statement is read.

ENTRY: There is one entry point, location OVERFL, which is
entered from the ABKSET routine whenever a reference table
entry is ready. It is also entered from the LOC10 routine
when a reference to an undefined symbol is being processed,

EXIT: This routine has two exits.
1. The usual exit to the calling point,

2, If an overflow occurs during an additional pass,
the routine transfers control to the MAST3 (double
overflow) routine,

COMMENT: No reference table entry is final until this routine
has supplied the next reference entry location. If no new
location is given, the next entry moved to the table will

wipe out the previous one.

4,14 REFERENCE-TABLE=CODE TRANSLATE ROUTINE (MASTXX)

FUNCTION: This routine (Chart SP) initiates printing of the
analyzer listing (i.e., the reference table has not overflowed).
If necessary, it also translates undefined symbol codes,

used instead of addresses in the undefined table, so that
sorting will place references to undefined symbols in proper
order. The analyzer end-of-job sequence is also included in
this routine.

ENTRY: This routine has two entry points.

1. Location MASTXX, from the LOCI1F routine after END
statement handling.

2. Location XEOJB, from the PR or MASTO routine after

printing., Entry is from MASTO only if the reference
table overflowed during analyzer processing.
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OPERATION: If there .are no undefined symbols, the routine
immediately calls SRTRT to initiate printing. Otherwise,

it builds an internal table to equate each undefined code
with the alphabetical position of its symbol in the undefined
table. (Undefined symbols are in alphabetic order, but codes
are assigned in the order the symbols were encountered.,)

Once this translation table is complete, the reference table
is read and each undefined code is replaced with its
corresponding sequence number. - Control then passes to the
SRTRT routine. Before the final EXIT to MASTER the routine
checks to see if the XREF option was selected. If so, the
XRFTRL subroutine is called.

EXIT: This routine has two exits.
1. To the SRTRT routine to begin printing,
2, To MASTER, indicating the end of analyzer operations.

ERRORS: The following message is printed if more than 255
undefined symbols appeared in the source program:

THE UNDEFINED SYMBOLS LIMIT HAS BEEN EXCEEDED,
THE FIRST 255 ARE LISTED.,

COMMENT: Translation of undefined codes is unnecessary in
additional passes. Since the undefined table is always
completed during the first pass, actual table addresses can
be used to identify references to undefined symbols.

4,15 PREPARE FOR SORT ROUTINE (SRTRT)

FUNCTION: This routine (Chart SQ) sets up the sort portion
of the ANALY routine for reference table processing,

ENTRY: Location SRTRT is the only entry point. Usually,

it is entered from the MASTXX routine when the analyzer
tables are complete. In case of overflow, entry is from

the MASTO0 routine to print a segment of the analyzer listing.,
In the unlikely event of a second overflow, entry is made
from the MAST3 routine to resolve the overflow.

OPERATION: The routine modifies BLANALYZ to sort reference
table entries into proper sequence., After saving registers

for PR, SRTRT alters the length values stored in BLANALYZ to

8 bytes, the length of reference table entries; and sets
switches to permit duplicate entries, (valid in the reference
table) and to cause BLANALYZ to exit directly to PR. Reference
table starting and ending locations and register increment
values are also established,
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Because of a first-time through indicator, SRTRT bypasses
its switchesetting and lengthemodifying operations in subsequent
calls.

EXIT: This routine exits to location SRT1 in the ANALY routine,

4.16 PRINT ROUTINE (PR)

FUNCTION: This routine (Charts SR, SS, ST) places the analyzer
listing on system output. Routine PR develops the listing by
merging and editing entries from the definition, reference,

and undefined tables.

ENTRY: The routine has one standard entry point and three
special entry points that are used during double=-overflow
processing., Location PR is the standard entry from the ANALY
routine after reference table sorting. The special entries
are as follows,

1. Location PRSW1, from the MAST3 routine, when a
double-overflow is discovered.

2. Location PR3, from the MAST3 routine, when the
preceding attempt to resolve the double-overflow
has failed and a partial 1line is stored in the
print area.

3. Location PR21, from the MAST3 routine, when the
preceding attempt to resolve the double-overflow
has failed and the print area is ready for a new
line,

OPERATION: This routine may operate in three situations,

1. In standard processing, the MASTXX routine makes
one call to PR (through the SRTRT and BLANALYZ
routines), Printing in this case is the last
analyzer operation; the entire listing is printed,
and exit is to end-ofe-job (XEOJB in MASTXX).

2, When a reference table overflow has occurred, the
MAST(Q routine calls PR (through SRTRT and BLANALYZ)
at the end of each additional pass to print a
segment of the analyzer listing,

3. When a double-overflow appears, the MAST3 routine
immediately calls PR (through SRTRT and BLANALYZ),
and the two routines interact until the special
overflow condition is resolved,



STANDARD PRINTING: The routine begins by saving the starting
and ending locations of the definition table. After finding
the first valid entry (i.e., one that contains a definition
line number or a nonzero reference count), it takes a firste
time branch to set up column headings for defined symbols

and ejects the listing to a new page.

The routine next examines the flag field of the entry.
A flag of D marks a properly defined symbol, and no flag
is moved to the print line. If the flag is greater, a
diagnostic switch is set in MASTER and the entry flag is
moved to the print area. Usually, this is either an R
(multi-redefined system symbol) or M (multi-defined symbol),
If the flag is T, it is converted to an S (for redefined
system symbol), which will be accepted by MASTER as a
proper entry.

The INCSTA subroutine (Chart SU) is now called to
edit the entry line number and convert it to EBCDIC, after
which it is moved to the print area, followed by the symbol
and its qualification, (if any). If a test of the entry
reference count shows there are no references for the symbol,
the contents of the print area are placed on system output,
and the routine loops back to fetch the next definition
table entry. When references are indicated, the line
numbers of the corresponding reference table entries are
edited, converted to EBCDIC, and moved to the print area.
Up to nine reference line numbers can be printed on the
same line with the symbol. Any additional references are
then printed on subsequent lines without repeating the flag,
definition line number, symbol, and qualification information.
Before a line is printed, the routine checks to see if the
XREF option is active. If so, Subroutine XRFBEG is called to
set up the symbolic card.

When entries in the definition table are exhausted, the
routine checks for undefined table entries, exiting to
end-of-job if there are none. Otherwise, it sets up for
the undefined table, prints page and column headings for
the undefined symbol listing, then loops back to begin
printing undefined symbols and their references. The process
is the same as for defined entries, except that the flag
and the definition line numbers are not printed.

PRINTING BY SEGMENTS: If the reference table overflowed,
nothing is printed at the end of the first analyzer pass,
and only a segment of the definition table (or undefined
table), along with its corresponding references, is printed
at the end of each subsequent pass. In this situation, the
starting and ending locations of the definition table are
set by the MASTO routine. PR operation for a segment is
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the same as in the standard printing, but when the segment
is finished, exit is to the MASTO routine. Routine MASTO
will determine when the analyzer listing is complete,

PRINTING IN A DOUBLE=-OVERFLOW SITUATION: The operation of PR
in a double-overflow situation is controlled by the MAST3
routine., (See the description of that routine for the
procedure used.)

EXIT: Exit is to the address supplied by the calling routine.
In standard processing, return is to the end-of-job portion
of the MASTXX routine., In segment processing, return is to
the calling point in the MASTO routine. All exits in double-
overflow handling are to the MAST3 routine.

ERRORS: When an M, T (printed out as an S), or R flag is
detected in a definition table entry, the flag is moved to
the listing and a diagnostic switch is set in MASTER., Before
the assembler returns control to the utility monitor, it

will print a flag legend.

M ANALYZER HAS FOUND A SYMBOL TO BE MULTI=-DEFINED.

S ANALYZER HAS FOUND A SYSTEM SYMBOL WHICH WAS
REDEFINED IN THE PROGRAM, (This flag is for
information; it is not an error.)

R ANALYZER HAS FOUND A SYSTEM SYMBOL WHICH IS
MULTI-REDEFINED.

4,17 CONVERT TO EBCDIC SUBROUTINE (INCSTA)

FUNCTION: This subroutine (Chart SU) converts a binary
number to deciaml (EBCDIC representation) for printing,.

ENTRY: The one entry point, location INCSTA, is entered
from various segments of the PR routine,

EXIT: Exit is to the calling point in the PR routine,

4,18 DOUBLE=OVERFLOW ROUTINE (MAST3)

FUNCTION: This routine (Chart SW) manipulates the PR
routine to resolve a reference table overflow during an
additional pass. This double-overflow can happen only
when the references for a single symbol exceed the area
available for the entire reference table segment.



ENTRY: The routine has three entry points, which are used
in sequence,

1. Location MAST3, from the OVERFL routine when the
double=overflow is first detected. (This occurs
as the ABKSET routine tries to add and entry to
a full reference table,)

2, Location MAST31, from the PR routine just after
it sets up for printing,

3. Location MAST34, entered from PR after it has
performed the operation designated by MAST3,

OPERATION: When first called, the routine saves registers,
. sets two double-overflow switches in the PR routine, and
then calls SRTRT to initiate printing. The saved registers
preserve the exact conditions under which ABKSET began
processing the current reference; later, they will be
restored to restart ABKSET.

Once PR is ready for printing, it encounters the first
double-overflow switch and exits to MAST31. In turn, MAST3
passes control to location PRSW1 in PR to print all references
now in the reference table. As soon as this is done, PR
returns to MAST34, where MAST3 resets the start of the
reference table, restores registers, and exits to ABKSET
to resume processing the reference that caused the overflow.
(At this point, the print area may contain a partial line,
but this will be handled within the PR routine by the setting
of the second double-overflow switch when normal additional-
pass printing starts.):

If another overflow appears, the initial call and the
first entry from the PR are the same as before. But MAST3
now branches to location MAST36, where the contents of the
print area decide the next action., If there is information
in the print area, the routine exits to location PR3 to fill
out and print the line. If the print area is clear, the
routine exits to location PR21 to set up a new line. 1In
either case, printing continues until the current reference
table entries are exhausted. Upon final return from PR,
MAST3 exits as described below.

EXIT: Final exit is always to location ABKO1 in the ABKSET
routine., Other exits that may be used are as follows.

a. To the SRTRT routine to initiate printing.
b. To location PRSW1 in the PR routine to set up and
print the initial line(s) for the entry.
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Cos To location PR3 in PR to complete and print
a partial line stored in the print area.

d. To location PR21 in PR to set up a new line
when the print area is clear,

4,19 REFERENCE TABLE OVERFLOW ROUTINE (MASTO)

FUNCTION: This routine (Chart SY) is called when the source
program END statement is read and an overflow has occurred.

On the first call, the routine sets up the analyzer for
additional passes so that it can build the reference table

in segments. At the end of each additional pass, the routine
initiates printing of the completed portions of the definition
and reference tables and sets up for the next pass.

ENTRY: Entry to this routine is at location MASTO from the
LOC1F routine when the END statement is in process and an
overflow is indicated. When the END statement is encountered
at the end of each additional pass, entry is at location
MAST1.,

OPERATION: As soon as overflow is detected, the reference
table becomes void and its area is surrendered to the
undefined table., The filling of entries in the definition

and undefined tables continues so that when the END statement
appears at the end of the first analyzer pass, these two tables
are complete and their length is fixed. Therefore, MASTO

can calculate the exact storage, and from it the maximum
number of entries available for the reference table. Then,
starting at the first entry in the definition table, the
routine adds up reference counts until they exceed the number
of possible entries, and sets a new definition table ¢‘‘end’’
address at the entry just before the one causing the excess,
The reference table will now be built for the selected portion
of the definition table only. When this segment of the
analyzer listing is printed, the next portion is established,
and the process continues until all symbols and references

are printed,

To prepare for additional passes, MASTO sets seven
switches: two in SCH2 to prohibit further entries in the
undefined table and to permit the reference table to be
built; two in ABKSET, one to inhibit building of the
definition table, the other to allow reference table entries;
one in the LOC10 routine to inhibit definition table building;
one in OVERFL so that a branch is taken to the MAST3 routine
if another overflow occurs; and one in LOC1F, causing a
return to MASTO (at location MAST1) the next time an END
statement is read.



EXIT: This routine may take either of two exits.,

1. Location SE, in the SXXX routine, taken to start
each additional pass.

2. Location XEOJB, in the MASTXX routine, taken when
printing has been completed. This exit is also
used if there is no storage available for the
reference table.

4,20 PUNCH XRF CARDS ROUTINE (XREF)

This routine punches XRF reference cards when requested
by the XREF option on the $BAL Control Card. The routine
consists of four subroutines.

1. XRFINIT Subroutine = This subroutine initializes
for the XREF function,

2, XRFBEG Subroutine = This subroutine processes each
symbol reference and builds the XRF symbol card
image.

3. XRFPCH Subroutine — This subroutine punches cards
for the XREF function,

4, XRFTRL Subroutine = This subroutine provides
termination of the XREF function,

4,20.1 XRFINIT Subroutine

FUNCTION: This subroutine (Chart SZ) performs necessary
initialization for the XREF function,

ENTRY: The subroutine has only one entry point at XRFINIT,
The entry is made from BLANALYZ if the XREF option was
requested.

OPERATION: This subroutine first checks to see the type

of assembly being made. If the assembly is for a Compool
Segment, no switches are set and return is made to the
BLANALYZ routine. If serious errors were encountered during
the Assembly, no switches are set and return is made to
BLANALYZ. Otherwise a switch is set to indicate that XRF
cards should be punched, The XRF header card is then prepared
and subroutine XRFPCH is called to punch the header card.

When the header card has been punched, return is made to

the calling point.



EXIT: Exit from this routine is made to the calling point in
the BLANALYZ routine,

4.20.2 XRFBEG Subroutine

FUNCTION: The purpose of this subroutine (Chart S2Z) is to
build XRF symbol cards.,

ENTRY: Entry is made at XRFBEG from the PR routine whenever
the Analyzer is ready to set up a line of print with a
referenced symbol,

OPERATION: The subroutine first checks to see that the
referenced symbol is a library routine name or a Compool
data name. If not return is made to the PR routine., The
symbol is put in the XRF card image and, if the card is
full, Subroutine XRFPCH is called to punch the card.

EXIT: Exit is made to the calling point in the PE routine.
4,20,3 XRFPCH Subroutine

FUNCTION: This subroutine (Chart. SZ) punches XPF cards.
ENTRY: The routine may be entered at XRFPCE from the
XRFINIT subroutine, the YRFBEG subroutine, or the XRFTRL

subroutine.

OPERATION: This routine places a sequence number on the
card to be punched and then punches the card.

EXIT: Exit is made to the calling point.
4,20.4 XRFTRL Subroutine

FUNCTION: This subroutine (Chart SZ). terminates the XREF
portion of the Analyzer,

ENTRY: This routine is entered at XRFTRL from the MASTXX
routine when the analyzer has completed its printing.

OPERATION: This routine calls XRFPCH to punch the last
reference card. It then builds the XRF trailer card and
calls XRFPCH to punch that card.

EXIT: Exit is made to the calling point in the MASTXX
routine,
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5.0 STORAGE AND TIMING

5.1 STORAGE REQUIREMENTS

The BAL assumbler can operate in a minimum environment of
one Storage Element (SE) (32K words). Although it can be run
in any larger configuration, it will use a maximum of eight SEs.
Any additional storage beyond 8 SEs will simply be ignored.

The actual storage required to assemble a given program
is dependent on the availability of WORK2 and on the size
of the program. Accompanying tables 5=1 and 5=2 give the
maximum program parameters that can be accommodated in each
memory configuration with and without WORK2, respectively.

Figure 5-=1 illustrates the storage layout of the
assemblies that comprise the BAL assembler., Figure 5=2
summarizes the layout of the buffers and variable length
tables that are used by BAL,

5.2 = TIMING

There is no simple formula to determine the timing for
the BAL assembler, as it is highly dependent on machine
configuration, especially storage and WORK2 availability.
However, for any given configuration, the time for a non-
compool assembly will be roughly proportional to the number
of input statements.,

When a compool is involved, timing will be proportional
to number of statements from SYSIN plus number of statements
actually processed from the compool, plus an overhead
factor representing tape time to find the first compool
segment and tape time to skip unwanted segments.,

Use of the PUNCHC option will add time for an additional
pass over the compool tape, plus assembly time for those
statements selected from the compool.



TABLE 5-=1. ASSEMBLER SES VS VARIABLES (.WORK2 AVAILABLE)
Number of SEs
Variables 1 2 3 4 5 6 7 8
Maximum number of 1024 4096 8192 8192 16384 16384 16384 20480
symbols
Maximum number of 5i2 2048 4096 4096 8192 8192 8192 8192
address constants
Maximum number of 128 1024 2048 2048 4096 4096 4096 4096
literals.
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TABLE 5-=2, ASSEMBLEP VS VARIABLES (.,WORK2 NOT AVAILABLE)
Number of SEs
Variables 1 2 3 4 5 6 7 8
Maximum number of 144 719 129¢ 1872 2248 3023 3600 4176
symbols
Maximum number of 72 359 646 934 1221 1509 1796 2048
address constants )
Maximum number of 72 359 646 934 1221 1509 1796 2048
literals
Approximate number 478 2778 5078 7378 9678 11978 14278 16578
cards
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FIGURE 5-1.
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X‘17000°

OPTIONAL
WK2 BUFFERS

2 808 BYTE BUFFERS

OPTIONAL 800
BYTES FOR WK1
BUFFERS (JOVIAL
INPUT)

INTERMEDIATE
BUFFER

STORES CANONICAL
FORM BAL STATEMENTS
FOR MULTIPLE BAL
PASSES

SIS

SYSTEM SYMBOL
TABLE
(624 BYTES)

SYMBOL
TABLE

N
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TABLE
(253x16 BYTES)
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RLD TABLE
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LITERAL TABLE

FIGURE 5-2,
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ZXENRLDT

ZXBGLITB

ZXENLITB
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SYMBOL REFERENCE
TABLE)

BAL BUFFERS AND TABLES



6.0 DATA SPECIFICATIONS

6.1 TABLE FORMATS
6.1.1 Symbol Table

The symbol table is built by BLPAS1 and used by BLPAS2
and BLANALYZ, Every symbol defined in the source program
creates an entry in this table in the format shown in
Figure 6-=1,

6.1.2 System Symbol Table

The system symbol table, containing permanently defined
- system symbols, is appended to the end of the symbol table
when the symbol table is set up by the INIT1 routine of

BAL. Entries in the system symbol table have the same format
as those in the symbol table (see Figure 6-=1).

6.,1.3 CSECT=-EXTRN Table

The CSECT=-EXTRN table is built by BLPAS1 and updated
during its interlude. Entries are made for CSECT, DSECT,
COM, and EXTRN statements in the format given in Figure 6-2,

6.1.4 ENTRY Table

The ENTRY table is built by BLPAS1 from symbols

" designated by ENTRY statements. All defined ENTRY symbols
(i.,e., those also entered in the symbol table) are put out
during the interlude as ESD cards. Each entry in the ENTRY
table contains a symbol in an eightebyte field and its
qualifier in a one-byte field. The format of an entry is
shown in Figure 6-3,

6.1.5 Literal Table

The literal table is built by BLPAS1 and emptied
after an LTORG statement and/or .after the END statement,
Each literal being put out as DCL statement for BLPAS2 is
assigned a location by entering the literal dummy name in
the symbol table. The format of an entry in the literal
table is shown in Figure 6-4,

6.1.6 RLD Table
The RLD table is built by BLPAS2 to develop the

relocation dictionary for the object program. Each entry
in the table is in the format shown in Figure 6-=5,



Field Symbol | Qual | Location ?gloc Length | Control Type | Scale

Byte No. 0 7 8 9 11 12 13 14 15

Bytes 8 1 3 1 1 1/2 1/2 1
where

Symbol - EBCDIC characters, left-justified

Qual - EBCDIC character

Location = address assigned to symbol

Reloc ID - 0 = absolute; 1 through 254 = CSECT or DSECT ID; 255 = Common ID
Length - one less than length defined or implied, in bytes

Control - 0 = empty; 1 = defined; 3 = multi-defined; 5 = symbol is TEQUATED,
re-evaluate the equate

(hexadecimal)

(EBCDIC)

(packed decimal)

(zoned decimal)

(fixed point halfword)
(fixed point word)

(floating point, singleword)
(floating point, doubleword)
(instruction label)

(address constant, word)
(base and displacement, halfword)

Type -

CWVWONOUTEWN=O
| 1 | | I | B I |

MmpHOoOEHYITDNYONX

e

Scale Factor - Binary (2°s complement) 10100000 to 10011111 (-96 to 4159 decimal)

FIGURE 6-=1. SYMBOL TABLE ENTRY FORMAT



Current Highest Reloc ESD
Field Symbol Location Location ID Type
Byte No. 0-7 8-10 11-13 14 15
Bytes ) 8 3 3 1 1
where:

Symbol = Section name or EXTRN symbol, EBCDIC characters

Current Location - Location counter for section, 0
through 224.-1

Highest Location - Location counter for current end
of section, 0 through 2241

Reloc ID = see definition under symbol table (Figure 6-1)

ESD Type = C = X*02°* =

X¢0A® = COM

CSECT; D = DSECT:; EXTRN;

FIGURE 6-=2, CSECT-EXTRN TABLE ENTRY FORMAT

Field Symbol Qual
Byte No, 0 8
Bytes 8 1

FIGURE 6-=3., ENTRY TABLE ENTRY FORMAT



Source Object | Source
Field Length | Dummy Name | Length | Format
Byte No. 0 1-8 9 10-n
Bytes 1 8 1 variable
where:

Source Length - length in bytes of literal source format

Dummy Name - =000 followed by a four-byte identifying
number, assigned in order of entry (= is X*7E°’)

Object Length - one less than the literal object length,
in bytes

Source Format -— the literal as written in source program

FIGURE 6-4., LITERAL TABLE ENTRY FORMAT

Reloc | Reloc
Field Location | ID 1 ID 2 | Sign Length
Byte No. 0-3 4 5 6 7
Bytes 4 1 1 1 1
where:

Location - storage location of address constant

Reloc ID1 - ID of address constant (ID of section
containing the Adcon)

Reloc ID2 - ID of symbol in address constant (ID
of section containing the symbol)

Sign - addition or subtraction of symbolic in address
constant

Length - length of address constant (1, 2, 3, or 4 bytes?
FIGURE 6-5. RLD TABLE ENTRY FORMAT



6.,1.7 USING Table

The USING table records for BLPAS2 the general registers
that are available as base registers in any given segment of a
source program and the value that is held in each base register,
The table contains 17 entries, two for register 0 and one each
for every other general register. The first entry for register
0 is always available with a value of zero and is unaffected by
USING or DROP statements. All remaining entries are affected
by USING and DROP statements, except that the switchable entry
for register 0 always has a value of zero. The format of each
entry in the USING table is shown in Figure 6-=6.

Reloc Reg Reg
Field Avail ID No., No. Value
Byte No, 0 1 2 3 47
Bytes 1 1 1 1 4
where:.

. Avail = 1 = available for use as base register; 0 =
not available :

Reloc ID = ID of symbol in expression for base value
Reg No, = general register number in EBCDIC
Reg No. = general register number in hexadecimal

Value = base value for computation of displacement
FIGURE 6=6. USING TABLE ENTRY FORMAT

6.1.8 Operation Code Table

The operation code table, contained in BLOPLKUP, contains
an entry for every machine operation code and every valid
pseudo-operation code (as well as for some invalid pseudo-
operation codes). These entries are arranged alphabetically
by mnemonic, but the entries are of two types: one for
machine operation codes and another for pseudo-operation
codes. The table is used by both BLPAS1 and BLPAS2. The
format for a machine operation code entry is shown in Figure 6-7,
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9=9

Type | Align | Type | Align | Type | Align | Oper Operation
Field Mnemonic | Obj 1 1 2 2 3 3 Count | Type

Byte No. 0-4 5 6 7 8 9 10 11 12-=14 15
Bytes 5 1 1 1 1 1 1 1 3 1
where:

Mnemonic = operation code mnemonic, leftejustified, in EBCDIC

Obj - object code in hexadecimal

Type — operand format type (number designates operand): 0 = no operand; 4 = register;
8 = storage address; 12 = indexable storage address; 16 = storage address with 4-bit
length field; 20 = storage address with 8-bit length field; 24 = 8-bit integer; 28 =
storage address (SI) with I, field zeroed; 32 = storage address with zeroced 4-bit
length field; 36 = shift count; 40 = R1 register operand with R2 zero.

Align - alignment code for operand (number designates operand): code 0 = no

alignment; 1 = halfword; 2 = word; 3 = doubleword. If type is a register operand:
0 = no special register; 1 =

only even register; 4 = floating point register.

Oper Count = number of operands required by the instruction.

Operation Type - non-privileged (code = 0) or privileged (code = 1)

FIGURE 6-=7., MACHINE OPERATION ENTRY FORMAT



The format for a pseudo-operation code entry is shown
in Figure 6-8,

BLPAS1 BLPAS2
Field Mnemonic Obj N/A | Mask Pointer Pointer
Byte No. 0-4 5 6 7 8-11 12=15
Bytes 5 1 1 1 4 4
where:

Mnemonic = operation code mnemonic, left-justified, in EBCDIC
Obj = hex 00, identifying entry as pseudo-operation

N/A = not used

Mask = used for extended branch mnemonics

BLPAS1 Pointer — pointer to processing subroutine in

BLPAS1 for this pseudo-operation

BLPAS2 Pointer - pointer to processing subroutine in
BLPAS2 for this pseudo-operation

FIGURE 6=8, PSEUDO=OPERATION ENTRY FORMAT

6.1.9 Definition Table

The definition table is built in alphabetical order by
the analyzer from symbols in the symbol and system symbol
tables. During analyzer processing, line number, flags,
and count (number of references to symbol), are added. The
format of this table is shown in Figure 6-9.

6.1.10 Reference Tables

The reference table is built during analyzer processing.

The format of entries made in this table is shown in Figure
6—10.

6.,1.11 Undefined Table
The undefined table is built during analyzer processing.

The format of entries made in this table is shown in Figqure
6“110



Field Symbol | Qual | Flag | Line No. | Count

Byte No. 0==7 8 9 10=12 13-=15
Bytes 8 L 3 3
where:

Symbol = EBCDIC characters, left-justified with trailing
blanks

Qual - EBCDIC character (blank if no qualification
specified for symbol)

an undefined symbol (not printed)

a defined symbol (not printed)

a multiedefined symbol

a multi-redefined system symbol

any system symbol (an S§ flag, as such,
is not printed out)

= a redefined system symbol (printed out
as S)

Flag -

Ny 2OP
non o ouou

=
|

Line No. = line number of the assembly listing statement
in which the symbol is defined

Count - number of times the symbol is used in operands

FIGURE 6=9., DEFINITION TABLE ENTRY FORMAT

Field Peference Line No.

No. of Bytes 4 4

where:

Reference = address of the symbol®’s entry in the
Definition Table - or, if a symbol is undefined, an
undefined code that indicates an entry in the
Undefined Table.

Line No., = number of line in the assembly listing in
which the symbol appears in the operand field

FIGURE 6-10. REFERENCE TABLE ENTRY FORMAT



Undefined
Field Symbol | Qual | N/A Code Count
' Byte No. | 0-=7 8 9 10-12 13-15
Bytes 8 1 ] 1 3 3
where:

Symbol - EBCDIC characters, left-justified with trailing
blanks .

Qual = EBCDIC character

N/A = not used

Code - the undefined code is a sequential number,
beginning with one, assigned to undefined symbols as

they are discovered

Count = number of times the symbol is used in operands
FIGURE 6-11., UNDEFINED TABLE ENTRY FORMAT

6.1.12 Segment Table

The segment table is built and used by BLPAS1. If the
PUNCHC option is specified, it is written out on WORK1 at
the end of BLPAS1 and read in after completion of BLPAS2 and
BLANALYZ to allow copying of the compool to WORK1,

Each entry in the table corresponds to a PSEG segnam
statement. The format of entries made in this table is
shown in Figure 6-12,

Field Flag | Length | Name
Byte No., 0 1 2-7
Bytes 1 ) 1 6

where:

Flag — 0 = entry not used; 1 = segment waiting to be read;
2 = segment already read or in error; X°*FF° = end of table.

Length - length minus one (in characters) of segment
name (suitable for EX’ing CLC, etc.)

Name - segment name, left-justified with trailing blanks.

FIGURE 6-12, SEGMENT TABLE ENTRY FORMAT
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6.2 ° INTERNAL DATA FORMATS

These records are built by BLPAS1 and placed in the
intermediate work file., They are read and processed by
both BLPAS2 and BLANALYZ.

6.2.1 Statement Record

Statements in canonical form are in the format shown in
Figure 6-13,

6.2.2 Ignore Statement Record

Ignore statement records are identical in format to
statement records except that their first character is #(X¢7B’)
and their length is accordingly one byte longer. The format
of a statement record is shown in Figure 6-13.

Ignore statement records are issued during BLPAS1 for
certain erroneous statements. BLPAS2 will not process these
records but they will be printed on the listing. The error
is indicated by a diagnostic record which precedes the ignore
statement record.

Comment records are in the format shown in Figure 6-14,

6.2.3 Diagnostic Record

The need for diagnostics necessitates a special recorxd
that is put out during BLPAS1. BLPAS2 presents these records,
as well as its own diagnostics, to a routine that will print
the diagnostic. The format of a diagnostic record is shown
in I'igure 6-15,

6.2.4 Literal Reference Records

Literal reference records are issued in BLPAS1 for
every statement containing a literal. The format of literal
reference records is shown in Figure 6-16.



LL=9

Field Li| Lo | Ly | Ly Symbol Operation | Operand=-Comments Cols. 72-80A
Byte No. 0 1 2 3 * * * *

Bytes 1 1 1 1 0-8 1=5 0-69 ]
where:

Lq — is the byte length of the entire record in binary (14 < L4 < 85)

L, — is the byte length of the symbol (0 < L; < n) where n is the number of
non=blank characters in the field

L3 = is the byte length of the operation code (0 < Ly < n)

Ly - is the byte length of the operand-comment field with all but one trailing
blank suppressed (0 < Lg < 69)

Note: In the fields foflowing Ly, * indicates a field of variable length and position.
Symbol - EBCDIC characters, left-justified with blanks suppressed
Operation Code = EBCDIC characters, left-justified with blanks suppressed

Operand.Comments = EBCDIC characters with all but two trailing blanks suppressed.
If a quote (°®) appears in the operand, the entire operand field is included

Cols. 72-80 = appear exactly as punched on the card. A noneblank in column 72 is
ignored

FIGURE 6=13. STATEMENT RECORD FORMAT



Columns 2-71 as
on original
Field * statement Columns 72-=80
Byte No. 0 1=70 71-79
Bytes 1 70 9

Note that the first character of this record is *(X+¢5C°).

FIGURE 6-=14, COMMENT RECORD FORMAT

Field > I Code Symbol
Byte No. 0 |1-4 5-12
Bytes - 1 4 8

Note that the first character of the record is °*(X¢7D*).

where:

Code = a four=-byte code identified with the diagnostic
message to be printed (see Subsection 6.4)

Symbol - the symbol will be printed along with the
diagnostic message, if a symbol is involved

FIGURE 6-=15. DIAGNOSTIC RECORD FORMAT



Field , = Dummy Name Source Length

Byte No, 0 1-8 9

Bytes 1 8 1

Note that the first character of the record is = (X*7E’).

where:

Dummy Name - an 8=character, left-justified name
assigned to the literal appearing in the next
statement

Source Length = a byte indicating the number of
characters that are used on the source card for
the literal

FIGURE 6=16. LITERAL REFERENCE RECORD FORMAT

6.3 ROUTINE INPUT/OUTPUT FORMATS

Length, SYM Type, Scale Factor, and Control are described
in the symbol table and are taken from the first element
(symbol or integer) encountered in the expression.

Location is the value of the expression.

Reloc ID Sign = a one if minus is associated with
relocatable symbol.

Reloc ID is either zero, if absolute expression, or
nonzero ID if relocatable,

Error type = this is set by bits in the following
manner. .

a. Bit 31 is set if expression is complexly
relocatable
b. Bit 30 is set if expression may be in error
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. Coe Bit 29 is set if rest of statement cannot be

evaluated
d. Bit 28 is set if expression is partially evaluated
€. Bit 27 is set if expression is multi-defined

Exrror Count = this is a count of the numkber of diagnostics
issued for the expression.

Diagnostic = following the count are the diagnostics
issued (for description see ¢°*Diagnostic Record®?®).

6,3, 1 BLCONMOD Routine Format

a. Input

Input Loc = The address of the first character of
the data component

Ind Loc - The address of the last character of the
operand field

b. Output

On return from BLCONMOD, register 1 will contain the
address of a table which contains the following.

1. Address of 1st character in the value list
- one word. Normally will reference a (,
quote, or blank

2, Address of the last character of the value
list = one word. Illormally will reference
a ), quote, or Ilank

3. Multiplicity = one word

4., Length of first element of constant in bits
= binary word

5. Total length of constant in bytes -~ binary
word

6. Type = one byte

Length of first element in value list in bytes
(=1) - one byte (value suitable for use in

EXecuting CLC, MVC, etc.)



Alignment code - one byte
byte

halfword

word

doubleword

W N =

Scale factor = cne byte
7. Error count - one word
8, Diagnostic code 1 - one word (right-justified)
9-10., Error symbol - two words
11. Diagnostic code 2 - orne word (righte-justified)

12=13. Error symbol - two woxds

BLCONVAL Routine Format
Input

The starting address of the multiplicity, type,
length and scale factor.

Output

This routine uses the set of values (multiplicity,
type, length, etc.) determined in BLCONMOD to
evaluate the constant list. The routine requires
that a general register contain the starting
address of the above values,

On return from BLCONVAL, another general register
will contain the address of a table containing
the following.

1. Address of the assembled constant = cne word

2, Length of constant (after padding, excluding
multiplicity) - one word

3. Error count = cne word
4, Diagnostic code = one word (right=justified)
5 Error symbol - two words



6.3.3 FROMD Routine Format
a. Input (Figure 6=17)
The symbolic name of this table is TABLEA.
b, Output (Figure 6-18)
The symbolic name of this table is TABLEA
6.3.4 FROMF Routine Format
a. Input (Figure 6-19)
The symbolic name of this is TABLEA,
b. Output (Figure 6-=20)
The symbolic name of this is TABLEA
6.3.5 BLEXVAL Routine
a. Input

Register 1 contains the beginning address of the
expression,

.b. Output

On return from BLEXVAL, register 1 has the address
of an output table and register 2 has the address
of the expression terminator. The output table
contains the following.

Word Contents Position
Woxrd O Location (value)
Word 1 Length '
Word 2 SYM Type
Word 3 Scale Factor
Word 4 Control righte=justified
Word 5 Reloc ID Sign 1st halfword
(0=plus, 1=minus)
Reloc ID 2nd halfword
(right=justified)
Word 6 Error Type right-justified
Woxrd 7 Error Count
Word 8 Diagnostic Code rightejustified
Word 9-10 Error Symbol left-justified
Word 11 Diagnostic Code 2

Word 12-13 Error Symbol 2 etc.
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Contents SF E N Number

Byte No. 0 4| 8 | 12=35

Bytes 4 4 4 24

where:

SF = Scale factor, if specified, 0 < SF < + 14, ECach
unit of the scale factor shifts the fraction part of
the converted number 4 bits to the right and increases
the exponent by one.

E = Exponent (signed integer)

N = Number of characters to the left of the decimal

point. Algebraic sum of E and N must be <+ 76 and
> "'78:

Number = EBCDIC representation of the number to be

converted

FIGURE 6=17. FROMD INPUT TABLE ENTRY FORMAT

where:

Contents F Representation
Byte No. 0 4
Bytes 4 8
F - 0 = successful conversion
=1 = overflow
=2 = underflow

Representation = doublee-precision floatinge-point
representation of the value constant.

I'IGURE 6-18. FROMD OUTPUT TABLE ENTRY FORMAT
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Contents L4 LZ SF| E N S Number

Byte No. 0 4 8 12| 16 | 20 21
Bytes 4 4 4 4 4 1 23
where:

Ly = length in bytes of the input number

Ly = length in bits of input number

SF = scale factor

E = exponent

N = number of digits to left of decimal point

S = sign of the input number

Number = input number in EBCDIC

FIGURE 6-=19, FROMF INPUT TABLE ENTRY FORMAT

Contents F L Binary Constant
Byte No, 0 2 4
Bytes 2 2 8

where:
F = indicates an abnormal condition
LE = invalid length or scale
IN - lost integer
FR = lost fraction
LT = low=order truncation of an integer
Bp - absence of flag indicating normal output
L - length in bits of binary constant

Binary Constant - binary representation of decimal number
specified by BLCONVAL

FIGURE 6-=20. FROMF OUTPUT TABLE ENTRY FORMAT
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6.4 DIAGNOSTIC MESSAGES

Codé Messages

1 FIELD n HAS INVALID PUNCTUATION

2 FIELD n HAS INVALID CHARACTER FOUND

3 FIELD n HAS A SYMBOL OR NUMBER WHICH IS TOO LONG

4 * FIELD n HAS AN EXPRESSION WHICH IS LONG OR COMPLEX

5 (symbol) IS AN UNDEFINED SYMBOL

6 FIELD n HAS AN INVALID USE OF *

7 FIELD n IS INVALIDLY COMPLEX RELOCATABLE

8 FIELD n HAS A VOID EXPRESSION - POSSIBLE ERROR

9 FIELD n HAS BEEN TRUNCATED - POSSIBLE ERROR

10 FIELD n HAS A RELOCATABLE SYMBOL WHICH IS MULTIPLIED
OR DIVIDED ~

11 FIELD n HAS TOO MANY ELEMENTS IN AN EXPRESSION

12 (symbol) IS A MULTI-DEFINED SYMBOL

13 USE OF PRIVILEGED OPERATION CODE - POSSIBLE ERROR

14 FIELD n HAS AN EXPRESSION INVALIDLY TERMINATED

15 PSEUDO=-OPERATION IS MISPLACED = POSSIBLE ERROR

16 HALF-WORD ALIGNMENT HAS OCCURRED = POSSIBLE ERROR

17 FIELD n HAS A RELOCATABLE iN PLACE OF ABSOLUTE

18 FIELD n HAS AN ERROR IN LITERAL DEFINITION

19 DC SPECIFIED BUT NO VALUE LIST = POSSIBLE ERROR

20 FIELD n HAS UNUSED REGISTER SPECIFIED FOR DROP -
POSSIBLE ERROR

21 FIELD n HAS A REGISTER EXPRESSION RELOCATABLE OR
GREATER THAN 15

22 NO DBG CARD GENERATED = POSSIBLE ERROR

23 FIELD n HAS INVALID FORMAT SPECIFICATION = POSSIBLE
ERROR
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Code Messages

24 FIELD n HAS AN INVALID LABEL - POSSIBLE ERROR

25 FIELD n HAS AN INVALID INTEGER = POSSIBLE ERROR

26 FIELD n HAS AN INVALID ADDRESS = POSSIBLE ERROR

27 FIELD n HAS AN INVALID CONDITION SPECIFICATION -
POSSIBLE ERROR

28 FIELD n HAS AN ERROR IN REGISTER SPECIFICATION -
POSSIBLE ERROR

29 (symbol) NOT USED

30 ADDRESS.ON END CARD IN ERROR

31 FIELD n HAS AN INVALID EXPRESSION VALUE

32 NAME FIELD ON TITLE CARD INVALIDLY SPECIFIED =
POSSIBLE ERROR

33 ADDRESS IN USING IS IVALID

34 FIELD n HAS AN INVALID RLCGISTER FOR USING

35 INVALID OPERATION CODE = NOP GENERATED

36 FIELD n IIAS A NON-FLOATING POINT REGISTER SPECIFIED
= POSSIBLE ERROR

37 FIELD n HAS A NOI-EVEN REGISTER SPECIFIED = POSSIBLE
ERROR

38 FIELD n HAS ADDRESS WIICH IS NOT COVERED BY A USING

39 FIELD n HAS ADDRESS WHICH MAY BE ERRONEOUSLY ALIGNED
= POSSIBLE ERROR

40 FIELD n HAS ADDRDESS FOR WHICH BOTH AN IMPLIED AND
SPECIFIED REGISTER APPLY

41 FIELD n HAS SYMBOL WHOSE IMPLIED LENGTI IS TOO
LARGE ‘

42 FIELD n HAS A SHIFT AMOUNT WHICH IS LARGER TIIAN 64

= POSSIBLE ERROR

43 (symbol) CAUSED SY!MBOL TABLE TO OVERFLOW
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Code Messages

44 FIELD n HAS DPIVISION WHICH RESULTED IN ZERO QUOTIENT

45 RLD TABLE OVERFLOWED

46 (symbol) HAS NOT BEEN PREVIOUSLY DEFINED

47 'ERROR IN MODIFIER(S)

48 FIELD n HAS TWO CONSECUTIVE QUOTES AFTER SYMBOL X

51 ERROR IN VALUE LIST

52 FIELD n USING REGISTER 0 AS A BASE — POSSIBLE ERROR

53 FIELD n ATTEMPT TO USE NON-ZERO VALUE FOR REGISTER
ZERO -

54 FIELD n HAS A VALUE WHICH IS TOO LARGE

55 SYSTEM ERROR

56 TRUNCATION OF CONSTANT — POSSIBLE ERROR

57 INCOMPLETE SCALING — POSSIBLE ERROR

58 FRACTION HAS BEEN OMITTED IN FLOAT. PT. NUMBER
POSSIBLE ERROR

59 FLOATING=POINT CONSTANT IS TOO LARGE — POSSIBLE
ERROR

60 CONSTANT HAS BEEN ROUNDED AND TRUNCATED — POSSIBLE
ERROR .

61 EXPONENT IS INVALID

62 FIELD n HAS ENTRY WHICH IS NOT IN PROGRAM OR
COMUMON .

66 FIELD n HAS EXPRESSION WITH INVALID RELOCATABILITY

67 (symbol) SYMBOL SHOULD MOT APPEAR IN NAME FIELD

68 ATTEMPT TO DEFINE NEW CONTROL SECTION PREVIOUSLY

DEFINED = POSSIBLE ERPOR

69 (symbol) IS A DUPLICATE DEFINED ENTRY POINT -
POSSIBLE ERROR



Code

70

71
72
73
74
75
76
77

78

79

80

81
82
83
84

85

Mes sages

(symbol) IS A DUPLICATE DEFINED EXTRN - POSSIBLE
ERROR

START CARD MISSING — POSSIBLE ERROR

DOUBLE WORD ALIGNMENT HAS OCCURRED = POSSIBLE ERROR
ERROR IN DATA ITEM

CSECT TABLE HAS OVERFLOWED

LITERAL TABLE HAS OVERFLOWED

ENTRY TABLE HAS OVERFLOWED

LOCATION COUNTER HAS EXCEEDED MAXIMUM

(symbol) IS NOT DEFINED, PERHAPS BECAUSE OF SYMBOL
TABLE OVERFLOW

LITERAL CANNOT BE REFERENCED BECAUSE OF SYMBOL
TABLE OVERFLOW

FIELD n RESULTED IN A CONSTANT WHICH WAS TOO LARGE
= POSSIBLE ERROR

FRACTION PART LOST = POSSIBLE ERROR

VALUE SPECIFICATION MISSING = POSSIBLE ERROR
FLOATING=-POINT EXPONENT UNDERFLOW = POSSIBLE ERROR
VALUE EXCEEDS 24 BITS. RESULT WILL BE TRUNCATED

JOVIAL INPUT RECORDS MISSING - POSSIBLE TAPE ERROR

Comment on forced °¢END® card: END CARD SUPPLIED BY
ASSEMBLY®* %% % % % %



6.5 INPUT FORMAT

An assembly language source program consists of a sequence
of statements punched into cards. An assembly language
statement is composed of from one to four fields; starting
from left to right, they are: name field, operation field,
operand field, and comments field. The identificatione-
sequence field (columns 73-80) is not part of the statement.

There are five general rules that must be observed when
writing assembly language statements.

1, Every statement requires an operation field;
additional fields are optional.

2, The fields in a statement must be in order, and
they must be separated from one another by at least
one blank, which acts as the field delimiter.

3. Because a blank is used as a delimiter, the name,
operation, and operand fields must not contain
embedded blanks. However, a blank may occur
within a character self-defining value, a character
constant, or a character literal,

4, Column 72 should always be blank.

5. If a card is completely blank (or if there is no
operation field), it will be ignored by the
assembly program.

In the various examples and statement formats throughout
this publication, characters and words that may be written
in assembly language statements are printed in capital letters.
Some of these characters and words have special meaning to
the assembly program (e.g., instruction mnemonics); others
are representative examples of what might be written in
statements,

Specifications for the various fields are presented
in the following text.

6.5,1 MName Field

The name field is used to assign a symbolic name to
a statement. Other statements can refer to a particular
statement by its symbolic name. If a name is used, it
must start in the begin column of the statement and it
may occupy up to eight columns. The begin column is
normally column 1, but it may be changed by the use of an
ICTL assembly instruction., A name is always a symbol
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and must conform to the rules for symbols. The following
example shows the symbol FIELD234 used as a name.

Name Operation Operand

FIELD234 DS CL200

If the begin column is blank, the assembly program assumes
that the statement has no name. The begin column is also used

to indicate that a card is a comments card (see Subsection
6.5.4)'

6.5.2 Operation Field

The operation field is used to specify a machine instruction
or assembly instruction. This field may start in any column to
the right of the begin column, provided that at least one blank
separates it from the last character of the name. The operation
field may contain anv valid mnemonic operation code. A valid
machine=instruction or assembly=-instruction mnemonic cannot
exceed five characters.

The following example shows the mnemonic code for the
compare instruction (RR format) used in a statement named
COMPARES.

Name Operation Operand

COMPARES CR 5,6

6.5.3 Operand Field

The contents of the operand field provide the assembly
program with information about the instruction specified in
the operation field. If a machine instruction has been
specified, the operand field specifies such program elements
as registers, storage addresses, immediate data, masks, and
storage-area lengths. For an assembly instruction, the
operand field conveys whatever information the assembly
program requires for the particular instruction.



.The operand field may begin in any column to the right
of the operation. field, provided that at least one blank
space separates it from the last character of the mnemonic
code, '

Depending on the instruction, the operand field may be
composed of one or more subfields, called operands, Fach
operand must be separated from another by a comma. (Remember
that a blank delimits the field; thus, blanks may not
intervene between operands and commas.) The two operands
in the following example specify general registers 5 and 6,

Name Operation Operand

COMPARES CR 5,6

6.5.4 Comments Field

Comments are strictly for the convenience of the
programmer. They permit lines of descriptive information
about the program to be inserted into the program listing.
Comments appear only in the program listing; they have no
effect on the assembled object program. 2Any valid characters
(including blanks) may be used as couments.

The comments field must appear to the right of the
operand field; at least one blank must separate the comments
from the last operand. 2n entire card can be used for
comments by placing an asterisk in the begin column. If
multiple lines of comments are desired, they must be written
as separate comments cards with an asterisk in the begin
colurin. See the example below.

Name Operation Operand 72

*THE ASTERISK IMN COLUMM 1 MAKES THIS A COMMENTS CARD { SHOULD
*THE ASTERISK IS PEQUIRED I!l LACH COMILNTS CIARD BL
COMPARES CR 5,6 1O ASTERISK NEEDED BLANK




" The programmer may use comments in instructions that do
not require the operand field to be specified. In instructions
where an optional operand field is omitted but a comments
field is to be provided, the absence of the operand field
must be indicated by a comma preceded and followed bv one or
more blanks. The next example illustrates this rule.

Name Operation Operand
END », THESE ARE COMMENTS
6.5.5 Identification=Sequence Field

The identificationesequence field is used for program
identification and statement sequence numbers. This field
occupies columns 73=80 of the input cards. If the field, or
a portion of it, is used for program identification, the
identification is punched in every statement card, The
assembly program, however, does not normally check this
field; it merely reproduces the information in the field on
the output listing of the program.

If the identificatione-sequence field, or a portion of
it, is used for statement sequence numbers, the numbers are
punched in ascending sequence in successive input cards. By
using the ISEQ assembly instruction, the programmer requests
the assembly program to verify the ascendlng order of the
numbers which he has punched.

6.6 OUTPUT LISTING FORMAT

If the LIST option is specified on the $BAL (or $JOV) control
card, a program listing is produced during Pass 2 of the
assembly. Every statement in the program is printed as a
separate line, unless the programmer makes use of the
suppress option. The programmer may suppress the listing
by omitting the LIST option from the $BAL (or $JOV) control card,
or part of the listing mayv be suppressced by using the
PRINT, SPE! (suppresses printing of possible error messages),
or NLIST instructions in the BAIL source program.



- Figure 6-21 contains a sample of program listing., Page
01 of the listing contains the information given in the TITLE
card and any comment cards following the TITLE card. Page 02
of the listing is an external symbol listing, containing
program name, type, ESD=ID number, location in storage, length
(in hexadecimal), and card identification. The actual program
listing begins on page 03. Each line of the program listing
contains the following fields.,

Code Field
F Flag
LOC Location
oP h
RR
Assembled output
B=DIS
B=DIS
>
ADDR1
Effective address of operands 1 and 2
ADDR2 J
LINE Line number
SYMBOL Symbol (BAL)
oP Operation code (BAL)
- OPERAND=COMMENTS Operand (BAL) and comments
IDENT Identification sequence

The relocation dictionary follows the program listing, and

" contains the ESD=-ID of the section where the address constant

was defined (ID-LOC);: the LESD=ID of the defined address constant
(ID=-DEF); the number of bytes of the address constant (LENGTH) ;
the sign of the address constant (SIGN): and card identification
(CARD IDENT). A crossereference listing follows the relocation
dictionary listing, and is, in turn, followed by a list of
undefined symbols (if any) and a summary of errors.

The fields of the program listing are described in the
following text.



[WAIN PROGRAN FOR JOB

VERSION 08/01/64 OATE 10/7A/64 PAGE 01

ASSEMBLY CONTAOL CARDS
]

Haln TITLE MAIN PROGRAM FOR JOB . SARPLOIO
° FIRSY PROGRAM BEGINS AT LOCATION 63536 SABPLUZO
nalM PROGRAM FOR JuR . ERVERNAL DICTIUNARY VERSION 0B/01/G8  OATL 10/26/04 PAGE 07
NAHE lvrei £30-10 LoCATION LENGTH CARD IDENT
RAINPR PROGRAM ol 010000 * 0001¢0 MAINOQO!
COMMON FE 000000 000348 HATNODO2
sr1 EXTRN 02 000000 ' MALNDOOY
SR2 EXTRN 09 000000 MAINO0O)
aguy EXTRN 1] 000000 : MAINOOO4
LINE ENTRY. [ 010000 RAINOOOS
[£14 31 ENTRY ot 010000 HAINOOOY
HALN ENTRY o1 . 010199 HALNOOOS
HAIN PROGRAM FCR JOB VERSION 08/01/64 DATE 10/28/64 FAGL 03
F  LOC OP RR B-DIS A-DIS  ADORL ADDRZ  LENE SYMBOL 0P  OPERAND-COMMEINTS 1DENT
N
010000 00001 MAINPR  3TARY X°10000°% ' SAMPLOIO
00002 ENTRY LINE,CSCTI MAIN.X SAMPLO4O
00000CSCT1 IS A MUL1I-DEFINED SYHBOL
00003 ERTRN SAL,3R2 SAMPLOSO
00004 o MAIN  PAOCAAM SAMPLOLO
° 00009 15€Q SAMPLOTO
010000 09 €0 00006 €SCT1 BALR 14,0 SAMPLORO
X 010002 00007 USING 0,16 SAMPLOYO
010002 38 £0 € 176 010178 00000 L 15;0A(CONB) SAMPL10O
€10006 41 10 E OCF 010000 . 00009 La 1,LINE . SAMPLLIO
01000A 02 BY € OCE £ 03 010000 010040 00010 MYC  LINE(16) BLANKS SAMPLIZ20
010010 02 0B € 008 0 000 01000A 00011 MYC  LINEOLO(12),PHANE SAMPLL40
©0000PHAME IS AN UNDEFINED SYMBOL
010016 92 F1 € OCE 010000 00012 VL LINE,C?1Y SAMPL 150
010014 58 A0 [ 17A 01017¢ 00013 L 10,94(3R1) SAMPLLTO
01001C 035 04 00014 BALR 13,10 SAMPLLAO
010020 98 AC F 7€ ‘010180 00013 4 3Oy 12:0A15,COMBOL TADLEONENTRIES (SR2) SAMPLL9O
010024 05 0C : 00016 BALR 13,12 SAMPLZ00
010026 02 87 € OCE £ 03¢ 010000 010040 00OIT . HVC  LINE(L36) ,BLANKS SAMPLZID
01002C 02 02 € 006 € 1BE 0L00DA 0l01%0 00018 MVC  CINEOLO(D),oCoNODY 3AMPL220
A 010032 0A 1B 00019 £04 $YC  SYSEOJ SAMPLID/
A 010034 07 00 00020 RERET CHOP 2,4
A 010036 38 E0 € 03A 01003C 00021 \ 14,8vsCT
A 01003A 05 DE 00022 BALR 13,14
A 01003C 000L017¢C 00023 $vsct 0C AloA(SRLD)
010040 00024 CNOP 0,4 SAMPL260
A 00025 PRINT NODATA,
010040 40604040406040404040404050604040 00026 BLANKS  DC CLLGe 3AMPL270
00027 PRINT OATA,
010000 00028 CNOP 0,0 SAMPL280
010000 00029 LINC 0$ 150¢ SAMPLZ90
Q10166 D4CLCIV540070906CTOIC DA 00030 PNAME v C'MALIN PAOGRAM? SAMPLIOO
A

00031 TITLE UEFINE COMMON . SAMP

DCFINE COMHON

F LOC 0P RR B-DIS B-015

000000

LI
000000
A

ADDARLY ALDR2 LINE SYMBOL op OPERAND-COMMENTS 10ENT

000932 con sAMPLILO
600000 00033 Comd (1Y) L} SAMPLYZ?O

00034 o SAMPLE TARLE ENTRY CHMANGES WITH EACH ASSEMBLY

00035 TaABLE 03 iz SAMPLI50

00036 o VARIABLE NUMBER OF ENTRICS SAHMPL 360
000014 00037 MENTRIES QU 20 SAMPL 360

00038 TITLE STCOUND CSTCT SAMPLITO

VLRSION 08/01/04 DATE 10/728/66 PAGE 04

R S USRS W L

FIGURE 6=-21,
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SECOML CstCT VERSION 08/01/64  DATL 10/20/66 FAGY 05
fLOC oF RR 8-013 B8-D1S  ADURE  A40URZ  LINC SYMAOL OP  OPERAND-COMMENTS ot 10ENT
00039 QuaL X SAMPL IR0
010198 00080 C3CT2 cyret SAMEL 390
. . . 0004) ORG  MAINPR.4K'2000° SAMPLA00
0asooF ILLD 1 NAS C(XPRESSION WITH INVALID agLoCATABILITY
oto19e 03 €O 00042 MAIN BALR 12,0 SAMPL4A1O
- 010194 00043 USING »412 SAHPLE D
, 010194 47 00 0 000 00044 SWITCH  NOP  EXJT SAMPLA YN
sseaalRIT IS AN UNDEFINEU SYMRUL
01019€ 90 28 © 000 00043 STH 2,11, TEHP SAMPL 440
®e00sTEMP IS5 AN UNDIFINCD SYMAOL
00046 CATRN ROUT SAMPI &40
010142 58 UO € 184 01010C 00047 L 13, =A(ROVT) SAMPL4 GO
010146 05 (0 . 00049 BALA 14,13 SAMPLATO
010148 0000 00049 oc AL2UTABLE.) SAMPL4NO
C101AA 000008 - 00050 DC ALI(SRY.4B) SAMPLAYD
010140 00000074 00051 [\14 FLar A2 SAHPLY0U
010101 00
4900sHALF WORO ALIGNMENT HAS ODCCURRED - POSSIBLE (RAOR .
010182 %8 00 0 000 00052 L 13,=(ROUT) . SAMFLY10
vanadFICLO 2 HAS AN ERROR [N LITLRAL OEFINITION
€10186 05 €O 00053 BALRA 14,13, . SAMPL520
010188 0A 19 00054 EOPG SVC  SYSRET, . SAMILY30
00055 $3€Q SAMP
00056 TITLE ADD 10 COMMON DECLARATION SAMPL
ADD T0 CUMMON DECLARATION VERSION 08/01/64  DAVE 10/28/64 PAGE 06
F LOC OP AR 8-DIS B-DIS  ADORL AODRZ  LINE SYHBOL 0P  OPCRAND-CORHENTS 10CNT
€0000C 00057 com SAmMPL
€0000C 00058 . 03 200F Samp
00032¢C 00059 ENDYS 0s 2 SAMPL
000330 40, 00080 RECORD  OC 20¢ 0 SAMPL
€00331 40
000332 40 .
.€00333 40
000334 40
€00)35 40 S
000336 40
C00337 40 .
000336 40
000339 40 .
Q00334 40
000338 40
00033C 40
£00330 40
00033E 40
0C033F 40
000340 40
000341 40 :
000342 40
000343 40 .
00061 TITLE ENO OF FIRST CSECT SAMPL
END OF FIRST CSECT VCRSIUN 0B/01/64  DAIf 10/28/64 PAGF Q7
F LOC OP RR B-DIS B-O[S  ADORL ADOR2  LINE SYMBUL OP  OPERAND- COMMENTS LDENT
: 00062 QUAL SAMPL
010172 00063 CSCTY (3114 Samp
®9000CSCTL IS A MULTI-DEFINED SYMBOL
00064 o DEFINC CONSTANTS SANP
oto172 00069 L10RG SAMP
010172 000€CC00CQ00
0.010178 000C0000 oc a(come)
0 01017¢ ochboocoq - [ A(SRL)
0 010180 000C0C05CC000Q#00000000D {4 A5, COMDEL " TABLESNENTRIES SR2)
D G1018C 0COCCLOO oc - almoumn)
seaesROUT IS AN UNDEFINED SYMBOL
0 010190 C505C4 oc Crenpe
. -
ON CARD-ID MAINOOL) 00068 €04 DUMP  ALPH,COMMON,COMB (TABLESL* TARLEONENTRIES SAmp
00067 SHITCH  DUMPC MTXyCONDMP,X'10000,X*15000',3,10 ¢ SAmMp
@e00uF LELD 3 MAS INVALID PUNCTUATION .
eeoF [ELD 3 HAS AN INVALID ADORCSS - POSSIBLE ERROR
©e099NO DBG CARD GENERATED - POSSIBLE ERACR
ON CARD-1D RAINOOL4 00068 TRACE LOOPTR MAIN.R,EOPG, X Samp
00049 DUMPE MEXI,EMERG,HAINP® (EOPG Samp
e0aeof0PG IS AN UNOEFINED SYMBOL
FIELD & MAS AN INVALIO ADORESS - POSSIBLE ERROR
NO DBG CARD GENERATED - POSSIBLE ERRCR
€10193 01000 00070 END  MAINPR SAMP
re
FIGURE 6-21, SAIPLE PROGRAM LISTING (SHEET 2 OF 3)

6=-29




END OF FIERST CSHCT RELUCATION DICTIONARY  VERASION OR/OL/e4  DATE 10/2R/6A HAGC OA
LOCATICN  1D0-L0C F0-0LF  LENCTH  SIGN CARD IDENT,
01003¢C a1 ot ) ° HAINDO LG U
010148 o1 £r 2 o HAINOD LG
010184 o1 a2 ] o HAINOD L6
010178 (1} fr L] . BAINDOLA
Q1017C (1} a? 4 . HAINOOLS
010184 o1 o 4 . MAINOD 18
gloies ot 03 a ' HAINOOLT
D OF FLRST CSCCT ] SYHROLIC AEFERENCES VLASION OA/OL/¢4  DATE 10/28/64 PALE 09
FLAG  DLFINED SYMBOL quat REFERENCES
00026 BLANRS 00010 00017
00033 conp 00008 00013 00066
[ 00006 cscr 00002 00063
0C040 cscr? X
00059 NuTe X . -
00019 oy 00066
00054 £0PG X 00068
00029 LINF 00002 60009 03010 60011 voo12 00017 00018
00042 naAtN X 00002 00068 .
00001 HAfNPR 00041 00069 00070
00037 NENTRIES 00015 0004¢ R
00030 PHAHE
00060 RICURD X
00020 RERET .
- 00046 ROUY X 00047 00052
00003 SRt 00013 00023 000350
00003 sa2 00018
00044 SHITCH X
3 00023 syscT 00021
SYSEQY 00019
SYSRETY 00054 -
00035 TaBLC 00013 00049 00066 00068
END OF FIRST CSECY UNDET INED SYMBOLS VEASIUN 08/01/64 DATE 10/28/68 PAGL 10
svnaoL Quat AEFERENCES
.
€006 00080
exty 1 00049
PHAHE 0001t
ROUT *
SHITCH 00067
TERP ] 00043 .
END OF FIRST CSEC? VCASLON 0B/Q1/64  DAVE 1D/26/64 PALC 3

LEGEND FOR ¥LAG FITLOD - F ALAMING OF PLAG

SCQUENCE MO, OF STATEYEMT [3 ELQUAL YO OR SHALLER THAN PREVIOUS AND 1320 WAS REQUESTED.
SYATEMINT TRUNCATZO ON LISTING BECAUSE THE ENTIAT OPFAAND-COMMENT 7I1QLO COULD NUT FIT ON & LINC.
807N A IEQUINCE NO. ERAROR AND STATFRINT TARUNCATION OCCURACD ON THL LINE.

o
& DATA CONSTANT wWAS GENERATLO AS . RCSULT OF A LITERAL SPECIFICATION.

® o o e »

00TH STATCHENT TAUNCATION AND GINCAATED OC #OR LITEAAL MAVE OCCURRED.

L] AMALYIER 1HAS FOUND SYMBOL O BE MULTI-DEFINED

ANALYZER HAS POUND A SYSTLAM SYHROL MMICH uAS AI-D[HN(D'IN THE PROGRAR

R ANALYIGR HAS POUND A SYSTLHM 3YHMAOL WHICH I3 MULTI-REOLFINED

00009 POSSIBLE EARCRS - 00010 S€ALOQUS ERACRY
M PROGAAM CANNOT B EXECUTED

ASSEHBLY CCHPLETED. - UNSUCCESSFUL

LOADING MILL 8E SUPPAESSED. .
,_\/\/'\_/'\-—w

FIGURE 6-21, SAMPLE PROGRAM LISTING (SHEET 3 OF 3)



6.6.1 F Field

The F field is usually blank, but may contain one of
the following alphabetic characters if the specified condition
exists (these flags apply to the program listing and do not
affect assembly of the program).

Flag Conditions
A Indicates an error in sequence numbers (sequencing

is checked only if an ISEQ request is made in the
BAL source program),

B Indicates an excessively long operand field (will
not fit on the line),

o

Indicates that both a sequencing error and an
excessively long operand field occur in the same
statement.

D Indicates a constant that has been generated by
a literal (printing of literals may be suppressed
by the PRINT instruction in the BAL source program),

F Indicates that both an excessively long_ operand
field and a constant generated by a literal occur
in the same statement.

M Indicates that the analyzer found a multi-defined
symbol,

S Indicates that the analyzer found a system symbol
which was redefined in the problem program. This
flag is for information only; it does not signal
an error.

R Indicates that the analyzer found a system symbol
which was multi-redefined

Whenever an entrv appears in the flag field, the
assembler automatically prints a legend for the flags at
the end of the listinc. See page 11 of the listing in
Figure 6-21.

6.€,2 10C Field

The LOC field corntains a sixe-character hexadecinal
representatior of the address assigned to the first byte
of the object code produced for the statement.



6.6.3 Assembled Output

The assembled output corntains the object code procduced
for the statement, This field is divided into four subfields.,

Subfield Contents
op A two=character OP code in hexadecimal.

RR A two-character subfield containing register and
length information, v

B=DIS The first base register and displacement (blank if
none) .

B=DIS The second base register and displacement (blank
if none).

6.6,4 OPERAND 1 and 2 Addresses

Subfield Conitents
ADDR1 Effective address of the first operand (blank if
: none) ,
ADDR2 Effective address of the seconc¢ operand (blank if
none) , '

For constants, 16 bytes are printed on each line. If
the constant requires more than 16 bytes, additional lines
are used to print it (unless a PRINT statement in the BAL
source program has suppressed the additional lines). Constants
that have a multiplicity greater than one require multiple
lines for printing.

6.6.5 LINE Field

The LINE field contains a numker assigned to each input
statement ky the assemkler. This line number is used by the
synbolic analyzer for identifying the location of symbol
definitions and references,

6.6.6 SYMBOI:, Field

The SYMBOL field contains the symbol appearing in the
same field of the BAL source statement., If there is none,
the field remains blank.



6.6.7 OP Field

The OP field contains the operation code appearing in
the operation field of the BAL source statement.

6.6.8 OPERAND=-COMMENTS Field

The OPERAND-COMMENTS field contains the operand and
contents of the comments field specified in the BAL source
statement.

6.6,9 IDENT Field

The IDENT field contains the contents of columns 73-30
of the BAL source statement, which are used by the SPT edit
program or for card identification and sequencing.

6.6.10 Cross=-Reference Listing of Symbols

When the ANALYZ option on the $BAL (or $JOV) control
card is specified, the symbolic analyzer is called to
produce a crosse-reference listing of all symbols used in
a program. This option forces generation of a program
listing. The NLISTed statements are not processed by
the BAL analyzer. Consequently, any multi-defined symhols,
system symbol redefinitions, etc. which occur in NLISTed
code will not be detected by the analyzer and the appropriate
flags will not appear in the listing., The crosse-reference
listing entitled ‘‘Symbolic Peferences,’® appears after the
relocation dictionary listing.

The symbolic analyzer is a part of the assembler, and
the use of this option requires at least one additional pass
to produce the crosse-reference listing. The listing gives
the line number of each symbol definition and the line numbers
of all statements that refer to the symhol. Multi-defined
symbols and redefined system symbols are flagged. A separate
listing of any undefined symbols ‘is printed after the symbol
listing. The symbolic analyzer can handle any number of
references, but if more than 255 undefined symbols occur,
only the first 255 are printed and a diagnostic message,
stating that there are unlisted and undefined symbols, will
be printed.

6.6.11 Diagnostics

The assembler prints a diagnostic message in the
program listing for errors discovered during processing
of a BAL source program. The diagnostic message(s) is
printed immediately after the erroneous statement. If
no LIST option was present on the $BAL card, or if an NLIST
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is in effect for the erroneous statement, the assembler will
force printing of the statement and all unsuppressed diagnostics.
The asterisks that precede each message are for ease of
identification in the program listing,

6.7 OUTPUT CARD FORMAT

If the PUNCH option is used on the $BAL control card,
an object deck is produced by the assembler. The object
deck begins with a $OBJ control card and is followed by the
other cards described below.

The assembler may produce seven types of cards in the
object deck from the BAL source program: Text (TXT), External
- symbol Dictionary (ESD), Relocation List Dictionary (RLD),
rnd (END), Debug (DBG), Library (LIB), and Object ($OBJ).

The purpose and format of these cards are described in the
following text,

6.7.1 SOBJ Control Card

The S$OBJ control card is produced by the assembler and
placed at the beginning of the object deck. »Any object deck
used as input to the loader must be preceded by this card.,

6.7.2 ESD Card

The 9020 loader permits separately assembled programs
to be relocated, loaded, and executed together, These
assembled programs can be referred to each other and to
common storage. The ESD card makes it possible for one
program to refer to symbols defined in another program. The
ESD card contains the information necessary for the loader
to relocate the program and to assign addresses that werec
unknown at assembly time,

There are four types of entries on an LESD card. !More
than one type of entry can appear on a single card; each is
identified, and different information is supplied by the
assembler for each type. 72 maximum of three entries can
appear on one LSD card.

The following list shows the four types of entries and
describes the pertinent information that is filled in by
the assembler.

1. Program lName = The program name ISD card has
the same name as that supplied by the START card
in the compiler or assemhler source deck., There
will always be a program name I'SD card produced

6=34



by the assembler; if no program name was given,
the assemhler assigns the name of .NONAME. The
program name is always the first ESD entry, and is
assigned an identification number of 01 (LSD=ID).
In addition to the program name and ESD-ID number,
the ESD card included a code that identified the
entry as a program, the starting address assigned
by the assembler, and the number of bytes in the
program, There is only one program name card for
each assembly., The program name ESD may include a
code that indicates that the program is an overlay.
If so, the original or parent program must have
the same name and precede the overlay in the order
of loading.

Common Declaration - If the assembly (not produced
by JOVIAL source code) included a source BIL COM
card, an entry indicating a common declaration is
made on an LSD card., The information entered for
common storage includes an identifying code, a
starting address of zero, and the number of bytes in
common storage. Only one common declaration may

be made for a program, and the ESD entry is assigned
an arbitrary ESD=-ID of -255, Common storage may

be used by every subprogram in the same job load
which has a comnon declaration.

External Symbols = Ixternal symbols are symbols
(addresses) which are not defined in the same
program that refers to them. They are made known

to the assembler by means of the EXTRN pseudo=
operation., Fach external symbol, as it is discovered
by the assembler, is assigned a sequential ESD=-ID
number from 02 to 254 (01 is reserved for the
program name and 255 for common storage; separate
CSECTs not defined by the starting address of the
program are assigned ISD=ID numbers but do not of
themselves produce ESD cards of aay type). This
number is punched in the DSD card, together with the
symbol, and an address of zero. To conserve space,
only the first ISD=-ID is punched on the card. The
loader adds 1 to the first I'SD-ID to make the second
LSD=ID, etc.

Fntry Points = Entry points are symhols (addresses)
that are defined in one program and can he rcferred
to by LXTRlls in another program. They are ma:dlce

known to the assenbler by the ENTRY pseudo=-operation,
The entry symbol, a code identifying it as an entry
point, and the address at which it was asscnbled are
punched in the I'SD card. lio 1ISD=ID numbers are given
to entry points.



llote:

On an ESD card, all fields are hexadecimal, unless

otherwise noted, and appear in I'BCDIC card code. See the
IBM System/360 Reference Data Card, :X20-1703-5,

Column

13=-14
15=-16

17-=24

25

The format of an ESD card is as follows.

Content

12=2=9 multiple punch (identifies this as a card
acceptable to the loader).

ESD (identifies type of load card).

Blank.

Checksum, (If two blanks, checksum is ignored.)
lumber of bytes of text to be loaded from card:

if card contains one symbol, 16 (12=0-1-=8=9 and
12=11=1=8-9 multiple punches; in hex, 0010);

if card contains two symbols, 32 (12-0-1-80-9 and
11-0-1-8-9 multiple punches; in hex, 0020);

if card contains three symbols, 48 (12=0-=1=3-9
and 12-11=0=-1=8=9 multiple punches; in hex, 0030).

Blank.

ESD=ID number of program name (01 or in hex, 0001)
or first external symhol on card (02-254 in hex,
0002 = O0OFE) (blank, if all symbols are entry
points) .,

lame of fixst symbol on card (1-3 alphameric
characters in EBCDIC, left-justified). Blank if
common declaration, ‘

Number identifying type of synbol:

00 (12=-0-1-8-9 multiple punch, if program name) ;
01 (12=-2=9 multiple punch, if external svmbol);

OA'(12—2-8-9 multiple punch, if common declaration);

0B (12-3=8-9 multiple punch, if entry point in
common storaaqe).



Column

26-28

29

30-32

Mote:
card.

Content
If program name, assembler-assigned address of
the first byte of theé program. If entry point,
assembler-assigned address of entry point.

If external symbol or common storage:

zeros (12=0=1=8=9 multiple punches in all three
columns)

Blank.

If program name, number of bytes in assembled program,
If entry point, ESD-ID.

If external symbol, blank

If common declaration, number of bytes in common
storage.

Columns 33=71 are blank if only one symbol is on the
Columns 33-48 are used for the second symbol; columns

49=-64 are used for the third symbol.

Colunn

33=40
(49-56)

41
(57)

42-44
(58=60)

Content
Name of second (thirdy symbol on card

(1-8 alphameric characters, in EBCDIC, left-justified,
blank if common declaration).

Number identifying type of symbol:

01 (12=1=9 multiple punch, if entry point,

02 (12=2-9 multiple punch, if common declaration)
0A (12=2-8-=9 multiple-punch, if cormon declaration)

0B (12=-2=8=9 multiple punch, if entry point in
common storage)

If entry point:
assembler-assigned address of the entry point.

If external symbol or common storage, zeros
(12=0-1=8=9 multiple punches in all three columns),.



Column Content

45 Blank.,

(61)

46-48 If entry point or external symbol blank.

(62-~64).
If common declaration, number of bytes in common
storage,

65=71 Blank.

72 If name, of original program, blank,

If name of overlay program, any numeric punch,
73-80 Card identification,
6.7.3 TXT Card

The TXT cards contain the actual text of the object
program, Each gives the address  of the first byte of text
to be loaded from the card, the number of bytes that the
card holds, and the text itself., The last of these is a
variable field that may contain up to 56 bytes of information
in EBCDIC.

Note: On a TXT card, all fields are hexadecimal, unless
otherwise noted, and appear in L[BCDIC card code. See the
IBM System/360 Reference Data Card, ¥20-1703=5,

The TXT card format is as follows.

Column Content

1 12=2=9 punch (identifies this as a card acceptable
to the loader).

2-4 TXT (identifies type of load card).
5 Blanlk,
6-8 24-bit assembled address of first byte of variable

field to be loaded from card.
9-10 Checlisum, (If two blanks, checksum is ignored.)

11=-12 Mumber of hytes of information in the variable
field. (Columns 17-72)



Column Content
13=-14 Blank.

15-16 01 or 255 - ESD=-ID number (255 is assigned by the
assembler to text in common storage). In hex,
0001 or OOFF,

17-72 Variable field (up to 56 bytes of object program
text in EBCDIC to be loaded).

73=80 Card identification.

6.7.4 RLD Card

Most relocatable addresses can be automatically relocated
by changing the contents of the base register (the displacement
remains constant). RLD cards must be provided to enable the
loader to relocate address constants. These cards indicate
to the loader those address constants that will have to be
changed if the program is relocated. There are three variables:
the assembler address of the address constant; the location of
this assembled address (whether it is in the program or in
cormmon storage), called the position header; and the identity
of the symbol whose relocated address must be filled in, known
as the relocation header. The postion header will be 01, if
the address constant is in the program, or 255, if it is in
common storage. The relocation header will be 01, if the
symbol is defined within the program. If the symbol is defined
by an EXTRN, the relocation header will be the identifying
ESD=ID number assigned to the symbol by the assembler. If
the symbol is defined in common storage, the relocation header
will bhe 255, ‘

LDach RLD entry on the card identifies four items: the
relocation header, position header, a flag, and the address
of the constant. The flag is coded to specify: (a) the lenath
(one to four bhytes) of the address constant, (bh) whether to
add or subtract the relocation factor, and (c) a continuation
code., The continuation code informs the loader that either
the next constant (following the current constant) on the
card has a new relocation header, position header, flag, and
address; or that it has the same rclocation leader and position
header as the previous one, and thercfore consists only of
a flag and addrcess.



‘Consider the following example.

PROG1 START 7 ¢800°
ENTRY PROG1A
PROG1A LR 14,15
ADCOMN1 rc A(PROG1A)
ADCON2 DC D (PROG2)
ADCON3 DC 2 (PROG2+8)
ADCOlI4 nc M{G-PLOGZ)
ADCONS DC I (8=PROG1R)
D

Assume that PROG1 is assembled at hexadecimal location
800, PROG1 will have an FESD-ID of 01, since it is a program
name, PROGI1A is an entry poirt and is assumed to ke assenbled
at location 880, PROG2 is an external symhol and has an
ESD=ID of 02. Under these conditions, the assembler will
assign the address constant ADCON1 a value of 880 and the
address constant ADCON2 a value of 0, since 2DCON2 contains
the address of the external symbol. The assembler will
assign both ADPCON3 and ADCOLA4 the displacement value +8,
since the value of the external symbol is assumed to bhe zero
during assembly., ADCONS would ke assigred a 4-byte negative
value of the difference of 8-=380 (hecadecinal 878). In the
RLD, the postion header for all address constants will be
01. The relocation headers will be 01 for ADCONT1 and ADCCNG:
02 for ADCON2, ADCON3, and ADCON4, At load time, if PROG1
werc loaded at 900 (the relocation constant thus Lkeing +100)
and PROG2 were loaded at 2100, the value of ARCON1T would he
increased by 4100 to become 980, The value of ADCON2 would
be +2100; 2ADCCN2 would be +42108; ADCON4 would be =20F8;
ADCOKNS5 would he =978,
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Note: On an RLD card, all fields are hexadecimal, unless
otherwise noted, and appear in EBCDIC card code. See the
IBM System/360 Reference Data Card, X20-~1703=5,

Column Content

1 12=2=9 multiple punch (identifies this as a card
acceptable to the loader).

2=4 RLD (identifies the type of loader card).

5-8 Blank.

9-10 Checksum. (If two blanks, checksum is ignored.)

11-12 Number of bytes of information that follow.

17-18 Relocation header: ESD=ID number of the symbol

referred to in the DC statement if defined by an
EXTRN; 01 if defined within the program.

19=20 Position header: 01 if address constant is in
the program; 255 if in common storage. (In hex,
0001 or OOFF.)

21 Flag field: indicates the length of the address
constant, whether the relocation constant should
be added to or subtracted from the address constant,
and whether another address constant follows the
current one for this RLD euntry. (Tables 6-=1 and
6-2 show the information to be punched in this
column depending on whether the continuation flag
indicates the same or a new relocation header/
position header combination for the next item,
respectively.,)

22=24 Address of the address constant,

Note: If needed, 4-column fields in the same format as
columns 21-24 may be subsequently repeated in columns 25

and following provided they have the same relocation

header /position header combination. The format matches

that of column 21-24 and the continuation flag for all of
the 4-column fields except the last will be a Table 6-1

type flag. When a Table 6-2 type flag is found at any
point, it means that either an 8-column field, in the format
of columns 17-24 will be found next beyond the current field
or that this is the last field on the particular RLD card.



TABLE 6-1.

RLD=FLAG FIELD-SAME HEADER

Length of _

Address Relocation Constant Relocation Constant To
Constant To Be Added To Be Subtracted From
In Bytes Address Constant Address Constant

EBCDIC | Hexadecimal EBCDIC Hexadecimal
Card Punch | Equivalent Card Punch | Equivalent

1 Byte 12=1=9 01 12=3=9 03

2 Bytes 12=5=9 05 12-7=9 07

3 Bytes | 12-1-8-9 09 12-3-8-9 0B

4 Bytes 12=5=8=9 oD 12=7-8=9 oF

TABLE 6=2, RLD=FLAG FIELD-NEW HEADER
Length Of

Address Relocation Constant Relocation Constant To
Constant To Be Added To Be Subtracted From
In Bytes Address Constant Address Constant

EBCDIC Hexadecimal EBCDIC Hexadecimal
Card Punch | Equivalent Card Punch | Equivalent

1 Byte 12=0-1=8=9 00 12=2-9 02

2 Bytes 12=4-9 04 12=6=9 06

3 Bytes 12=8=9 08 12=2=8=9 0A
4 Bytes 12=4=-8=9 0cC 12=6=8=9 (1}ol
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Example: A given RLD card has a Table 6-=1 flag in column
21. This means that a 4-column field begins in column 25.
Upon examining column 25, a Table 6-=2 flag is found. The
address in columns 26-28 has the same header combination as
that in columns 22-24, but an 8-column field begins in column
29 and the continuation flag will be in column 33. Suppose
column 33 has a Table 6-1 type flag. This means that a
4=-column field will begin in column 37. Now suppose that
the field from column 37-40 is the last field on the card.
Therefore the flag in column 37 must contain a Table 6-2
type flag.

6.7.5 END Card

The END card marks the conclusion of any object deck.
The END card is prepared by the assembler from the information
entered on the source program END statement. It may also
designate the first executable instruction of the job by
referring to the symbolic name or the assembled address of an
instruction., If the symbol in the END statement is defined
by an EXTRN, the assembler punches the alphanumeric symbol
on the loader END card (Type 2); otherwise, the assembled
address is punched on the loader END card (Type 1).

The three formats for the END card are listed in the
following text.

Note: On an END card, all fields are hexadecimal, unless
otherwise noted, and appear in EBCDIC card code. See the
IBM System/360 Reference Data Card, X20-1703-=5,

6.7.5.1 Type 1 END Card. The following format is used
when the END card designates the hexadecimal address of the
first executable instruction.

Column Content

1 12=2=9 punch (identifies this as a card acceptable
to the loader).

2-4 END (identifies type of load card).

5 Blank

6-8 24-bit assembled address of first executable

instruction. (It must occur within the program
terminated by the END card. It need not appear
in the ESD.)

9-14 Blank
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Column Content

15-16 - ESD=ID number (must be 01 or 255).
17=22 Blank,
73-80 Card identification.

6.7.5.2 Type 2 END Card. The following format is used where
the END card designates the symbolic name of the first executable
instruction., ’

Column Content
1 - 12=2=9 punch (identifies this as a card acceptable

to the loader).

2-4 END (identifies type of load card).
5-16 Blank.
17=24 Symbolic name of first executable instruction

(alphameric, left-justified within the field).

The symbolic name must be defined on an ESD card

as an entry point or program name somewhere in

the job load. It need not be defined in the
particular object deck that the END card terminates.
For example, an END card terminating PROG1 may
designate PROG2 or an entry point in PROG2 providing
PROG2 is within the same job load.

73-80 Card identification.

6.7.5.3 Type 3 END Card., The following format is used if
the END card does not designate a hexadecimal address or a
symbolic name as first executable instruction.

Column Content

1 12=2=9 punch (identifies this as a card acceptable
to the loader).

2=4 END (identifies type of load card).,
5=72 Blank.,
73-30 Card identification.
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6.7.6 DBG Card

The DBG card requests execution-time debugging, and is
produced from the programmer®s symbolic (BAL) debugging
request, As prepared for inclusion at assembly time, the
debugging requests are coded in BAL (described in the
publication IBM 9020 Data Processing System: Debugging System
User®s Manual (DEBUGG) and are translated by the assembler
into loader language. '

6.7.7 LIB Card

The LIB cards are used to place compiled JOVIAL programs
and/or routines on the library tape. If the compiler output
contains a statement which specifies that the program or routine
is to be placed on the library tape, the assembler produces
the LIB card. The LIB card is further described in the
publication Library Edit User®s Manual,

6.7.8 XREF Deck

Three types of cards may be produced by the assembler in
the XREF punched deck: an XRF header card (.XRF3), an XRF
symbol card (.XRF4), and an XRF trailer card (.XRF7). The
purpose of these cards is described in the following text;
the formats are described in the Subprogram Design for the
Compool Reference Matrix Program {(XREF).

6.7.8.1 +XRF3 Card. The XRF header card contains the name
of the program for which the XRF deck was punched. It informs
the XREF subprogram that an XRF deck follows.

6.7.8.2 .XRF4 Card. The XRF symbol card contains the
program name and up to eight compool data names and/or library
routine names referenced by the assembled program.

6.7.8.3 .XRF7 Card. The XRF trailer card contains the
program name and the count of the number of compool data names
and library routine names referenced by the assembled program,
This card informs the XREF Subprogram that the XRF deck has
been completed.

6.8 COMPOOL FORMAT

The assembler reads the ¢‘Reserves®® portion of a compool
as contained on a standard compool or MLC tape. See the
Utility NOSS Monitor User®s Manual (UTILITY) for the format
of a compool or MLC tape. See the Subprogram Design Document
(SDD) Compool Edit Program (CMPEDT) for the format of the
compool file on these tapes._
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7.0 RESTRICTIONS, LIMITATIONS, AND ASSUMPTIONS

The BAL assembler, as herein documented, is designed to
operate as a System Processor under the NOSS Monitor. It
interfaces with the NOSS Monitor, and assumes that the minimum
NOSS hardware configuration, in addition to anything detailed
in this SDD, will be available.

The BAL Assembler is also designed to interface with the
JOVIAL Compiler and the JOVIAL Compool.





