














If Printer Is/Not Busy: This instruction branches the pro-
gram to a particular instruction depending on the status
of the printer. The format of the IF PRT instruction is:

Column | 1 18 |13 |18 123 |28
Entry Step/Label | IF PRT |IS/NOT |BSY Branch
Step/Label

Upon execution of this instruction, the program branches
to the step/label specified in column 28 if the status of the
printer matches the status specified in column 18. For ex-
ample, if IS is entered in column 18, and the printer is
busy, the branch is taken. If the printer does not match
the status specified in column 18, the program continues to
the next sequential instruction. If an error is pending from
the last print instruction, the printer error is posted, the
print retry is initiated, and the program control goes to the
IF PRT instruction.

If CRD Is/Not Busy: This instruction branches the program
depending on the status of the attached card 1/0 device
(129 or 5496). The format of the instruction is identical

to the if-printer-is/not-busy instruction, except that CRD

is required in columns 13-16. The format of the {F CRD
instruction is:

Column |1 t8 |13 |18 |23 | 28
Entry |Step/Label [IF Icnn IIS/NOT Ist Branch
Step/Label

Display and Keyboard Operations

The ENTR instruction is the means by which the param-
eters in a .FIELD control statement are implemented. This
instruction allows prompting to be displayed to the opera-
tor, defines the type of data to be entered, accepts data
entered via the keyboard, and defines the disposition of
that data.
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The format of an ENTR instruction is:

Column |1 |8 |13 118 |23
Entry Step/ |[ENTR Buffer/ |Message Number/ | CQverlap
Label Register | Register
Column Contents
1 Step/label — is the number or symbolic label

assigned to this instruction.

8 ENTR — indicates that the keyboard should
be opened to accept input.

13 Buffer/register — identifies which buffer con-
tains the desired prompting message. This
buffer is also specified in columns 13-14 of
the .FIELD control statement. A register
{A-Z) containing the buffer number can also
be specified in column 13 of the ENTR
instruction.

18 Message number /register — identifies which
message (1-99) within the buffer is to be
displayed. An entry of 1 indicates that the
message starts in the first position of the
buffer. If the message number is greater
than 1, the specified buffer is scanned be-
ginning at the first position. A register con-
taining the message number can alsc be spec-
ified in column 18. The first message in an
overflow buffer is message number 2 (see
.FIELD, Columns 18-19).

23 Overlap — this entry determines if operation
is to be overlapped or nonoverlapped. Over-
lapped operation (enter an X in column 23)
means that processing of subsequent in-
structions continues concurrently with the
data being entered. Nonoverlapped operation
(leave column 23 blank) means that proces-
sing of subsequent instructions does not con-
tinue until the ENTR instruction is exited
(waits for data to be entered). Note that the
ENTR operations cannot be overlapped with
the OPEN and CLOZ instructions.

The first prompting message defined by the ENTR instruc-
tion is displayed, along with fill characters defining the
field to be entered, in lines 5 and 6 of the display screen.
The field to be entered is identified by a series of either
dashes (numeric) or periods (alphabetic). Note that the sys-
tem inserts a blank between the prompting message and the
field to be entered.



Diskette Operations

Reading and writing of records on a diskette are controlled
by disk instructions and by the . DATASET control state-
ment. The results of execution of a disk instruction depend
on the information contained in the .DATASET control
statement (see .DATASET in this chapter). Disk instruc-
tions are described in detail in the following paragrapbs.

Read (READ)

A read instruction causes the system to read or search and
read a data record from a data set on a diskette. The format
of a read instruction is:

Column | 1 [8 113 {18 |23
Entry Step/ |READ | Data Set | Fmt | Register, Key,
Label No. }|or Minus
Column Contents
1 Step/label — is the number or symbolic label
essigned to this instruction.
8 READ — identifies the operation to be per-
formed {read a data record).

13 Data set — specifies the number assigned to
the data set in the .DATASET control state-
rnent, The buffer specified in the DATASET
control statement (columns 38-39) contains
the record after the read. The valid range for
this required entry is 1-4.

18 Format no. — specifies the number of the

format to be used after completion of the
physical read. Formatting is from the |/O
buffer into the registers specified in the for-
mat record. The formatting is data-directed
if a D is entered into column 18 of the READ
instruction instead of a format number (see
DJata Directed Formatting in this chapter).

If no entry is made in column 18, no format-
1ing takes place, but the 1/0 buffer (specified
in the .DATASET control statement) con-
tains the record just read.

Column

23

Contents

Register — indicates a iegisier address, key,
or can be blank or minus. if data set access
is sequential (except write or write extend),
the specified register contains the relative
record number to be read. This number is
relative to BOE. The register value is in-
cremented by one after each READ instruc-
tion.

For key indexed access merhod, the entry in
column 23 on the coding sheet indicates the
register containing the key of the record to
be read. If a matching record is not found,
indicators 225-228 sre set on to indicate
data sets 1-4, respectively, as specified in
columns 13-15. Formatting does not take
place, and the next higher record is contain-
ed in the 1/0 buffer. If the index value is not
within the index table rangz, indicators 229-
232 are set on to indicate the respective data
set specified in columns 13-15, and no disk
operation takes place.

If no key register address is entered, the next
sequential record is read, regardless of data
set access method, except for sequential write
or sequential write extend {READ instruction
invalid). If a minus sign is entered, the pre-
ceding nondeleted sequential record is read
unless the deleted record exit procedure has
been coded in the .DATASET statement
{except at BOE), regardliess of data set access
method, except for sequential write or se-
quential write extend {READ instruction in-
valid).

If a deleted record is read, and the deleted
record exit has been specified in the .DATA-
SET control statement, the exit routine is
taken. If the exit is not specified in the
.DATASET staterment, sequential reads are
issued until a nondeleted record or EOD
(end of date) is encountered. 1f deleted
records are skipped, the relative number is
incremented for each deleted record read.
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A sample READ instruction is:

Column l1 I 3 |13 l 18 l 23
Entry IStep/Label [ READ [1 [ 15 ] A

Sequential or Index Update Access Methods: |f register A
contains 53 and BOE equals 10001, this instruction reads

record number 12001 (track 12, sector 1). Format level 15

is used to fill registers after the physical read. Register A
contains 54 at the compietion of the instruction. The file
disk address is 12001 assuming that there are no deleted
records within the file.

Key Indexed Access Method: Assuming that register A
contains the key Jones, this instruction reads the first
record with the matching key of Jones and uses format

level 15 for formatting. The file disk address is the address

of the record containing Jones. If no match is found,
indicator 225 is turned on, no formatting takes place, and
the file disk address is the next higher record above the

position where the match would have been. The /0O buffer

for the data set also contains the next higher record.

Write Disk Record (WRT)

The work station will write a record on the diskette and
allow for overlapped machine and operator-machine
functions, when this instruction is used.

The format of a WRT instruction is:

Column | 1 | 8 |z |18 | 23
Entry Step/ WRT/| Data Set| Format Buffer/Register
Label
Column Contents
8 WRT — identifies the operation to be
performed (write record).
13 Data set — the number assigned to the data
set in the .DATASET control statement.
This required operand has a valid range of
1-4.
18 Format — identifies the number of the for-

mat to be used before the physical write.
Formatting is from registers to the output
buffer. The output buffer specified in the
DATASET control statement {columns 38-
39) contains the record to be written. If no
entry is made, formatting does not take
place. (Note that, if both the format and
buffer numbers are omitted, a blank record
is written.)
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Column Contents

23 Buffer — identifies the number of the buffer
to be moved into the data set output buffer,
if any. This is the first operation of the
instruction execution. The contents of the
specified buffer are not changed. If no
entry is made, the /O buffer is blanked
before formatting. If both the buffer
number of the data set and this entry are the
same, the contents of the {/O buffer are
not changed.

23 Register — identifies the register (A-Z) which
contains the relative record number within
the data set where the write takes place.

This number is relative to BOE. When a
register is coded, no buffer movement or
blanking takes place at execution. This

type of write is only valid to a sequential
update {SU) or label update (I) data set.

A write invalid error (7XC) is posted if SU

or | type is not specified. A relative record
number of 1 accesses the BOE record. A
record number of zero, or beyond BOE,
posts a 7XD error. A record number greater
than or equal to end of file posts a 7XC error.
If the 7XC or 7XD errors are detected, any
specified formatting is performed. Under
this condition, the write operation is
suppressed. The register value is incremented
by 1 after completion of this instruction.

If a read with relative record number is issued prior to the
write with relative record number, the record written will

be one greater than expected. For example:

Assume register A = 10:

Column | 1 | 8 |13 [18 | 23
Entry | Step/Label | READ |1 | [ A
Register A is incremented by one after the read:

Column | 1 E l13 [ |23
Entry | Step/Label | WRT |1 | [ A

Register A contains a value of 11, not 10, Therefore,
use the following:

Column | 1 | s |13 |18 ]2
Entry Step/Label | WRT 1 1/0 buffer
number




A sample WRT instruction is:

Column | 1 | s 13 | 18 ] 23
Entry lStep/LabeI I WRT] 2 ,5 Ie

In this example, the instruction moves the contents of
buffer 6 into the output buffer specified, then formats
data according to format 5. The current file disk address
and EOD are incremented, if necessary, and the record
from the specifiecl buffer is written at the current file disk
address (data set number 2). The contents of buffer 6

are unchanged.

Extend Data Set and Write Disk Record (WRTE)

The work station will write a record on the diskette and
altow for overlapped machine and operator-machine

functions, when this instruction is used.

The format of a WRTE instruction is:

Column | 1 |8 | 13 | 18 | 23
Entry |Step/LabeI lWRTE I Data Set I Formatl Buffer

Column Contents

1 Step/label — is the number or symbolic label
assigned to this instruction.

8 WRTE — identifies the operation to be
performed {extend data set and write disk
record).

13-24 All other operands in this instruction are

defined as for the WRT instruction.

Execution of the WRTE instruction is identical to execu-
tion of the WRT instruction except that it is valid only

for SU data sets so that the disk is automatically positioned

at EOD prior to writing.

Delete a Disk Record (WRTS)

The format of a WRTS instruction is:

Column | 1 |8 | 13 | 18 |23
Entry Step/Label | WRTS Data Set Format | Buffer/
Register

Column Contents
8 WRTS — identifies the operation to be
performed (delete a disk record).
13-24 All other operands are defined as described

for the WRT instruction. Execution of a
WRTS instruction is identical to execution
of a WRT instruction, except that a special
data address mark is written to the disk out-
side of the 128-position record. If the for-
mat and buffer numbers are not specified,
the character D is forced into the first posi-
tion of the 1/O buffer. Thus, if a buffer or
format is specified, a D must be forced into
the first position. Therefore, an instruction
with only a data set number entered writes
a deleted record, as defined by basic disk
interchange.

To ensure successful execution of this instruction, the
following checks are made:

® The first character of the written record is saved.
® The record is read after the write attempt.

A record is considered deleted if the following conditions
are met:

® A cyclic redundancy check (CRC) is successfully made
at the end of the record.

® A special address indicator is detected.
® The first position of the record contains a D.
® No other error indicators are on.

Note: A deleted record is written by the Models 1 and 2
data station with a D in the first position of the record,
the CRC and a special address indicator. However, no check

is made to see that the D or CRC was written on disk.
Only the special address indicator is checked when a deleted

record is read by the Models 1 and 2 or the Models 3 and 4
in data station mode.

A sample WRTS instruction is:

Cotumn | 1 |8 |13 | 18 | 23

Entry IStep/LabeI |WRTS I 1 [ I

In this example, a deleted record is written to data set 1.
The current file disk address is changed, if necessary.
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Wa:it 1/0 {iVAIT)

This instruction ensures that any input/output operation
is compieted before executing the next instruction. This
instruction waits until all outstanding /O is complete
including keyboard, diskette, and printer, and detects any
pending errors. The instruction will not, however, wait on
card 1/0. Note that the IF PRT BSY instruction can be
used to wait on the printer with errors detected. If any
errors are detected on overlapped files, the system posts a
700 series error message and the operator must abort the
job. The instruction is coded by the entry WAIT in
columns 8-11, followirg the step number or label. The IF
CRD instruction must be used to wait on card /0.

Open Data Set (OPEN)

This instruction contrcls dynamic opening of data sets
during program execution. However, if this instruction is
not used, data sits are opened by the system prior to
execution, The re-opening of an open data set resets the
EOD. The format of an OPEN instruction is:

Column | 1 | 8 | 13 | 18 |23
Entry Step/Label l OPEN ] Data Set ] Format I Register

Column Contents

i Step/label — is the number or symbolic label
assigned to this instruction.

2 OPEN - identifies the operation to be per-
formed 'open data set).

13 Data set — the number assigned to the data

set in th2 .DATASET control statement. This

required operand has a valid range of 1-4.

18 Format -- identifies the format to be used
when reading desired information from the
data set label into registers. If the data set
cannot be opened, no formatting occurs.
1f nothing ts entered in column 18, no
formatting occurs. Zero is invalid.

23 Register — identifies a register containing
informaticn controlling the definition of
certain cata set characteristics (such as

name, drive number}. All pending operations
to the data set are completed before changing

data set attributes.
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The specified register in column 23 may contain (left-
justified) the information in the following specified bytes:

Bytes Contents

1-8 Data set name

9 Drive number (drive one = 1, drive two = 2)
10 Data set access method (See Columns 58-60

Type (R) under DATASET in this chapter.)

11 Data set access method (See Columns 58-60
Type (R) under DATASET in this chapter.)

12 Data set access method (See Coiumns 58-60
Type (R) under .DATASET in this chapter.)

13 Suppress extent checking (Enter character
A).

Note: Suppressing extent checking improves
performance. Also, the extent check will
fail for null data sets received in BSCA mode.

14 Redefine additional parameters in next
sequential register (Enter character X).

15-16 Not used

If an X is entered in position 14 of the register, additional

attributes are redefined in the next sequential register (for

example, A and B). {Bytes 1-12 apply only to key indexed
data set access methods.) These parameters must be right-
justified with leading zeros or blanks.

Bytes Contents

1-3 Number of bytes per index entry {See Col-
umns 63-64 Index Length (O} uncler
.DATASET in this chapter.)

4-6 Number of tracks per index entry (See Col/-
umns 68-69 Tracks/Index (O) under
.DATASET in this chapter.)

7-9 Number of bytes per key (See Columns
73-74 Key Length (O) under DATASET
in this chapter.}

10-12 Position of key (starting position} in the
record (See Columns 78-80 Key Position
(O} under .DATASET in this chapter.)

13-15 Record length (See Columns 28-30 Record
Length (O) under .DATASET in this chapter.)

16 Not used



If these parameters are to be bypassed (use the original
.DATASET specification), blanks must be inserted in the
appropriate positions of the register (except for extent
checking). If no register is specified in column 23 of the
OPEN instruction, the existing data set is opened (as
defined in the .DATASET control statement). A sample
OPEN instruction is:

Column |1 | 8 |13 | 18 | 23
Entry IStep/LabeI | OPEN | 2 | Bstind) 5
Register S = Positions: 1 6 10 16
Register S Contents: PROBLEM SuU
Relative .DATASET control statement:
/

[DATASER [ T1 T TR ]14

Dataset Dataset name Record Drive 7

length

‘:ﬂlﬂ EENENRNCOOCRCTUENSTRRRNERRRCINY

Buffer Deleted Index Tracks
record routine length

routine Extent
check

In this example, data set 2 is opened, formatting is done
according to format 3, and the data set is defined as an
SU. The data set name is PROBLEM and extent checking
is specified. The disk drive number is that defined in the
.DATASET control statement for this data set, and register
T is not used (no X in position 14 of register S).

Open Data Set Errors: An attempt to open a data set that
is open already opens the requested data set and does not
update the original file extents. If a data set cannot be
opened, a 500 series error, along with the data set number,
is posted. This error can be reset by:

@ The RESET key which retries the open sequence.

® ALPHA or NUMERIC SHIFT and RESET which closes
the data set and posts a 100 error (job complete).

® ALPHA and NUMERIC SHIFT and RESET which
returns the work station to index mode.

End of Job (EXIT)

All valid ACL programs for the work station must include
an EXIT instruction for a normal end of job (unless an
EXEC instruction is specified). This instruction closes all
data sets and waits for all printer operations to complete
(system close), and then posts a 100 halt message on the
status line (screen flashes). RESET must be pressed to
return to data station mode. You can indicate an EXIT
instruction by simply entering EXIT beginning in column 8
on the instruction coding sheet. A sample EXIT instruction
is:

Column | 1 8

Entry | Step/Label EXIT

Close Instruction (CLOZ)

Although the system automatically closes data sets when
the EXIT instruction is used, you can control the dynamic
closing of data sets during execution with the CLOZ
instruction. The format of a CLOZ instruction is:

Column ' 1 l 8 i 13
Entry l Step/Label I CLOZz l Data set Number
Column Contents

8 CLOZ — identifies the operation to be

performed (close data set).

13 Data set number — identifies the number of
the data set to be closed.

Closing Data Sets: The following steps occur during the
closing of a data set:

1. All physical input/output to the data set is completed.
A close instruction for a data set already closed is
ignored and does not cause an error.

2. The data set label is read (SU, SW, SWE organization
only). If this read develops an /O error, the CLOZ
instruction posts a terminal error message in the
display.

3. The EOD address on the label is updated.

4, The label is written on the index track. This write
does not occur if an error is detected during the read
of the label or if the data set type is read only.

b, The data set is marked closed within the system.
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Closing Data Errors: 1f a data set cannot be closed, a 600
series error, along with the data set number, is posted. The
error can be reset by the following:

® The RESET key, which retries the close sequence
(except for a drive not ready error — 6X0).

® ALPHA SHIFT and NUM SHIFT and the RESET key,

which aborts the job and posts a 100 error (job complete).

Note that the file EOD is always posted on the display on
adrive 1 or 2 error, if the drive is found in a not-ready
state, or a disk error occurs.

Printer Operations

Form size, type of printer attached, and printer output
buffer are specified in the .PRINTER control statement.
Editing is controlied by specifications in the .FORMAT
control statement. The primary printer control instruction
is the PRNT instruction.

Each time a new program is initiated, the paper must be
manually set in the printer to the top of the page because
the internal line counter is set to one at the start of each
program,
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Print a Line (PRNT)

This instruction specifies requirements for printer cutput.
The instruction format is:

Column |1 |8 | 13 |18 |23 |28
Entry Step/| PRNT Forms Format | Buffer Qverlap
Label Control
Column Contents
1 Step/label — is the number (0-767) or

symbolic label (four-position} assigned to
this instruction.

PRNT — is the print instruction name,

13 Forms control/ — is the vertical forms control
to be executed after a line is printed.

Valid entries are:

0 No vertical forms movement.
For the 3715 single-direction
printer {type 3), a carriage
return command is issued.

S or blank Single space
D Double space
T Triple space
1-127 Skipping to a specific line
number
18 Format — is the format number for format-

ting and editing data out of registers to the
buffer assigned in the .PRINTER control
statement.

23 Buffer — is the buffer which is to have its
contents moved to the output buffer
assigned to the printer.

28 Overlap — if X is entered, successive instruc-
tions are executed concurrently with
previously issued printer output. If column
28 is blank, further execution of any ACL
instruction does not proceed until the
printer-cycle is completed.



The following operations occur when the PRNT instruction
is executed:

1. The contents of the buffer specified in column 23 are
moved to the buffer assigned to the printer. If
column 23 is blank, the printer buffer is also blanked
{hex 40). If the buffer in column 23 is the same as
the buffer specified in the .PRINTER statement, its
contents are not changed.

2. Data is moved from registers to the printer buffer as
specified by the format number in column 18. If

column 18 is blank, no formatting occurs.

3. The contents of the printer buffer are output to the
printer. If column 28 of the PRNT instruction
contains X, printer operations are overlapped with
all other processing.

If line length exceeds 128 characters, both the pri-
mary (.PRINTER columns 33-34) and secondary
(.PRINTER columns 38-39) buffers must be odd.
The characters beyond 128 are then output from
the next even buffer. Because the 3715 (type 4)
printer prints two lines at a time, the physical print
occurs after every other PRNT instruction. This
allows formatting of lines printed in both directions
in order to look ahead for the longest line.

If a 3715 application requires immediate output, use
a printer type 3 or 5.

If a printer type 4 is used, a PRNT instruction
containing the desired immediate output, followed
by adummy PRNT, (PRNT with format parameter
and buffer number blank) is required.

Normal program termination closes the printer,
although pending lines are printed before the system
close message {100} is posted.

4, The vertical forms control (column 13) is executed
after the last character is printed.

Note: Normal nonprintable characters print (on the
3713 and 3715) as graphic characters (for example,
hexadecimal FF prints as ). This differs from
printing in standard data station mode on the 3741
Models 1 and 2.

If the forms control stops at or between the end of forms
line and overflow line, as defined in the .PRINTER control
statement, indicator 148 is set on. Also, in this instance,

a branch is made to the page overflow processing step
number/label (if specified in columns 43-46 of the
PRINTER control statement).

Skip to Line Number or Space (PCTL)

This instruction executed vertical forms control independ-
ent of actual printing, but always overlaps with other
executable instructions. The PCTL instruction format is:

Column| 1 | 8 l 13
Entry I Step/Label I PCTL I Forms Control

Column Contents
1 Step/label — is the number or
symbolic label (four-position) assigned
to this instruction.
8 PCTL — is the print instruction name.
13 Forms control — is the vertical forms

control with the same valid entries as the
PRNT instruction.

This instruction does not output data to the printer, and
does not change any buffers or registers. Indicator 148
and page overflow are processed as defined in the PR NT
instruction.

Table Operations

A table is a group of successive fields of the same length.
The content of any one field is called the argument, and
the placement or location of the field in the group of
fields is called the index.

For example, a list of employee numbers can be processed
as a table. The table argument refers to ar employee
number in the list and the table index refers to a location
in the list. The argument length is fixed at the length of
the employee number.

When each table argument is greater {from a collating
sequence standpoint) than the argument with the next
lower index, it is said to be an ordered table.

The total length of a table is limited by available work
station storage and each table must end in a hexadecimal
FF. Tables can be loaded or read from disk into buffers
or they can be created using .BUFFER control statements.
There may be more than one table in a buffer as shown

in the following example:

Buffer 6:
TRPAC:TRUCKBMRAILHHHPOSTHHHAIRHBMMCOUNTERi

Table 1 Table 2
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Table instructions are as follows.

Search Table for Equal Entry (TBFX)

The format of a TBF X instruction is:

Column |1 |8 | 13 |18 | 23 | 28
Entry Step/| TBFX Buffer | Table Register | Length
Label
Column Contents
1 Step/label — is the number or symbolic label
assigned to this instruction.
8 TBFX — is the table instruction (find equal
table entry).
13 Buffer — is the number of the buffer

in which the table starts.

18 Table — is the number of the table in the
buffer specified in column 13. The buffer
specified and all succeeding buffers are
scanned for a hexadecimal FF delimiter
until the correct table number is found.

23 Register — specifies a pair of sequential
registers (such as A, B; W, X; X,Y). The
register specified in this operand is always
the first of the pair and will contain the table
index. The second (implied) register
contains the table argument. Registers I,

R, and Z cannot be specified in this operand.

28 Length — specifies the argument length. This
instruction is used when the table argument
is known and you want to find the table
index of that argument (Figure 23). The
instruction can be used on ordered or non-
ordered tables because the entire table is
scanned for an exact compare. If an equal
entry is not found, the program can notify
the operator by posting an invalid number
message on the display screen.
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Figure 23. Table Search for Equal Entry
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The number of bytes specified by the length is taken from
the low-order bytes of the argument register, and the table
is scanned looking for an equal entry. If found, it sets the
four low-order positions of the index register to the
relative number of the table entry (first entry in the table
is number 1). If no equal entry is found, the index register
is set to zero. Orly the index register is changed.

Search Table for Equal/High Entry (TBFN)

The format of a TBFN instruction is:

Column | 1 |8 |13 |18 |23 |28
Entry l Step/Label I TBFNlBuffer I TabIeIRegister I Length

Column Contents

8 TBFN - is the table instruction (find equal/
high table entry).

13 Buffer — is the number of the buffer in
which the table starts.

18 Table — is the number of the table in the
buffer specified in column 13. The buffer
specified and all succeeding buffers are
scanned for a hexadecimal FF delimiter
until the correct table number is found.

23 Register — specifies a pair of sequential
registers (such as A, B; W, X; X, Y). The
register specified in this operand is always
the first of the pair and will contain the table
index. The second (implied) register
contains the table argument. Registers |,

R. and Z cannot be specified in this operand.

28 Length — specifies the argument length.

This instruction is used when a table argument is known and
an equal or high index entry is to be found. The table,
which must be in ascending sequence, is scanned sequentially
looking for an equal or high entry. If the entry found is
high, indicator 163 is set on {and must be reset by the
program), and the index entry number of that higher
argument is put in the index register. If the argument is
higher than the last entry in the table, indicator 163 is not
set on, and the index register is set to zero.

If an equal entry is found, this instruction sets the four low-
order positions of the index register to the entry number

of the equal entry. The normal EBCDIC collating sequence
must be used. Indicator 163 is not set on and the index
register is not set to zero.

Read Table Entry (TBRD)

The format of a TBRD instruction is:

ColumnI 1 |8 | 13 | 18 |23 | 28

Entry | Step/Label | TBRD | Buffer | Tablo| Register | Lenyth

Column Contents

1 Step/label — is the number or symbaolic label
assigned to this instructicit.

8 TBRD — is the table instruction {read table
entry).

13 Buffer — is the number of tire bufter ir
which the table starts.

18 Table — is the number of the table in the
buffer specified in column 13. The buffer
specified and all succeeding buffers are
scanned for a hexadecimal FF detimiter
until the correct table number s tound.

23 Register — specifies a pair of sequential
registers {such as A, B; W, X, X, Y). The
register specified in this operand is always
the first of the pair and contains the table
index. The sign, if any, is ignored. An index
of zero does not change the argument
register and sets on indicators 156 and 160.
The second (implied) register contains the
table argument at the end of the operation.
Registers |, R, and Z cannot be specified
in this operand.

28 Length — specifies the argument fength.

This instruction is used when the table entry is known and
the table argument is to be put into a register. The
instruction can be used on ordered or nonordered tables.

Using the low-order four bytes of the index register, the
instruction takes the argument at that index number and
puts it into the low-order positions of the argument
register. The unused high-order positions are set 10
blanks. Indicators 156 and 160 are set on f the table read
goes beyond the table end. These indicators must be
reset by the program.

Reference Material 49



Write Table Entry (TEWT)

The format of a TBWT instruction is:

Column | 1 g | 13 ] 18 |23 28
Entry | Step/Label | TBWT | Buffer | Table | Register lLength

Column Contents
1 Step/label — is the number or symbolic label
assigned to this instruction.

8 TBWT - is the table instruction (write
table entry).

13 Buffer -- is the number of the buffer in which
the tabie starts.

18 Table — is the number of the table in the
buffer specified in column 13. The buffer
specified and all succeeding buffers are
scanned for a hexadecimal FF delimiter
until the correct table number is found.

23 Register — specifies a pair of sequential
registers (such as A, B; W, X; Y, Z). The
register specified in this operand is always
the first of the pair and contains the table
index. The sign, if any, is ignored. An
index of zero does not change the argument
register and sets on indicators 156 and 160.
The second (implied) register contains the
table argument to be written. Registers I,

R, and Z cannot be specified in this operand.

28 Length — specifies the argument length.

This instruction is used when the index and the argument
are known and the argument is to be written at the index.
The argument must be in the low-order bytes of the register.
No registers are changed. When using this instruction in an
ordered table, be careful that the existing ascending
sequence is not destroyed. Indicators 156 and 160 are

set on if a write operation goes beyond the end of the

table. These indicators must be reset by the program.
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Move Data from Buffer to Register (GETB)

This is a table-type instruction which indexes through a
buffer and extracts specific entries. The format of a
GETB instruction is:

Column | 1 e |13 |18 |23 |2

Entry IStep/LabeIl GETBIBuffer] Table | Register | Length

Column Contents
1 Step/abel — is the number or symbolic label
assigned to this instruction.

8 GETB — is the table instruction (move data
from buffer to register}.

13 Buffer — is the number of the buffer
in which the table starts.

18 Table — must be a table number (1-16).

23 Register — specifies a pair of sequential
registers (such as A, B; W, X; X, Y). The
register specified in this operand is always
the first of the pair and contains the byte
position from the leftmost byte in the table.
The second register contains the data moved
from the buffer. Registers !, R, and Z
cannot be specified in this operand.

28 Length — specifies the number of bytes to
be moved.

This instruction is a special form of the read table (TBRD)
instruction and is used to read a specific field from

buffer into the argument register. The table index register
is used, not as a field position, but as a byte position from
the leftmost byte of the character string to be moved. The
number of bytes moved is specified by the length operand.
The unused high-order bytes of the argument register are
set to blanks. Only the argument register is changed.

This instruction does not set any indicators, and ignores
the hexadecimal FF delimiter once the correct table
has been found.



Move Data from Register to Buffer (PUTB)
The format of a PUTB instruction is:

Column | 1 [8 |13 |18 |2 |28
Entry lStEp/LabeI l PUTBIBuffer l TablelRegister lLength

Column Contents

1 Step/label — is the number or symbolic label
assigned to this instruction.

8 PUTB — is the table instruction {move data
from register to buffer).

13 Buffer — is the number of the buffer in
which the table starts.

18 Table — must be a table number {1-16).

23 Register — specifies a pair of sequential
registers (such as A, B; W, X; X, Y). The
register specified in this operand is always
the first of the pair and contains the byte
~osition from the leftmost byte in the
buffer. The second register contains the
data to be moved to the buffer. Registers
I, R, and Z cannot be specified in this
operand.

28 Length — specifies the number of bytes to
be moved.

This instruction is a special form of the write table (TBWT)
instruction. It is used to write a specific field into buffer.
The last four bytes of the table index register are used,

not as a field position, but as a byte position from the
leftmost byte of the start buffer. This byte position must
point to the leftmost byte where the bytes are to be

moved. Data movement is from left to right into the low-
order positions of the argument register. The number of
bytes moved is specified by the length operand. No registers
are changed.

This instruction sets no indicators, and ignores the hexa-
decimal FF delimiter once the correct table has been found.

Internal Data Movement Operations

Internal data movement instructions move and exchange
the contents of registers and buffers to other registers
and buffers, read from buffer, and write to buffer.

Read from Buffer (REFM)

The REFM instruction internally reads from buffer and
formats into registers. This instruction is typically used
to read data from the display screen (buffer 2}. The
format of an REFM instruction is:

Column | 1 |8 [ 13 | 18

Entry IStep/LabeI l REFMl Buff ‘ Format

Column Contents

1 Step/label — is the number or symbolic
label (four-position) assigned to this
instruction,

8 REFM — identifies the operation to be
performed (read from buffer).

13 Buffer — identifies the buffer containing
the data to be read and forrmatted.

18 Format — indicates the format to be used.

Formatting is from buffer to registers.
This instruction causes no physical 1/0
(except for the display screen). IfaDis
specified for this required operand,
formatting is data-directed (see Data
Directed Formatting in this chapter).

A sample REFM instruction is:

Column I 1 I 8 I 13
Entry |Step/Label | REFM [ 2 [ 9

in this example, the REFM instruction uses format number
9 to format data into registers from buffer 2 (display
screen lines 2, 3, and 4).
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Read Blocked Record from Buffer (RBLK)

This instruction access2s individual records within a block
of records which contains records of less than 128 bytes.
The format of an RBLK instruction is:

Column | 1 | 8 ] 3]s | 23
Entry IStep/LabeI I RBLK I Buffer I Format I Register

Column Contents
1 Step/latel — is the number or symbolic label
assigned to this instruction.
8 RBLK — identifies the operation to be
performed (read blocked record from buffer).
13 Buffer - identifies the number of the buffer

containing the data to be formatted. This
entry must be coded.

18 Format — identifies the number (1-254) of
the format to be used. This is a required

entry. Formatting is from buffer to registers.

Only the data starting at the position
specified in the register entry (column 23}
is formatted. Format definition, however,
is taken from the start of the format record.
The format must define formatting for the
first logical record in the buffer. This
instruction causes no physical disk reading.
Formatting is data-directed if D is entered
in column 18. (See Data Directed Format-
ting in this chapter.)

23 Register — identifies the register containing
the buffer position (first from the left) at
which formatting is to start within the
buffer. This is a required entry.
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Some sample RBLK instructions are:

Assume the following control statement entries:

e
ARAN
I
BUFFER | | SNy
34952PRO quﬁmbbEMMMdm*

Also assume the following instructions:

LABEL
ERRRL-RRINRRRnNRRRA AR RRNS,
L RBILK] 8L T] L] el + ] |
HEHRTT
REIRARRRR RN NERRNARY

Assuming these conditions, the result would be as follows.

Register A would contain — 349562
Register C would contain — PROB
Register D would contain — 01

Then, assuming the following instructions are executed:

T

HESERRRENEN

ARIRRAREne LT
H y ! ﬁ
[N st
- H l J ]

12 3 ‘L B 9 10 111213 14 16 16 17 J1B 19 20|27 22|25 24 751;1;7 28 29 30 31|32

The result wouid be:

Register A contains — 458935
Register C contains — NAME
Register D contains — b



Write to Buffer (V/RFM)

This instruction writes and formats data into buffer. The
format of a WRFM instruction is:

Cotumn | 1 |8 13 |1 23
Entry Step/Label | WRFM | Buffer Format | Buffer
One No. Two
Column Contents
1 Step/label — is the number or symbolic
label (four-position) assigned to this
instruction.
8 WRFM — identifies the operation to be

performed (write to buffer).

13 Buffer one — identifies the buffer that
receives the contents of the buffer
specified in column 23 of this instruction.
The buffer does not have to be associated
with a .DATASET control statement.

18 Format no. — identifies the number of the
format to be used. Formatting is from
registers to buffer. If this entry is not
coded, no formatting occurs.

23 Buffer two — the contents of this buffer are
moved into the buffer specified in column 13
of this instruction before formatting. The
contents are unchanged. If this entry is not
coded, the buffer specified in column 13 is
blanked before formatting. If the same buffer
is specified in columns 13 and 23, the contents
of buffer one {column 13) are not changed.

A sample WRFM instruction is:

Column | 1 | 8 | 13 ] 18 | 23
Entry | Step/Label | WRFM | 2 | 7 |4

In this example, the contents of buffer 4 are moved into
buffer 2 (lines 2, 3, and 4 of the display). Format 7 is
then used to format register data into buffer 2. The
contents of buffer 4 are not changed.

Write Blocked Record to Buffer (WBLK)

This instruction writes and formats blocked records into
buffer. The format of a WBLK instruction is:

Cotumn | 1 s |13 |18 o3

Entry IStep/LabeI | WBLK l Buffer l Format l Register

Column Contents

1 Step/label — is the number or symbolic
label (four-position) assigned to this
instruction.

8 WBL K — identifies the operation to be
performed (write blocked record to buffer).

13 Buffer — identifies the buffer that will be
partially formatted each time this
instruction is executed. This operand must
be coded, aithough no physical disk writing
takes place.

18 Format — identifies the number of the
format to be used when formatting from
registers to buffer. {f this operand is not
coded, an error is flagged by the translator.

23 Register — identifies the register containing
the location (offset) from the first (leftmost)
position of the buffer. This is a required
entry.

Execution is similar to that for a RBLK
instruction, except that data movement is
from registers to buffer.

Assume that buffer 4 contains three blocked, logical records,
each record being 40 bytes long. Also assume that format
number 9 specifies data to be moved from registers to the
logical records. The following sequence will format the
registers specified in format 9 into the secord logical

record contained in buffer 4.

11 ) q T i TTTTTT7TT7T
I |
L1 ELI\LHHT
.IFo o T
RIABE C L
Nl x‘ Sltml a ‘
\Jl l; ’
LABEL
2 3|4 5 6 7|8 910 11{12{13 14 15 16 17 28 29 30
1A =
] | MBILIK] 4 ¢4
L y
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Exchange Buffer Contents (EXCH)

This instruction exchanges the contents of two separate
buffers. The number of the buffers to be exchanged
must be entered. A sample EXCH instruction is:

Columﬂl I & | 13 l 23

Entry IStep/LabeIl EXCH ] 2 |8

In this example, the contents of buffer 2 will be the
previous contents of buffer 8, and vice versa.

Move Data from Buffer to Buffer (MOVE)

This instruction moves the contents of one buffer into
another buffer. This is done by simply entering both
buffer numbers. The first buffer specified receives the
contents of the second buffer specified. A sample
MOVE instruction is:

Column | 1 | 8 ] 13|23
Entry IStep/LabeII MOVE | 1 [4

In this example, the contents of buffer 4 are moved into

buffer 1. The contents of buffer 4 are not changed.

Move Partial Content from Register to Register (MVER)

This instruction moves part of the contents of a register
into corresponding positions in another register. The
format of a MVER instruction is:

Coumn |1 | 8 13 e 23 s
Entry Step/ MVER | To From Byte Length
Label Register | Register | Positions
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Column

1

23

28

Contents

Step/label -- is the number or symbolic label
assigned to this instruction.

MVER - dentifies the operation to be
performed {move specified register contents
to register indicated).

To register — identifies the register to which
data should be moved.

From: register — identifies the register from
which data is to be moved.

Byte position — specifies the leftmost byte
position of both the to and the from registers.

Length — indicates the number (1-16) of
characters to be moved.

Upon execution of this instruction, characters are moved
from the register specified in column 18 to the register
specified in column:13. Character positions not referenced
are unchanged. Data is moved from left to right starting at
the position specified in column 23. The number of
characters moved is specified in column 28. Thus, data
moved from the column 18 register is placed in eguivalent
positions in the column 13 register. No indicators are set
by this instruction. A sample MVER instruction is:

Register A contents:

Register B contents:

FFF
111
14 15 16
FFFFF
45 4 32

12 13 14 15 16

The following MVER instruction produces:

STEP/
LABEL

12

a

|o

Y18 910 1112113 14 15 16 17|18 19 20{21 22023 24 25)26 27 |28 29 30 3'32‘

My {
mﬁ A

i

—t
F

IRRRREEN

Register A contents:

FFFFF
651 1 1
12 13 14 15 16

Register B contents: Unchanged



Move Partial Content to Register with Offset (MOFF)

This instruction moves part of the contents of a register
into specific locations in another register. The format of
a MOFF instruction is:

Column |1 | 8 13 18 |23 28
Entry Step/ MOFF | To From Byte Length
Label Register | Register { Position

Column Contents
1 Step/label — is the number or symbolic label

assigned to this instruction.

8 MOFF — identifies the operation to be
performed {(move specified data into the
offset position of the register indicated).

13 To register — identifies the register to which
deta should be moved.

18 From register — identifies the register from
which data should be moved.

23 Byte position — specifies the leftmost byte
position of the register (column 13) into
which the characters are to be moved.

28 Length — specifies the number of characters
to be moved.

Upon execution of this instruction, the number of characters
(column 28) counting from the low-order {rightmost} end

of the from register (column 18) are moved to the to

register (column 13). The characters start in the receiving
register at the byte position {column 23}, and continue

for (column 28) positions to the right. Positions not
referenced in the (column 13) register are unchanged. A
sample MOFF instruction is:

Register F contents:

F F F
3 2 1
1. 14 15 16
Register B contents:
FFFFF
8 76 5 4
1 12 13 14 15 16

This MOFF instruction produces the following results:

STEP/
LABEL

1.2 314 5 6 7|8 910 11[12]13 14 15 16 17|18 19 20|21 22{23 24 25|26 27 |28 29 30 31

F 9

LN e N

Register F contents:

FFFFFFFF
87654321

T————_910 1112 13 14 15 16

Register B contents: Unchanged

Load Data Buffer to Register (LOAD)

This instruction is used to access a specific field in buffer.
The buffer position of the field is specified in the instruction
rather than through a register. The format of a LOAD
instruction is: )

Column | 1 K | 13 | 8 | 23 | 28
Entry Step/Label | LOAD Buffer Buffer Register | Length
Offset
Column Contents
1 Step/label — is the number or symbolic label

assigned to this instruction.

8 LOAD — identifies the operation to be
performed (load specified register with
indicated data).

13 Buffer — identifies the number of the buffer
containing the data.

18 Buffer offset — identifies the position in the
buffer of the leftmost byte to be accessed.

23 Register — identifies the register to which
data is to be moved.

28 Length — specifies the number of characters
to be moved.
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Upon execution of this instruction, the specified register

is loaded with the number of bytes indicated by length

from the address computed by the buffer and buffer offset
entries (columns 13 and 8). The buffer and buffer offset
address indicates the byte that loads into the byte position

of the register specified by subtracting bytes (column 28)
from 17. Data is loaded so that the units {rightmost) position
of the register is loaded last. Only the specified register is
changed. The high-order bytes in the register are set

to blank (hex 40). A sample LOAD instruction is:

Buffer 2 contents:

446444CCCC F F
000005678 7 8

1 M. ..

Register A contents:

FFFFFFFFF F F F F F F F
999999999 9 9 9 9 9 9 9
1 16

This load instruction produces the following results:

STEP/
LABEL

12 3|4 65 8 7)8 910 11[12}13 14 15 16 17|18 13 20{21 2223 24 25|26 27 2829303173_2‘

Lidall 2 L o

T -

Register A contents:

ccccCFF
BowBBBEE B 5 6 7 8 7 8
1 11 12 13 14 15 16
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Store Data Register to Buffer (STOR)

Execution of the STOR instruction is opposite to that of
the LOAD instructiori. The rightmost contents of the
specified register are written to the specified buffer area.
Register contents are unchanged.

The format of a STOR instruction is:

Column | 1 |8 |13 |8 |23 |28
Entry Step Number STOR|Buffer|Buffer Register | Length
or Label Offset
Column Contents
1 Step/label — is the number or symbolic label

assigned to this instruction.

8 STOR — identifies the operation to be
performed (store specified buffer with
indicated data).

13 Buffer — identifies the number of the buffer
in which data is to be stored.

18 Buffer offset — identifies the position within
the buffer that stored data should start.

23 Register — identifies the register from which
data should be taken.

28 Length — identifies the number of byte posi-
tions to be moved from the register.

The following instruction would cause the nine low-order
positions of register A to be stored in buffer 2 (display)
starting at position 40.

STEP/
LABEL
v 2 3]4 5 & 708 9510 11[12}13 14 15 16 17|18 19 20!21 22]132425 26 27 [28 29 30 31

el | 1 T ol 2 T il

Tyt rrrrryrrTrTTre

TTTTTh



Zone Bytes in Register (ZONE

This instruction assigns zones to specified bytes in a register.

The format of a ZONE instruction is:

Column |1 |8 |13 18 |23 |28
Entry Step/| ZONE Register | Zone |Byte Length
label Position
Column Contents
1 Step/label — is the number or symbolic label
assigned to this instruction.
8 ZONE — identifies the operation to be per-
formed (zone bytes in a register}.

13 Register — identifies the register address con-
taining data to be zoned.

18 Zone — specifies immediate data indicating
the zone to be forced (0-9, A-Fj.

23 Byte position — indicates the position of the
bytes from the leftmost position of the regis-
ter.

28 Length — indicates the number of bytes to
be zoned.

Upon execution of this instruction, the bytes in the register
specified in colurmn 13, starting at the entry in column 23,
and going to the right for the number of bytes specified

in column 28, receive zones as specified by column 18.
Only the register being zoned is changed.

Assume that register Z contains the following:

G4bbbbhbbl & 4 4 4 F F F
000000000 0 0 0 0 3 2 1
6

123456789 10 11 12 13 14 15 1

Sample ZONE instruction 1-

STEP/
LABE!L

1.2 3[4 5 6 7{8 9101112113 14 15 16 17|18 19 20{27 22/23 24 25|26 27 |28 29 30 31|3

o F ! n
i 1

Resulting register Z contents:

FFFFFFFFF F F F F F F F
000000000 0 0 0 0 3 2 1
6

123456 789 10 11 12 13 14 15 1

Sample ZONE instruction 2:

STEP/
LABEL

1 2 3[a 5 6 7|8 a1091)12]13 14 15 16 17[18 19 20[21 22{23 24 25126 27 (28 29 30 a1[32]
L : . 7
] b )
. It
e b b ]
H [ d

Resulting register Z contents:

FFFFFFFFF F F F F F F D
000000000 0 0 0 0 3 2 1

123456789 10 11 12 13 14 15 16
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Miscellaneous Instructions

The following instructions have important uses in the ACL 1
program, as shown below.

Set Indicators On (SON) 8
This instruction selects and turns on certain indicators. The

format of a SON instruction is: 13
Column |1 |8 113 118 23

Entry |Step/Label [SON [NNN |[NNN |NNN

where NNN = an indicator {1-255) or blank for no indicator. 18

Upon execution of this instruction, the selected indicators
are turned on. No registers or buffers are changed. Note
that indicator 161 turns on the flashing display screen
while indicator 162 gives a short audible keyboard buzz.

The ACL instruction, SON 161, turns on indicator 161 and
turns off indicator 192 (RESET key indicator). The
instruction, SON 161 132, turns on both indicators 161
and 192. The instruction, SON 192 161, turns on only
indicator 161. {After turning on indicator 192, indicator
161 turns on, which then turns off indicator 192.)

Set Indicators Off (SOFF)

This instruction turns off selected indicators. The instruc-
tion has the same format as the SON instruction. Upon
execution of this instruction, however, the selected in-
dicators are turned off. All indicators, except for the three
switches (AUTO REC ADV, PGM NUM SHIFT, and
AUTO DUP/SKIP), can be turned off with this instruction.
Note that indicator 161 can be set off with this instruction
to turn off the display error line {flashing screen). This in-
dicator can be reset by pressing the RESET key. Avoid
turning certain system indicators off or on (Appendix A).
The keyboard indicator (197) can only be tested. This in-
dicator does not lock or unlock the keyboard.

Checkpoint Statement (CKPT)

The CKPT statement, which interrupts an ACL program and
provides a reentry point, has the following format:

Column | 1 18 |13 118
Entry Step/Label | CKPT Data set | Register
Number
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Column

Contents

Step/label — is the number or symbolic label
assigned to this instruction. The CKPT can-
not be at step number 255, 511, or 767.

CKPT — identifies the operation to be
performed.

Data set number — is the number of the data
set (with a .DATASET statement) that con-
tains the executing ACL program as it

exists at the interrupted point, or checkpoint.
This data set must meet the requirements

of an object data set.

Register — is the register that contains in-
formation about the checkpoint data set.
The register must contain the following
information:

Register
Position Contents

1-8 Data set name

9 Drive number (1 or 2)

10-12 Data set access method (SW or
SWE)

13 Restart point (C or E)

15-16 Checkpoint ID no. (any EBCDIC
character)

Data set name — is the name of the data set
to be used to store the checkpoint records.
This is a required field.

Drive number — is the number of the disk
drive containing the checkpoint data set.
This entry must be 1 or 2. This is a required
field.

Data set type — must be SW or SWE.

Restart point — a C indicates the program is
to continue from the next sequential state-
ment after completion of the request. Note
that for the SWE access method, the current
checkpoint record does not overlay the pre-
vious checkpoint records. An E or any other
character other than a C indicates that the
program is to be terminated and a system
close be attempted after the checkpoint

(see Program Restart in Chapter 4).

Checkpoint 1D — a two-character field used to
identify the checkpoint. These two characters
overlay the last two characters of the program
name on the display screen, and can be used
to identify the current checkpoint.



The CKPT statement saves the status of the machine at the
execution time of the statement. This allows a restart from
this point in the program.

The checkpoint data set must not be open when the CKPT
instruction is executed. If itis open, a 9X1 error is posted.
The CKPT instruction opens the checkpoint data set, and
closes it after the checkpoint is completed (see Program
Restart in Chapter 4).

Insert Character in Buffer (ICBF)

This instruction generates a character of code (hexadecimal
or keyboard character) and inserts that character in a speci-
fic position in a buffer or register. This can be used for edit-
ing a print line (inserting slashes in a date, for example) with
characters not otherwise available. The format of an ICBF
instruction is:

Column |1 I8 113 [18 |23
Entry Step/Label | ICBF Buffer/ |Position |Character
Register
Column Contents
8 /CBF — identifies the operation to be per-
formed.
13 Buffer/register — identifies the number of the
buffer/register that is to receive the character.
18 Position — indicates the position within the
buffer at which the character should be
entered.
23 Character — identifies the character of im-
mediate data that is inserted in the buffer/
register.

Generate Self-Check Number (GSCK)

This instruction creates a self-check number when, for ex-
ample, a master file of customer numbers is created. This
eliminates calculation of a self-check numkter, The format
of a GSCK instruction is:

Column | 1 18 113 118 |23
Entry | Step/Label [GSCK | Register | [
Column Contents
8 GSCK — identifies the operation to be per-
formed.
13 Register — identifies the register (A-Z) con-

taining the data which is used to compute

the self-check number. The seif-check num-
ber is computed from this data as specified

by the .SELF-CHECK control statement. The
SELF-CHECK control statement also spec-
ifies the placement of the self-check number
in the register.

No Operation (NOP)

The NOP instruction reserves a program step/label for later
use. The instruction causes no operation and does not
change any indicators or registers. The instruction is initiated
by entering NOP in column 8 on the coding sheet.
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Execute Program Chain (EXEC) When the ORG is executed, the instruction following the
ORG is assigned the step number specified in columns 13-

This instruction closes all data sets and waits for all 15. If these columns are blank, step number 000 is assigned.
printer operations to complete {system close), then chains In the object data set, space created by the ORG function
directly from the end of one job to translation or is filled with hexadecimal FF. The space is considered
execution of the next program. The format of the EXEC unused. Because the ORG is used, then deleted by the
instruction is: label processor, it is ignored by the translator. ORG may
not be used if the label processor step is bypassed (the
Column | 1 Is 113 translator will post an invalid instruction error). The ORG
Entry | Step/Label [EXEC rA or E function is useful in moving the object code in storage, or

in program overlays. Note that the step number entry must
Column Contents be right-justified.
1 Step/label — is the number or symbolic label Read a Card (CRDR)

assigned to this instruction.

The CRDR instruction reads and transfers data from cards
in the IBM 5496 Data Recorder or the IBM 129 Card Data
Recorder. The transferred data can be loaded into a speci-
fied buffer, and then formatted. The CRDR instruction is:

EXEC — is the name of this instruction.

13 Type of execution to be performed. An entry
of A indicates that the next program shouid
be translated. An entry of E indicates that
the next program should be executed. Column | 1 |8 |13 118 | 28

Entry | Step/Label | CRDR [Buffer | Format | Operation

If an A is entered in column 13, this instruction can be pre-
ceded by a MOVE instruction, which moves the input
(source) data set name (as it appears on the data set label)
and the output (object) data set name into buffer 2. (See 1
Chapter 4 for information about the Translator feature.)
This information can also be read from a data set stored in
buffer 2. The EXEC instruction then reads this data from
the display screen and initiates translation.

Column Contents
Step/label — is the number or symbolic label
assigned to this instruction.

8 CRDR — identifies the operation to be per-
formed (read a card).

13 Buffer — identifies the buffer into which
If an E is entered in column 13, this instruction can be pre- the data read from the card is to be loaded.
ceded by a MOVE instruction, which moves the output (ob- This is a required entry.
ject) data set name and the program name into buffer 2. 18 Format — identifies the number of the

This information could also be read from a data set stored format which is to control formatting
in buffer 2. The EXEC instruction reads this data from the of the data after it is loaded into the
display screen and initiates execution of the program. This buffer. A blank defaults to data-

option can also be used 10 execute label processing. directed formatting.

28 Operation — identifies the sequence of the
Assigning a Step Number (ORG) operation. Valid entries are:
You can assign any valid step number to the next sequential e S — specifies that the read be started, but
instruction by using the ORG function. The format of this no data be transferred to the work
function is: station.
Column | 1 18 ] 13-15 .
Entry ORG Step Number ® X — specifies that data read by thg 5496
Assigned or 129 be transferred to the specified
buffer.

o Blank — specifies that data be read by
the 5496 or 129 and concurrently loaded
into the specified buffer.
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Upon execution of this instruction, data is read from cards
by the 129 or 5496, transferred into the specified buffer,
and then form .ed according to the format specified in
column 18. The S in column 28 allows data to be read
from the card, but not transferred until the entire read is
completed. Data is then transferred by use of the X entry
in column 28. The S parameter can be used in conjunction
with the IF CRD I1S/NOT BSY instruction to loop on this
operation unti! cards are completely read. Because the
reading is fully overlapped with the attached printer,

this eliminates the printer speed from being limited by
reading time.

Punch a Card (CRDP)

This instruction transfers data from the work station to the
IBM 129 Card Data Recorder or the IBM 5496 Data Re-
corder. The receiving machine then punches that data onto
80 or 96-column cards. The format of the CRDP instruc-
tion is:

Column | 1 |8 {13 |18 | 23
Entry Step/ CRDP Buffer Format | Buffer
Label
Column Content
1 Step/label — is the number or symbolic
label assigned to this instruction.
8 CRDP — identifies the operation to be per-
formed (punch a card).
13 Buffer — identifies the buffer from which

data is transferred to the 129 or 5496.
This is a required entry,

18 Format — identifies the number of the for-
mat which controls formatting of data into
the buffer specified in columns 13-14.

23 Buffer — identifies the buffer which can
contain additional data to be transferred
to the 129 or 5496. This data is first
loaded into the required buffer {columns
13-14), formatted according to the format
in columns 18-20, then transferred to the
129 or 5496. If columns 23-24 are blank,
the buffer specified in columns 13-14 is
first blanked, then formatted.

COMMUNICATIONS

The 3741 Model 4 Programmable Work Station has all of
the functions available through ACL (application control
language), plus the communications facility currently avail-
able on the 3741 Model 2.

Communication capabilities of the Model 2 and Model 4

are described in Chapter 10 of the /BM 3741 Data Station
Reference Manual, GA21-9183. The access method facilities
and macro instructions required to write an application
program that defines, activates, and controls the 3741
Models 2 and 4 are described in the /1BM 3740 BTAM/TCAM
Programmer’s Guide, GC21-5071.

Binary Synchronous Communication

The binary synchronous communications aclapter allows

the 3741 to function as a point-to-point terminal. The

basic BSCA function allows data transmission using EBCDIC
directly as the communication line code. Operation is
half-duplex over a private line, a common carrier leased

line, or a common carrier switched network. The mode of
transmission is synchronous, serial-by-bit, and serial-by-
character.

Operator Transmission End of
selects —_——— <4 Procedure
Reception

communication

The operator selects BSCA communications from the index
and update modes only. The following procedure estab-
lishes a data link and communication begins:

1. Load the diskette.

2. Position the diskette to the data set label or record
where communication is to start.

3. Press FUNCT SEL upper and COMM,
4, Press the appropriate mode key.
5. Press DATA on the modem.

The 3741 disconnects from the line when communication,
whether transmission or reception, is complete.
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Expanded Communications Feature

The Expanded Communications feature provides the

following additional functions for the 3741 Models 2 and 4:

® Expanded buffer {512 bytes)

® Transmit selected field

® Transmit selected records

® Receive and insert constants and blanks

® Unattended printing after completion of communication

® Unattended ACL program mode after completion of
communication (Model 4 only)

Unattended ACL program mode is explained here because
it relates directly to the 3741 Model 4.

Unattended ACL Program Mode after Communications

The information required to translate or execute an ACL
program is put in track 0, sector 3 of disk 1. When commu-
nication is complete, the information in sector 3 is shifted
one position to the left and displayed.

Operator Transmission
selects _____ i
communication Reception

ACL translation

Disk 1, with the load parameters properly recorded, must
always be mounted before establishing the mode. The
object data set, containing the Model 4 program, must be
labeled and mounted on the drive as specified by the pa-
rameters recorded in track 0, sector 3 of the disk in drive 1.

The information required for translation is:

Position Required Information

2-9 Source data set name.

10 1 or 2, depending on the disk drive the
source data set is mounted on. Defaultis 1.

12-19 Object data set name.

20 1 or 2, depending on the disk drive the ob-
ject data set is mounted on. Defaultis 1.

21 The character A.
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The information required for execution is:

Position Required Information

2-9 Object data set name.

10 1 or 2, depending on the disk drive the ob-
ject data set is mounted on. Defaultis 1.

12-15 ACL. program name.

21 The characrer E.

The operator can s&t up the unattended ACL program mode
by keying:

i. FUNCT SEL upper and COMM
2. The character E

3. The appropriate mode key

Communication Mode from an ACL Program

Operator intervention can be reduced further wheri the
Communication Link {RPQ]} feature is installed on a 3741
with the Expanded Commurications feature.

The purpose of the Communication Link (RPQ) feature is
to set up the communication mode parameters under con-
trol of an ACL program, rather than having an operator key
the setup sequence manually.

The communication mode and additional parameters are
entered inn ACL registers A and B by the program. To trans-
mit or receive blocked records or to print under format con-
trol requires that proper masks or formats be set up in ACL
buffers 8, 9, and 10,

The linkage to communications begins when the COMM
instruction is encountered in an ACL program.

Column 1 | 8 | 13 18 23
Entry Step/ COMM l
Label




The 3741 does extended validity checking of ii:put param-
eters. The commurication function takes control at the
conclusion of setup checking by transferving registers A
and B to Model 2 registers and the ACL butters 8, . and

10 to Model 2 prog-am levels 8, 9, and A. Then, communi-

cations takes place in the same maanner as with a Model 2
with the Expanded Communications feature.

COMM ACL transliation
statement in Transmission
ACL program |——pmue — — = — — —D{EJ-L—execution I

starts Reception .,

communication ‘Q‘ Printing l

The object data set must precede the received data sets
during receive mode to avoid overwriting of the object
data set.

Register A must contain the following information:

Register

Position Contents

1 The character M, if the call is placed at the
3741. Any other character defaults to auto-
answer mode. (This position is not used on
nonswitched lines.)

2 The character P, if upon compietion of
communications, the first data set received
is to be printed. The character E, if upon
completion of communications, an ACL
program is to be loaded and executed. Any
other character causes the 3741 to go to
communications complete mode {(upon the
completion of communications) requiring
RESET to return to index {X) mode.

3 The communications mode character (T, J,
P, R, B, K, or D}.

4 Format numbers 2 through 9. This position
is used only if position 2 contains a P and
buffer 10, position 1 contains X'7A’ {:).

5 If a read or a write to file 1 has been per-
forrned and the character N is coded in this
position, no multivoiume indicator {contin-
uation} check wiil be made and EBSCA will
assume that the entire file resides on disk 1.
If a read or a write has not been performed
or if a blank is coded in this position, the
multivolume indicator (continuation} check
will be made.

6-16 Not used.

Register B must contain the following information if the
terminal 1D feature is installed:

Register

Position Contents

1-15 Remote ID.

16 Remote ID length (hex) even if the length is

zero {no remote 1D being sent).
Data set 1 must have the following characteristics:
® Open and loaded on disk drive 1

® SW, SWE, or SU type file for receive (R) and inquiry (I)
modes

e KU, KR, or SR type file for transmit (T, B, P, D, J, K)
modes

Data sets 2, 3, and 4 must be closed when using the commu-
nications linkage function.

The mode selected determines whether the first record is
written to disk or transmitted.

The first record is written to disk in receive rnode as
follows:

® At the EOD address if data set 1 is an SWE type file.

® At the data set 1 disk address plus one if data set 1 is an
SU or SW type file. If no activity was generated against
the file, the first record is written at the BOE address.

When a read or write instruction is executed before the

COMM instruction, the received records must have the same

record length as the existing records in the file. The first

record is transmitted in transmit mode as follows:

o Null record {STX ETX) if data set 1 is a null data set
(BOE = EOD).

® BOE record if no activity was generated against data
set 1.

® Record at the data set 1 disk address.
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Chapter 3. Design and Implementation Considerations

CONSIDERATIONS FOR EFFICIENT KEY ENTRY
PROGRAMS

The work station coupled with ACL can be an efficient
data entry tool. However, the efficiency of the data entry
job for the key entry operator is dependent on the program-
mer. Paramount in all key entry programs is adequate error
correction facilities for the operator. A discussion and cod-
ed examples of error correction routines are provided later
in this chapter. Additional guidelines for writing efficient
key entry programs are as follows.

Alpha/Numeric Fields

Because it is easier to manually shift the keyboard for
numeric characters than for alpha characters, mixed atpha/
numeric fields should be defined as A in position 23 of the
.FIELD; unless there is only a very occasional alpha charac-
ter in a field, then U in position 23 should be used.

Error Correction

Operators detect approximately 80 percent of their keying
errors, so immediate operator correction of previously
entered fields should be constantly provided using the T
in column 36 of the .FIELD statement (special keyboard
close).

Prompting Messages

Prompting messages issuzd to the operator should be spelled
exactly like the captions on the source document. Prompt-
ing messages should also appear in the same sequence as
listed on the source document to facilitate the ease of key-
ing. ACL allows you to reformat the fields to meet the
requirements of the output record format. After fields are
entered, they should be displayed on lines 2, 3, and 4 of the
display screen, and shouid be separated by spaces rather
than displayed in packed diskette output record format,
which is difficult to read.

Restart

Because operators are frequently interrupted during their
work, the ACL program should indicate to the operator the
point at which processing was stopped. You should con-
sider using the checkpoint/restart capabilities of ACL. The
CKPT instruction is discussed in Chapter 2, and the pro-
gram restart procedure is discussed in Chapter 4. Qutput
data sets are automatically positioned at the interrupted
point upon restart. See .DATASET in Chapter 2, and note
the SW and SWE access methods.

Guidance Techniques

In many applications the operator keys directly from a
source document; that is, the operator performs a data
transcription function. The operator’s eyes are on the doc-
umentation and not following the display screen. The ACL
provides two tools to guide the operator in this environment.

The first of these tools is the display screen flash. The flash-
ing screen is turned on by setting on indicator 161 in the
ACL program. This feature is normally used when the ACL
program determines an error condition {for example, keyed
data is outside a range check). Besides flashing the screen,
this indicator locks out the keyboard and provides an audi-
tory signal {no key click), so the operator can recognize the
error even if the operator does not look at the screen.

The second tool is the buzzer. Keying throughput can be
increased by setting on indicator 162 (buzzer) to give a

ready buzz when the operator must wait for the machine
(for example, searching a file to validate an account number).
On the other hand, if the operator should be looking at the
screen for visual verification, then the ready buzz should

not be used (for example, searching a file on customer num-
ber for the customer name and address and wanting the
operator to visually verify that the address is correct).

Keying Pattern

The keying pattern of the job should be thoroughly studied.
If there is a fixed-length field in a logical series of variable
length fields, an exit key such as RIGHT ADJ should be re-
quired (position 29 in .FIELD control statement) for all of
the fields so the operator does not have to learn the excep-
tional field.



Variable-length fields which are seldom filled should require
an exit key so the operator does not have to be concerned
if the field is full and erroneously exit the next fieid.

Do not control branching in the ACL program with extra
keystrokes by calling for extraneous yes- and no-type mes-
sages rather than controlling branch key blank field on the
(SKIP, RIGHT ADJ) exit keys.

The keying pattern for the job should have a logical flow.
The capability of the work station to allow fields to be
entered in a sequence convenient for the operator and out-
put on the diskette or printer in a different arrangement

to meet other data processing requirements should be
utilized.

Function Keys

The work station installation may be operated in both data
station mode (Models 1 and 2) and ACL program mode
(Models 3 and 4). Thus, the ACL programs should simulate
the data station function keys (for example, REC ADV).
This also provides consistency among the various ACL pro-
grams to be run by the same operator.

Key Recommended Function

FIELD BKSP
REC BKSP

Go back to the previously entered field.

Go back to the beginning of the previous-
ly entered group of fields. The beginning
depends on the format of the source docu-
ment and not necessarily on the record
written to the diskette (the beginning of

a line on the source document).

FIELD ADV Go to the next field to be entered. In
some applications, you may want to in-
hibit FIELD ADYV if data was not previous-

ly entered for the field.

REC ADV Go to the next group of fields to be enter-
ed or reviewed. The group of fields depends
on the source document. Some applica-
tions may require that data is mandatory

in all fields. Thus, you may want to inhib-
it REC ADV if this data was not previously

entered.
Displaying Data

Displaying data on the display screen should be thoroughly
planned so it is most convenient and readable for the opera-
tor. For example, data is often recorded on the disk in a
compact form, but the capability of the work station to dis-
play this data with separations between fields for easier read-
ing should be utilized.

STORAGE ALLOCATION AND REQUIREMENTS

The standard work station has 4096 positions of pro-
grammable storage. This storage is used to accommodate
the ACL programs during execution. Figure 24 shows how
a typical ACL program appears in storage. Note that the
first 1024 positions of storage contain 26 general purpose
registers (A-Z}, an indicator table, and work station
control programming. This area of storage cannot be
altered by the ACL programmer, except for the contents
of the registers and the status of certain indicators.

The remaining 3072 positions of storage are divided into
128-position buffers (1-24). Buffers 1 and 2 are permanent-
ly assigned to the display screen. Any data written to buffer
1 or 2 is immediately displayed (first 120 bytes) on the
screen.

The remaining 22 buffers are used to store:

® Data set and printer input/output buffers.
® Tables.

® Operator prompting messages.

® Program instructions.

® Disk indexes (key indexed access method).
® Data formats.

Buffers 3-24 are assigned by the ACL control statements,
except for the data formats, which are always loaded begin-
ning in buffer 24. Disk indexes used by the key indexed
access method can be loaded autornatically or assigned in
the .DATASET control statement. |If the automatic option
is selected, the system locates an unused area in storage to
build the index.

As you code an ACL program, buffer assignments start with
buffer 3. The first buffers assigned are usually the input/
output buffers for the data sets to be accessed and for the
printer, if required. Tables and messages c¢an be defined by
using the .BUFFER control statement. You control the
point where program instructions are loaded by identifying
the starting buffer number. This must be an odd-numbered
buffer and must follow buffers assigned for data sets, the
printer, prompting messages, tables, and constants.

The 8K storage feature provides 32 additional buffers, for
a total of b6.
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Translator Storage Assignments

The following rules are used by the translator for placing
instructions in storage. They can aid you in coding or
patching a source program. (For the rules governing the
label processor, see Chapter 4.)
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Instructions preceded by step numbers are placed in
storage at the position corresponding to the step num-
ber. (The actual physical location of the instruction
depends on the starting buffer number of the program,
as specified in columns 18-19 of the NAME controi
statement.) If the indicated storage position already
contains an instruction, a translator error is posted.

Instructions not preceded by a step number {columns
1-3 blank) are piaced at the next available storage |o-
cation. If the first instruction in the program has no
step number, it is placed at the location for step num-
ber 000. Note that instructions do not have to be
coded in the source program in the exact order they
appear in the object program, unless columns 1-3 are
blank.

When the translator has assigned all instructions to
storage locations, it checks to see that any unused
storage locations are preceded by a GOTO instruc-
tion. If any other instruction is followed by an un-
used storage location, a translator error is indicated.
Note that comment records should be coded to identi-
fy buffer and indicator usage within the program.

Storage Requirements

To determine the storage requirements for your ACL pro-
grams, use the ACL storage estimator form shown in Figure

25.
Registers Indicators
A 1
255
. Work Station
4 Control Programming
1024|Buffer —1 Display (lines 1, 5, 6)
-2 Display (lines 2, 3, 4)
-3 Printer
-4 Printer
-5 Data set (1)
-6 Data set (2)
—7 Tables
—8 Tables
2048|Buffer —9 Prompting messages
-10 Prompting messages
-1 Instructions
—12 Instructions
—13 Instructions
—-14 Instructions
-~15 Instructions
-16 Instructions
3072|Buffer —17 Disk indexes
-18 Disk indexes
-19 Disk indexes
-20
=21
—22 Data formats
—-23 Data formats
—24 Data formats

4096

Read-Write Storage

Figure 24. Typical ACL Program Structure (4K)

} Fixed

Variable
(under pro-
grammer
control)




1 Registers, indicators, and work station
control storage (FIXED)

2 Display screen buffers (FIXED)
3 Operator prompting message
Number of messages { ) x4={( )

Total number of characters

in messages +( )
TOTAL

4 Data sets
Number of data sets ( ) x 128

5 Printer buffers

128 print positions ( ) x 128
132 print positions { ) x 266%*

TOTAL
6 Tables™

Number of entries per

table { )
Entry length x { )
Plus 1 { )
TOTAL { )

(1024)

( 256)

7 Instructions”

Number of instructions { ) x4 ( )
8 Data formats™

Number of formats plus 1 { }

Total number of fields in
formats +{ )

TOTAL { ) x4 { )

9 Index tables (key indexed access method)
per index

Tracks in dataset  ( ) +2( )

Tracks per entry ( )
Entry length x { )
TOTAL ( ) { )

TOTAL STORAGE REQUIREMENT { )

Because these parts of your program start in a buffer,
that entire buffer may be allocated for only that part,
unless you specify another use for the remaining buf-
fer area.

* *

Only positions 1-4 are actually used in the next
sequential buffer.

Figure 25 (Part 1 of 2). ACL Storage Estimator Form

Figure 25 (Part 2 of 2). ACL Storage Estimator Form
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EFFICIENT USE OF WORK STATION STORAGE

The following sections provide a number of programming
techniques which allow you to conserve and fully utilize
storage space in the work station.

Using Operator Messages

A key area in conserving storage is the definition and use of
operator prompting messages to be displayed. If overused,
these messages can not only slow down the operator but
significantly increase your program storage requirements.

The following are general rules for writing the ACL program:

® Specify M in column 28 of your .FIELD control state-
ments, when applicable.

® Do not use the .BUFFER contro! statement to define
captions displayed on lines 2, 3, and 4 of the screen.

® Reuse prompting messages defined by your .FIELD con-
trol statements, when applicable.

® Utilize abbreviations in your operator prompting
messages.

In many cases, it can be advantageous to retain keyed data
by moving it to lines 2, 3, and 4 of the display screen. You
may also want to display a caption with the data. By speci-
fying M in column 28 of your .FIELD control statements,
the prompting message and related data is moved to the
specific position on lines 2, 3, and 4, after the data is keyed.
You also specify the starting display position in columns
33-35 of the .FIELD control statement. Do not use the
.BUFFER control statement to define additional captions
to be displayed on lines 2, 3, and 4. Each .BUFFER control
statement uses 128 positions of additional storage.

It is possible to use the same messages as defined in .FIELD
statements for print, diskette write, or other display opera-
tions. Each prompting message defined by a .FIELD state-
ment is stored contiguously (followed by a 4-position con-
trol block) in the buffer specified in the .FIELD control
statement. If the prompting message overflows to the over-
flow buffer, an additional three bytes are used at the end
of the primary buffer.

Total buffer space can be utilized by combining .FIELD
prompting messages, initialized .BUFFER data, and table
data in the same buffer. .FIELD information, however,
must start in the first position of the buffer. For example,
a buffer can be initialized (with a .BUFFER statement) or
table data can be loaded to fill the remaining positions of a
buffer containing a .FIELD prompting message. (See Col-
umns 13- 14 Buffer (R) and Columns 18-19 Overflow Buffer
(O) under .FIELD in Chapter 2.)

You can load prompting messages into general registers
(A-Z) by issuing a REFM instruction to the buffer contain-
ing the messages. Once in the registers, the message can be
used in any one of the operations mentioned.

Because the operator needs only enough information to
understand what action must be taken, you can minimize
storage requirements by using abbreviations in your operator
prompting messages. This may, however, depend on the
individual operator and the complexity of the abbreviation,
although the operator will probably rely less on the prompt-
ing messages as experience is gained.

Using Tables

ACL allows you to search, read, and write tables in storage.
You may occasionally find that too much storage area is
required to maintain an entire table. it is possible, however,
to segment a long table into subtables, and store the seg-
ments in a diskette data set. The subtables can be retrieved
by using the key indexed or relative record number access
methods. The key indexed method assumes an ascending
sequenced table. The relative record number method
assumes a table with no sequence. For both methods, let us
assume that table entries are 10 positions in length, and that
10 entries are stored in each 128-byte sector, with a2 hexa-
decimal FF in position 121. The hexadecimal FF indicates
the end of a table to the work station. Both access methods
search for an equal entry, as specified in the TBF X instruction.

In Figure 26, the key indexed access method starts with a
read or search of the table file based upon the search argu-
ment contained in register B. Note that the key is specified
in the .DATASET statement as starting in position 111 with
a length of 10 positions. The search of the file is terminated
when an equal key or a higher key is found. The subtable
segment that should contain an equal entry is in buffer 3,
the input buffer for the table file. A table search is then
initiated by the TBFX instruction. !f no equal entry is
found, register A will be zero. Register A is then tested with
an IF instruction, causing a branch to an error routine called
ERR1.
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Figure 26. Key Indexed Method Searching a Table of Ascending Sequence

The relative record number access method (Figure 27),
starts by initializing the relative record number in the table
to 1. A read of the first record in the table file is done,
followed by a table search of those table entries contained
in the input buffer. If no match is found, the program
branches back to the read operation and the next record in
the table is read. When the end of the table file is reached
and no matching entry has been found, the ACL program
branches to an error routine called ERR 1.

Note that the end-of-file routine is specified in columns 53-
56 of the .DATASET statement. If the table is in ascending
sequence, the reading of subtables can be terminated when
a high entry is found by using the TBFN instruction and
testing indicator 163 (table high, no equal entry found).
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Figure 27. Relative Record Number Method Searching a Sequential Table

Using the Key Indexed Access Method

The key indexed access method minimizes the time required
to search data sets arranged in ascending sequence by using
the index, which can be built in storage automatically. The
storage required for the index may exceed available storage
space, depending on the size of the data set. You can vary
the size of the index to be built with two entries in the
.DATASET control statement. in columns 63-64 of the
statement, you can specify an index length smaller than the
key length specified in columns 73-74 of the .DATASET
statement. This reduces the size of the total index because
the index contains the high-order positions of the key. The
significance of the key should not be lost. In columns 68-
69 of the DATASET control statement, the number of
tracks represented by each index entry may be specified.
The more tracks represented by an index entry, the less
storage required for the total index. Note, however, that
access time increases in proportion to the increase in tracks
represented. Thus, the size of the index should be deter-
mined by both the storage required and the access time
desired.

Providing Operator Error Correction

Operator error correction techniques may be provided in
the ACL program, although the storage space required must
be a consideration. The special keyboard close (column 36
of the .FIELD control statement) and a register in place of
the actual buffer and message number (columns 13 and 18
of the ENTR instruction} may be specified to minimize the
number of instructions required to provide operator error
correction technigues. Figures 28 and 29 show the use of
these options. Note that 14 instructions are needed in
Figure 28 to provide for zsntered data and operator error
correction. Figure 29 shows another method of providing
operator error correction requiring 24 instructions.

70

LABEL COMMENTS
[I 2 3|4 5 »(i 718 9 10 ¥1 (1213 14 15 16 17|18 19 20|21 d?fi 24 25]2’6 27128 29 30 31{32|33 34 35 36 37 38 39 40 41 47 43 44 35 46 47 4B 49 50 51 62 53 54 55 56 57 58 59 60 61 62 6/ /IG 77 78 79 80
| T T !
N I * L TIALITZE LATITIVIE] R .
L L READ L P b L READ] FRROM TARLE] FITILE
- TIBF X! 13 4 A L@ || SEARCH SluBi-TARLEL L1 1
CILEL AL L sl L@ RIOL HIF NO| |EIQUAIL| Fox.qNH EAD
! LLLE] LLL EEEEREEE N J

Programming for operator error correction can be enhanced
by use of .FIELD overflow buffers. For example, a corres-
ponding ENTR instruction is:

STEP/
LABEL
delelRl 1| erlel 2l [T TIal 1 1]

Where register A contains the current message number, and

7 is the number of the buffer containing the start of .FIELD
messages. |f the overflow buffer is specified in the .FIELD
control statement {columns 18-19), the buffer number does
not have to be incremented or range-checked. When cross-
ing buffer boundaries, the first complete message in the next
buffer has a message number one greater than the last message
in the preceding buffer.



Remember that each instruction, regardless of type, occupies
four positions of storage.
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Figure 28. Technigque for Providing Operator Error Correction
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OPERATOR DOCUMENTATION, TRAINING, AND
TESTING

Since operating procedures for the work station depend on
the programming for each application, documentation and
training for the operator for each job must be provided.
Clear and complete documentation is essential for the
following reasons:

e Work stations and operators may be at remote locations

where assistance from a programmer is not readily available.

® The incidence of new operator training exists due to nor-
mal operator turnover.

Operator Documentation

To aid the operator in running your job, a job run sheet and

step-by-step instructions should be provided. The job run

sheet should include:

® Job name and number.

® Name, location, and telephone number of the programmer.

® Printer setup instructions (if used) specifying form num-
ber and description, print head vertical alignment, spac-
ing desired, and number of parts per form.

o Diskette data set label specifications (if scratch diskettes
are used). Note that data set labels should be preestab-
lished for the operator and controiled by the program.

® Instructions for starting the program, inciuding diskettes
and respective disk drives, and the keying sequence for
starting a job. Note that there are three basic techniques
to start a job depending on (1) if the program identifica-
tion is written on sector 8 of the index track, {2) if the
program identification is written on a reserved sector of
the index track, or {3} if the program identification is
keyed by the operator.

® Instructions for ending the job.

® |Instructions for aborting or continuing the job in the
event of a system error.

® A summary of special keys and functions, such as FIELD
BKSP, REC BKSP, REC ADV, FIELD ADV, DUP, and
SEL PGM, when used to add or delete records, or for
special branching.

A sample job run sheet is shown in Figure 30.

Step-by-step instructions should be provided to supplement
prompting messages to the operator. Although the program
contains prompting messages, these messages only teil the
operator the location in the job flow, Particularly for the
new operator, these prompting messages require the addi-
tional interpretation provided by step-by-step instructions.
Note that these instructions should include a review of the
work station error list and any necessary special instructions
for some of the errors.
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IBM 3741 Models 3 and 4 Job Run Sheet

Items with a box[__Jare optional and can be ignored unless checked[><].

Job Name Job Number

Programmer Location Telephone
Printer Setup
Form Number/Description
Single Double Space 1 2 3 4 5 6 Part Form

Printer Alignment

Starting Program
Drive 1 Diskette

[ Drive 2 Diskette

Program Identification T T T IT T I TL T 1T I1L]
Program Identification:[ :]will be displayed when drive 1 is ready.
[ Jis written on the diskette. Press REC BKSP

times until it is displayed.

[ must be keyed. Press FUNCT SEL lower and DELETE REC to clear the display,

then key the program identification.
After the program identification is displayed, press FUNCT SEL upper then E.

Ending the Job

Aborting the Job

To continue after aborting

Summary of Special Keys and Functions

Figure 30. Sample Job Run Sheet
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Operator Training

The most efficient method of operator training is for the
programmer to demonstrate the program using the job run
sheet and step-by-step instructions for reference. During
this demonstration, the operator should execute each step
while the programmer explains the meaning of prompting
messages and special keys and switches. The demonstration
should include operator correction of errors and unbalanced

hash totals. New operators must be shown how to key minus

{or credit) right-adjust fields. Note that the dash key inserts
the minus sign (D zone) in the units position of numeric

fields, then performs the right-adjust function. Once trained,

operators can instruct new operators in the use of the job
run sheet, step-by-step instructions, and work station
functions.

Application Debugging

When debugging the program, use an operator who typically
uses the program. This tests both the program and support-
ing documentation. The debugging also allows the operator
to identify difficult keying sequences and make suggestions
for increased efficiency.

Additional Documentation

The programmer should also provide the operator with:

® A listing of the source program.

® The files and data set labels for each diskette.

Although this documentation is not always needed by the

operator, it could be useful to the IBM service personnel
if a difficulty arises.

DATA SET ACCESS METHODS

The following section is provided to aid in selecting the
access method most suited to your particular application.
The format of the diskette for the work station is the same
as for the data station. The disk unit reads and writes on
only one side of the diskette. The diskette is divided into
an index or label track and 73 data tracks. Each track is
divided into 26 sectors. Each sector can contain up to 128
positions of data. All ACL read and write operations access

one sector at a time using one of the following access methods.

® Sequential
® Random by relative record number
® Key indexed

The index or label track, track 0, can contain up to 19
different data set labels. These data set labels are used to
define the data sets contained on the diskette. Data set
labels are created and modified using the data station func-
tions or by an ACL program using the label update access
method. For detailed information concerning the format
of the label or index layout, and the data set labels, see the
IBM 3741 Data Station Reference Manual, GA21-9183.
Data set access methods available within ACL are discussed
in the following section.

Sequential Access Method

The sequential access method reads or writes sequentially
based upon the physical disk address, one record or sector
at a time. This same method is used by the 3741 Models 1
and 2 Data Station. The sequential method:

® Writes records into a new data set.

o Writes records at the end of an existing data set.

e Reads records from an existing data set.

e Reads and updates records in an existing data set.

® Reads and updates records in an existing data set and
writes new records at the end of an existing data set.
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To use the sequential method, specify an S in column 58 of
the .DATASET control statement and the appropriate op-
eration in column 59 (R for read, W for write, or U for up-
date). In addition, to extend or write additional records in
an existing data set, enter SWE in columns 58-60 of the
.DATASET statement (Figure 31). To perform the actual
read and write operations, the following instructions are
used:

Instruction Function

READ Read a data record

WRT Write a data record

WRTS Delete a data record

WRTE Add & data record at the end of a data set

READ and WRT Update a data record

You can code two operands with the READ instructions.
The first operand in column 13 defines the file number to
be accessed, and the second operand in coilumn 18 defines
the format number to be used with the operation (Figure
32). During the read and write operations, data is moved

to or from the input or output buffer assigned to that data
set in column 38 of the .DATASET control statement. Dur-
ing a read operation, the data from the sector read is trans-
ferred to the assigned buffer; and, if a format number is
specified, the appropriate data is also transferred to the
general purpose registers used in the .FORMAT statement
specified.

The WRT instruction has three operands. The first oper-
and in column 13 defines the file or data set number to be
accessed; the second, in column 18, identifies the .FOR-
MAT statement to be used with the operation; and the third,
in column 23, defines the buffer number from which data

is transferred in order to be written on the diskette.

The WRTE instruction can contain the same operands but
always writes the record at the end of data in the data set
or at the current end of data address.

The WRTS instruction can be used to write a record and
insert the special address mark used for deletion of a sector
or record. |f a format or buffer is specified in the WRTS
instruction, the sector is updated to reflect values contained
in the registers or the buffer. If no format or buffer is
specified, a D is placed in position 1 of the record and re-
maining positions 2-128 are blanked.

To perform an update on an existing record within a data
set, first specify the update operation by codinga U in
column 59 of the .DATASET control statement.

A read to the record to be updated must be issued followed
by a write to the same data set in order to update selected
fields or the entire record (Figure 33).
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Contained within the .DATASET control statement are
two programmable exits which can be used to exercise pro-
gram control when the specific conditions occur during
processing of a data set:

® Deleted Record — columns 48-51
® End of File — columns 563-56

These exits are discussed under .DATASET in Chapter 2.

Relative Record Number Access Method

The relative record number access method reads and updates
records within a data set based upon the relative record num-
ber of the record from the start of the data set. With the
READ instruction, you identify the specific relative record
number desired. The system then searches to that location

’36 7 wau i ;mv 1617 18 19 7

i

lengtr

f

11l

I

/
I i

i
I
i

My

‘:Zx

Ib 0728 29 30 31 32 33 34 3 30 7533(;4011 47414&454 47 48 49 50 51 52 53 &

il

111

Deried

|H»-

and reads that record or sector. The relative record number

access method:
® Reads records from an existing data set.
® Reads and updates records in an existing data set.

To use the relative record number access method, specify

S in column 58 and R or U in column 59 of the .DATASET
control statement. These specifications are the same as for
the sequential access method. The difference between the
two methods is in the coding of the READ operation. A
third operand is required for the relative record method.
The general purpose register (A-Z) that contains the relative
record number to be read (Figure 34) must be identified in
column 23. When the READ instruction is executed, the
work station control programming calculates the physical
disk address of the relative record specified. A direct seek
is then issued to that record, the record is read and trans-
ferred to the input/output buffer assigned, and the data is
transferred to the appropriate registers if a .FORMAT num-
ber has been assigned.
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Figure 33. Coding Required for Sequential Update Access Method
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To read and update a record with relative record number
accessing, the record is first read into the 1/O buffer. The
program then modifies either the 1/O buffer or the content
of the register used for formatting the 1/0 buffer. A write
command then places the updated 1/0 buffer back on the
disk. Although the relative record is not referenced by the
write command, the updating is done to the last record
read. The content of the register containing the record
number is incremented after the read operation. The fol-
lowing example illustrates this procedure.

<-.m 17 1819 20 21 22 25 24 25 26 277829303\3233343 36 37 38 39

The relative record number and sequential access methods
are combined so that hoth methods can be used to access
the same data set. After the read operation is completed,
when a register has been specified in column 23, the value
in the register is incremented by the work station control
program to reflect the next sequential record to be read.

Note that register E is b after the read is completed, al-
though the update is to the fourth record.
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Deleted records should not be allowed in a data set accessed
with the relative record number access method. If deleted rec-
ords are found in & data set being accessed with this method,
they are bypassed until the first valid record is found and
processed. In additicn, the vaiue in the register specified

is incremented to reflect the deleted records bypassed.

In Figure 35, a read is issued to relative record number 50.
Record numbers 50 and 51 are deleted. Record 52 is a
valid record. At the completion of the read operation,
record 52 has been processed and the register has been
incremented to 53.

To process the deleted records rather than let the work
station control programming bypass them, an exit must be
defined in columns 48-51 of the .DATASET control state-
ment and instructions must be provided in the ACL pro-
gram to handle the processing of the deleted records. Note
that formatting is not performed if the deleted record exit
is taken.

Key Indexed Access Method

The key indexed access method searches an existing data
set randomly using a search argument up to 16 positions
iong. The search argument can be a control field or a data
element within each record of a data set. The key indexed
access method requires that the records in the data set be
arranged in ascending sequence, according to the search
argument or control field. When using the key indexed
access method, the work station control program auto-
matically builds an index table in storage for the data set
to be accessed. When a search argument is specified by

the ACL program, a search is first made in the index table.
The index table points to the appropriate track or tracks in
the data set where the record should be found. If the
matching record is not present, a record-not-found condition
is posted by setting indicator 225, 226, 227, or 228 {for
data set 1, 2, 3, or 4, respectively) for appropriate action
by the ACL program.

The key indexed access method provides the ability to:
® Randomly read records from an existing data set.

® Randomly read records and update in an existing
data set.

To use the key indexed method, specify K in column 58
and R or U in column 59 of the .DATASET control state-
ment. In addition, the characteristics of the index to be
built by the work station control program and the size and
position of the key within the records of the data set must
be defined. In columns 63-64 specify the size of each
index entry and in column 68-69 the number of tracks
each index entry represents. Columns 73-74 are used to
define the length of the key field within the data records,
and columns 78-80 define the beginning position within
the data record where the key is located. At the time the
data set is opened during ACL program execution, the
index table is built by scanning the data set and extracting
the appropriate keys based upon the above parameters.
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To perform the search and read operation using the key
indexed method, defjne a third operand in column 23 of
the READ operation. Column 23 must contain the name
of a general purpose register (A-Z) which contains the
search argument.

The contents of the register are compared to the index to
locate the appropriate track or tracks. A scan is then per-
formed on the appropriate track or tracks to locate the
matching record. If the record is found, the data is trans-
ferred to the input/output buffer assigned; and, if a .FOR-
MAT number is specified, the data is moved to the assigned
registers.

When the index is built by the work station control pro-
gram, the program automatically locates vacant storage
(between the last instruction and the data formats) for the
index table. If there is not enough storage available to build
the entire index, the work station control program builds a
partial index and issues a halt message to the operator indi-
cating that there is not enough space. The operator can re-
set the halt message and continue at a degraded perform-
ance level. The work station control program checks the
sequence of index entries. If the index is found to be out
of sequence, a halt is issued to the operator indicating that
the data set is out of sequence, and the job is terminated.

The following parameters in the .DATASET control state-
ment define where the index is to be loaded in storage:

Columns Function

83-84 The buffer number where the index table is
to start.

88-90 Start address within the start buffer where
the index table is to start.

93-94 The buffer number where the index table
is to end.

98-100 Position (plus one) in the end buffer where

the index is to end.

These parameters build and load the index into specific
buffers automatically. Once in the buffer, the index can
be written onto a data set. The automatic index build is
bypassed if N is entered in column 60 of the DATASET
control statement.

If the data set has no changes or very few changes, the
index can be built, stored on a diskette data set, and, load-
ed at program execution. This can be done by defining the
data set containing the index entries, reading the entries in-
to storage, and moving the entries to buffers defined in
columns 83-84, 88-90, 93-94, and 98-100. This approach
to loading the index table may take less time than building
the index every time the data set is opened.

Index or Label Access Method

Data set labels for a given diskette are always located in
sector 8 through 26 of the index track, track 00. The for-
mat and content of each label are shown in Figure 36. Fig-
ure 37 illustrates how the data set labels are displayed on
the display screen to the work station operator. Labels

can be created and maintained by the work station operator
using the standard data station functions. See the /BM
3741 Data Station Operator’s Guide, GA21-9131. An ACL
program can also be written to create and maintain the data
labels by using the index or label access method. Selection
of the method used for maintaining data set labels should
consider the qualifications of the operator. Labels 1-26
can be accessed.

To gain access to the data set labels via an ACL program,
define the index track as a data set with a .DATASET con-
trol statement. Starting in column 18, define the name as
LABEL. Be sure to specify the record length as 80 in
column 28. Specify the access method in column 58 of the
.DATASET statement as I. No entry in column 59 is re-
quired. Code an A in column 61 to suppress extent check-
ing. Access the individual labels by identifying the relative
record number of the label on track 0. The relative record
number is placed in the general purpose register (A-Z)
coded in the third operand of the READ instruction, col-
umn 23. To update or modify the label, the READ instruc-
tion must be followed by a WRT instruction to the same
file. Note that, when using this access method, you should
avoid creating a data set label with extents that overlap with
an existing data set.
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Field Name I Position l Purpose

Header 1 1-4 Label identifier; must be HDR1
5 Reserved
Data set name 6-13 Descriptive name for data set
14-22 Reserved
Record length 23-27 Logical record length
28 Reserved
Beginning of extent {(BOE) 29-33 identifies the address of the first sector of the data set. Positions 29

and 30 contain the track number, position 31 must be 0, positions
32 and 33 contain the sector number.

34 Reserved
End of extent (EOE) 35-39 Identifies the address of the last sector reserved for this data set.
40 Reserved
Bypass data set 41 The IBM 3747 Data Converter and the 3741 communication feature

require that this field contain a B or a blank. If a B is not present,

the data set is processed. The coding allows the user to store programs
and data on the same disk. In communications mode on the 3741
Models 2 and 4, a B in column 41 indicates that the data set is to be
bypassed during transmit mode and used during receive mode.

Accessibility 42 This field must contain a blank in order for processing to take place.

Write protect 43 If this field contains a P, the disk can be read only; otherwise this
field must be blank, in which case both reading and writing are
permitted.

Interchange type indicator 44 Must be blank. A blank indicates the data set can be used for data
interchange.

Multivolume indicator 45 A blank in this field indicates a data set contained on one diskette; a C

indicates a data set is continued on another diskette™; an L indicates
the last diskette on which a continued data set resides.

Volume sequence number 46-47 Volume sequence number specifies the sequence of volumes in a
multivolume data set. The sequence must be consecutive, beginning
with 01 (to a maximum of 99), if used.

Creation date 48-53 Can be used to record the date the data set was created. The format
of the creation date is YYMMDD, where YY is the year, MM is the
month, and DD is the day.

54-66 Reserved

Expiration date 67-72 Can be used to contain the date that the data set expires. The format
of the expiration date is YYMMDD, where YY is the year, MM is the
month, and DD is the day.

Verify mark 73 This field must contain a V or a blank. V indicates the data set was
verified.
74 Reserved
End of data (EOD) 75-79 Identifies the address of the next available sector.
80 Reserved

*The work station program loader does not recognize continued data sets {BSC) when loading the ACL program.
The same is true for the translator source data set, and for data sets used by the ACL program. (See Multiple Disk-
ette Data Sets in this chapter.)
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Beginning of
Extent (BOE)

Record
Length

End of
Extent (EOE)

End of

Header 1 Data (EOD)

Note the positions in which these fields are located.

Figure 37. Data Set Label Fields on the Display Screen

BLOCKING AND DEBLOCKING OF LOGICAL RECORDS

Al read and write operations to diskette data sets are per-
formed on a sector basis. A READ instruction always trans-
fers one sector from the diskette to the work station stor-
age. A write instruction (WRT, WRTE, WRTS) always trans-
fers one sector to the diskette from the work station stor-
age. In some cases, storing more than one logical record in

a 128-byte sector may be advantageous, because of file size
or access performance. The ACL programmer must per-
form the blocking and deblocking of logical records within
his program.

To assist in the blocking and deblocking operations, two
instructions are provided within the application control
language:

Instruction Function
RBLK Read blocked record with offset
WBLK Write blocked record with offset

The RBLK instruction rereads a portion of a blocked record
or sector after it has been transferred by a READ instruc-
tion (without a .FORMAT defined from the diskette} into
the input/output buffer in work station storage. A .FOR-
MAT statement that defines the image of the first logical
record within the sector must be defined.

Follow the READ instruction with a series of RBLK in-
structions to reread each logical record, and the appropriate
instruction to process the data. The format of the RBLK
instruction is:

Columns Specification
8-11 RBLK operation code
13 Data set input/output buffer defined in
.DATASET statement
18 .FORMAT statement number
23 General purpose register (A-Z) containing

logical record offset

Assume that there are three logical records, 40 characters
long, stored in a sector. The first logical record begins in
position 1 and the last record ends in position 120. A
.FORMAT statement is defined for record 1 as shown in
Figure 38. Once the sector is read without a .FORMAT
defined from the diskette data set, the RBLK instruction
issues first with the offset of 1, second with an offset of 41,
and, finally, with an offset of 81 stored in register A.

The offset is atways equal to the first position in the logical
record. This same technique can be used in the blocking
of logical records using the WBLK instruction. See Figure
39.

Using the RBLK and WBLK instructions in conjunction with
the key indexed access method requires special processing
techniques with the ACL program. The key indexed access
method allows you to specify one key field per sector. Mul-
tiple logical records within a sector mean multiple key fields.
To handle multiple records, specify the key field within the
last logical record of the sector in the .DATASET control
statement. When the READ instruction for the key index-
ed data set is issued, the sector transferred to input/output
buffer is the sector containing an equal key or the next high-
er key. Test for the record-not-found condition, indicators
225-229, depending upon the data set number. If the
appropriate indicator is not on, the last logical record in

the sector is equal. {f the indicator is on, reread the other
logical records in sector and compare the key field of each
to the search argument to find the equal record.
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Figure 38. Sample .FORMAT Control Statement
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Figure 39. Instructions for Reading Blocked Records with Format Offset
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MULTIPLE DISKETTE DATA SETS

The work station control program opens all data sets
defined with a .DATASET control statement when the
operator loads an ACL program. At the conclusion of a
job, when an EXIT or EXEC instruction is executed, all
open data sets are closed and the normal end of job halt
(100) is posted for the operator. These procedures are
followed by the work station control program, unless the
OPEN and CLOZ instructions are specified within the ACL
program.

The OPEN and CLOZ instructions allow you to dynami-
cally open and close data sets during the execution of the
ACL program. This ability provides flexibility in creating
your work station application. For example, a data set

may be larger than one diskette. If so, mount one volume

of the data set, open, process, and close the volume. In
turn, the second volume can be mounted, opened, processed,
and closed.

The OPEN instruction can specify:
® The data set to be opened.
® A FORMAT statement to be used to read the label.

® A register or a pair of registers containing information
which overrides certain parameters within the .DATA-
SET control statement.

The first operand identifies the data set number to be
opened.

The second operand defines a .FORMAT statement to be
used in reading selected fields within the data set label such
as the BOE, EQOD, or EQE.

The third operand overrides selected parameters within the
.DATASET statement. The parameters included are data
set name, drive number, and access method. (See Chapter
2 for the discussion of OPEN and the related parameters.)

This operand makes it possible to open more than four
data sets during an ACL program execution. A dummy
.DATASET control statement can be defined with asterisks
for the data set name. This specification indicates to the
work station control programming that the data set is to be
opened during program execution. The .DATASET state-
ment can be updated with the actual data set name and its
related attributes.

CURRENT FILE DISK ADDRESS (CFDA)

The CFDA is an internal address consisting of disk sector
and cylinder {track) numbers. The programmer will find it
useful, in some cases, to be able to manipulate this disk
address. The CFDA cannot be changed directly, but its
value can be altered by issuing read or write commands.

When the CFDA is changed by the system, it is altered after
a disk instruction (read, write, for example) is initiated, but
before any physical disk execution is attempted. Figure 40
summarizes how the work station alters the CFDA as a
function of the data set access method and as a function of
the type of disk instruction issued. Note that:

1. The BOE is the sector-cylinder address of the first
record in the data set.

2. The EOD is the sector-cylinder address of the first
available record space after the last record in the data
set. EOD is continually updated as records are added
to the end of a data set (extending).

The value of the CFDA is altered by the system as shown

in Figure 40. The system uses the CFDA, plus the change
shown in Figure 40, prior to attempting the operation shown
in the left column.
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Data Set Organization Type

(SR} (Sw) (SWE) (SU) (KR,KRN) (KU,KUN) )]
Sequential Sequential Sequential Sequential Key Key Index
Read Write Write Update Indexed Indexed Update
Extend Read Update
Value after file open BOE-1 BOE-1 EOD-1 BOE-1 BOE-1 BOE-1 0000
Value change during
write WRT Invalid +1 +1 None Invalid None None
WRT with relative
record number Invalid Invalid Invalid +1 Invalid Invalid +1
Value change during
write WRTE Invalid Invalid +1 +1 Invalid Invalid Invalid
Value change during
read-offset not
specified +1 Invalid Invalid +1 +1 +1 +1
Value change
during read-offset
specified Value in Invalid Invalid Value in Value in Value in Value in
register register register register register
Value change during
read minus {-) -1 Invalid Invalid -1 -1 -1 -1
Value change during Value in Invalid Invalid Value in CFDA CDFA Value in
read with sequential register register placed at placed at register
key specified-match matched matched
found record record
address address
Same as above but Value in Invalid Invalid Value in CFDA CFDA Value in
match not found register register placed at placed at register
next next
higher higher
record record
address address

Figure 40. Alterations to Current File Disk Address
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PROGRAMMING HINTS

The following section contains a collection of hints for
consideration when designing your ACL program.

Control Program

A control or master program can be created to control pro-
gram execution sequence and selection and to minimize the
operator interface in program or job selection. For example,
you can specify that the invoicing program automatically
foliow the order entry job. Also, the execution of a specific
job may be inhibited until ail prerequisite jobs have been
completed. The major benefit of this approach, however,

is easier usage by the operator. Program or job selection
can then be done interactively to minimize operator con-
fusion and resulting errors. See Execute Program Chain
(EXEC) in Chapter 2 for a discussion of implementing this
procedure.

.FIELD Control Statement

When .FIELD control statements are used, consider the
following:

1. To share a buffer by using .FIELD statements in the
low-numbered positions (positions 1-80) and data for
constants in the high-numbered positions (positions
81-128), the .BUFFER control statement must pre-
cede the .FIELD statement.

2. The use of chained .FIELD statements is not recom-
mended, because it eliminates the ability to identify
the current message. This is especially true when us-
ing the special keyboard close indicator. In this case,
when the special keyboard close option is specified
(T in column 36 of the .FIEL.D control statement)
and chaining is also specified, it is impossible to
identify the current message if the special keyboard
close indicator is on when the ENTR instruction is
completed.

Keyboard Indicator

1. Indicator 197 is used to indicate the status of the key-
board. It is only significant when overlapped ENTR
instructions are used. When it is on, indicator 197
indicates that the keyboard is open for data entry.
This means that the program has opened the keyboard
with an overlapped ENTR instruction {an X in column
21) and the operator has not yet exited the field.

2. The keyboard cannot be opened by setting on indi-
cator 197 (with a SON 197 instruction}. Setting on
indicator 197 results in no operation. Most non-
data keys and the three switches (AUTO REC ADV,
PGM NUM SHIFT, AUTO DUP/SKIP) are active
(they set their respective indicators} even though
the keyboard is not open.

3. Setting off indicator 197 does not close the keyboard.
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PROGRAMMING RESTRICTIONS

The following are general restrictions to consider when
designing the ACL program.

Tables

1. No more than 16 tables can start in one buffer.

2. Registers I, R, and Z cannot be specified as the
table index.

3. Table entries are limited to 16 positions.

Program Origin Buffer

The program origin buffer (which identifies where instruc-
tions are to begin) must be specified in the .NAME control
statement as an odd-numbered buffer.

Sequence of ACL Source Programs

1. The .NAME control statement must be the first state-
ment in the source data set.

2. The .DATASET, .PRINTER, .SELF-CHECK, and
.REGISTER control statements may follow the
.NAME statement in any sequence.

3. The remaining control statements, .FORMAT,
.BUFFER, and .FIELD, can follow in any sequence,

but must precede instructions.

4, The .END control statement must be the last state-
ment in the source data set.

88

Display Unit

Lines 1, 5, and 6 are referenced by reading or writing to
buffer 1. Lines 2, 3, and 4 are referenced through buffer 2.

1. The first 40 positions of buffer 1 contain line 1 of
the display, which is used by the work station con-
trol programming. Positions 1-8 are used to post
error messages and halts. Positions 9-36 are used by
the trace functions {Chapter 4} during program exe-
cution. Positions 37-40 are used to post the ACL
program name.

2. . The programmer should leave positions 49 and 50
of buffer 1 (line 5, positions 9 and 10) blank for
aesthetic purposes; however, position 49 can be
used if needed. Position 50 is blanked by the work
station each time an ENTR is processed.

3. Positions 51-120 of buffer 1 contain prompting mes-
sages and fill characters that display on lines 5 and 6.

4, Positions 121-128 of either buffer 1 or 2 are not dis-
played or maintained by the work station control
programming. However, when the above positions
are specified in columns 33-35 of the .FIELD state-
ment, the data is moved into positions 121-128 of
buffer 2 and positions 41-48 of buffer 1. Positions
41-48 of buffer 1 are not cleared when buffer 2 is
cleared.

5. Positions 1-120 of buffer 2 are displayed on lines 2,
3,and 4.

6. To display all 128 positions of a diskette record, the
first 120 positions can be displayed on lines 2, 3, and
4, and positions 121-128 can be displayed in positions
41-48 of buffer 1, or on line 5 of the display unit.

7. The maximum allowable number of positions for a
prompting message and related fill characters is 68.

8. Position 8 of line 1 must be blank the first time card
1/0 (129 or 5496) is called. If position 8 is not blank,
the error line {indicator 161} is turned on. This con-
dition only applies to the first call to card 1/O (sub-
sequent calls do not affect the error line).

9. If an overflow buffer is specified in columns 18-19

of the .FIELD control statement, and if a message
overflows to that buffer, then the first message in
the overflow buffer is referenced as message number
2.



Printer Operations

1. A maximum form length of 127 lines can be specified
in the .PRINTER control statement.

2. When a 132-position print line is specified, two con-
secutively numbered buffers are required, and the
first buffer must be an odd-numbered buffer,

3. Positions 129-132 are not maintained by the system.
If 132 print positions are specified, ensure that the
first four positions of the buffer following the print
buffer are cleared, as required.

4. Take care in attempting to print records containing
certain characters. In some cases, nongraphics print

as graphic characters.

b. The 3713 Printer allows for suppression of spacing

during a print operation. Time must be allowed, how-

ever, for the print head to return to the left margin.
This is done automatically by the ACL control
program.

6. PRINTER control statements are required if trace or
dump to printer is to be used. The .PRINTER state-
ment should be removed or verification must be made
to ensure that the type printer attached and the
PRINTER statement are in agreement during pro-
gram execution. If the PRINTER statement is not
correct, errors can result.

Arithmetic Operations

The basic format of arithmetic instructions is as follows:

R: = R, operator R;

1. R; must always be a general purpose register. R, can
be a register or a single digit constant {0-9) exceptin
the divide operation where it can only be a register.

Rj3 can be a register or a single digit constant.

2. The move immediate instruction shown below is
limited to a constant of plus or minus 65535.

R = +65535
R equals general purpose registers A through Z.

3. In the multiply and divide instructions, the R, and
Rj registers cannot be the result register (Ry).

Branching Operations

1. The Indexed GOTO provides a step number from
0 to 767, or 0-999.

2. The following instructions are limited to branching
within the same 256-instruction block.

IF
IF
IF
IFD
IFD
IFD

>>> > > >
AV I AV I
O mmm @ E

Disk Access Methods

1. The maximum number of data sets that can be online
at one time during program execution is four.

2. In the key indexed method, the maximum size for a
search argument or key is 16 positions. The key in-
dexed access method provides for read and update
operations.

Internal Data Movement

Take care when processing data directly to and from over-
lapped input and output buffers with the following instruc-
tions:

ICBF

TBWT

PUTB

STOR

ENTR (keyboard overlap}

WRT and WRTE (diskette operations which are always
overlapped)

PRNT (printer overlap)

To ensure the integrity of these 1/0 buffers, issue a WAIT
instruction before or after the 1/0 instruction or test the
1/0 busy indicator(s) before issuing one of the above in-
structions.

Restricted Areas
Modification of storage used for ACL control can resulit in

invalid execution of programs if IBM changes the location
or definition of this area.
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PROGRAM PERFORMANCE Overlapped |/O-Printer

This section presents various techniques and procedures to Under normal operation of the PRNT instruction, the
improve the performance of the ACL program. Because the machine waits until the printer has completed its action
work station is an operator-oriented device, preserve this (print/return, skip is always overlapped) before proceeding
orientation by assuring that the data processing performed to the next instruction. This prevents the inadvertent modi-
by the machine is not apparent to the operator. In other fication of the printer buffer by subsequent instructions
words, the operator should not have to wait for the machine. before the printer uses the buffer. To improve performance,
For this reason, the following suggestions are made to im- enter an X in column 28 of the PRNT instruction to cause
prove the performance of the program. the machine to begin execution of the next instruction as

soon as the print cycle has been initiated. However, it then
becomes your responsibility to preserve the contents of the

General Considerations printer buffer and ensure that the printer has completed
its cycle before modifying that buffer. Use the IF PRT
ACL application programs can perform some processing BSY to determine if the printer is busy, or use the WAIT
during data entry; however, processing should be kept at instruction. Figure 41 shows the coding for overlapped
a level that wili not impact the data entry operators printing. If the printer buffer is not protected, intermittent
efficiency. Delaying and overlapping processing steps to print problems can occur, and not be detected during trace
utilize the time it takes an operator to turn pages or skip operations. The overlapped print instruction can signifi-
to different areas on a data entry form is called effective cantly improve performance, but should be used only after
overlapping. Combining effective overlapping with the it is thoroughly understood. Note that overlapped printing
overlapping capabilities of instructions ENTR, PRNT, does not occur during the trace operations (Chapter 4},
WRT, and WRTE (actual overlapping) will provide the
most efficient programming performance. Processing may In Figure 41, the X in column 28 of the PRNT instruction
be delayed until a batch editing run is made after data indicates that the following READ instruction can be exe-
entry is complete. This completely minimizes operator cuted while the print cycle is being completed. The IF
delay time. PRT BSY instruction indicates that the program should
loop on this instruction until the printer has completed its
Another method of improving program performance is cycle. The contents of buffer 4 (containing data set 1) are
to reinitialize a diskette to an alternate sequence. A then moved into buffer 5 (printer output buffer).

diskette initialized to sequence 01 may require a longer
program@n time than a diskette initialized to alternate
sequence 02, 03, ... 13. Refer to Disk Record Sequences
in the section Disk Initialization in the IBM 3741 Data
Station Reference Manual, GA21-9183.
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Overlapped 1/0-Keyboard Disk/Data Set Procedures

Like the PRNT instruction, the normal operation of the You can enter an A in column 61 of the .DATASET control
ENTR instruction is nonoverlapped. |If processing can be statement to suppress the overlap extent checking which is
done before the data from the keyboard is available, use part of the process of opening a data set. This decreases the
the overlapped ENTR instruction. By entering X in column amount of time required to open a data set. By taking this
23 of the ENTR instruction, you allow the machine to pro- option, however, you lose some of the protection provided
ceed to the next sequential instruction as soon as the prompt- by the system to ensure that multiple data set labels do not
ing message is displayed to the operator. indicator 197 is address the same disk space {that is, the extents do not

set on by the ENTR instruction and set off as soon as the overlap).

last ENTR field is exited. Indicator 197 can be tested to
determine if the required data is available (Figure 42).

Program Load of Index Table for Key Indexed Data Set
In Figure 42, the X in column 23 of the ENTR instruction

indicates that subsequent instructions can be executed as By using the options specified for program load of the in-
soon as the prompting message (ENTER QUANTITY) is dex table in the . DATASET control statement, the time
display to the operator. The {FI 197 instruction indicates required to open a key indexed data set is significantly re-
that the program should loop on this instruction until the duced. See Data Set Access Methods in Chapter 3, for a dis-
operator has entered required data and exited the field cussion of implementing this option.

(indicator 197 off). The IFI 200 instruction indicates that
the program should branch to instruction SP {not shown)
if the operator exited the field via a special keyboard close
key (FIELD, BKSP, DUP, FIELD ADV, REC BKSP, REC
ADV, or SEL PGM). The special keyboard close option is
indicated by the T in column 36 of the .FIELD statement.
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Figure 42. Sample Coding for Overlapped ENTR Instruction
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Record Access

Review the ACL access methods to ensure that the method
selected provides the greatest possible advantage for a
specific application. The data sets used in that application
should be positioned to minimize disk seek times. To do
this, place only one active data set on each disk drive. If
this is not practical, ensure that the most active data sets
are on separate disk drives. Analyze the expected usage of
the data sets to determine if special placement on the disk-
ette provides any benefits. For example, if the majority of
activity on a given data set is expected in the first portion
of that data set, place it as the last data set on a diskette.

It should be placed last in terms of extents, not necessarily
in terms of data set labels. This reduces the average time
required to access a different data set on the same diskette.

1t is often possible to improve the performance of a program
by controlling the overlap of machine and operator-machine
functions. For example, there is a normal delay in operator
data entry which occurs as operator attention shifts from
one line to the next on a source document. This delay in-
creases as the operator finishes a document and starts the
next. These intervals can be used to perform /0 functions
that might otherwise affect operator throughput. Certain
1/0 functions can also be overlapped (such as ENTR, PRNT,

and disk WRT) to minimize the impact of disk record access-

ing. For example, allow the operator to begin keying the
first field of the next document before writing the first
record to the diskette. This makes the record access time
transparent to the operator and improves program perform-
ance.

Execution Timing
The execution timings for certain machine operations in
the following list are for use in estimating program execu-

tion time, and to aid in selection of alternatives for resolving
specific problems. Since many operation times depend on
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the data being manipulated, it is not practical to attempt a
calculation of exact execution times. However, ranges are
provided to allow reasonable estimates.

Operation Execution Time {ms)

Shift Right 4.4

Shift Right and Round 6.6

Shift Left 4.4

Shift Left with Sign 6.6

Add 12-22

Subtract 12-22

Multiply 45-148

Divide 10-130

Equate (A = +XXX) 11

Replace (A=B) 4.8

LOAD 3.6-4.8

STOR 2.4-4.8

GOTO 1.8

GOTO (indexed) 2.4

IF (Logicals) 2.4-6.0

NOP 2.5

ICBF 1.7

EXCH 38.0

MOVE 26.0

SON 2.2 (1 indicator)
2.8 (2 indicators)
3.6 (3 indicators)

SOFF 2.1 (1 indicator)
2.7 (2 indicators)
3.6 (3 indicators)

RGO 2.0

SCE — Register 1.6

— Buffer 1.9
SCN — Register 1.6
— Buffer 1.9

Table Operations
Disk Operations

See Figures 43-46
See Figures 43-46



The following execution timings have assumed operations
with no overlapped /0 or formatting. T represents time
in milliseconds.

Operation

MVER
MOFF

L =

Operation

GETB
PUTB

Operation

REFM

WRFM

1l

thou

TMO MIO WY

3
lad
i

[

mod 2 =

Operation

RBLK
WBLK

Range

TMVER =2.6+0.14L.  2.74-4.84
TMOFF =2.5+0.2L 2.7-5.7

The value in the length field of the source instruction {(column 28).

TGETB = 4.6 + 0.09(N-1) + 0.09C + 0.096L
TPUTB = 3.6 + 0.09(N-1} + 0.09C + 0.16L

The value for table number (column 18).

The number of characters bypassed, including tabie separator X'FF’, until the specified table is
reached. The value is O for table 1 (N=1).

The value in the length field of the source instruction (column 28).

TREFM =9.7 + 0.336H + 1.83int <

o|T

) +0.064F + 2.43 + 0.9(D+1) +0.93E
mod 2
S/ A
TWRFM =106+ < B ( +0.336H + 1.83.

H
int <.§> + 0.064F + 1.78D + 0.9(D+1)mod 2 +0.144E
I C

16.4 if source column 23 = column 18 is not blank.

0.0 if column 23 = column 18.

5.8 if column 23 is blank.

The number of formats defined before the specified format.

The total number of fieids defined in all of the formats defined prior to the specified format.
The number of fields defined within the specified format.

The total number of character positions defined within the specified format.

The int means take the integer value of. The term in which int appears assigns an additional 1.83 milliseconds

for every eight formats defined before the specified format. Take the next lowest integer value.
The mod 2 means modulus 2 which adds 0.9 million when D is even.

TRBLK = TREFM + .7 milliseconds
TWBLK = TWRFM

The timings for REFM with data directed formatting (D
in column 18) and WRFM with editing will be slightly
higher than the timings for REFM and WRFM which have
been defined.

Design and implementation Considerations
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Refer to the preceding list and note the following items.

1. The variation in the execution times of the SON and
SOFF instructions is caused by the varying number
of indicators being set on or off.

2. The execution time of the WRFM instruction de-
pends on the number of fields in the referenced for-
mat, the length of those fields, and whether or not a
buffer is specified {Figure 43).

3. The execution time of the REFM instruction depends
on the number of fields in the referenced format, and
the length of those fields (Figure 44).

4. The variation in execution time of the IF {(logicals)
is caused by left-to-right scan of the specified registers.
The instruction is exited as soon as the required mis-
match or unequal entry is found.

5. The execution times of the table operations depend
on the physical characteristics of the table, and the
index within the table of the element being accessed.

TBFX/TBFN

The following characteristics of TBFX and TBFN instruc-
tions have significant impact on the execution time of these
instructions:

® The location of the specified element in the table. Since
the table is searched from the low-ordered end to the
high-ordered end (first of first buffer through last of last
buffer}, it takes less time to find an element of a table
if that eiement is toward the front end of the table.

® The location within each element of the significant char-
acters. The search argument is compared against the
individual elements of a table on a character-by-character
basis from the left. The first mismatch within an element
causes the machine to start comparison on the next ele-
'ment in the table.

The effect of this can be seen in Figure 45, where the only
difference between the execution time for table operations
on tables with different element lengths (that is, number of
characters per element) is in the potential location of the
significant character. (For example, if an argument of
000123 is compared with an element of 002345, the third
character would be the first significant character).
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TBRD/TBWT

The execution time of these instructions is a function of the
length of elements within the table and the relative location
(index) of the element being accessed. Sample execution
times are shown in Figure 46.

Diskette Operations

The execution times for the disk operations {(READ, WRT,
WRTS, WRTE} are a function of the access method of the
data set, and the location of the access mechanism of the
affected disk drive when the instruction is issued. The most
significant factor is the distance the read head (access mech-
anism) must travel to the record being accessed. Perform-
ance is significantly improved if this distance is minimized
by sequential accessing of data sets, and by separating active
data sets onto separate drives. Sample timings for disk read
operations are:
Read with relative .06-4.8 seconds/record
record number
Read with key
Sequential

.5-6.0 seconds™/record
5 seconds/track

Assumes that one index entry is assigned for each track.

Number of Size of Use Execution
Fields Fields Buffer? Time (ms)

0 - Yes 26.1

1 4 Yes 27.6

1 16 Yes 28.8

2 16 Yes 31.8

8 8 Yes 2.2

8 8 No 42,0

Figure 43. Execution Time for WRFM Instruction

Number of Size of Execution

Fields Fields Time {ms)}
1 4 10.8
8 4 30.6
8 8 384
32 4 99.0
64 2 179.4
128 1 364.8

Figure 44. Execution Time for REFM Instruction



- of first significant character
——t ———— —

L] L] Ll T T A
10 20 30 40 50 60 70 80 90 100 110 120

Time (Mitliseconds)

Figure 45, Execution Time Chart for TBFX/TBFN Instructions

Figure 45 can be used for estimating execution times of
TBFX and TBFN instructions. The chart shows the times
for the TBF X instruction and should be increased by 0.5
milliseconds for TBFN. The only other difference between
the TBFX and TBFN is in the situation where the search
argument is not in the table. In that case, the TBFX execu-

tion time is determined by the size of the table, and the
TBFN is determined by the location, within the table, of
the element which is higher in sequence than the search
argument {if this element exists).

This ¢chart is the result of timings of table operations on
specific tables. To use it for estimating the execution time
for a TBFX instruction for your table, first estimate the
average index which the TBFX instruction will return, This
gives the range for your particular table. For example, if
your table has b0 entries uniformiy distributed, then the
average value of the index is 2b. From the chart, this gives
a range of 22 to 98 milliseconds for finding an entry in the
table if the elements are 16 characters each, or a range of
22 to 37.5 milliseconds, if the elements of the table are
four characters long.

Where — — — — indicates location

The range for 16-character elements if the search argument
is not found is 37 to 180 milliseconds.

For a more accurate estimate, it is necessary to determine
the average location of the first mismatch (first significant
character) during a compare. For example, a table made up
of the numbers from 1101 to 1150 (four character elements)
would have the mismatch on the third comparison, with 3.2
as the average. You can use this information to estimate the
average execution time for a TBFX instruction for this table
to be 35 milliseconds.

Index |Instruction Character/ Execution
Number|Type Element Time (ms)
1 TBWT 1 3.6
1 TBWT 16 6.3
25 |TBWT 1 8.4
25 |TBWT 16 10.8
50 |TBWT 1 13.2
50 |TBWT 16 15.6
1 TBRD 1 4.8
1 TBRD 16 6.3
256 |TBRD 1 9.3
25 |TBRD 16 10.8
50 |TBRD 1 14.1
50 |TBRD 16 15.6

Figure 46. Execution Time for TBWT/TBRD Instructions

The performance numbers in this section should only be
used for estimating program execution times. Because of

all the variables involved, a 10% variation from the projec-
ted timings could be the case. The timings presented assume
no overlapped /0 is in process, and that the machine check
indicator (160) is not on. Either of these conditions can
cause longer execution times for some instructions, but the
machine check indicator increases the execution of all in-
structions by 4%.
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Chapter 4. 3741 Operation

The 3741 Models 3 and 4 Programmable Work Station has
the same data station functions as the 3741 Models 1 and 2
Data Station unless the work station is under control of an
ACL program. The 3741 Model 3 has the same standard
functions and available features as the 3741 Model 1. The
3741 Model 4 has the same standard functions and available
features as the 3741 Model 2. For a detailed description of
the 3741 standard mode of operation, see the /IBM 3741
Data Station Operator’s Guide, GA21-9131. For a detailed
description of the 3741 standard functions and available
features, see the IBM 3741 Data Station Reference Manual,
GA21-9183.

ACL programs for the work station can only be loaded from
disk. The translator feature is available to translate ACL
source programs into object programs. To gain access to
the translator feature or the ACL program execution mode,
the work station must first be in index (X) mode. It is con-
venient for the operator to key a function select deiete
seguence in the index (X} mode to blank the screen before
keying the setup parameters.

The following sections contain details on translation, execu-
tion, and program debugging.

INITIATING TRANSLATION WITH THE LABEL
PROCESSOR

The label processor disk (included with work stations that
have the translator feature) must be used with ACL pro-
grams that have labels preceding source statements. The
label processor associates the labels with step numbers for
internal processing. After the labels have been associated
with step numbers, the label processor sends the ACL pro-
gram into translation. Labe! processor operation occurs in
three passes made possible by an overlay structure. The pro-
gram code for the base pass and pass 1 is loaded at program
load time. After pass 1 is complete, the object code for

pass 2 is transferred from disk to overiay the code used for
pass 1. The same is true for pass 3 code, which is transferred
from disk to overlay pass 2 code after pass 2 is complete.

Base Pass
The base pass of the label processor controls the execution

of the three passes of label processor operation. The base
pass also loads the object code for passes 2 and 3.
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Pass 1

The first pass of label processor operation reads the ACL
label processor input file and generates a cross-reference
work file for later use in sorting and printing the cross-
reference listing. Pass 1 of the label processor then checks
the four character executable instruction labels, and tables
all defined labels for subsequent association of labels with
step numbers.

Pass 2

The second pass of the label processor reads the ACL label
processor input file and writes the transiator input file.
During the one-for-one transfer of records, any ORG func-
tions are written as deleted records. Label processor pass
2 then prints the ACL label processor input file (when the
AUTO DUP/SKIP switch is on}. This pass of operation
then replaces labels with corresponding step numbers and
prints all invalid, unresolved, or duplicate label error messages.

Pass 3

The third pass of the label processor sorts the defined labels,
links labels with corresponding references, prints the cross-
reference listing, and links to the translator.

Label Processor Input Data Set

The first record of the ACL label processor input data set
must be a .NAME control statement, and cannot be a de-
leted record. The ACL label processor input data set
{source) name cannot be blank. Columns 63-70 of the
NAME statement contain the label processor output data
set name (translator input data set). Default is TRANSLAT.
Column 71 of the NAME statement contains the drive num-
ber for the label processor output data set. Default is drive
2. Columns 73-80 of the .NAME statement contain the
translator output data set name (object data set). Column
81 contains the drive number for this data set. Defaultis
drive 1. If columns 73-80 are blank, the ACL translator is
not selected upon completion of the label processor.



The label processor disk contains the object program (four
tracks), a temporary work data set (four tracks) called
TEMPDATA, and output data sets to be defined by the pro-
grammer (65 tracks). The output data sets are also input

for the translator. Note that two data set names are reserved
and cannot be used by the programmer. These are the
TEMPDATA (temporary work data set) and SYMBOLIC
{which contains the object code for passes 2 and 3). Any
attempt to use these data set names may result in an error,
and label processor results are invalid.

The label processor assigns files in the following manner:

® File 1 contains the ACL label processor input data set,
which is required through pass 2.

® File 2 contains the TEMPDATA temporary work file,
which is required for passes 1 and 3. This file must be
allocated four tracks.

® File 3 contains the label processor output data set, which
is required for passes 2 and 3. This data set is defined in
columns 63-70 of the .NAME control statement.

® File 4 contains the SYMBOLIC data set, which is required
for all three passes. This data set contains the object
code for passes 2 and 3. The ACL label processor config-
urator program is used to merge the object code for the
three passes into the SYMBOLIC data set. All printed
headings and error messages are included immediately
after the object code.

A recommended data set allocation is shown below.

® Drive 1 contains the ACL label processor input data set
and the translator output data set. These can be on the
same disk or on separate disks. The ACL label processor
input data set is required through pass 2.

® Drive 2 contains the ACL label processor object code
(four tracks), the temporary work data set (TEMPDATA
— four tracks), and output data sets (65 tracks).

After an ACL program with labeled statements has been
through the label processor, it may be changed without go-
ing through the label processor again. This is done by chang-
ing the contents in the data sets used for the label processor
output. After the label processor output data set has been
changed, translation is initiated the same way as translation
without using the label processor.

The following steps are required when using the label
processor disk:

1. While the label processor is in operation, the printed
output can be controlled by setting the three
switches to the following positions:

AUTO DUP/SKIP Switch

ON — prints source statements and cross-
reference (error messages are always
printed). Printing only occurs when this

switch is on.

OFF — suppresses printing of source statements
and cross-reference.

This switch may be set on and off during printing.

PROG NUM SHIFT Switch

ON — suppresses generation of cross-reference
work file.
OFF — generates cross-reference work file.

This switch must be set at the start of the program.

REC ADV Switch

This switch should be off. It has no effect on the
label processor, but controls the translator listing.

2. Load the disk with the ACL program into disk drive
1. The object program may or may not be on the same
disk. |f the object program is not on the same disk,
an error code (511) is displayed when the label proces-
sor is finished. The operator should then insert the
disk with the object program data set and press RE-
SET to continue. The label processor runs faster if
the label processor input and output data sets are on
different drives.

3. Load label processor disk into disk drive 2.

4, Blank display screen by pressing FUNCT SEL lower
and DELETE REC.
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5. Key in the following parameters.

Columns Entry
1-8 SYMBOLIC
9 2

11-14 LABL
6. Press FUNCT SEL upper and E.

7. Display message tells the operator to key in the data,
then press RIGHT ADJ.

8. Display message tells the operator to key in the
source data set name, then press RIGHT ADJ.

The following information will be displayed as the label
processor goes through its three passes.

PASS 1:
® Line 1 contains ACL LABEL TRANSLATOR.

® Lines 2, 3, and 4 contain the first 120 characters of the
records as they are read from the input data set.

® Line 5 contains REQUEST INPUT DATA SET AND
DISK DRIVE NUMBER.

® The bottom line contains PASS-1.

PASS 2:

® Lines 2, 3, and 4 contain the first 120 characters of the
records as they are read from the input data set.

® The bottom line contains PASS-2.

PASS 3:
® Lines 2, 3, and 4 contain the cross-reference listing as it
is being printed, followed by any labels which are in

error.

® The bottom line contains PASS-3.
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Label Processor Output

Label processor printer output includes:

1. Source listing of statements and instructions.
2. Cross reference.

3. Error messages {duplicate labels, undefined and/or
invalid labels, and omitted labels).

Source Listing

The first page of the source listing contains the heading
(ACL SYMBOLIC LABEL PROCESSOR 3741 MODELS

3 AND 4), the file name, the date, and the page number.
Comment statements and control statements are printed
beginning in position 19, with the last 18 positions of the
input record truncated. The disk address of the source in-
put record is printed in positions 1-5. The record sequence
number within the input data set is printed in positions 8-
11. Definition records for FORMAT and .BUFFER are
printed intact beginning in position 1. Executable instruc-
tions are printed beginning in position 19, with the last 18
positions of the input record truncated. The disk address
of the source input record is printed in positions 1-5. The
record sequence number in the source data set is printed in
positions 8-11. The generated instruction number is printed
in positions 14-16. Figure 47 shows a sample source listing
printed for Sample Program 2-Mailing List Inquiry in Appen-
dix D.

Cross Reference

At the start of the cross-reference listing, the heading
CROSS-REFERENCE is printed. The symbolic label is
printed in positions 1-4. The record sequence number {where
the label is defined) is printed in positions 7-10, followed

by the record sequence numbers of where the label is used.

If the number of references exceeds a printed line, another
line is started beginning under the referenced column. Con-
trol statements with label fields are also referenced. Figure
48 shows a sample cross reference printed for the Sample
Program 2-Mailing List Inquiry in Appendix D.
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130020 0001
13003 0007
13004 0003
13005 0004
13006 0005

HHHHHHHHHHT ET1 1010
13008 0007
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13010 0009
13011 0010
13012 0011
13013 00L2
13014 0013
13015 0014
13016 001%
13017 0016
13018 0017
13019 0018 00¢
13020 0019 001
13021 0020 00F
13022 0021 Q063
13023 0022 004
13004 a0=
13025 00¢
13026 007
14001

14002 GOf
14003 02
14004 0029 009
1400% 0030 0190
14006 0031 011
14007 0032 012
14008 0033 013
14009 0034 014
14010  003%
14011 0034 01%
14012 0037 016
14013 0038
14014 0039 017
1401% 0040 018
14016 0041 01¢%
140317 0042
14018 0043 020
14019 0044 021
14020 0045 022
14021 0044
14022 0047 023
14023 0048 024
14024

14025 0%
14026

L2222 RS SRR LSS S

Figure 47. Source Listing for Sample Program 2
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CROSS - Rk

ADT 0027 0037

BACK 0039 0030

BEGN 0018 0040 Q244 0048

END QOn0 Q022

ERR 0047 0024

NEXT 0029 0032 0033 0034 0041
SKIF  Q043% 0031 00364

Figure 48. Cross Reference Printing for Sample Program 2

Label Processor Error Messages

® An error message is printed prior to any source records if
more than 159 (4K) or 319 (8K) labels are defined, or
more than 1584 references are made to these labels.

e An error listing of the invalid, unresolved, or duplicate
labels is printed. The error is listed before the statement
in error, or at the beginning of the error listing.

® An error message is displayed if the first record of the
ACL source program is not a .NAME control statement.
The operator can press the RESET key to exit the label
processor.

During pass 1 of the label processor, the printed error listing
contains the record in error, followed by the error message
(five asterisks preceding the relative record number of the
record in error), and one of the following headings:

® STATEMENT NUMBER IN ORG STATEMENT NON-
NUMERIC — this heading indicates an ORG instruction
in error (ORG is ignored). The instruction number in an
ORG is nonnumeric.

® NUMBER OF LABEL REFERENCES EXCEEDS SYM-
BOL TABLE SIZE — this heading indicates reference
symbol table overflow. The reference is not included in
the cross reference or replaced with an instruction num-
ber.

® NUMBER OF DEFINED LABELS EXCEEDS SYMBOL
TABLE SIZE — this heading indicates label table overflow.
The label is undefined to the program.

® /NSTRUCTION NOT DEFINED — this heading indicates

that the label has an instruction mnemonic (PRT, for
example) that is not defined for ACL.
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During pass 2, the following errors are detected. If the
AUTO DUP/SKIP switch is off, the record in error is not
printed before the error message. Errors are identified by
the following headings:

® DUPLICATE LABEL — this heading indicates a label de-
fined more than once in a program. All of the multiple
definitions of the label are printed after the heading.

® /NVALID LABEL — this heading indicates that labels
are undefined and/or invalid because they violate syntax
rules. All such labels and their references are listed after
the heading.

® OMITTED OR INVALID REFERENCES — this heading
indicates that an instruction requiring a label has a blank
label field.

® NUMBER OF ERRORS = NNNN — this heading is printed
at the end of pass 2 to indicate the total number of errors
detected.

Note that, because the label processor phase of translation
is a program, execution errors could also occur during trans-
lation (Appendix C).



ACL Label Processor Configurator

In order to tailor the ACL label processor to your particular
system configuration, a disk is provided at installation time
to record the following parameters:

® Printer type

® Printer forms control
— Number of characters per line
— Number of lines per page
— Number of printed lines per page

® Keyboard
— Standard 3741 or proof keyboard
— Language group

The procedure below must be followed at system installa-
tion time in order to build a label processor disk.

1. Insert the translator diagnostic diskette in drive 1.

2. Insert a blank disk in drive 2. (A blank disk has been
initialized, its label has been recorded at sector 08, it
has extents defining the entire disk, it is a null data
set and sectors 09-26 on the index track are deleted.)

3. Press FUNC SEL upper and E. A message is displayed
to verify that the configurator program is loaded and
the disk in drive 2 is being checked for the following:

Sector 08
BOE = 01001
EOD = 01001
EOE = 73026

The data set is not write-protected or secure.
Sector 07 isa VOL1.

The buzzer also sounds, and the system waits for

the RIGHT ADJ key to be pressed before continuing.

The remaining sectors (09-26) on the index track
do not define a data set with extents overlapping
those of sector 08.

4. If any of these conditions are violated, the data set
label defined by sector 08 is displayed on lines 2, 3,
and 4 of the display screen. The operator can press
the RIGHT ADJ key to continue, or press RESET
to go to job completion system code 100.

5. If these checks are completed, sectors 08-26 of the
index track are written with the following:

Sector 08
HDR1 TRBANSLAT 128 09001 73026
09001

Sector 09
HDR1 TEMPDATA 128 05001 08026
05001

Sector 10
HDR1 SYMBOLIC 128 01001 04026
P 01001

Sectors 11-26 (these sectors are written deleted)
DDR1 DATAXX 128 74001 73026

74001
(XX = corresponding sector number.)

After the index track is created, messages are displayed re-
questing system configuration parameters. These parameters
are:

® Keyboard = STANDARD (RIGHT ADJ) or PROOF (P).
® Machine size = 4 {4K) or 8 (8K}

® Keyboard language group
0 = United States, United Kingdom, France (Querty),
ltaly, Germany (U.S. graphics), and Japan (English
nomenclature).

= Norway

= Sweden

= Denmark

= Germany (German graphics)

Spain/Latin America

= Belgium and France (Azerty)

= Portuguese

= Katakana

= Brazil

OO NOO D WN =
1l

® Printer type
1 = 3713 Printer
2 = 3717 Printer
3 3715 (bidirectional floating margin)

1t

® Printer forms control {Right-adjusted, unless overridden
by entry of C). Entry is a three-digit number with lead-
ing zeros, if required).
— Number of characters per printed line (4-128)
— Number of printed lines per page (7-127)
— Number of lines per page (7-127)
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The object code from three data sets is combined into one
data set (SYMBOLIC) to altow execution of the ACL labe!
processor. Sector 26 of track 1 identifies the level of the
ACL labe!l processor plus the selected system configuration
parameters. Sector 26 of track 1 is:

Position Description

1-8 Revision date-MM-DD-YY (where MM = month,
DD =day, and YY = year)

9 Printer type

10-12 Maximum number of characters per line minus
one

13-15 Maximum number of printed lines per page

16-18 Maximum number of lines per page

19 0 = Standard keyboard

20-21 Keyboard language group

22 Machine size (4 or 8K)

23-128 Blank-Reserved

After the ACL labe! processor disk is built, a message is dis-
played requesting one of two responses. RIGHT ADJ ends
the job normally {100 is posted on the dispiay), or D
creates a link to program execution, which invokes the ACL
label processor.

INITIATING TRANSLATION WITHOUT LABEL
PROCESSOR

The translator feature converts program source statements
into object code. Object programs must be contained in
data sets with a logical record length of 128 characters;
source programs must be in data sets with a record iength
of 80 characters or more. The object data set must be at
least two tracks long and start on a track boundary. The
source and object data sets may be on either the same or
separate disks.
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To initiate the translator, the operator may place the disk(s)
in either disk drive 1 or 2. With the work station in the in-
dex (X) mode, the operator should:

1. Set the AUTO REC ADV switch on to print the
translator input data set.

2. Blank the display screen by pressing FUNCT SEL
lower and DELETE REC.

3. Key in the following parameters.
Columns Entry
1-8 Source data set name. (If the operator

keys the wrong data set name, the
translator must be aborted and the job
restarted.)

9 1 or 2 depending on the disk drive the
source file is mounted on.

Default is disk drive 1.
11-18 Object data set name.

19 1 or 2 depending on the disk drive the
object file is mounted on.

Default is disk drive 1.

Note: The source or object data set name may be
left blank when initiating translation, but both can-
not be blank. The first data set, on the disk, with a
blank name is then used for the data set. If both
source and object data set names are left blank, an
error code (10) is posted on the display. This error
code indicates that the source and object data sets
are the same data set. The operator must press
ALPHA and NUM SHIFT with RESET to go to index
{X} mode in this situation.

4, Press FUNCT SEL upper and A to initiate translation.

The object file is checked for a duplicate program
name as specified in the .NAME control statement. If
a duplicate name is found, a warning message {19) is
displayed. To write the new program over the old
object program, press RESET. If the new object pro-
gram is not to replace the old object program, press
ALPHA and NUM SHIFT with RESET to return to
index (X) mode.



PROGRAM EXECUTION
To execute an ACL object program the operator may place
the disk in either disk drive 1 or 2. With the work station in

the index (X) mode the operator should:

1. Blank the display screen by pressing FUNCT SEL
lower and DELETE REC.

2. Key in the following parameters.

Column Entry

1-8 Object code data set name
9 1 or 2 depending on which drive contains
the disk

Default is disk drive 1

11-14  The program name as it appears in the
.NAME control statement of the program

3. Press FUNCT SEL upper and E to initiate execution
of the ACL program.

After the program has been completed, a job completion-

system code (100) is displayed. The operator must then
press RESET to place the 3741 in index {X) mode.

Communications

See Communications in Chapter 2.

3741 Operation
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PROGRAM DEBUGGING

To aid program debugging, select from the following pro-
gram trace capabilities:

® Step trace

® Register trace

Step and register trace
® Stepstop
® Single step trace

Note that using traces causes the printer to revert to non-
overlap mode.

Step Trace

Step trace provides the ability to follow the fiow of the pro-
gram while it is being executed. This is accomplished by
displaying to the programmer the step number every time
the sequence of execution is altered from sequential.

After the execution of a GOTO, RGO or any |F instruction
that takes the nonsequential path, or any special exits taken
from 1/0 control operations, the step number of the instruc-
tion where control is to be transferred is displayed. Then,
after display is completed, the step number that has just
been displayed is executed.

Register Trace

Register trace provides the capability to display the contents
of a register each time a step that changes a register (except
for 1/0 type steps and GSCK) is executed.

The register trace outputs the contents of the changed regi-
ster following execution of: Add, subtract, multiply, divide,
immediate, shift right, shift left, TBRD, GETB, LOAD,
ENTR (to a register), MVER, ZONE, and MOFF. The re-
sult register is displayed after execution of the step is com-
pleted, and before the next sequential step is started.
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Step Stop

Step stop provides a means to stop at a specified step num-
ber or instruction. After initiating the step stop, a + is dis-
played in position 10 of line 1 of the display screen followed
by the step number and the program executes until this step
number is reached. When the specified step number is
reached the + changes to a - and program execution stops
before that instruction is executed. To continue, press
NUM SHIFT and RESET.

Single Step Trace

Single step trace provides the capability to step through
the program one step at a time. This trace is used in
conjunction with the step and register trace to monitor
the machine while it steps through the program. Output
must be to the display. Single step trace to the display
requires the NUM SHIFT and RESET keys to execute
the next instruction,

Trace Output

The step, register, step and register, or single step trace can
be output to the display or the printer. A .PRINTER state-
ment is required to output the trace to the printer. Step
stop is output to the display as described previously.

The output from trace is displayed on the screen beginning
in position 10 of line 1. If the output is to the display only,
execution is halted until the NUM SHIFT and RESET keys
are pressed. Pressing any other key advances the step and
also performs the function of the key. If the output is to
the printer, execution is halted until all the characters are
printed. Execution is then resumed automatically.

The output forms of the step trace and register trace are:
® Spnnn

® Rnnn daadaaadaaaaaaaa

® Rnnn

The S indicates a step trace, and nnn indicates the next step
number to be executed. The R indicates that the output is
a register trace, the nnn is the associated step number, and
the a's are the contents of the register being traced. Rnnn
is output in single step mode for steps not included in regi-
ster trace.



Selecting Trace

The trace can be turned on or off from the keyboard any
time during program execution. It cannot be started until
after the program is loaded. No change is required in the
source program or translation to activate the trace, except
a .PRINTER statement is required to output the trace to
the printer (see Printer Operations under Programming
Restrictions in Chapter 3).

To Turn On Trace:

1. Hold down ALPHA and NUM SHIFT and press
FUNCT SEL lower.

2. F-or step stop trace, key nnn, where nnn is a step num-

ber, and n is any number 0-9 {a numeric keyed in the
first position specifies step stop). f NUM SHIFT and
RESET are pressed after the program is halted at the
desired step, the program continues until the specified
step number is encountered again.

3. For the remainder of the trace functions (single step,

step and/or register), key Tnm, where:

n = 0 for output to the display screen only.

n = 4 for output to printer and display screen.

m = 1 for trace of transfer steps only.

m = 2 for trace register changes only.

m = 3 for trace steps and registers (1 and 2 above).

m = 4 for trace all steps not included in 1 and 2
above.

m = b for trace combining 1 and 4 above.

m = 6 for trace combining 2 and 4 above.

m = 7 for trace all steps in step stop mode {1, 2, and
4 above).

Note: The NUM SHIFT key must be pressed while
keying n and m. If NUM SHIFT is not pressed, the
process must be repeated from step 1.

To Turn Off Trace:

1. Hold down ALPHA and NUM SHIFT keys and press
FUNCT SEL lower.

2. Key T10.

Program Restart

It is possible to intermix work station program operation
and base 3741 operations, if the necessary coding has been
introduced in the program. To interrupt the ACL program,
use the checkpoint (CKPT) instruction {(see /nstructions in
Chapter 2).

To restart the program the operator must:

1. Blank the display screen by pressing FUNCT SEL
lower and DELETE REC.

2. Key in the following parameters.
Columns Entry
1-8 Checkpoint program data set name
9 1 or 2 depending on which disk drive

contains the disk
Default is disk drive 1

11-14 Checkpoint program name
3. Press FUNCT SEL upper and E.

The restart program loads the checkpoint program and
opens all data sets which were open at the time of the check-
point statement execution. All data sets are positioned at
the point they were when the CKPT was initiated. The
checkpoint program name is displayed in positions 37-40 of
the status line. Execution is returned to the sequential step
following the CKPT instruction.

A 5XA (X = the data set number) error is displayed if
a CKPT instruction is issued on a write protected file.

Customer Diagnostic Diskette

Each work station is provided with a diagnostic diskette
which can be used to isolate the cause of an error to either
the program or the execution hardware. A second diskette
is provided for work stations with the translator feature.
This second diskette is updated by the label processor con-
figurator to conform to the particular system. The diagnos-
tic diskettes contain programs that should be run before you
call for IBM service assistance. These programs exercise the
work station hardware. At the completion of successful
execution of these programs, a 100 message (job completed)
is posted on the display. This indicates that the hardware is
functioning properly and that the cause of the error may be
in the program. Both diagnostic program diskettes must be
configured (only once) to the type of printer, keyboard,
and storage attached to the work station. The procedure
for configuration is:

1. Insert one of the diagnostic diskettes in drive 1.
2. Advance to data set label 10.
3. Press FUNCT SEL upper and E.

4. Respond to prompted data entry requests.
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When this procedure is completed, data set label 7 is up-
dated as a summary of the diagnostic configuration, and
may be used as a quick reference to proper configuration.
Note that configuration is necessary only once.

To process the execution hardware diagnostic:

1. Insert the execution diagnostic diskette in drive 1.

2. Check data set label 7 for proper configuration.

3. If the proper configuration is displayed, backspace to
data set label 6.

4. Press FUNC SEL upper and E.

With a 3717 Printer attached, this program runs for approxi-
mately seven minutes. With a 3713 or 3715 Printer attached,
this program runs for approximately nine minutes. With no

printer attached, program run time is approximately three
minutes. The 100 message is displayed after a successful
program run.

To execute the translator diagnostic:
1. Insert the transiator diagnostic diskette in drive 1.
2. Check data set label 7 for proper configuration.

3. If the proper configuration is displayed, record back-
space to data set label 6.

4. Press FUNC SEL upper and A.

With a 3717 Printer attached, this diagnostic runs for ap-
proximately five minutes. With a 3713 or 3715 Printer,
the program runs for approximately seven minutes. The
100 message is displayed after a successful program run.

STORAGE DUMPS

All or part of the 4K/8K storage may be output to the dis-
play, the printer, or to disk. If terminal program errors are
encountered, select a dump option, or abort the job (all
data sets are closed and the 100 message is posted). After
completion of the selected dump option, control returns to
index mode, no files are closed, and the 100 message is not
posted. If you select a dump option during normal execu-
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tion, control returns to the interrupted point in the program
after completion of the dump. The four storage dumps are:

® Unformatted display dump.
® Formatted display dump.

® Printer dumr‘).

® Disk dump.

To initiate a storage dump any time during program execu-
tion:

@ Press FUNC SEL lower with ALPHA and NUMERIC
SHIFT.

® Key Dkn, where:
D = the dump function.

k = 0,1, 2,3, {4K) or up to 7 (8K} indicating the start-
ing 1K buffer address of the dump.

n = 0 to specify the unformatted display dump.

n = 1,2,3,4 (4K) or up to 8 (8K) indicating the num-
ber of 1K increments to dump to the printer.

n = 9 to specify the formatted display dump.
kn= 99 to specify the disk dump.
® The NUM SHIFT key must be pressed while keying k and

n. Ifitis not pressed, the process must be repeated from
FUNC SEL lower with ALPHA and NUM SHIFT.

Note the functions of the following keys:
® Any key advances the display dump.

® The ALPHA SHIFT key and any key backspaces the
display dump.

® The ALPHA and NUMERIC SHIFT keys and any key
terminate dump operations.

® The ALPHA and NUMERIC SHIFT and the RESET key
(twice) aborts the job.

All display dumps will wrap around storage contents if you
advance beyond the last buffer (the first buffer is displayed)
or backspace past the first buffer (the last buffer is displayed).



Unformatted Display Dump

The unformatted display dump sets the display address to
the specified starting address. The first 120 characters of
the 128-byte buffer are displayed {in hexadecimal) in lines
2, 3, and 4 of the display. The last eight bytes of the buffer
are displayed in hexadecimal starting in position 10 of line
1. By pressing any key, the display is advanced by 128
bytes. By pressing FUNC SEL upper and ALPHA and
NUMERIC SHIFT, the dump mode is exited and the program
is returned to program execution (at the point where the
dump is initiated), leaving the display at the address last
displayed.

Hexadecimal Display

When hex data is keyed or displayed, not all of the data
represents displayable characters suchasan ABCor012
3. When the hex data keyed is not a displayable character,
a hexadecimal display is provided that represents the eight
bit code for the data. The basic display (no bits on) looks
like this:

Other lines are added to the display for each bit that is on
in the EBCDIC code.

Hex Value of
Bit Position  Bit Position
Add these values together
to get the first hex digit.
Only add those values to-
gether for the lines display-
ed.

WN—=0O
NP 0

Add these values together
to get the second hex digit.
Only add those values to-
gether for the lines display-
ed.

wo b
SN N N

Example: Assume the display looks like this:

The first hex digitis 8 + 4 + 1 = D and the second hex digit
is a 0. The hexadecimal value is hex DO.

Assume another display looks like this:

The first hex digitis 8 + 4 + 1 = D and the second hex digit
is8+4+2=E. The hexadecimal value is hex DE.

This procedure allows you to observe the dynamic state of
any buffer. The eight bytes displayed on line 1, however,

are not dynamically updated. By pressing any key (except
FUNC SEL upper) with ALPHA and NUMERIC SHIFT,

the dump mode is exited and the display address is restored
to buffer 2. In this case, the eight bytes in line 1 are blanked.
By pressing ALPHA SHIFT with any key, the display is
backspaced 128 bytes.

During any storage dump to the display, a specific register
or indicator may be addressed. Figure 49 shows the actual
storage address of each register and the object code equival-
ent for each register.

Indicators are located in storage in the address range of
0120 to 013F. This 32-byte area of storage contains 256
bits, each bit corresponding to an indicator. Each byte, thus
contains eight indicators. For example, in order to address
indicator 72, display byte 0128.
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Source Object Actual Source Object Actual

Reference Code Address Reference Code Address
A 70 0070 N B1 01BO
B 80 0080 o) C1 01CO
C 90 0030 P D1 01D0
D A0 00AO Q Et 01EQ
E BO 00BO R F1 01F0
F Cco 00CO S 82 0280
G DO 00DO T 92 0290
H EO 0OEO U A2 02A0
! FO 00FO \ B2 02B0O
J 71 0170 W c2 02C0
K 81 0180 X D2 02D0
L 91 0190 Y E2 02EQ
M Al 01A0 z F2 02F0

Figure 49. Register Addresses in Storage

Formatted Display Dump

The formatted display dump displays 32 characters as
follows:

® Line 2 — Zone half bytes
® Line 3 — Numeric half bytes
® |ine 4 — Displayable EBCDIC character or byte display

The first display shows the first 32 bytes of the specified
starting location. Press any key to advance the display by
32 bytes. Press ALFHA SHIFT with any key to backspace
the display 32 bytes. A counter on line 1 of the display
shows the number of increments keyed. Press ALPHA and
NUMERIC SHIFT and any key to exit the dumg mode.
Note that the display buffer (buffer 2) is not restored to its
original contents.
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Printer Dump

The printer dump formats 128 bytes across the page in three
lines as follows:

Zone Half

Bytes

o\ I 1 1 2 1

GGG GFFFF4GCFF4bhbb64b4040000040664644CCECS
00001254004040000000000000000000000041310
1254 DO4=——— Printable EBCDIC DATA

Numeric Half Characters
Bytes

The print line is terminated when remaining bytes of the
128-byte segment are the same as the last printed byte.
Printline length is assumed to be 128. When a printer dump
is to be initiated, the executing program must contain a
PRINTER control statement (see Printer Operations under
Programming Restrictions in Chapter 3). Ifa PRINTER
control statement is not included, this function defauits to
a formatted display dump,

When the printer dump is completed, the work station
returns to its state at the time the dump was initiated.
Printed register and indicator addresses are shown in Figure
49,



Disk Dump 5. The image of the buffers in storage is written into three
tracks of the %$DMPnn diskette beginning at the nn
track. The system internally records the number of
dumps taken in the job. If less than three tracks are
available for the next dump, the internal count is re-
set and the next dump overlays the first dump at track
nn. The internal count is reset at each start of job,
and is saved on checkpoint/restart. The VOL label is
never updated. Buffer contents (128 characters) are
written to disk beginning in sector 1 of the track and
continuing for 32 or 64 consecutive tracks.

The disk dump function provides |BM service personnel with
the ability to write to disk the entire contents of the work
station storage. This data can then be printed or displayed
for analysis. Although you need not be concerned with the
analysis of the stoage dump to disk, debugging time can be
saved by initiating the disk dump function before |1BM
service personnel arrive.

The disk dump function can be initiated at any time during
program execution by the following procedure:

A ready message (RS) is posted during the dump. If
disk write errors occur during the dump, an RS5 mes-
sage is posted, the error line is turned on, and the

1. Press ALPHA and NUM SHIFT, followed by the
FUNC SEL lower key. This sequence interrupts

the current program for subseqguent restart.

Press D99. This sequence specifies the disk dump. The
system saves the volume name of the diskette in drive
1 (disk dumps are output only to drive 1), posts a

dump continues.

When the dump is completed, a DC message is posted
and the system waits for the drive to go not-ready
{(indicating removal of the dump diskette). If the

DS message, and waits for the drive to go not-ready. drive goes not-ready during the dump, no errors are
posted, the internal dump count is not incremented,
3. When drive 1 goes not-ready, a MS message is posted and the dump is considered complete.

and the system waits for the customer diagnostic disk-

ette to be inserted. 7. If the drive is ready when the dump is initiated (step
2), an MC message is posted. Insert the original pro-
gram diskette. The system checks the volume name
against the name stored (step 2). If the names match,
the message area is blanked and execution continues
from the interrupted point {step 1). If the names do

not match, a DC message is again posted.

4. The customer diagnostic diskette has a volume name
of %DMPB6. When dumping to another scratch disk-
ette, it must have a volume name of %DMPnn (where
nn is a number from 1-71). If the volume name is
incorrect, a DS message is posted, and steps 2 and 3
must be repeated. The numerics in the volume name
indicate the diskette track at which the dump is to
start. The diagnostic diskette has nine tracks (66-74)
reserved for three dumps. If the initial seek to the
dump area fails, a DC3 error is posted.
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Appendix A. Indicators

INDICATOR DEFINITION

1-99 User-specified

100-146 Reserved

147 Printer error

148 Printer page overflow

149 Card 1/0 end of data set

150 Card 1/0 end of job

161-163 Reserved

154 Invalid GSCK result in
modulus 11

155 RBLK/WBLK overflow

156 Table index error

157 Division error

158 Multiply overflow

110

SET ON BY

User program

Any printer error
Printer reaches overflow line
specified in columns 23-25 of

.PRINTER

When ?/ terminating card
is read

When ?* terminating card
is read

GSCK resultis 10
Low-order three bytes of
the register are 000

Attempt to read or write
beyond the end of the table

Attempt to divide by zero

Carry results from multiply
operation

SET OFF BY

User program

User program

Next PRNT instruction

User program

User program

User program

User program

User program

User program

User program



INDICATOR

159

160

161

162

163

164

165

166

167

168

169-184

DEFINITION

Add/subtract overflow

Machine check

Error line

Short keyboard buzz

Table high entry found

Printer busy

Disk drive busy

AUTO REC ADYV switch
PROG NUM SHIFT switch
AUTO DUP/SKIP switch

Reserved

Keyboard Indicators

SET ON BY
Carry results out of high-
order positions of factor 1

register

Arithmetic overflow
indicators (155-159)

All system errors causing
keyboard lock or display

screen flash

User program

Equal entry not found, but
a higher entry is found.

Execution of any print
command.
Disk busy
Switch on
Switch on

Switch on

The keyboard is set to a locked status (indicator 197 off)
until an ENTR instruction opens the keyboard for data
entry, and sets indicator 197 on. After execution of the
ENTR instruction, the keyboard is again locked and indicator
197 is turned off. When the keyboard is locked, only the
keys which set keyboard indicators, special function keys,
and the RESET key are active.

The following are keyboard indicators and their respective

keys.

SET OFF BY

User program

User program

User program or RESET key

User program

User program or by the machine
hardware if an equal entry is found.

Compiletion of any print com-
mand or end of printing due
to a print error

Disk not busy

Switch off

Switch off

Switch off
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INDICATOR

185

186

187

188

189

190

191

192

193

194

195

196

197

198

199

200

240

DEFINITION

SEL PGM

DuUP

FIEL.D COR™

NEW LINE™

TAB®

REC BKSP

CHAR ADV*

RESET”

FIELD ADV

SKIP

RIGHT ADJ

Negative right adj,

dash (—)

Keyboard open/closed

FIELD BKSP

REC ADV

Special keyboard indicator

Continued checkpoint
taken

SET ON BY

Pressing key when keyboard
open {at ENTR instruction)

Pressing key when keyboard
open (at ENTR instruction)

Pressing key

Pressing key

Pressing key

Pressing key when keyboard

open {at ENTR instruction)

Pressing key

Pressing key

Pressing key when keyboard

open {at ENTR instruction)

Pressing key to exit field

Pressing key to exit field

Pressing key to exit field

Initiating ENTR instruction

Pressing key when keyboard

open (at ENTR instruction)

Pressing key when keyboard
open (at ENTR instruction)

Indicators 185, 186, 190,
193, 198, and 199

Completion of continued (C)
CKPT and return to normal
program execution

SET OFF BY

User program or next ENTR
instruction

User program or next ENTR
instruction

User program or pressing any
asterisked key

User program or pressing any
asterisked key

User program or pressing any
asterisked key

User program or next ENTR
instruction

User program or pressing any
asterisked key

User program or pressing any
asterisked key

User program or next ENTR
instruction

User program or next ENTR
instruction

User program or next ENTR
instruction

User program or next ENTR
instruction

Completion of ENTR
instruction

User program or next ENTR
instruction

User program or next ENTR
instruction

User program or next ENTR
instruction

User program or by start of a
CKPT operation

*Program control keys that are used when the programmer desires to receive communication from the operator without
using an ENTR instruction. Only one of these indicators can be on at a time.
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Indicators Within a Function-Selected Sequence

The following indicators are set on when the corresponding
key is pressed in a FUNC SEL sequence. Each of these indi-
cators can be set off by the RESET key, or by the next key-
board indicator {187-189 or 191), or by the next FUNC
SEL sequence (only one of these indicators can be on at a
time}, or by the user program.

INDICATOR FUNC SEL key
201 Lower CHAR ADV
202 Lower DUP
203 Lower FIELD COR
204 Lower less than (<)
205 Lower asterisk (*)
206 Lower percent (%)
207 Lower slash (/)

208 Lower HEX

209 Upper percent (%)
210 Upper slash (/)

211 Upper HEX

212 Lower dash (—)
213 Lower REC ADV
214 Lower at sign (@)
2156 Lower SEL PROG
216 Lower FIELD ADV
217 Upper at sign (@)
218 Upper SEL PROG
219 Upper FIELD ADV
220 Upper CHAR ADV
221 Upper DUP

222 Upper FIELD COR
223 Upper less than (<)
224 Upper asterisk (*}

Indicators Set by Data Movement

The following indicators are set by data management during
operation. Each of these must be set off by the user pro-

gram.

225%
226™
227*
228*

2297
230
231*
232%

No record found--data set 1
No record found—data set 2
No record found—data set 3
No record found—data set 4

Key not in table—data set 1
Key not in table—data set 2
Key not in table—data set 3
Key not in table—data set 4

These indicators
are set on if the
desired record is
not found on the
specified track.

These indicators

are set on if the index
table is exceeded, or
the key is less than
the first index entry.
Indicators 225-228
are also set on.

*See Columns 58-60 Type (R) under .DATASET in Chap-

ter 2.

Indicators 233-255 are reserved.
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Appendix B. Translator Error Messages

TRANSLATOR ERROR FORMATS

Errors detected during the translation phase are listed on
both the display and the printer. An object program with
errors should not be used until all errors are corrected.
Action on warning messages is at the users discretion.
Disk errors include the disk address (cylinder and sector)
of the error in the source or object file (from the label
processor).

The display lists a maximum of seven messages, while the
printer lists all error messages. f the source code is being
printed, the error message is printed before the line found
in error. Error codes have the following format:

XX0YY 227 where XX = track, YY = sector, and
277 = error message.

XXX** 222 where XXX = step number and 222 =
error message.

¥r¥¥¥ 722 where ZZZ = warning message.

Figure 50 shows printed error codes. Appendix B contains
a detailed listing of translator error messages.

Track
Sector
Error Code

03002 (203

«DATAS \l OBJECTT 4 1 3 SR

\Control Statement

in Error

Step Number

Error Code Instruction in Error

Warning Code

Mok sl sk sk 106

Figure 50. Error and Warning Messages During Translation
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Message

The following is a list of the error messages displayed to the
operator. The corresponding meaning of each message is
also listed. The first group of messages are those that will
stop translation. To leave translation, the operator should
press the ALPHA and NUM SHIFT keys and the RESET
key. Messages are preceded by an S (reading from the source
file), or an O (reading from the object file).

MESSAGES THAT STOP TRANSLATION APPEAR ON
LINE 1

Message Meaning
0 Early disk removal error
3 Disk seek error
4 Disk read error Messages also
5 Disk write check error display disk
8 Disk write error address
9 Disk no record found error
{no |D match)
10 Source and object on the same data set
1 Invalid logical record length for source (must
be greater than or equal to 80)
12 Empty source file error (beginning of extent =
end of data)
14 Invalid logical record length for object {must
be equal to 128)
15 Object BOE not at track boundary
16 No space available for object storage
17 Invalid entry in .NAME control statement, or
the .NAME is not the first source statement
(positions 123-128 of .NAME are reserved)
18 Printer not ready

MESSAGES THAT DO NOT STOP TRANSLATION
APPEAR ON LINE 6

Meaning

19 Program name already in object data set. To
continue translation, press RESET. The object
stored under this name will be replaced. To
abort translation, press ALPHA and NUMERIC
SHIFT and RESET. Note that this message
appears on line 1.



Control Statement Messages

Message

20

21

.NAME
Message
30

31

32

.DATASET

Message
40

41

42

43

44
45

46

47

48

49

Meaning

Unrecognizable control statement. Control
statement must have a period in column 1,
followed by the statement name and parameters
in the appropriate columns.

Control statements in invalid order. (.NAME,
.DATASET, .PRINTER, .SELF-CHECK, and
.REGISTER must appear first.}

Meaning

Muttiple .NAME statements in the source data
set

Invalid program start address specified {entry
must be an odd-numbered buffer, and may not
exceed available buffer storage)

Invalid machine size specified or attempt to
transiate 8K program on a 4K machine

Meaning

Invalid logical record length specified (the entry
in columns 28-30 must be 1-128 bytes)

Invalid data set access method specified (the
entry in columns 58-60 must be SR, SU, SW,
SWE, KR, KRN, KU, KUN, or )

Invalid tracks/index (the entry in columns 68-
69 must be 1-74)

Invalid bytes/key (the entry in columns 73-74
must be 1-16 and must be greater than or equal
to the index entry length in columns 63-64).
Invalid index length (the entry in columns 63-
64 must be 1-16 bytes)

Invalid key position (the entry in columns 78-
80 must be 1-128 bytes)

Origin buffer must be specified for an indexed
data set (KUN or KRN type). The entry in
columns 83-84 must be 1-24.

Invalid physical drive address (the entry in
column 33 must be 1 or 2)

Invaiid index start or end position within buffer
(the entry in columns 88-90 and 98-100 must
be 1-128 bytes)

Multiple .DATASET control statements with
the same data set number (column 13 entry
must be 1-4)

Message

50

51

52

53

54

.PRINTER
Message

60

61

62

63

64

65

66
67

Meaning

Key length {columns 73-74) must be greater
than or equal to the index length {columns 63-
64)

Record length +1 (columns 28-30) must be
greater than or equal to key length {columns
73-74) plus the key position (columns 78-80) in
the record. |f the record length is not specified,
the key length plus key position cannot exceed
129.

The number of the index end buffer (columns
93-94) is less than the number of the index
origin buffer (columns 83-84).

The index end position {columns 98-100) is less
than or equal to the index start position (col-
umns 88-90) for an index table to be built with-
in the same buffer.

The character A must be entered in column 61
in order to bypass extent checking.

Meaning

Printer type not specified (column 13 must be

1 for 3713, 2 for 3717, 3 for 3715 single direc-
tion, 4 for 3715 bidirectional floating margin,
or 5 for 3715 bidirectional fixed margin). Zero
and blank are invalid. This error also applies

to the printer specification in the .NAME state-
ment (column 23).

Overflow line {(columns 23-25) exceeds lines
per page (columns 18-20). Overflow defaults
to 60, and lines pér page to 66.

Buffer (columns 33-34) not specified. Odd-
numbered buffer must be specified if the charac-
ters to print exceeds 128.

Invalid characters to print {entry in columns
28-30 must be 4-132)

3715 bidirectional printer specified, but no
secondary buffer (columns 38-39) is identified,
or print line exceeds 128 characters and second-
ary buffer is not odd-numbered.

Invalid lines per page {(columns 18-20 must con-
tain 1-127) or overflow line number (columns
23-25 must contain a number less than or equal
to the lines per page entry). This entry also
applies to the .NAME control statement (col-
umns 28-30 and 33-35), where lines per page
must be equal to or greater than 7.

Multiple .PRINTER control statements
Primary and secondary print buffers cannot
have the same buffer number.
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.FIELD

Message Meaning

70 Invalid field type character {column 23 must
contain A for alpha, U for numeric, or D for
digits).

71 Data disposition error {column 28 must contain
B or blank, R, M, or D)

72 Field chaining error (column 29 must contain
blank, C, J, or L or column 36 is not blank or
T)

73 Exit control error (column 30 must contain
blank, J, or Z)

74 Delimiter error (asterisk missing after message)
or prompting message plus field length exceeds
69.

75 Field length error (columns 24-25 must

contain 1-16 if data is moved to a register, or
1-64 if data is moved to a buffer) or the field
length plus the buffer displacement (columns
33-35) exceeds 129, or the field length plus
the message length is greater than 69.

76 Buffer full error, or 2 or fewer positions remain
in a .FIELD buffer.

77 Invalid message character (hex 00 or hex FF
are invalid)

.FORMAT

Message  Meaning

80 * /, 0 following an invalid field (indicates an
undefined field with no register definition
character)

81 Blank following an invalid field {no register
definition character)

82 $ foilowing an invalid field (no register defini-
tion character)

83 Minus sign following an invalid field {no register
definition character)

84 & or period following an invalid field (no regis-
ter definition character)

85 Formats have overlaid instruction storage area.

86 Blank record warning error {no format
following .FORMAT)

87 Field break warning error {indicates that more

than 16 register designation characters have
been entered for the same register in a format).
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SELF-CHECK
Message Meaning
90 A GSCK or IFCHK instruction has been issued

91

92
93
94
95
96
97

without a corresponding .SELF-CHECK state-
ment.

Self-check format error (columns 23-25 and
28-30)

Multiple .SELF-CHECK statements error
.SELF-CHECK modulus error

.SELF-CHECK displacement error
SELF-CHECK table error

SELF-CHECK weight error

SELF-CHECK format combination error

General Error Messages

Message

100

101

102

103

104

105
106
107
108

109

110

111
112

113

114
115
116

Meaning

Data set number specified has no .DATASET
control statement.

Unrecognizable statement

Invatid register specification {must be A-Z)
Registers I, R, and Z cannot be used in table
instructions.

Buffer number specified must be 1-24 for 4K
program or 1-56 for 8K program. It may
exceed available buffer storage.

Out of range arithmetic constant (must be 0-9),
or constant coded in sign position when assign-
ing a 2-b digit constant

Out of range number error (greater than 256)
Invalid character in a numeric field

Invalid data set number (must be 1-4)
Unrecognizable arithmetic statement (column
23 must contain +, —, ¥, /, or blank)

Invalid displacement or number of characters to
be moved or zoned in MVER, MOFF, or ZONE
instruction

Invalid indicator number specified (must be
1-255)

Invalid format number (must be 1-254)

Invalid print control code specified (must be T,
D, S, or 0-127)

Invalid length or displacement specified in a
LOAD or STOR instruction. {Length must be
1-16 and displacement must be 1-256, but
length plus displacement cannot exceed 257.
For displacements greater than 128, an odd-
numbered buffer must be specified.)

Invalid table number (must be 1-16)

Invalid table entry length field {(must be 1-16)
Save step number or label missing in RGO
instruction



Message
117

118

119

120

121
122

123
124
125
126
127
128
129
130
131

132
133

134
135
137

138
139

Meaning

Message number in ENTR instruction {column
18) must be entered (valid range is 1-99)
Duplicate instruction number or label (program
must not extend into format storage area, and
each control statement must have a buffer speci-
fication within the program storage area)
Branching step number or {abel is not in the
same 256-instruction block. The following
branching instructions must have a GOTO
address within the same 256-instruction block:
IFA=,IFA>, IFA<,IFD A=, IFD A>,

IFD A<,

Invalid step number/label specified in columns
1-4 or 28-31 of a branching instruction.
.PRINTER control statement missing

Invalid replace {move register to register) instruc-

tion (columns 23 and 28 must be blank)
Register name cannot be the same as the result
register in multiply and divide instructions.
Invalid constant in shift instruction (column 28
must be 1-15)

Program storage overflow (step number exceeds
available buffer storage)

Factor 1 (column 18) and factor 2 (column 28)
cannot be blank in arithmetic instructions.
Invalid buffer displacement {(must be 1-128)
Invalid register displacement (must be 1-16)
Duplicate format number error

Entry appears in field that should be blank
{check columns 5-7, 17, 21-22, and 26-27)
Constant is out of range in assigning a constant
instruction (columns 23-27 must be 1-65535)
Invalid zone specified (must be 0-9 or A-F)
Invalid overlap specified in ENTR, PRNT, or
CRDR instructions (column 23 or 28 must be
X for overlapped or blank for nonoverlapped
operation)

Unrecognizable shift instruction
Unrecognizable |F instruction

Invalid assigning constant instruction (column
28 contains an entry)

Invalid option specified in EXEC instruction
Zero control code for the printer type
specified

Warning Error Messages

Message
140
141
150

151
152

153
154
155
156
157

158
159
160
161

162
163
164
165
166

167

172

Meaning

Format number not defined by .FORMAT
statement

Column 23 cannot be blank in IF or IFD
branching instructions

Dummy GOTO missing at return address in
RGO instruction

Branch to undefined step number/label error
Step number/tabel missing from sequence. Also
ensure that control statements, {.BUFFER and
.FIELD) do not extend into the source
instructions program area.

Branching address exceeds available buffer
storage

EXIT instructions missing (can occur if the
EXIT instruction is within the instructions
causing program overflow)

Reserved

Reserved

Reserved

Reserved

Data set 1 deleted record procedure step num-
ber/label invalid (must be dummy GOTO)
Data set 2 deleted record procedure step num-
ber/labe! invalid {must be dummy GOTO)
Data set 3 deleted record procedure step num-
ber/label invalid (must be dummy GOTO)
Data set 4 deleted record procedure step num-
ber/label invalid (must be dummy GOTO)
Data set 1 end of file error step number/iabel
invalid (instruction must be a dummy GOTOQ)
Data set 2 end of file error step number/label
invalid (instruction must be a dummy GOTO)
Data set 3 end of file error step number/label
invalid (instruction must be a dummy GOTO)
Data set 4 end of file error step number/label
invalid (instruction must be a dummy GOTO)
Printer overflow routine step number/iabel
invalid (instruction must be a dummy GOTO)
.END control statement missing in program

Note that second pass errors {greater than 150) may occur
if buffers are assigned above the program origin buffer for
data storage.
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Appendix C. Execution Error Codes, Meanings, and Operator Responses

Errors during execution are displayed in positions 5, 6, 7,
and 8 of display line 1. Printer errors and disk errors over-
lay keyboard errors.

Printer Errors

If a printer error is encountered the operator should first
check for the obvious problems, such as the cover open or
no forms. The operator must choose one of the following
responses:

Display
Position

Contents  Error Meaning Operator Response

56 7 8

2-16 P P errors preceded by
a numeric are posted
if the 3717 Printer
is specified in the
.PRINTER state-

ment {Note 2).

Press NUM SHIFT and
RESET to bypass the
print instruction.

Press ALPHA SHIFT
and RESET to bypass
any remaining print
instruction.

P 1 Printeris not
attached.

P 2 Printerror during
forms movement
(Reposition forms
if necessary.)

Press RESET to retry
the dump from one
last buffer (P3 only).

Press ALPHA and NUM

P 3 Printerror during SHIFT with RESET to
dump (Reposition return to index (X)
forms if necessary.) mode.

P 4 Print error while
printing or during
trace to printer.

Press RESET to retry
the print instruction
(P3 and P4 only).

Keyboard indicators are not turned off when correcting
printer errors.
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Notes:

1. If a P2 or P3 error occurs and the operator selects to by-
pass the print instruction or retry the dump, the operator
must manually check vertical forms alignment to ensure
that it is correct for the next print instruction.

2. For a work station with the 3717 Printer, the numbers
2-16 are displayed in positions b and 6 to indicate the
following errors:

2  Print belt synchronization check

Not used

Thermal overload check

Hammer check (1-22)

Hammer check (23-44)

Hammer check (45-66)

Carriage synchronization check

9 Forms jam

10  Busy-too-long check

11 Cover intertock open

12  Throat interiock open

13 Hammer echo check

14  Print belt speed check

15 Printer not ready

16 End of form

0O~NO Oh W

Card 1/0 Errors

The following errors apply to the attached card 1/O device
(5496 or 129) and have the same operator response options
as the P4 printer errors. Note that resetting read errors be-
fore clearing the 5496 can jam two cards in the read station.

Display
Position
Contents  Error Meaning
56 7 8
Al The attached device is offline, or switches are
set improperly, or card jam in the transport.
A 2 Hopper empty; stacker full, or misfeed.
A3 Byte transferred between work station and 1/0O

device does not compare.

A4 Program sequence invalid {(successive start read
instructions — S in column 23 of CRDR instruc-
tion or punch following start read)



Invalid Key Errors

Display
Position
Contents Error Meaning
56 78
9 0 Invalid key was

pressed in an ENTR
statement

9 1 Key is pressed
when not in an
ENTR statement
or entry field is
full {requiring
exit key) and
nonexit key
is pressed

Keyboard overrun —
keying rate exceeds
keyboard capability

Job Completion System Halt

Display
Position

Contents Error Meaning

56738

1 0 0 Job complete - not
an error condition

Operator Response

Press RESET to contin-
ue program execution.
Note that this turns off
keyboard indicators.

Operator Response

Press RESET to go to
index (X) mode.

.FIELD Control Statement Errors

If an error is encountered, the .FIELD control statement’
must be corrected before the program can be executed.

Display
Position
Contents

56 7 8

150

Error Meaning Operator Response

Offset and length is
greater than 128 or
buffer does not con-
tain prompting
messages

Data sent to register
and field length
greater than 16

Press ALPHA and NUM
SHIFT with RESET to
return to index (X)

) mode.

Register specifica-
tion is zero

Message not found
in buffer (message
number greater
than 1 can’t be
found in buffer in
ENTR)

Prompting message
and field greater
than 69

More than eight
continuation fields
in one ENTR
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Miscellaneous Errors

If an error is encountered, the operator must choose one of
the responses associated with the error code.

Display
Position
Contents

56 7 8

2556

Error Meaning

Hardware parity
error

Disk Open Errors

Operator Response

Press ALPHA and NUM
SHIFT with RESET to
return to index (X) mode.

If an error is encountered, the operator must choose one of
the responses associated with the error code(s). Note that
disk open failed in each case.

Display
Position
Contents  Error Meaning Operator Response
56 7 8
2 0 0 Diskerroron Press ALPHA and NUM
program |oad SHIFT with RESET to
return to index {X) mode.
2 0 1 Object data set Press ALPHA and NUM
length is zero SHIFT with RESET to
return to index (X) mode.
2 0 2 Object data set
is less than two
tracks (4K} or Press ALPHA and NUM
4 tracks (8K) SHIFT with RESET to
2 0 3 Attempt to load return to index (X)
an 8K program mode.
on a 4K machine
2 0 4 Program name not Press ALPHA and NUM
found or program SHIFT with RESET to
name is not on a return to index (X) mode.
correct track
boundary
2 0 5 Invalid drive num- Press ALPHA and NUM
ber (position 9 or SHIFT with RESET to
19) is keyed when return to index {X) mode.
selecting opera- If the data set is a contin-
tion. This error is ued data set, try another
possible for both disk to see if the pro-
translation and gram name is there.
execution
2 0 6 Object data set has Press RESET to initiate
been altered execution with altered
data set.
Press ALPHA and NUM
SHIFT with RESET to
return to index (X) mode.
New translation required.
2 0 7 Feature not Press ALPHA and NUM
available SHIFT with RESET to
return to index (X) mode.
2 5 3 Work station Press ALPHA and NUM
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storage failure

SHIFT with RESET to

return to index (X} mode.

Display
Position
Contents Error Meaning Operator Response
56 78
5 X 0 Drive not ready
5 X 1 Dataset name not
found in user
program, or object
data set not found Press RESET to retry
during program open.
load or data set(s)
from .NAME Press NUM SHIFT and
statement missing RESET to go to job
5 X 2 Record length on completion-system code
index track does 100 or to return to index
not match record mode for 5X1 during
length specified program load only.
in DATASET
5 X 3 Invalid label
extent
5 X 4 Read error on
index track ®
5 X 5 No space available Press RESET to go to
to build index job completion-system
table, or disk error code 100.
while building in-
dex, for key in-
dexed data set
5 X 6 Register informa-

tion invalid for
dynamic open
(column 23 of
OPEN instruction)




Display

Disk Close Errors

If an error is encountered, the operator should manually
record the EQD value in positions 12 through 16 of buffer
1. The operator must then choose one of the following re-
sponses. Disk close failed in each case.

Display
Position
Contents

Error Meaning Operator Response

X 0 Drive not ready™

X 2 ReadID error
(can’t find label
on index track)

Seek command

error (can't re-
turn to index

Press RESET to retry
any error except 6X0.

Position
Contents Error Meaning Operator Response
56 7 8

5 X 7 Extents overlap Press RESET to retry
with some other open.
data sets on this Press NUM SHIFT and
disk RESET to go to job

completion-system
code 100.

5 X 8 Notenough space This is a warning message.
to build a com- Press RESET to continue
plete index table program execution.
for a key indexed Press NUM SHIFT with
data set RESET to go to job com-

pletion-system code 100.

5 X 9 Key indexed data Press RESET to go to
set index entries job completion-system
are not in sequence code 100.

5 X A Secured/protected Press RESET to retry
file (position 11 of open.
sector 7 is not blank,
position 42 of the Press NUM SHIFT with
tabel is S, position RESET to go to job
43 of the label is P, completion-system
and the file is open- code 100.
ed for a write opera-
tion, or positions
1-4 of sector 7 do
not contain ‘'VOL1")**

5 X ? Write gate check Press RESET to retry

(hardware error)

operation.

Press NUM SHIFT and
RESET to go to job
completion-system
code 100.

Note: X = data set number (1 through 4).

track)

Press NUM SHIFT and
RESET to go to job
completion-system
code 100.

Read command
error {found
label, but can’t
read it)

Write check error
(located and read
label, but can’t
write it}

Write command
error (read label
but can’t write it)

6 X 9 Seek read ID error

Note: X = data set number (1 through 4).

* 1 the drive is opened and closed after a data set has
been opened, a 7X0 error occurs when an attempt is
made to access the data set. The EOD of the data set
cannot be updated. If the opened data set is SU, SW, or
SWE, however, a 6X0 error is posted. Press NUM SHIFT
and RESET to bypass the data set, then the remaining
data sets can be closed.

*

* If a record length is shortened on a data set already writ-
ten, a length error (1) occurs when reading these records
in Model 1 (Data Station) mode. If this data set is speci-
fied as key indexed (KR) with index table build, a 544
length error occurs while reading records into the index
table during an open operation in Model 3-4 mode. If
the data set is specified as sequential, a 7X4 (read) error
occurs on the first read to the data set, and not during
the open operation.

* These errors make the disk unusable in work station
mode, but usable in data station mode.
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Disk Errors

Display
Position
Contents

5 6

/P

7

X0

Error Meaning

Data set not open-
ed or drive not
ready

Read ID error

3 Seek error

Read error
{See 5X4)

Write check error

Write control ad-
dress mark error

8 Write error

Seek read I1D error

Read to write only
data set error

Write to read only,
WRTE to nonex-
tended data set,

or WRT with rela-
tive record number
with KU, SW, SWE,
or KUN data set
organization

Attempt to read
below BOE

End of file is en-
countered, but no
EOF exit is speci-
fied.

Operator Response

Press RESET to go to
job completion system
code 100.

Note: X = data set number (1 through 4).

If the drive is opened and closed after a data set has been

opened, a 7X0 error occurs when an attempt is made to
access the data set. The EQD of the data set cannot be

updated. !f the opened data set is SU, SW, or SWE, how-

ever, a 6X0 error is posted. Press NUM SHIFT and RE-

SET to bypass the data set, then the remaining data sets

can be closed.
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Checkpoint Errors
Display
Position
Contents Error Meaning Operator Response
56 7 8
9 X O Drive not ready
9 X 1 Data set open
error. Checkpoint
data set already
open at time of
checkpoint.
Note: CKPT instruc
tion cannot be at
instruction step
number 255, 511, Press RESET to go to
or 767. job completion-system
code 100.
9 X 2 Syntaxerrorin
register or data
set length not
128
9 X 3 Dataset BOE not
on sector one
9 X 4 EOE reached be-
fore checkpoint
complete
9 X 5 Invalid data set
specified
9 X 6 Writeerror

Note: X = data set number (1 through 4).



Communication Link Errors

Display
Position
Contents

C

C

01

Error Meaning

File 1isan I-
type file

File 1 is not on
drive 1

File 1 is not
open

File is an SU-,
SW-, or SWE-
type file, but
the commun-
ications mode
selected is not
Rorl

File 1 is a KU-,
KR-, or SR-type
file, but the
communications
mode selected is
notT,P,B,D,
J,or K
Unattended
print is
selected, but the
AUTO REC
ADV switch is
not on

Keylock is
locked

Unattended
print and
transmit mode
are selected
Unattended
ACL program
execution and
inquiry mode
are selected
Inquiry mode
is selected, but
file 1 record
length does not
equal 128

Operator Response

Press RESET to return to
index (x) mode.
Press RESET to return to
index (x) mode.
Press RESET to return to
index (x) mode.
Press RESET to return to
index (x) mode.

Press RESET to return to
index (x) mode.

Press RESET to return to
index {x) mode or set the
AUTO REC ADV switch
on and press RESET to
continue.

Press RESET to return to
index {(x) mode or unlock
key and press RESET to
continue.

Press RESET to return to
index (x) mode.

Press RESET to return to
index {x) mode.

Press RESET to return to
index {x) mode

Dispiay
Position
Contents

c11

Error Meaning

Inquiry or
receive mode
is selected and
the disk is
positioned
beyond sector
73026
Transmit mode
is selected with
the disk at EOD
There is a disk
write error
There is a disk
read error

No record is
found

Volume label
on disk 2 is
secure

Receive data
and insert con-
stants program
is not equal to
the file 1
record length
Disk drive 1

is not ready
when the
COMM instruc-
tion is executed
Unattended
print is selected
and byte 4 of
register A does
not equal 2
through 9
There is a disk
seek error

Disk drive is
not ready
during ACL
communications
linkage
execution

File 2 is not
closed

File 3 is not
closed

Operator Response

Press RESET to return to
index (x) mode.

Press RESET to return to
index (x) mode.

Press RESET to return to
index {x) mode

Press RESET to return to
index (x) mode.

Press RESET to return to
index (x) mode.

Remove disk 2 and return
to the index {x) mode.

Press RESET to return to
index {x) mode.

Press RESET to return to
index {x) mode.

Press RESET to return to
index {x) mode.

Press RESET to return to
index (x) mode.
Press RESET to return to
index {x) mode.

Press RESET to return to
index (x) mode.
Press RESET to return to
index (x) mode.
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Display
Position
Contents

67889

c438

c99

124

Error Meaning

File 4 is not
closed
Communica-
tions feature is
not installed.
There is a write
gate error on
disk drive 2

Operator Response

Press RESET to return to
index (x) mode.
Press RESET to return to
index (x) mode.

Remove disk 1 and return
to the index {x) mode, or
remove disk 2 and press
RESET to continue, or
press RESET to continue.
(Any writing to disk 2 can
be unpredictable.)

Operation Code Error

Dispiay

Position

Contents Error Meaning Operator Response

56 7 8

1 Y Y Y Attempt to exe- Press ALPHA and NUM
cute an invalid SHIFT and RESET to
operation return to index mode.

Note: YYY is for diagnostic purposes only.



SAMPLE PROGRAM 1-ORDER ENTRY

Sample program 1 illustrates the coding of an order entry
application which operates on the 3741 Models 3 and 4.
Figure 51 is the order form to be used. Note that the fields
to be entered include:

® Customer number

® Order number

® Date

® Salesman number

® Purchase order number

® Ship instructions

Appendix D. Sample Programs

e Product code
® Quantity
® Price

Figure 52 shows the data displayed after entry, and the
format of the diskette record written for the loader-type
information. Figure 53 shows how the data is displayed
and written for each item on the order.

During the data entry function, a shipping code is used to
search a table to find the corresponding shipping instruc-
tion. If an invalid shipping code is keyed, an error message
{Figure 54) is displayed to the operator.

ABC COMPANY
SALES ORDER FORM

CUSTOMER # ORDER #
CUSTOMER NAME
STREET
CITY, COUNTRY
Table Search
ORDER DATE SALESMAN PURCHASE ORDER # SHIP VIA
PRODUCT CODE DESCRIPTION QUANTITY PRI‘CE

\\_

Limit ™~ Multiply
Check

]
)

Legend: Fields to be entered are ir bold type

Figure 51. Order Form for Sample Order Entry Program
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CUSTOMER 00001240

DATE 08L073

SHIP VIA TRUCK

SALESMAN 02

(RDER GG a0

CUSTOMER ORDER DATE SALES-
NUMBER NUMBER MAN
1 9 17 23

.

DISKETTE RECORD

Figure 52. Display of Entered Data and Format of the Diskette Record

CUSTOMER 00001240

ITEM 00000236

URLDER 050

WDIY . Zo2oo

ORLES

CUSTOMER ORDER ITEM QTyYy PRICE
NUMBER NUMBER NUMBER
1 9 17 25 30

DISKETTE RECORD

Figure 53. Display and Diskette Writing for Each Item on the Order
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After the quantity s eniercd, o bt chieck s made to see if
the guantity s greater than 1000. 1f o s, the operator is
notibed by an error message, shown in Fgure 55

Figure 54. Table Search and Error Message i Siupping Code

Figure 55, Limit Cheax and Ereor Message for Quantity Exeeds 1000

The conmg ne
56

APy el IS faegrar s Loown in Figure

5 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 56 5758 59 60 61 62 63 64 65 66 6768 6970 71 72 73 74 75 76 7778 74

I O PR 55
' ooy N
ST T Ty
bbb LD _ | A I Lldd
Overtiow Edit Currency Register  Proof Keyboard Machine Intermediate Data Drive Object Data
e Control Keyboard Size Set Name Number  Set Name
Wb oL s e 49 36 37 38 39 40 41 42 43 44 45 46 47 4B 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66 67 68 69 70 71 72 73 74 75 76 77 78 7

Sw

THE R
oL 3
T
i N i l I I
BEREERE I I
bl i [ { | 1 - _‘_‘<— 8 SO A E 4t
s b I —1 ]
! N 1 _ L.
I s Butte: Deleted EOF Type tndex Tracks Key Key
record toutine length length positio
routine Extent

check

Frgure 56 (Past 1 of 4}, Cochng

ter Sarnyte Uirder Entry Program
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Coding for Sample Order Entry Program
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SAMPLE PROGRAM 2-MAILING LIST INQUIRY

Sample program 2 illustrates the use of two key functions
within the ACL language:

® Using the key indexed access method

® Providing error correction using the special keyboard
close function of the .FIELD control statement, and us-
ing registers to specify the buffer and message number in
the ENTR instruction

The operator is first requested to enter the customer number.

A search of the mailing list data set (Figure 57) is initiated.
If the matching record is not found, the operator is request-
ed to reenter the customer number. If the record is found,
it is displayed to the operator in the format shown in Fig-
ure 58. The operator is prompted to enter a new street,
city, state, zip code, and telephone number. If any of these
fields are not to be udpated, the operator presses the FIELD
ADV key to advance to the next field, or REC ADV key to
advance to the end of the record and update the diskette.

If an error is detected in a previously entered field, the
operator can press the FIEL.D BKSP key to return the pro-
gram to the previous field.

130

The ACL coding necessary for this sample program is shown
in Figure 59.

CUSTOMER NUMBER 1-10
CUSTOMER LAST NAME 11-25
CUSTOMER FIRST NAME 26-36
TELEPHONE NUMBER 37-43
STREET 44-59
CITY 60-75
COUNTRY OR STATE 76-85
ZIP CODE 86-90

Figure 57. Format of Records in Mailing List Data Set

(Program name}

(Lastname)  (Firstname) _ (Phone No)

(Street)

(Crty) (Stxize) -

(Z1p code)

{Prompting

Message)

Figure 58. Format of Mailing List Record Displayed to the Operator
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Register Usage

A — Customer number (keyed)
B — Street
C — City
D — Country or state
E — Zip Code
F — Telephone
G — Scratch
H — Customer number (read from file)
I — Customer last name
J — Customer first name
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STEP/
1LABEL COMMENTS
|| Bom G i EA
L EXILT] ] L] i || i mENE.
E 1 I ! | e ‘ l 4.
| ‘ : - i i |
- o 11 Tt T 1 T i1 T T

Figure 59 (Part 3 of 3). Coding for Sample Mailing List Inquiry Program
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SAMPLE PROGRAM 3-OVERLAY PROGRAM

Sample program 3 illustrates how an overlay program is
coded. In the example, there is one mainline program
and two overlay programs. Some important items to be
considered when using overlays are:

The coding necessary for this program is shown in Figure 60.

The .NAME statement must reference the same origin
buffer in the mainline and overlay programs. (Buffer
9 in this example.)

_.FORMAT statements must be used in the mainline
program, while dummy formats may be used in the
overlay program. This is because formats are loaded
in high storage by the work station at translation time
and consist of pointers only.

The ORG instruction references the actual buffer
where the overlay will be positioned in the mainline
program. Since each instruction is 4 bytes in length,
there are 32 instructions per buffer, and by assigning

a step number of 128 with the ORG instruction, the
next instruction would start four buffers away from
the buffer referenced in the .NAME statement. A step
number of 000 is in the .NAME referenced buffer.

In the example, the overlay programs are executed once
to create the overlay data set. The first overlay program

references the overlay data set as an SW file and writes
the first three records of the file. The second overlay

program references the overlay data set as an SWE file
and writes the next three records of the file.

The retrieving of the overlays from the data set is
accomplished by using relative record reads.

Overlays may degrade performance due to the reading
of additional records.

Appendix D. Sample Programs
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The Printer Link (RPQ) feature allows an ACL program to
load printer control format programs into format buffers,
then select PRINT TO EOD mode at the Model 2 level. At
the conclusion of printing, a method is provided to return
to ACL program mode at the Model 4 level.

Printer Link is applicable only to a 3741 Model 4 with

the Communication Link {(RPQ) feature, Expanded Commu-
nication feature, and either a 3715 or 3717 Printer attached.
Printer control format programs and the Expanded Commu-
nication feature are described in the /BM 3741 Data Station
Reference Manual, GA21-9183. The Communication Link
(RPQ) feature, the 3715 Printer, and the 3717 Printer are
described in Chapter 2 of this manual.

In order to start the Model 2 PRINT TO EOD function from
an ACL program you must:

® Close data sets 2, 3, and 4.
® QOpen data set 1 as an SR type file on drive 1.

® Load printer programs in ACL buffers 2-10 (buffer 1
cannot be usad).

® Load ACL register A with print control information.
® Program the COMM instruction,

® Turn on the AUTO REC ADV switch.

Appendix E. Printer Link (RPQ) Feature

The linkage to print mode begins when a COMM instruction
is encountered in an ACL program. The format of this
instruction is:

Column 1 I 8 I 13 I 18 | 23
Entry l Step/ COMM l I I
Label

The work station assumes that the input to the print mode
linkage function is in register A, and that buffers 2 through
10 contain print control programs.

Register A must contain the following information before
the COMM instruction is executed:

Position Required Information

1 Not used.

2 The character D.

3 Not used.

4 Format numbers 2 through 9. Used only if
buffer 10 contains a question mark.

5 The character N if the check for a continued
data set is to be skipped.

6-16 Not used.

Appendix E. Printer Link (RPQ) Feature 137



When printing is complete, the work station will return
either to the index track or to ACL program mode to

translate or execute a program. You must put one of the
following print control characters in position 001 of buffer

10 to tell the work station which way to return.

Return Point after Print Meaning

Index Track ACL Program Mode

Colon (:) Question mark (?) Printing is under control of the format program
selected by byte 4 in register A.

Percent sign (%) Exclamation point (1) Printer format program is selected by the character
in position 1 of each record.

Plus sign (+) Left parenthesis: ( Printing is under control of data stream characters.

When the question mark, exclamation point, or left paren-
thesis is in position 1 of buffer 10 and either the COMM

instruction is executed or PRINT TO EQOD is manually

selected, the work station completes PRINT TO EOD and
returns to ACL program mode. The work station will either
translate or execute a program, depending on the informa-

tion you put in track 0, sector 3 of drive 1.

The information required to transtate an ACL program

Position Required Information

2-9 Step numbered source program name

10 Drive number where source data set is
mounted

12-19 Object program data set name

20 Drive number where object data set is
mounted

21 The character A

is:

The information required to execute an ACL program is:

Position Required Information

2-9 Object program name

10 Drive number where object data set is
mounted

12-15 ACL program name

21 The character E
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SAMPLE PROGRAM

This program illustrates sample coding required for register

A, a format program in buffer 9, and the COMM instruction.

It also shows the question mark in buffer 10, and sector 3
which returns the work station to ACL execute mode.

The following is a printout of the SOURCE data set:

The following is a printout of sector 3:

Column 2

ELT 1 TEST i

The first instruction in this program, the COMM instruction,
uses the information in register A to go to Model 2 PRINT
TO EOD mode. Printing is now under control of the
programs in buffers 9 and 10. When printing is finished, the
qguestion mark in buffer 10 tells the work station to reload
and execute the program in ACL mode by using the infor-
mation in sector 3 of the index track.

This program is for a 3715 Printer, but can be used with a
3717 Printer by changing byte 23 of the .NAME statement
to a 2 and byte 13 of the .PRINTER statement to a 2.

Appendix E. Printer Link (RPQ) Feature
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The following steps are required to use this program:

140

Label three unused diskette data sets with the
foilowing names (positions 6-13 of the index track);
SOURCE (one track), OBJECT (two tracks starting
on a track boundary), and RECORD.

Key the sample program into the SOURCE data set.

Enter the information to be printed into the
RECORD data set.

Enter the following information into sector 3 of the
index track:

Positions Entry
2-7 OBJECT
10 1

12-15 TEST
20 E

Translate the sample program.

Turn on the AUTO REC ADV switch. The C09 error
occurs if this switch is not on.

Execute the sample program.

Execution error codes for the Printer Link (RPQ)
feature are listed in Appendix C of this manual.

Printing can be stopped by turning off the AUTO
REC ADV switch. Printing could be restarted again
by turning on the AUTO REC ADV switch and
pressing REC ADV.



.BUFFER 21,87
.DATASET 8,115
END 28

drive number 29

1/O data set name 28

operating mode 28

output data set or program name 29
FIELD 25,87,116

buffer 25

errors 119

overflow buffer 25
.FORMAT 22,83,116
.NAME 6,115
.PRINTER 14,115
.REGISTER 20
SELF-CHECK 15,116

ACL control statements coding sheet one 3
ACL control statements coding sheet two 3
ACL instructions coding sheet 3

ACL label processor 3, 96

ACL label processor configurator 101

ACL program operation 4

ACL storage estimator 66, 67

ACL transtator 1,96

add instruction 30,92

algorithm control 15

application control language 1, 96
arithmetic operations 29, 30, 89

assigning a constant value 32, 89, 92
assigning a step number (ORG) instruction 60

binary synchronous communication 61
blanking a register 31

blocking and deblocking of logical records 83
branching operations 4, 33, 89

BSCA 13

buffer assignments 3, 65, 68

buffer number 1, 21,54

card /O 60,61,838

card |/O errors 118

characters per line 14, 89, 101

checkpoint errors 122

checkpoint ID number 58

checkpoint statement (CKPT) instruction 58
CKPT {checkpoint statement) instruction 58
close (CLOZ) instruction 45, 85

CLOZ (close) instruction 45, 85

Index

COMM {communications link/printer link} instruction 62, 137

comma edit control 7, 24

comments 3,6, 29

communication link errors 123

communications 61

communications link (COMM) instruction 62, 137
communications mode from an ACL program 62
complement 16

conditional branching 35

considerations for efficient key entry programs 64
control program 87

control statement name 15

control statements 1,6, 115

CRDP (punch a card) instruction 61

CRDR {read a card) instruction 60

creating a source program 1

cross reference 98, 100

current file disk address 43, 85, 86

customer diagnostic diskette 105

data directed formatting 23, 51, 52
data disposition 26

data movement 25

data position 28

data set access methods 4, 10,75
data set |/O buffer 9,42, 66

data set labels 82

data set name 8

data set number 8

decimal edit control 7

decimalize setf-check number 16
delete a disk record (WRTS) instruction 43, 76
deleted record routine 9,77

design and implementation 64
designated buffer load 21
diagnostic diskette 105

digit 1/O control 16

digit position 15

disk close errors 46, 121

disk dump 109

disk errors 122

disk open errors 45, 120

diskette operations 41,94

display and keyboard operations 5, 40, 88
display screen flash 64, 111

divide instruction 31

drive number 8

dummy GOTO 9,15, 34

dynamic close of a data set 45, 85
dynamic open of a data set 44, 85

Index
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EBCDICchart 18

edit control characters 7, 23

edit currency characters 7

editing 5, 23

editing examples 24

efficient use of work station storage 68

end of file routine 9, 77

end of job (EXIT) instruction 45

ENTR (keyboard input) instruction 40

error correction 64,70

error messages 114, 118

EXCH (exchange buffer contents} instruction 54
exchange buffer contents (EXCH) instruction 54
EXEC (execute program chain) instruction 60
execute program chain (EXEC) instruction 60
execution error codes 118

execution timing 92

EXIT (end of job) instruction 45

exit control 27

expanded communications feature 62

extend data set and write disk record (WRTE) instruction
extent check 13, 91

43,76

field chaining 26

field exit control 27

field exit keys 26

field length 26

field type 26

format character 22

format character position 22
format number 22

format record 22

formatted display dump 108
formatting blocked records 23
formatting records greater than 128 characters 23
function keys 65

general error messages 116

generate self-check number instruction 59

GETB (move data from buffer to register) instruction 50
GOTO (unconditional branch) instruction 34,9

GSCK {generate self-check number) instruction 59

hexadecimal display 107

| {label update) access method 13, 81

ICBF (insert character in buffer) instruction 59
if CRD is/not busy instruction 40, 44

if format is/not instruction 37

if indicator is/not on instruction 37

if printer is/not busy instruction 40

if registers equal instruction 36

if registers greater/less instruction 36

if register is/not absolute numeric instruction 38
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if register is/not negative instruction 35

if register is/not self-check instruction 39

if register is/not signed numeric instruction 39
if register is/not zero or blank instruction 35
index access method 81

index end buffer 14, 81

index end position 14, 81

index length 13

index origin buffer 13, 81

index start position 13, 81

index table 12,81, 91

indexed GOTO unconditional branch 33
indicators 110

initiating translation with the label processor 96
initiating translation without the label processor 102
input transiate table 17

input translate table buffer number 17

insert character in buffer (ICBF) instruction 59
instruction block 36

instructions 29

intermediate data set name 7

internal data movement operations 51, 89
introduction 1

invalid key errors 119

job completion system halt 119

job run sheet 73,74

key indexed access 11,42,70,79

key indexed read only access (KR) 11, 86

key indexed read only access, no index build (KRN} 11, 86
key indexed update access (KU) 11, 86
key indexed update access, no index build (KUN) 11, 86

key length 13
key position 13

keyboard buzz 64, 111
keyboard designation 7, 101
keyboard indicators 87, 111

keyboard input (ENTR) instruction 40

keyboard operations 40

keying pattern 64

KR {key indexed read only)} access method

KRN (key indexed read only, no index build)
access method 11, 86

KU (key indexed update) access method 11, B6

KUN (key indexed update, no index build) access method

11,86

label processor error messages 100
label syntax ruies 1

label update {1} access method
lines per page 14, 101
LOAD {load data buffer to register) instruction 55
load data buffer to register (LOAD) instruction 55

13, 81

11,86



machine size 7, 101

miscellaneous errors 120

miscellaneous instructions 58

MOFF {move partial content to register with offset)
instruction 55

MOVE (move data from buffer to buffer) instruction

move data from buffer to buffer IMOVE) instruction

move data from buffer to register (GETB) instruction

move data from register to buffer (PUTB) instruction

move partial content from register to register (MVER)
instruction 54

move partial content to register with offset (MOFF)
instruction 55

move register to register instruction 32

multipie diskette data sets 85

multiply instruction 30

MVER (move partial content from register to register)
instruction 54

no operation (NOP) instruction 59
non-printable characters 47, 89
NOP (no operation) instruction 59

object data set name 8

OPEN (open data set) instruction 44, 85
open data set (OPEN) instruction 44, 85
operation code error 124

operator documentation, training, and testing 73
operator error correction 70

operator training 73,75

ORG (assigning a step number) instruction 60
output translate table 18

output translate table buffer number 18
overflow buffer 25

overlapped operation 46, 90

PCTL (skip to line number or space) instruction 47
primary printer buffer 15

print a line (PRNT) instruction 46
print form size 7

print forms control 101

printer buffers 15

printer dump 108

printer error messages 118

printer link (RPQ) feature 137
printer operations 46, 89

printer overflow line number 7, 14
printer overflow routine 15
printer type 7, 14,101

PRNT (print a line} instruction 46
product table 16

product table buffer number 17
program debugging 104

program execution 103

program interruption 58
program name 6

program origin buffer 6, 88

54
54
50
51

program performance 90, 92
program restart 58, 64, 105
programming restrictions 88
prompting buffer 25, 40

prompting message 28, 64, 68
prompting message abbreviations 68
prompting message number 40
prompting register 7

proof keyboard 7

punch a card {CRDP) instruction 61
PUTB {move data from register to buffer} instruction 51

random by relative record number access 4

RBLK (read blocked record from buffer) instruction 52, 83
read a card (CRDR) instruction 60

read blocked record from buffer (RBLK) instruction 52,83
read from buffer (REFM)} instruction 51, 94

read instruction 41,76

read table entry (TBRD) instruction 49, 94

record length 8

REFM (read from buffer) instruction 51,94

reference material 6

reformatting 5

register contents 20

register trace 104

registers 3, 20, 41

relative record number access 4, 69,77

restricted areas 89

return transfer [subroutine call] (RGO) instruction 34
RGO (return transfer) instruction 34

sample programs 125, 130, 133, 139

search table for equal/high entry (TBFN) instruction 49, 94
search table for equal entry (TBF X} instruction 48, 94
second format record 22

secondary printer buffer 15

selecting trace 105

self check examples 19

self check moduius 15

self checking 5,15, 39

sequential access method 10,42,75

sequential read access 10, 86

sequential update access 10, 86

sequential write access 10, 86

sequential write extend 10, 86

set indicators off (SOFF) instruction 58, 94

set indicators on (SON) instruction 58, 94

shift left logical instruction 31

shift left signed instruction 31

shift right logical instruction 31

shift right round instruction 32

shift right signed instruction 32

single step trace 104

skip if character is/not equal instruction 38

skip to line number or space (PCTL) instruction 47
SOFF (set indicators off) instruction 58, 94

SON (set indicators on) instruction 58, 94

source listing 98, 99

special keyboard close 28

SR (sequential read) access method 10, 86

step numbers 3, 29,96

Index
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step stop 104 unattended ACL program mode after communications 62

step trace 104 unconditional branch 33

STOR (store data register to buffer) instruction 56 unformatted display dump 107

storage 1, 61 United Kingdom special algorithm 1 17
storage allocation and requirements 65, 66 using operator messages 68

storage dumps 106 using tables 68

store data register to buffer (STOR) instruction 56
SU (sequential update) access method 10, 86

subtables 68
subtract instruction 30
sum manipulation 16 WAIT (wait 1/O) instruction 44
summing of products 15 wait 1/0 (WAIT) instruction 44
SW (sequential write) access method 10, 86 warning error messages 117
SWE {sequential write extend) access method 10, 86 WBLK (write blocked record to buffer) instruction 53, 83
symbol interval count 7 weighting factors 18
symbolic labels 3, 29, 96 weighting factors register 19
WRFM (write to buffer) instruction 53, 94
write blocked record to buffer (WBLK) instruction 53, 83
write disk record (WRT) instruction 42,76
write table entry (TBWT) instruction 50, 94
table argument 47,94 write to buffer (WRFM) instruction 53, 94
table index 13, 47,95 WRT (write disk record) instruction 42,76
table number 88 WRTE (extend data set and write disk record)
table operations 4,47, 68 instruction 43,76
TBFN (search table for equal/high entry) instruction 49, 94 WRTS (delete a disk record) instruction 43,76

TBFX (search table for equal entry) instruction 48, 94

TBRD (read table entry) instruction 49, 94

TBWT (write table entry) instruction 50, 94

trace output 104

tracks per index 13 ZONE (zone bytes in register) instruction 57

translation 96 zone bytes in register (ZONE) instruction 57
translator error formats 114

translator error messages 114
translator storage assignments 66

3713 printer 7,14
3715 printer 7, 14, 137
3717 printer 7, 14, 137
3741 operation 96
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