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PREFACE

This reference publication is intended as a
guide for the programmer planning to use

the DOS Input/Output Control System macro
instructions and Supervisor macro instruc-
tions. The publication is divided into
seven sections. The first two sections
introduce concepts and terminology. The
third section describes the LIOCS imperative
macro instructions, while the fourth section
discusses the two types of LIOCS declarative
macro instructions. The fifth section con-
tains information about processing with
PIOCS. The sixth section describes the
Supervisor-Communication Macros and the pro-
cedures for checkpointing a program. The
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seventh section discusses additional macro
instructions used in program linkage.

The material in this publication is pre-
sented with the assumption that the reader
has experience with computer systems and
basic programming concepts and techniques
(or has completed basic courses of instruc-
tion in these areas).

The user should be familiar with the
publications listed on the front cover of
this manual and with every pertinent device
manual.

This edition, Form C24-5037-2, is a major revision of, and obsoletes
Form C24-5037-1, Technical Newsletter N24-5213, and Form C24-3429-2.
Changes are indicated by a vertical line to the left of the affected

text and to the left of affected parts of figures.

A dot (e) next to

a figure title or page number indicates that the entire figure or

page should be reviewed.

Specifications contained herein are subject to change from time to time.
Any such change will be reported in subsequent revisions or Technical

Newsletters.

Requests for copies of IBM publications should be made to your IBM
representative or to the IBM branch office serving your locality.

A form is provided at the back of this publication for readers' comments.
If the form has been removed, comments may be addressed to IBM Corporation,

Programming Publications, Endicott, New York 13760.

© International Business Machines Corporation 1966
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MACHINE REQUIREMENTS
Minimum features required:

e 16K bytes of main storage (32K bytes
are required for multiprogramming and/
or telecommunications, COBOL, assembler
with tape or disk work file variants,
and for assigning system input/output
files to disk).

e Standard instruction set. See Note 1.

® One I/O channel (either multiplexor or
selector). See Note 2.

® One Card Reader (1442,
2540). See Note 3.

2501, 2520, or

e One
See

Card Punch (1442,
Note 3.

2520, or 2540).

Printer (1403, 1404, or 1443).
Note 3.

® One
See

® One 1052 Printer-Keyboard.

e One 2311 Disk Storage Drive.

Note 1l: Language translators may require
extended instruction sets.

Note 2: Telecommunications requires a
multiplexor channel and at least one selec-
tor channel.

Note 3: One 2400-series magnetic tape unit
may be substituted for this device. (7- or
9-track. If 7-track tape units are used,
the data-convert feature is required, except
when substituted for a printer.)
Additional features supported:

e Timer Feature.

e Simultaneous Read-while-Write Tape
Control (2404 or 2804).

e Any channel configuration up to one
multiplexor channel and six selector
channels.

e Tape Switching Unit (2816).

® Storage Protection Feature (required for
multiprogramming) .

® Universal Character Set.

® Additional main storage up to 16,777,216
bytes. ,

DOS SUPERVISOR AND I/0O MACROS

Problem programs can request I/0 operations
on the following devices:

10.
11.
12.

13.
14.
15.

16.
17.

18.

|19.

20.

21.

22.
23.

24.
25.

26.

1442 Card Read Punch

2501 Card Reader

2520 Card Read Punch

2540 Card Read Punch

1403 Printer

1404 Printer (for continuous forms only)

1443 Printer

1445 Printer

N

1052 Printer-Keyboard.
operator communication.

It is used for

2671 Paper Tape Reader
2311 Disk Storage Drive
2321 Data Cell Drive

2401, 2402, 2403, 2404,
Magnetic Tape Units

and 2415
1285 Optical Reader (maximum of 8 opti-
cal readers are supported)

1287 Optical Reader* (maximum of 8 opti-
cal readers are supported)

1030 Data Collection System
1050 Data Communication System
1060 Data Communication System

2260 Display Station (Local and/or
Remote)

AT&T 83B3 Selective Calling Stations

AT&T Teletypewriter Terminal, Models 33
and 35

Western Union Plan 115A Outstations
2740 Communication Terminal

IBM System/360, Models 30, 40, 50, 65,
or 75* (Binary Synchronous Communication)

IBM 2780 Data Transmission Terminal¥*
(Binary Synchronous Communication)

7770 and 7772 Audio Response Units

Introduction 5



* Programming specifications for using
these devices may be used for planning pur-
poses only. Source programs must not con-
tain instructions for these devices until
the Disk Operating System includes the
appropriate programming. If coding for
these devices is included in a source pro-
gram, diagnostics indicating invalid codes
or operands are issued.

MACRO SIMILARITIES

Macro similarities between Basic Programming
Support (BPS), Basic Operating System (BOS),
Tape Operating System (TOS), and Disk Opera-
ting System (DOS) are as follows:

e Imperative macro instructions and
Supervisor Communication macro instruc-
tions available for TOS have identical
expansions for DOS.

® File definition macro instructions
available for the TOS have identical
expansions for DOS.

Symbolic programs written for BPS and
BOS can be assembled into the functional
equivalents for DOS. However, the DTFSR
macro instruction substantially prolongs
program preparation time when used on DOS.

Certain register parameters for BPS and
BOS are parenthesized in DOS. In general,
DOS will accept the parameters without the
parentheses. For example, in DOS the cor-
rect format is IOREG=(r). DOS will accept
the BOS parameter IOREG=r.

No change in register usage conventions
is planned for BOS or BPS. However, to
avoid compatibility problems resulting
from transition between 8K and 16K support
levels, installations using 8K support
should observe the 16K register conventions
indicated under Register Usage.

COMPATIBILITY OF THE ORIGINAL AND
PRESENT DOS

THE

e User programs written for the
DOS can be run in. the present
batch-job environment with no
and without recompilation. ~

original
DOS
changes

e A LABADDR routine that builds user-
standard labels in the IOCS area of
main storage cannot be executed in a
storage-protected environment and,
hence, cannot be executed in a multi-
programming environment.

® Programs written for the original DOS
can be run as background jobs in a
multiprogramming environment with the
following exception. The background

6 DOS Sup. and I/0 Macros

program must have control of the
interval timer feature when a program
using the timer (SETIME macro instruc-
tion) is executed in a multiprogramming
environment.

e Programs using PIOCS to process DASD
files must OPEN the file if the program
is being executed in a system that has
DASD file protect. The channel program
for the DASD must begin with a Seek
(X'07') command.

e Data files created for the original DOS
can be used without exception.

® Programs checkpointed in the original

DOS cannot be restarted in the present
DOsS.

PHYSICAL IOCS VS LOGICAL IOCS

The input/output control is considered to
consist of two parts: physical IOCS (PIOCS)
and logical IOCS (LIOCS). Physical I0CS
controls the actual transfer of records
between the external medium and main storage
It performs the functions of initiating the
execution of channel commands and handling
associated I/O interrupts. Physical IOCS
consists of the following routines:

® Start I/O routine
® Interrupt routine
® Channel scheduler
® Device error routines.

These physical IOCS routines are part of
the supervisor, which is permanently lo-
cated in lower main storage while problem
programs are being executed. The device
error routine for SYSRES resides in the
supervisor area. Other error routines
are called into the transient area.

Logical IOCS performs those functions
that a user needs to locate and access a
logical record for processing. A logical
record is one unit of information in a
file of. like units--for example, one em-
ployee's record in a master payroll file,
one part-number record in an inventory file,
or one customer account record in an account
file. One or many logical records may be
included within one physical record, for
example, a physical tape record (gap to
gap). The term logical IOCS refers to the
routines that perform the following
functions:

® Blocking and deblocking records

® Switching between I/O areas when two
areas are specified for a file



® Handling end-of-file and end-of-volume
conditions

e Checking and writing labels.

Logical IOCS uses physical IOCS to exe-
cute I/0 commands whenever it determines
that a transfer of data is required. For
example, if a file consists of blocked
records and a block has been read into main
storage, logical IOCS makes each record in
succession available to the user until the
end of the block is reached. No physical
I0CS is required. When logical IOCS de-
termines that the last record in the block
has been processed, it requests physical
IOCS to start an I/O operation to transfer
the next physical record (gap to gap) into
main storage.

In Figure 1, only logical IOCS is re-
quired to make records 2 and 3 (and 5 and 6)
available. Records 1-3 are already in
main storage. Physical IOCS is also re-
quired to make record 4 available (records
4 through 6 are transferred in one block).

Logical IOCS macros (such as GET, PUT,
READ, WRITE, etc) and physical IOCS macros
(such as EXCP and WAIT) are available to
the programmer for handling records. The
logical IOCS macro routines cause all the
functions of both logical and physical IOCS
to be performed for the programmer. For
example, when a GET instruction is issued,
a logical record is made available for
processing. Registers 0, 1, 14, and 15
are used by logical IOCS routines.

The physical IOCS routines are complete-
ly distinct from the routines used by logi-
cal IOCS to perform functions such as
blocking and deblocking. They permit the
problem program to use physical IOCS func-
tions directly. To transfer a physical
record (such as a DASD or tape record), the
problem program issues an EXCP macro instruc-
tion (Execute Channel Program). This causes
a request for data transfer to be handled
by the channel scheduler, and program exe-
cution immediately continues with the next
problem program instruction. However, the
DASD or tape record will not be available
in main storage until some later time. When
the record is needed for processing, the
program must test (WAIT macro instruction)
to determine if the transfer has been
completed. Physical IOCS uses registers
0 and 1.

The functions of physical and logical
IOCS routines are shown in Figure 2.

DASD File Protection

For a 32K or larger machine, logical and
physical IOCS can provide DASD data file

Block of 3 Records in Main Storage

Record 1 Record 2 Record 3
(Record 4) (Record 5) (Record 6)
LIO LIO L1O and P1O
for for for
Record 2 (5) Record 3 (6) Record 4

LIO = Logical 10CS
PIO = Physical 10CS

Figure 1. Physical IOCS vs Logical IOCS

protection if the user requests it when

he generates his system. The protection

is on a cylinder basis for the 2311 and on

a strip basis for the 2321. Thus, data
files having the same cylinder/strip cannot
be protected from one another. For complete
protection, files should begin and end on
cylinder/strip boundaries. File protection
is ensured only if the labels involved are
unexpired.

TYPES OF LIOCS PROCESSING

The logical IOCS routines process records
in sequential order, in random order by the
Direct Access Method (DAM), or randomly and
sequentially by the Indexed Sequentiad File
Management System (ISFMS). Sequential
processing applies to all files in serial
I/0 devices (such as card reader, tape,
printer, etc), and to records on the IBM
2311 disk or 2321 data cell when they are
processed serially. The types of proces-
sing performed by DAM and ISFMS apply only
to files of Direct Access Storage Device
(DASD) records.

SEQUENTIAL PROCESSING

Sequential processing is used to read/write
and process successive records in a logical
file. For example, card records are proc-
essed in the order the cards are fed. Tape
records are processed starting with the
first record after a header label and con-
tinuing through the records to the trailer
label. DASD records are processed starting
with a beginning DASD address and continu-
ing in order through the records on succes-
sive tracks and cylinders to the ending
address.

A sequential file on DASD is contained
within one or more sets of limits, which
are specified by the Job Control XTENT
cards. If the logical file consists of
more than one set of limits, IOCS will
automatically process each set as required
by the user. The records within each set
must be adjacent and contained within one
volume (disk pack or data cell). The sets

Introduction 7



Physical

Problem Logical 10CS Input
Program 10CS (Channel Device
Scheduler)
Using Issue GET————-—-——>{ Provide Record (Deblock)
Logical and Return to Problem Program
10CS Next Insfructicgu/ - OR- Determine Channel.
(after GET) If 1/0O Required, Issue EXCP Place Request in Queue
and WAIT if Channel Busy, and Return
\ to Logical IOCS.
If Channel Not Busy, }
:/hen I/OPCZTplete, Issue START 1/O — | /O Starts
eturn fo Problem and Return to Logical IOCS.
Program
When /O Complete, go
{ through Interrupt Routine} /O Complete
| Using Set Up CCW, CCB, and Issue EXCP Determine Channel.
Physical Place Request in Queue
10CS Next Instruction ~e— if Channel Busy, and Return
(after EXCP) . to Problem Program.
If Channel Not Busy, } 1/O Start
lssue WAIT Issue START /O > 1/O Starts
and Return to Problem Program.
Next instruction { When 1/O Complete, go }<_|/O Complete
(after WAIT) through Interrupt Routine
Figure 2.

are not required to be adjacent or on the
same volume. Sequential processing of a
file written on DASD by the direct access
method can be performed.

The basic macros used for sequential
processing are GET and PUT. These instruc-
tions overlap data transfer and processing.
The extent of overlap depends on the user's
I/0 area assignment. In any case, when a
GET or PUT has been executed, the transfer
of data is complete before the instruction
following the GET or PUT is executed.

DIRECT ACCESS METHOD (DAM)

The Direct Access Method (DAM) provides a
method of processing records contained on
IBM 2311 or IBM 2321 that are usually
organized in a random manner. It is impor-
tant to note that DAM is a method of proc-
essing records and not an organizational
method.

8 DOS Sup. and I/0 Macros

Retrieving a Record Using Logical IOCS (One I/O Area) or Physical IOCS

IOCS locates a DASD record for process-
ing by referring to a record-location
reference supplied by the problem program.
The location reference consists of two

parts: a track reference and a record ref-
erence. The track reference specifies the
track. (or the first of multiple tracks)

to be searched for the record. The record
reference may be the record key, if records
contain key areas, or the record identifier
(ID), which is in the count area of each
DASD record. IOCS seeks the specified
track and searches for the record on that
track, or on the succeeding tracks in the
cylinder.

The basic macros used for the direct
access method of processing are READ and
WRITE. Variations within these macros
permit records to be read, written, updat-
ed, replaced, or added to a file. Thus,
this method provides a means of maintaining
a logical file in a random (or sequential)
order. When a READ or WRITE instruction is
executed, the actual I/O operation is



either started or placed in a queue for
later execution. When the record is re-
quired for processing, the program must

test (WAITF macro) to ensure that the trans-
fer is complete.

INDEXED SEQUENTIAL FILE MANAGEMENT SYSTEM

DASD records contained within an indexed
sequential file may be processed in a ran-
dom order or in sequential order by control
information. Both orders use the control
information of the records (such as em-
ployee number, part number, etc), which is
available in the key area of each DASD
record. Any record stored at any location
in the logical file can be processed using
the random method. The user supplies ISFMS
with the key (control information) of the
desired record. ISFMS searches for the
record and makes it available for
processing.

In sequential processing, ISFMS makes a
series of records available. The records
are available, one after the other in
order by the control information (key) in
the records. The first record to be proc-
essed is specified by the user. ISFMS
retrieves the succeeding records (on
demand) from the logical file, in key
order, until the problem program terminates
the operation.

ISFMS provides the facility to create an
organized file and then add to, read from,
and update records in that file. The file
is organized from records that have been
pre-sorted by their control information.

As the records are loaded onto DASD, ISFMS
constructs indices for the logical file.
The indices will permit individual records
to be found in subsequent processing opera-
tions. The indices are created in such a
way that records can be retrieved randomly
or sequentially. If records are added to
the file at a later date, ISFMS updates the
indices to reflect the new records.

The basic macros used for processing the
indexed sequential files are READ/WRITE and
GET/PUT. READ and WRITE are used for ran-
dom operations, and GET and PUT are used
for sequential operations. A READ or WRITE
instruction in the problem program causes
the I/0 operation to be started or placed
in a queue, and execution of the problem
program continues. When an instruction
later in the program requires that the
transfer of data be complete, a test must
be made. A WAITF macro is provided for the
test. When a GET or PUT instruction for a
record is executed, the transfer of data
is completed before the next instruction
in the problem program is executed.

BASIC AND QUEUED TELECOMMUNICATIONS ACCESS
METHODS

Disk Operating System provides the facility
to communicate with remote terminals by
using either the Basic (BTAM) or Queued
(QTAM) Telecommunications Access Method.
The publications listed on the front cover
of this manual provide a general descrip-
tion of the available telecommunications
facilities and specific information on the
imperative macro instructions, DTF's, and
modules used with BTAM and QTAM.

Introduction 9



THE MACRO SYSTEM

A definition of macro is 'of or involving

large quantities'. For one macro instruc-
tion, many instructions may be assembled.

Thus, the system derives its name.

The macro system is composed of two
basic parts:

® Macro Definitions--General routines
written as source statements and stored
in the Assembler Sub-library of the
Source-Statement Library.

® Source-program macro instructions:

1. Imperative Input/Output Control
Macro Instructions tell what I/0
operation is desired. For example,
in Appendix C GET indicates that
the user wants to obtain a card
record.

2. Supervisor Communication Macro In-
structions communicate with the
Supervisor and provide access to
the communication region.

For processing with IOCS, two additional
macro instructions are used:

SOURCE PROGRAM

3. Declarative Logic Module Generation
Macro Instructions (used with LIOCS)
provide information about the type
of module to be generated. A
module is an object code routine
which can handle the conditions
specified in the module generation
macro. For example, in Appendix C
the CDMOD generates a module to
handle card input on a 2540 using
a work area.

4, Declarative DTFxx Macro Instructions
(used with the LIOCS and PIOCS) de-
fine the characteristics of the spec
fic file to be processed. The infor
mation in the macro instruction is
assembled into a DTF table. For ex-
ample, in Appendix C the DTFCD macro
instruction used specifies that the
symbolic unit containing the file is
SYS004, that the file uses a work
area and an I/0 area called Al, and
that control should be given to
EOFCD when the last card is read.

A direct relationship exists between
these parts. During assembly, the macro
instruction specifies which macro defini-
tion is to be called. The macro definition
is extracted, tailored, and inserted into
the program as shown in Figure 3. The

ASSEMBLER SOURCE PROGRAM
(Before) OPERATIONS (After)
(1 (1
2 2
: , Source :
. Locate Macro Program
. Definition Statements .
Source 15 15
Program . Perform Indicated Selection .
Statements }g Macro Instruction —< and Substitution L lé(Mocro Instruction
: Merge with
. L Source Program \
. Macro ﬁ
Expansion
L - Xpa
\
17
Source :
Program ’
Statements :
Figure 3. Schematic of Macro Processing
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tailoring is accomplished by a selection
and substitution process using the general
information in the macro definition and the
specific information in the macro instruc-
tion. The insertion is a module, a table,
or a small in-line routine and is called
the macro expansion.

After the insertion is made, the complete
program consists of both source program
statements and assembler language statements
generated from the macro definition. 1In
subsequent phases of the assembly, the en-
tire program is processed to produce the
machine-language program.

IBM provides a number of prewritten macro
definitions and specifies the macro instruc-
tions that can be used by the programmer to
use the definitions. Other macro defini-
tions can be written by the user. See the
Assembler publication listed in the abstract
of this manual for information on this.

The IBM-supplied macro instructions that
are explained in this publication are organ-
ized in four categories:

e Imperative LIOCS I/O Control Macro
Instructions

® Declarative LIOCS DTF and I/O Module
Generation Macros

e PIOCS Macro Instructions

® Supervisor Communication Macro
Instructions

Self-Relocation and IOCS

To-make LIOCS and PIOCS Imperative and
Supervisor Communication macro instructions
self-relocating the user must:

1. wuse the OPENR and CLOSER macro in-
structions, and he must

2. use register notation within his
macro instructions.

See the discussion on Register Notation in
this publication.

DTF MACRO

Whenever logical IOCS imperative macro in-

structions (GET, PUT, READ, WRITE, etc)

are used in a program to control the input/
output of records in a file, that file must

be defined by a declarative macro instruc-
tion, called a DTF. The DTF macro instruc-
tion describes the characteristics of the
logical file, indicates the type of proc-
essing to be used for the file, and speci-
fies the main-storage areas and routines
used for the file.

For example, if a GET is issued, the
file definition supplies such factors as:

® Record type and length

® Input device from which the record is
to be retrieved

® Address of the main-storage area where
the record is to be located for proc-
essing by the problem program.

Device-oriented file-definition declara-
tive macro instructions are available for
defining files processed by LIOCS. One 1is
available for magnetic tape or DASD files
processed by PIOCS. Figure 4 contains an
example of a DTF. For LIOCS operations,
the file-definition macro instructions used
depend on the type of processing that will
be performed for the file.

SEQUENTIAL PROCESSING: This applies to
input/output files in serial devices or to
2311 or 2321 DASD when records are proc-
essed sequentially. The following macros
are used for sequential processing:

Macro Instruction Define the file for a:

DTFSR Serial type  device

DTFCD Card Device

DTFMT Magnetic tape

DTFPR Printer

IDTFCN Console (Printer-Keyboard)
DTFSD Sequential DASD

DTFPT Paper Tape Reader

DTFOR Optical Reader

DIRECT ACCESS METHOD: Whenever a logical
DASD file is to be processed randomly, the
DTFDA is used.

INDEXED SEQUENTIAL SYSTEM: Whenever a logi-
cal DASD file is to be organized or proc-
essed by the indexed sequential file man-
agement system (ISFMS), the DTFIS is used.
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A
‘y o2anbtg @

*dns soa

SoI0eW 0/I pue

UOTIONIFSUI OIOeW IWALa oTdwes

IBM IBM System/360 Assembler Coding Form  TOS/DOS DTFMT Entries :°.'".' ‘;1‘-3055}
rint n US.A.
PROGRAM PUNCHING GRAPHIC PAGE OF
PROGRAMMER DATE PUNCH | CARD ELECTRO NUMBER
STATEMENT B
Nome Operation Operand* Comments Idantifica
16 20 25 30 3s 40 45 50 55 &0 65 nfe Sequen
HHH
Z]13
Req'd. X|x[x|x
Langfh of one I/O am, in bym (max."32 767) XIXIx|x
—+ ———4 —4 }
Symbollc umt (SYSnnn) for 'epo drivn uud for ﬁm logical file. X{x|xix
I l I {
Ncmeof ulersend of-ﬁle mmlm.rr I I l XX X
; ¢ r
(STD or NSTD or NO) If ! NSTD spcclﬂod, include LABADDR. If omitted, NO is assumed. XIX{x|x
I |
Nanme of first 1/O area. X|X|x
Y 4 —t=t=t=t===
- . 3 3 "y y ek OCS-b 'y — x
Opttl. . IllllllllllIIIIII‘L!‘!!!!EQE
RIOIPIT (414 (IGNORE or SKIP or Name oi ervor rouﬂne) Prevent job termination on error records. X{X{ (X
} I
AIRIEJAI2[=1A Ihwo l/Ourwsare used, nemeofucondorea. ‘ X[ x| x
! } } |
RIE|G]=| (|3 ) Roguter number.t Uso only f GET or PU'I‘ does no? lpec"y work area or if two 1/O areas are used. Omit WORKA, X|X| X
PR —t b}
BIAIDIDIR|=|C > Nome of user s chel vvufme if FILABL NSTD, or if F,ILABL . STD n'nd'wer-s;cn:hn'i laLI; cr|e ptoc;sm'd X1x|x
e ) J I [ AN A
NMN c e 'xu!rn;\nl ¥ Jn':'AL n'-r:'u' '..'.| :rv:c' = o '- amoe—— 1 | 1 X[x %
Al Ll i AP S A M i i O I
Tlelnlinir % 1 DOTEPOINTW mmnw POINIS ma od—ROUNTS-iE 'l 'ﬂl\'lkl:’c . "l X
TR AN N A i A Y A LA B -
= ORWARD or BACK) If omm'od, FORWARD is alwmod X X
AD|=IF|ORWAIRID|> G A b i X
CIF{OIR|IMI=|F T X B L K 3 (F'I UNe, FLXEE(LVIAR?N? \llARLBUE c;r UNI?EF) Ft;r wlotk ﬂles,lm FIXUNlclu UNDEF lfomirlad, FIXUN!B:as!sun?d. X XXX
cIs|I|zZ|E|=|8 If RECFORM FIXBLK, m. of chamctm m r-oord. I RECFORM=UNDEF, register numbar.f Nol' requlnd for other records. XIX|x
} 1 TR Y NN Sl 1t
+—+ i - +—+
W[IIN|D|=|UINIL]O|AID] s (UNLOAD or NORWD) Unload on CLOSE crond of— volume, or pnvonf nwindim. 1] ominod, rewlnd only. X{x|[x|x
PIA[S|MIB|=|YIE]S!|" DTFMTInobccmmblodnpcmtely. XEX| XX
[ |
VIR N.% I3 i Provent. w-XQhu- H . l‘ Ll-.onl 'l data. sds i E" ‘Il = Doc O,
AJ Al i b T A A o X
= T, O 'ORK) If omitt INPUT i . )
PIE[FILIE NiPlUIT], (INPU UTP‘UT,! °'.w, l).Lo"lﬁ ?d,=| b sluuinm:d X|x|x|x
R4B-H4B- Register n"m"-- if RECFORM =VARBLK and records are built in th area
bl el N T M A I ) ® X
||f|l.lll-ll'i‘||'dlulﬁ| x
RIEIRIR|~IRIE(6]6]s Nam of wer' wreng gt ocerd g,
olula " f\'ﬂf" Tt 1T ¢ T T |l"l|| xx
T
*Header and each detail card, except the last one in each set, must have o continuation punch in column 72, Also, t General registers 2- 12, written in parentheses; for example: (12),

each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the
longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the
last detail card of a set, the comma position must be blank.




PHYSICAL IOCS PROCESSING: When PIOCS macro
instructions (EXCP, WAIT, etc) are used for
a file, the DTFPH macro instruction is re-
quired if standard labels are to be checked
or written on a DASD or magnetic tape file,
or if the DASD file is file protected.

A DTFxxX macro instruction generates a
DTF table that contains indicators and con-
stants describing the file. The user can
reference this table by using the symbol
Filename+constant or Filenamex, where x
is a letter. When such a reference is nec-
essary, the constant or letter is specified
in the text. When referencing the DTF
table, the user must ensure addressability
through the use of an A-type constant, or
through reference to a base register.

SYMBOLIC UNIT ADDRESSES

In each of the DTF macro instructions, ex-
cept those for DTFDA, DTFIS, and DTFPH
MOUNTED=ALL files, the user must specify a

symbolic unit name in the DEVADDR=SYSnnn
entry. This symbolic unit name is also used
in the Job Control ASSGN statement to assign
an actual I/0O device address to the file.
For DASD files the symbolic unit name is
supplied in the Job Control XTENT statement.

The symbolic unit name of a device is
chosen by the programmer from a fixed set
of symbolic names. He writes his program
considering only the device type (tape,
card, etc) of his file. At execution time,
the actual physical device is determined
and assigned to a given symbolic unit. For
instance, a programmer can write a program
which processes tape records and can call
the tape SYS000. At execution time the
operator (using ASSGN) assigns any avail-
able tape drive to SYS000.

The relationship between the source pro-
gram, the DTF table, and the Job Control
I/0 assignment is shown in the following
chart.

Source Program DTF Table

GET FILE pFILE DTFCD
! _'__ |___ _ _.DEVADDR=SYS000

Supervisor I/0
Tables (Job Con-
trol Initiated)
SYS000,cuun

The fixed set of symbolic unit names
differs for batch or background jobs and
for foreground programs. No other names
can be used. For batch or background jobs
the names are:

SYSRDR Card reader, magnetic tape
unit, or disk extent used
for Job Control statements.
SYSIPT Card reader, magnetic tape
unit, or disk extent used
as the input unit for
programs.

SYSPCH Card punch, magnetic tape
unit, or disk extent used
as the main unit for
punched output.

SYSLST Printer, magnetic tape
unit, or disk extent used
as the main unit for
printed output.

SYSLOG Printer-keyboard used for
operator messages and log-
ging Job Control state-
ments. Can also be as-
signed to a printer.
SYSRES System residence area on a
disk drive (for DTFPH
only) .

SYS000-SYS244 All other background units

in the system.

The permissible names for foreground
programs are given in the list that fol-
lows. (Note that although some of the same
names can be used in both background and
foreground programs, separate device as-
signments are required for the programs.)
SYSLOG Printer-keyboard used for
operator messages and log-
ging Job Control state-
ments. Can also be as-
signed to a printer. The
same device is used by
background and foreground
programs and the control
program.

SYS000-SYSnnn All other foreground units
in the system. 2 total of
245 numeric units can be
specified in any given
system (at system genera-
tion time). Sequential
names beginning with SYS000
are used for each area in
the multiprogramming
environment.

Because DTFSR is used in DOS purely for
compatibility with BOS, different symbolic
unit names are available. The names are
listed in the DTFSR discussion. '
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Source Program CCB Supervisor I/0 Table
(Job Control Initiated)
EXCP ccbname P SYSXXX—~—- = —— — — — — -+ SYSxxx,cuu
4 _ _ | (hex representation)

In physical IOCS, the symbolic unit name
is specified in the CCB (as well as the
DTFPH when used). The relationship between
the source program and the Job Control 1/0
assignment is shown in the previous chart.

LOGIC MODULE GENERATION MACRO INSTRUCTIONS

Each DTF except DTFCN and DTFSR must link

to an IOCS logic module. These modules
provide the necessary instruction to perform
the input/output functions required by the
problem program. For example, the module
may read or write data, test for unusual
input/output conditions, block or deblock
records if necessary, or place logical rec-
ords in a work area.

Some of the module functions are pro-
vided on a selective basis, according to
the parameters specified in the xxMOD macro-
instruction. The programmer has the option
of selecting (or omitting) some of these
functions according to the requirements of
his program. The omission of some of these
functions will result in smaller main sto-
rage requirements for a particular module.

Note: If the user issues an imperative
macro, such as WRITE or PUT, to a module
that does not contain that function, the job
is terminated and a message is displayed.

A logical IOCS module is defined as a
subset to another logic module if all the
functions available in the subset module,
plus additional functions, are also availa-
ble in the latter module, defined as a
superset module. For example:

Subset Module
Functions

Superset Module
Functions

CNTRL macro cannot
be used

Optional use of
CNTRL macro

Workarea and I/0
Area Processing

I/0 Area Processing
Only .

No Printer Overflow
Support

Support of Printer
Overflow

Read backward and
forward on magnetic
tape

Read forward Only

The relation between subsets and supersets
is shown in diagrams at the end of the dis-
cussion of each module.

Some CDMOD, PRMOD, PTMOD, ISMOD, SDMOD,

DAMOD, and MTMOD macro instructions cor-
respond, respectively, to two or more DTFCD,
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DTFPR, DTFPT, DTFIS, DTFSD, DTFDA, and
DTFMT macro instructions. The functions
required by these DTF's are thus available
in a single xxMOD macro instruction, even :
the DTF's have slightly different paramete:

INTERRELATIONSHIPS OF THE MACRO INSTRUCTION

HOW THE IOCS MODULE IS LINKED WITH THE DTF
TABLE

Regardless of the method of assembling lo-
gic modules and DTF's (i.e., with the main
program or separately), a symbolic linkage
will result between the DTF table and the
logic module. The Linkage Editor will re-
solve these linkages at edit time.

The IOCS-module-DTF-table linkage is
accomplished by generating a V-type address
constant in the DTF table and a named
CSECT in the logic module. To resolve this
linkage, the linkage symbols must be identi-
cal. These linkage symbols are referred to
as module names.

The following example illustrates the
relationship of the program, the DTF, and
the logic module. Imperative macros ini-
tiate the action to be performed on the file
by branching to the logic module entry poini
generated in the DTF table.

Program DTF Table Module
Sy ¥
GET TAPE,WORK TAPE DTFMT (---+IJFFBCWZ

IJFFBCWZ--

TAPE is the name of the file. IJFFBCWZ is

the name of the logic module.



GENERATION OF MODULE NAMES IN DTF TABLES
AND LOGIC MODULES

A module name is generated in the DTF table
by one of two methods. The user may ex-
plicitly specify the module name by entering
it in the DTF parameter MODNAME=Name, or he
may allow the macro definition that proc-
esses the DTF macro instruction to generate
this name, as determined by the functions
required by the DTF macro instruction.

Similarly, a module name is generated
for a logic module by one of two methods.
The user may explicitly specify the module
name by supplying this name in the name
field of the xxMOD macro instruction, or he
may allow the macro definition that proc-
esses the xxMOD macro instruction to gen-
erate this name, as determined by the func-
tions that the logic module will supply.
The generated names will be referred to as
standard module names. Information on
standard module names follows discussions
of the logic module generation macros.

SUBSET AND SUPERSET MODULE NAMES

When a DTF table is assembled (with the main
program or separately), a module name is gen-
erated that reflects exactly the functions
required by the DTF macro instruction.

If similar DTF's are assembled together,
the functions required by the similar files
will be collected by the macro definition
during the assembly process, and one super-
set module name will be generated. For ex-
ample, if in the same assembly one DTFCD
table requires the CONTROL function and
another DTFCD table does not, a CDMOD handl-
ing the CNTRL macro is able to process both
DTFCD tables.

For example, an MTMOD with the CKPTREC
option and the WORKA option can process a
number of similar DTFMT tables requiring
different functions. The following tables
could be processed by a single MTMOD.

® No CKPTREC or WORKA

e CKPTREC and no WORKA

® WORKA and no CKPTREC

e Both CKPTREC and WORKA
Each logic module section contains a name
list and indicates the structure of subset
and superset names for the module.
EDITING LOGICAL IOCS PROGRAMS
The programmer has the option of either as-
sembling DTF's and logic modules with his
main program or assembling them separately

for later linkage editing with the main
program. In order to take full advantage of

the linking facilities for DTF tables and

logic modules, which are discussed in the

following sections, the parameter SEPASMB=
YES should be specified when DTF tables or
logic modules are separately assembled.

Logical IOCS programs will always gener-
ate symbolic linkages between DTF tables and
logic modules that will have to be resolved
by the Linkage Editor at edit time. Further-
more, if DTF tables are assembled separately,
the definition of additional symbolic link-
ages in the form of EXTRN-ENTRY symbols will
be the programmer's responsibility.

Appendix C contains a full description
of the different symbolic linkages that
must be defined when separately assembled
programs are edited.

When the parameter SEPASMB=YES is speci-
fied in a DTF macro instruction, a CATALR
card with the file name given to the DTF is
generated ahead of the object deck. When
‘the parameter SEPASMB=YES is specified in
an xxMOD macro instruction, a CATALR card
with the module name is generated ahead of
the object deck.

Cataloging DTF tables and logic modules
to the relocatable library is recommended
to lessen user coding effort and to minimize
total time needed to prepare and test pro-
grams using logical IOCS. The use of DTF
tables cataloged in the relocatable library
requires standardization of the labels re-
ferred to by the DTF's, so that these tables
may be used by different programs.

If the I/0 modules, DTF tables, and the
main program are assembled together, the
linkage editor will search the input stream
and will resolve the symbolic linkages be-
tween tables and I/O modules by using the
External Reference information (V-type
address constants generated in DTF tables)
and the Section Definition information (CSECT
definitions in logic modules). Further in-
formation may be found in the Linkage Editor
section, under Structure of a Program, in the
System Control and System Service Programs
publication listed in the Abstract.

If any of the elements that constitute a
program are assembled separately, the. dif-
ferent "object modules" (assemblies) may
be supplied to the input stream at linkage-
edit time, and the linkage editor will re-
solve the symbolic linkages between them.

If any of the separately assembled ele-
ments has been cataloged to the relocatable
library, the linkage editor will find un-
resolved external references in the input
stream and will perform the AUTOLINK func-
tion, searching the relocatable library
for a relocatable module whose name matches
identically the external reference. If the
module is not defined in the relocatable
library, the external references to this
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name will be unresolved. Therefore, if
the modules are assembled separately and
cataloged to the relocatable library, the
programmer must determine that at least
one of the DTF's in his program includes 'a
module name that can be successfully
AUTOLINK'ed from the relocatable library.

Programmer control of the module to be
AUTOLINK'ed from the relocatable library is
achieved by using the MODNAME parameter in
the DTF macro instruction. This overrides
the standard module name generated by the
macro definition.

LINKAGE-EDITING PREASSEMBLED LOGIC MODULES

A small number of IOCS logic modules can
serve a large number of DTF macros. (This
is applicable only to CDMOD, PRMOD, SDMOD,
IsMOD, DAMOD, PTMOD, and MTMOD.) For
example, the modulée shown below can serve
the 64 different DTFMT files possible using
the six following options: TYPEFLE=INPUT
or OUTPUT, RECFORM=FIXUNB or FIXBLK,
WORKA=YES or NO, IOAREA2=Name or (not used),
CKPTREC=YES or NO, and READ=FORWARD or

BACK.
Col 72

MTMOD X
TYPEFLE=INPUT, X
RECFORM=FIXUNB, X
WORKA=YES, X
CKPTREC=YES, X
READ=BACK

The same module also serves files with
varying block sizes, record sizes, I/O
area addresses, and exit addresses.

A preassembled logic module may be
furnished to the linkage editor in three
ways:

1. INCLUDE the module from SYSIPT.

2. INCLUDE the module from the system
relocatable library.

3. AUTOLINK the module from the system
relocatable library.

If a module is included from SYSIPT,
name offers no problem.
responsibility
"match" to the

its
The user assumes
for its name and functional
DTF's in his program.

If a module is INCLUDEd from the system
relocatable library, the situation is
similar. The user should assure himself
that the desired modules have already been
cataloged to the library by consulting a
DSERV listing of the library.
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If the module is to be AUTOLINKed from
the system relocatable library, the user
must determine whether the module name
generated by the DTF (or furnished by the
MODNAME parameter) coincides exactly with
the name in the system relocatable library.
If the names are identical, the AUTOLINK
is accomplished. Otherwise, the user must
either INCLUDE some module that meets these
needs (from SYSIPT or from the system
relocatable library) or consider the logic
module needs of other DTF's in his program.
This latter technique is discussed in the
following paragraph.

If a needed module is not available in
the relocatable library, the user should
determine if any other DTF will need a
module which (a) is named in the library
and (b) furnishes at least the functions
required by the first DTF. For example,
the following DTF generates a request for
the module named IJFFZZZZ.

Col 72
FILE1l DTFMT X
TYPEFLE=INPUT, X
RECFORM=FIXUNB, X
IOAREAl=Al, X
IOAREA2=A2

The following DTF generates a request
for the module named IJFFZZIWZ.

col 72

FILE2 DTFMT X
TYPEFLE=OUTPUT, X
RECFORM=FIXBLK, X
IOAREA1=A3, X
WORKA=YES

If the module named IJFFZZWZ is available
in the system relocatable library and if
the two files are defined in the same .
assémbly, the AUTOLINK facility can be used
without further problem. However, if only
the first file is defined in the assembly
and if no other IJFxxxxx modules are cata-
loged in the system relocatable library,
the user should either furnish a private
copy of the IJFFzZZZ module at linkage-
edit time or INCLUDE the larger module
(IJFFZZWZ). 1In systems with ample main
storage and/or for small programs, the
user may choose to sacrifice a modest
amount of main storage to achieve simplicity
in linkage editing.

An installation could conceivably fur-
nish every possible IOCS module in the sys-
tem library--several hundred in all. This



technique would severely restrict the capa-
bilities and performance of the system; it
is not recommended. Instead, each installa-
tion should generate a certain set of IOCS
logic modules when the system residence is
built, based on equipment, installation
standards for record formats and exits, etc.
Any user requiring a special tailored
module can generate it by using the logic
module macro instruction and its specific
parameters.

To resolve the symbolic linkages between
a superset module, and DTF tables that can
be processed by this module but whose name
does not match identically the name of the
logic module (because the DTF does not use
all the functions provided by the module),
ENTRY points are generated in addition to
the CSECT in the logic module. These ENTRY
points will define all the subset module
names that can be handled by the superset
module. V-type address constants may then
be resolved against the ENTRY point if they
do not match the CSECT name. For example,
the module named IJFFZZWZ has a secondary
entry point named IJFFZZZZ. This explains
why AUTOLINK will work in the previous
example. However, AUTOLINK can be used
successfully only with catalog names (which
correspond to the CSECT name) but not with
secondary entry points.

If the programmer gives an explicit
module name to the xxMOD macro-instruction,
this name will override the standard module
name in the CSECT definition, and no ENTRY
points will be generated. The DTF tables
that will access the module may employ the
parameter MODNAME=Name to link to the pre-
viously named logic module.

-

MACRO-INSTRUCTION FORMAT

Macro instructions have the same format as
assembler statements. That is, each macro
instruction can consist of a name field,
an operation field, and an operand field.

The name field in the macro instruction
may contain a symbolic name. Some macro
instructions require a name, e.g., CCB,
TECB, DTFxx.

The operation field must contain the
mnemonic operation code of the macro
instruction.

The parameters in the operand field must
be written in one of three formats:
positional, keyword, or mixed.

POSITIONAL OPERANDS: In this format the
parameter values must be in the exact order
shown in the macro instruction discussion.
Each parameter, except the last, must be
followed by a comma with no imbedded

blanks. If a parameter is to be omitted
in the macro instruction and. following
parameters are included, a comma must be
inserted to indicate the omission. No
commas need to be included after the last
parameter. Column 72 must contain a con-
tinuation punch if the parameters fill the
operand field and overflow into another
card. Any nonblank character in column 72
causes the next parameter to be read.

For example, GET uses the positional
format. A GET for a file named CDFILE
using WORK as a work area is punched:

GET CDFILE,WORK

KEYWORD OPERANDS: The exact parameters
used are equated to a keyword value. Thus,
a parameter written in keyword format has
the form:

LABADDR=MYLABELS

where LABADDR is the keyword and MYLABELS
is the parameter. The association of
parameters is performed through the use of
keywords. The parameters in the macro
instruction may appear in any position, and
any that are not required may be omitted.
Different keyword parameters may be punched

in the same card, each followed by a
comma, like the positional type. Or, they
may be punched in separate cards as in

Figure 4.

MIXED FORMAT: The parameter list contains
both positional and keyword operands. The
keyword operands can be written in any
order, but they must be written to the
right of any positional operands in the
macro instruction.

ENTRY CARDS FOR DECLARATIVE MACROS

The parameters of the DTFxx and the module
generation macro instructions can be punched
in a set of entry cards in the assembler
format previously described. An example of
the entry cards used for a DTFMT macro
instruction is shown in Figure 4. The
macros may be assembled in any order.

The first entry card is a header card,
and the continuation cards are detail cards.
The header card is punched with:

e The symbolic name of the file in the
name field. Programming Note: Avoid
defining symbols beginning with IJ; they
may conflict with IOCS symbols begin-
ning with IJ. Avoid symbols which are
identical to a filename plus a single
character suffix. For example, for
the filename RECIN, IOCS generates the
symbols RECINS, RECINL, etc by concate-
nating the filename with an additional
character.
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In a DTF, the symbolic filename may
be up to seven characters long. If
the Job Control VOL card is required
for the file defined by the DTF, the
filename must be the same as the file-
name used on the VOL card.

For a module generation macro, the
name may or may not be specified. See
Generation of Module Names in DTF Tables

and Logic Modules in this publication.

® The macro instruction mnemonic operation
code in the operation field.

® Keyword entries in the operand field, if
desired.

® A continuation punch in column 72, if
detail cards are necessary.

The detail cards follow the header card,
and they may be arranged in any order.
Each detail card is blank in the name and
operation fields and is punched beginning
in column 16, with one or more keyword
operands, separated by commas. All detail
cards except the final one must be punched
with a comma immediately following the last
operand and with a continuation punch in
column 72. They may contain comments if a
space is left after the comma following the
last operand.

MACRO-INSTRUCTION CONVENTIONS

The conventions used in this publication to
illustrate macro instructions are as
follows:

1. Upper-case letters and punctuation
marks (except as described in items 3
and 4 below) represent information
that must be coded exactly as shown.

2. Lower case letters and terms represent
information that must be supplied by
the programmer.

3. Information that is contained within
brackets [ ] represents an option that
can be included or omitted, depending
on the requirements of the program.

4. An ellipsis (a series of three periods
enclosed by commas) indicates that a
variable number of items may be
included.

5. Options contained within braces {}

represent alternatives, one of which
must be chosen.
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A name~field symbol in
this assembly, or an
operand of an EXTRN state-
ment, or * (the location
counter) .

6. [ Name
[Label ]
Address

7. Filename Symbol appearing in the
name field of a DTF macro

instruction.

Self-defining value, such
as 3, X'04', (15), B'0l0"'.

9. Length Absolute expression, as
defined in the Assembler
publication.

10. (A Underlined elements repre-
B sent an assumed value in
C the event a parameter is
omitted.
11. {Name} Ordinary Register Notation
(r)
12.{ Name} Special Register Notation
(0) (Ordinary Register Notation

can be used).

{Name}
(1)
REGISTER NOTATION

Certain operands can be specified in either
of two ways. One, the user can specify the
operand directly. Or two, he can preload the
address of the value into a register before
executing the macro instruction and specify
the register in the macro instruction. (The
registers that can be used are discussed
under Register Usage in this publication.)
The second method is known as (ordinary)
register notation. When the macro instruc-
tion is assembled, instructions are gener-
ated to pass the information specified in
the operand to IOCS or the Supervisor.

For example, if an operand is written as
(8), and if the corresponding parameter is
to be passed to the Supervisor in register
0, the macro expansion will contain the
instruction LR 0,8.

The user can save main storage and
execution time by using what is known as
special register notation: writing the
operand as either (0) or (1).

This notation is special for two reasons:

e The register notation designation of
registers 0 and 1 is not allowed un-
less specifically designated.



® The designation must be made by the
specific three characters (0) or (1).
When special register notation is indi-
cated by (0) or (1) in a macro instruc-
tion, the user can use ordinary register
notation and the macro expansion will
contain the extra (LR) instruction.

The format description of each macro in-
struction shows whether special register
notation can be used, and for which operands.
For example,

g Filenamel 5Worknamel
GET . \
[ SRS ST U I BT R

The format description shows that the file-
name operand can be written as (1), and

the workarea operand as (0). If either of
these special register notations is used,
the user's problem program must have loaded
the designated parameter register before
execution of the macro expansion. Ordinary
register notation could also have been
used.

Register Usage

General registers 0, 1, 13, 14, and 15 have
special uses, and are available to the pro-
grammer only under certain restrictions.
Registers 2 through 12, however, are avail-
able without restriction and, to avoid the
possibility of errors, these should be the
registers used by the programmer.

Registers 0, 1

Logical IOCS macros, the Supervisor macros,
and other IBM-supplied macros use these
registers to pass parameters. Therefore,

these registers may be used without re-
striction only for immediate computations,
where the contents of the register are no
longer needed after the computation. If
the programmer uses them, he must either
save their contents himself (and reload
them later) or finish with them before
IOCS uses them.

Register 13

Control program subroutines, including
logical IOCS, may use this register as a
pointer to the 72-byte, double-word aligned
save area. Most users will find it con-
venient to set the address of the save

area in register 13 at the beginning of
each program phase, and to leave it un-
changed thereafter.

Registers 14, 15

Logical IOCS uses these two registers for
linkage. Register 14 contains the return
address (to the problem program) from DTF
routines, called programs, and user's
subroutines. Register 15 contains the entry
point into these routines, and is used as
a base register by the OPEN, CLOSE, and
certain DTF macros. IOCS does not save
the contents of these registers prior to
using them. If the programmer uses them,
he must either save their contents himself
(and reload them later) or finish with
them before IOCS uses them.
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IMPERATIVE MACRO INSTRUCTIONS

Imperative macro instructions are issued
by the programmer and initiate such func-
tions as opening a file, making records
available for processing, writing records
that have been processed, etc. The macro
instructions provided by IBM for input/
output control are present in this section
in the following groups.

® Initialization: OPEN,

OPENR, and LBRET.

® Processing Records Sequentially: GET,
PUT, RELSE, PRTOV, CNTRL, TRUNC, RESCN,
DSPLY, RDLNE, and WAITF.

® Processing Work Files:
CHECK, NOTE, POINTR,

READ, WRITE,
POINTW, and POINTS.

® Processing DASD Records by the Direct
Access Method: READ, WRITE, WAITF,
and CNTRL.

® Processing Direct Access Storage De-
vice (DASD) Records by the Indexed
Sequential File Management System:
SETFL, ENDFL, WRITE, READ, WAITF, SETL,
ESETL, GET, and PUT.

e Completion: CLOSE, CLOSER, LBRET,
FEOV, and SEOV.

Figure 5 summarizes when these macros are
used. When necessary, the detail entries
of the DTF macro associated with the file
are cross-referenced in Figure 5. For
example: FILABL=STD.

INITIALIZATION

Before processing a file, the file is
usually readied for use by issuing an OPEN
macro. Exception, OPEN is not used with
DTFCN files. OPEN optionally checks or
writes standard labels. The user can exit
from the IOCS OPEN routine to write or
check user labels or nonstandard labels.
When opening a file to be processed by
physical IOCS or direct access method, the
user can exit to process his XTENT informa-
tion. The LBRET macro is issued in user
routines to return to IOCS.

Information on labels is contained in
the Data Management Concepts publication
listed on the cover and in Appendix A of
this publication.
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OPEN MACRO

Op Operand

for programs which are not self-relocating

OPEN {Filenamel} [{Filename2}...,{Filenamen
(rl) (r2) (rn).

for self-relocating programs

OPENR {Filenamel\ LfFilenameZl...,fFilenamen.
(rl) (r2) (rn)

The OPEN macro instruction is used to acti-
vate all files that are processed with LIOCS
except printer-keyboard files, and certain
files that are processed with PIOCS (see

the discussion on PIOCS).

When the operation OPEN is used, the sym-
bolic address constants which OPEN gener-
ates from the parameter list are not self-
relocating. When OPENR is specified, the
symbolic address constants are self-
relocating.

Self-relocating programs using LIOCS
must use the OPENR macro-instruction to
activate all files, including printer-
keyboard files. The OPENR macro, in
addition to activating files for processing,
relocates all address constants within the
DTF tables specified in the operand field(s)
in register notation. If symbolic notation
is used, the user needs to establish address-
ability through a base register.

The symbolic name of the file (DTF file-
name) is entered in the operand field. A
maximum of 16 files may be opened with one
OPEN (or OPENR) by entering the filenames
as additional operands. Alternately, the
user can load the address of the DTF file-
name in a register and specify the register
using ordinary register notation. Filename
should not be preloaded into Register 0.

Whenever an input/output DASD or magnetic
tape file is to be opened and the user plans
to process user-standard labels (UHL or
UTL) , or nonstandard tape labels, he must
provide the information for checking or
building the labels. If this information
is obtained from another input file, that
file must be opened, if necessary, ahead of
the DASD or tape file. This is done by~
specifying the input file ahead of the tape



or DASD file in the same OPEN, or by issuing
a separate OPEN preceding the OPEN for the
file.

Opening Other Files

For the card reader, card punch, paper tape
reader, and printer, OPEN simply makes the
file available for input or output.

For 1403 printers with the Universal
Character Set feature, data checks are
suppressed unless the user specifies UCS=ON
in the DTFPR for the file.

When logical IOCS is used with the IBM
1285 Optical Reader or IBM 1287 Optical
Reader, the OPEN macro must be issued at
the beginning of each input roll when proc-
essing journal tapes. When processing
documents, OPEN must be issued to make the
file available. OPEN allows header
(identifying) information to be entered at
the 1285 or 1287 keyboard, if desired, for
journal tape or cut documents (1287). When
header information is entered, it is always
read into IOAREAl, which must be large
enough to accommodate the desired header
information,
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TYPE OF PROCESSING WITH LOGICAL IOCS
Sequential Indexed Sequential System
L & —‘:c’ 4 3
FlEls s |2 L
MACRO INSTRUCTION s |2 g S g |2 ]= > g | = e | £ 4]
! < s | 8. S8 = g = i 8 @ -2 & o
g S |2 iss>8|ls (S 15 a3 3 15 | < | 2
- = = Q o o
£2iala [9EBg[8 {215 (5218 (< |21]¢8 k= g
Silo |n [5ss (S |2 |5 |82 c8lE (52188 c¢
o~ —_ — o -2 ]
828 |8 83333 |R |R|BHRE|5 835 5 ¢
Initialization .
LBRET X2 X2} x2 X2 X2
OPEN(R) X2 | X3 1 X3 § X3 X3 X3 X3 X3 X3 X3 X3 X2| x3| x| x?
Processing
CCB X
CHECK Xs Xs
CHNG X8 X®
CNTRL X X X X X X X X X
DSPLY X1
ENDFL X
ESETL X
EXCP X
GET X X X190 X4 X | X X X X
NOTE Xs Xs
POINTR Xs X5
POINTS i X5 X5
POINTW X5 X=
PRTOV X
PUT X X X X13] X4 | X4 X X2
RDLNE X Xxe
READ X1 Xs XS X X
RELSE XS Xe
RESCN X1
SETFL X
SETL X
TRUNC X7 X7
WAIT X
WAITF X X X X
WRITE Xs Xs X X X X2
Completion
CLOSE(R) X3 x3 ] x2| x> x2] x3] x| x3] X3 X2l x3| x2| x2 | x X!
FEQV X _ X°
LBRET X2| X2 | X2 Xz
SEQV X
Notes: 1. Required only for DASD or tape files with standard labels for DTFPH and for file protected DASD files.
2. Applies only if DTFSR, DTFMT, DTFDA, DTFSD, or DTFPH LABADDR is specnfled or if DTFPH or DTFDA XTNTXIT is specified.
3. Required for all files processed by logical 10CS.
4. PUT rewrites an input DASD record if UPDATE is specified.
5. Work files for DASD and magnetic tape.
6. Applies only to blocked input records.
7. Applies only to blocked output records.
8. Applies only when two selector channels and one or more 2~ channel, simultaneous~ read- while - write tape control units are installed.
9. Applies only to output tape files with standard labels.
10. For 1287, applies only to journal tape processing.
11, For 1287, applies only to document processing.
12, Rewrites an input record.
13. PUT punches an input card with gdditional information if TYPEFLE=CMBND is specified.
14. In the 2540, GET normally reads cards in the read feed. If TYPEFLE =CMBND is specified, GET reads cards at the punch - feed - read station.

® Figure 5.

Macro Instructions for Input/Output Control
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OPENING DASD FILES

When a DASD file is processed, the user
must supply the following Job Control cards:
a VOL and DLAB card for each logical file
to be processed and an XTENT card for each
separate area (or extent as it is more
commonly called). OPEN uses the informa-
tion supplied in these cards and also
certain information from the DTF table for
the file to process labels.

The extent(s) for a file must either
coincide with or be within an existing
extent(s) that is defined in the Volume
Table of Contents (VTOC). That is, on in-
put, IOCS will open only an existing file
or a subset of an existing file. On output,
the file to be written cannot overlap
existing unexpired files; IOCS will not
‘destroy an unexpired file without an
explicit request from the user.

SEQUENTIAL PROCESSING--OUTPUT

When a multivolume DASD file is to be
created using sequential processing, only
one extent is processed at a time, thus
only one pack need be mounted at a time.

When a file is opened, OPEN checks the
standard VOL1 label and checks the extents
specified in the XTENT cards:

1. the extents must not overlap each
other,

2. the first extent must be at least two
tracks long if user standard labels are
to be created,

3. Only extent types 1 and 128 are valid.

The data extents of a sequential DASD
file can be type 1, type 128, or both.
Type 128 extents are called split cylinder
extents and use only a portion of each
cylinder in the extent. The portion of
the cylinder used must be within the head
limits of the cylinder and within the
range of the defined extent limits. For
example, 2 files can share 3 cylinders--
one file occupying the first 2 tracks of
each cylinder and the other file occupying
the remaining tracks. In some applications,
the use of split cylinder files reduces
the access time.

Then, OPEN checks all the labels in the
VTOC to ensure that the file to be created
will not destroy an existing file whose
expiration date is still pending and that
the extents specified in the XTENT cards
do not overlap existing extents. After the
VTOC checks, OPEN creates the standard
label(s) for the file and writes the
label(s) in the VTOC.

If the user wishes to create his own
user standard (UHL or UTL) labels for the
file, he must include the DTF entry LABADDR.
OPEN reserves the first track of the first
extent for the user header and trailer
labels. Then the user's label routine is
given control at the address specified in
LABADDR.

After the header labels are built, the
first extent of the file is ready to be
used. The extents are made available in
the order of the sequence numbers on the
XTENT cards. When the last extent on the
mounted volume has been filled, user
standard trailer labels can be built. Then
the next volume that was specified in the
XTENT cards is mounted and opened in the
above manner.

For a file-protected DASD, when OPEN
makes the first extent of the new volume
available, it makes the extent(s) from the
previous volume unavailable.

When the last extent on the last volume
of the file has been processed, OPEN issues
a message. The user has the option of
canceling the job or typing in an XTENT on
the Printer-Keyboard and continuing the
job.

SEQUENTIAL PROCESSING--INPUT

In a multivolume file (a file having ex-
tents on more than one disk pack), only one
extent is processed at a time, and thus
only one pack need be mounted at a time.

When a volume is opened, OPEN checks the
standard VOL1l label and goes to the VTOC
to check the file label(s). OPEN checks the
extents specified in the XTENT cards against
the extents in the labels to make sure the
extents exist. If LABADDR is specified,
OPEN makes the user standard header (UHL)
labels available, one at a time, to the
user for checking.

After this, the first extent of the file
is ready to be processed. The extents are
made available in the order of the sequence
number on the XTENT cards. Note the same
XTENT cards that were used to build the
file can be used when the file is used as
input. When the last extent on the mounted
volume has been processed, the user
standard trailer labels are made available
for checking one at a time. The next
volume is opened in the above manner.

For DASD devices that are file protected
when OPEN makes the first extent of the new
volume available, OPEN makes the extent(s)
from the previous volume unavailable.
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DIRECT ACCESS PROCESSING--OUTPUT

If a file is to be created using the direct
access method of processing, all volumes
used must be mounted at the same time, and
all the volumes are opened before the proc-
essing is begun.

For each volume, OPEN checks the stand-
ard VOL1 label and checks the extents speci-
fied in the XTENT cards:

1. The extents must not overlap;
2. Only type-l extents can be used;

3. 1If user standard header labels are to
be created, the first extent must be
at least two tracks long.

Then OPEN checks all the labels in the VTOC
to ensure that the file to be created will
not destroy an existing file while the ex-
piration date is still pending. After the
VTOC check, OPEN creates the standard
label(s) for the file and writes the
label(s) in the VTOC.

If the user wishes to create his own
user labels (UHL) for the file, he must
include the DTF entry LABADDR. OPEN re-
serves the first track of the first extent
for these header labels and gives control
to the user's label routine.

If the XTNXIT entry is specified, OPEN
stores the address of a l4-byte extent in-
formation area in register 1. (See DTFDA
for the format of this area.) Then OPEN
gives control to the user's extent routine.
The user can save this information for use
in specifying record addresses.

After the user labels have been written,
the next volume is opened. When all the
volumes have been opened, the file is ready
for processing. If the DASD device is file
protected, all extents specified in XTENT
cards are available to the user.

DIRECT ACCESS PROCESSING--INPUT

Direct access processing requires that all
volumes containing the .file be on-line and
ready at the same time. All volumes used
are opened before any processing can be
done.

For each volume, OPEN checks the stand-
ard VOL1 label and then checks the file
label(s) in the VTOC. OPEN checks some of
the information specified in the XTENT cards
for that volume. If LABADDR is specified,
OPEN makes the user standard header labels
available one at a time for checking.
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If the XTNTXIT entry is specified, OPEN
stores the address of a l4-byte extent in-
formation area in register 1. (See DTFDA
for the format of this area.) Then OPEN
gives control to the user's extent routine.
The user can save this information for use
in specifying record addresses. Then the
next volume is opened. After all the
volumes have been opened, the file is ready
for processing. If the DASD device is file
protected, all extents specified in XTENT
cards are available for writing.

INDEX SEQUENTIAL PROCESSING--OUTPUT

When a file is to be created or extended
using index sequential processing, those
volumes of the file that will be written on
are opened as output files. If the file
consists of more than one volume, all the
volumes must be on line and ready when the
file is first opened.

For each volume, OPEN checks' the stand-
ard VOL1 label and performs extensive checks
on the extents specified in the XTENT cards
for that volume. The extents must meet the
following conditions:

1. All prime data extents must be continu-
ous;

2. The master and cylinder index extents
must be continuous and on the same
unit;

3. No extents must overlap;

4. Only type 1, 2, or 4 extents are valid.

5. The extent sequence numbers must be in
the following order: O for master index,
when present; 1 for cylinder index; 2,
3, 4,... for the prime data and inde-
pendent overflow tracks. The XTENT
cards for the independent overflow
tracks can be placed either before or
after all the XTENT cards for the prime
data extents.

OPEN checks all the labels in the VTOC
to ensure that the file to be created will
not destroy an existing file while the ex-
piration date is pending. Any expired
labels are deleted from the VIOC. After
the VTOC check, OPEN creates the standard
labels for the file and writes the labels
in the VTOC. If the DASD device is file
protected, all extents specified in the
XTENT cards are available for writing.



INDEX SEQUENTIAL PROCESSING--INPUT

All volumes containing an index sequential
file must be on-line and ready when the
file is first opened.

For each volume, OPEN checks the extents
specified in the XTENT cards for that
volume (for example, checks that the data
extents are continuous). OPEN also checks
the standard VOL1l label and then goes to
the VTOC to check the file label(s). Then
the next volume is opened. After all the
volumes have been opened, the file is ready
for processing. If the DASD device is file
protected, all extents specified in XTENT
cards are available to the user.

PIOCS--SINGLE VOLUME MOUNTED--OUTPUT

When processing with physical IOCS, OPEN

is used only if the user wants to build
standard labels. When the first OPEN for
the volume is issued, OPEN checks the stand-
ard VOL1 label and the extents specified in
the XTENT cards for the mounted volume:

1. The extents must not overlap each other;

2. If user standard header labels are to
be written, the first extent must be at
least two tracks;

3. Only types 1 and 128 extents are valid.

Then, OPEN checks all the labels in the VTOC
to ensure that the file to be created will
not destroy an existing file whose expira-
tion date is still pending.

If the user wishes to create his own
user standard header (UHL) labels for the
file, he must include the DTF entry LABADDR.
OPEN reserves the first track of the first
extent for these labels and gives control
to the user's label routine.

After this, the first extent of the file
is ready to be used. Each time the user
determines that he has completed all pro-
cessing for an extent, he issues another
OPEN for the file and that OPEN makes the
next extent available. When the last
extent on the last volume of the file has
been processed, OPEN issues a message. The
user has the option of canceling the job,
or typing in an XTENT on the Printer-
Keyboard and continuing the job.

If the system provides DASD file pro-
tection, only the extents that are opened
for the mounted volume are available to
the user.

PIOCS--SINGLE VOLUME MOUNTED--INPUT

When processing with physical IOCS, OPEN is
used only if the user wants to check stand-
ard labels.

When the volume that is mounted is opened
for the first time, OPEN checks the extents
specified in the XTENT cards (for example,
checks that the extent limit address for
the device being opened is valid). OPEN
also checks the standard VOL1 label and
then checks the file label(s) in the VTOC.

If LABADDR is specified, OPEN makes the
user standard labels (UHL) available to the
user one at a time for checking. Then OPEN
makes the first extent available for
processing.

Each time the user determines that he
has completed all processing for an extent,
he issues another OPEN for the file and
OPEN makes the next extent available. If
another extent is not available, OPEN stores
the character 'F' (for EOF) in byte 31 of
the DTFPH table. The user can determine
the end of file by addressing and checking
the byte at Filename+30.

If the system provides DASD file pro-
tection, only the extents that are opened
for the mounted volume are available to
the user.

PIOCS--ALL VOLUMES MOUNTED--OUTPUT

If all the volumes to be used are mounted
when creating an output file with physical
IOCS, all the volumes are opened before
the file is processed. OPEN is used only
if standard labels are to be checked.

For each volume, OPEN checks the stand-
ard VOL1 label and checks the extents speci-
fied in the XTENT cards:

1. The extents must not overlap each other;
2. Only type-l extents can be used;

3. If user standard header labels are to
be created, the first extent must be
at least two tracks long.

Then OPEN checks all the labels in the
VTOC to ensure that the file to be created
will not destroy an existing file while
the expiration date is still pending.

After this check, OPEN creates the standard
label(s) for the file and writes the
label(s) in the VTOC.
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If the user wishes to create his own user
standard header (UHL) labels for the file,
he must include the DTF entry LABADDR. OPEN
reserves the first track of the first extent
for these labels and gives control to the
user's label routine.

If the XTNTXIT entry is specified, OPEN
stores the address of a l4-byte extent

information area in register 1. (See Pro-
cessing Records with Physical IOCS: DTFPH
for the format of this area.) Then OPEN

gives control to the user's extent routine.
The user can save this information for use
in specifying record addresses. If the
user's DASD file is file protected, he
cannot write on any extents while in his
XTNTXIT routine.

When
returns
LBRET 2
opened.
opened,

the checking is complete, the user
control to OPEN by issuing the
macro. Then the next volume is
After all the volumes have been
the file is ready for processing.

PIOCS--ALL VOLUMES MOUNTED--INPUT

When all volumes containing the file are
on-line and ready at the same time, the
volumes are opened one at a time before any
processing is done. OPEN is used only when
standard labels are to be processed.

For each volume, OPEN checks the extents
specified in the XTENT cards, and checks
the standard VOL1l label on track 0 and the
file label(s) in the VTOC.

If LABADDR is specified, OPEN makes the
user standard labels available, one at a
time, for checking.

If XTNTXIT is specified, OPEN stores the
address of a l4-byte extent-information-
area into register 1. (See Processing
Records with Physical IOCS: DTFPH for the
format of this area.) Then OPEN gives
control to the user's extent routine. For
example, the user can save this area and use
the information to provide a method of
specifying the address of the record to be
processed. If the DASD file is file pro-
tected, the user cannot write on any ex-
tents while in his XTNTXIT routine.

Each volume is completely opened before
the next volume is opened. When all volumes
are opened the file is ready for processing.

VTOC CHECKING FOR OUTPUT FILES

When an output file is opened, OPEN checks
the Volume Table of Contents (VTOC) to
determine whether the output file can be
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written on the volume being opened. If
OPEN determines that the output file will
overlay an existing file whose expiration
date has expired, OPEN deletes the expired
label(s) from the VTOC. This in effect re-
moves the file from the volume. In a multi
volume file, the file may be removed from
all the volumes that it occupies or from
only some of the volumes.

If OPEN determines that the expiration
date of an existing file to be overlaid by
the output file has not expired, the old
file cannot be destroyed automatically.
The user has the following choices.

For sequential or physical IOCS
processing:

1. Terminate the job.

2. Bypass the extent. If more extents
have been specified, the next one will
be checked and supplied if it is avail-
able. If no more extents are specified
a message will be issued and the user
may type in an extent from the 1052, or
he may terminate the job.

3. Delete the unexpired file.
work file and direct access processing:
1. Terminate the job.

2. Bypass the extent. If more extents hav
been specified, the next one will be
checked and supplied if available. If
no more extents are available, the job
will be terminated.

3. Delete the unexpired file.
index sequential processing:
1. Terminate the job.

2. Delete the unexpired file.
WRITING DASD USER STANDARD LABELS

When user standard trailer (UTL) and/or
header (UHL) labels are to be written, the
user must specify the DTF entry LABADDR.
This causes OPEN to reserve the first track
of the first data extent for the user label
area. User labels cannot be created for a
file whose first extent is a split cylinder
extent or for an ISFMS file. When LABADDR
is specified, at least one user header labe
and one user trailer label must be written.

IOCS uses bytes 1-4 of the 80-byte label
for the label identification (for. example,
UHLx, x=1, 2, ..., 8) and the user can use
the other 76 bytes as he wishes. The maxi-
mum number of user labels is 8 header and
8 trailer labels for a 2311 file, and 5 of
each for a 2321 file.



OPEN loads an alphabetic 'O', 'V',
'F' in register 0. O indicates header
labels; V indicates end-of-volume labels;
and F indicates end-of-file labels. The
user can test this character to determine
whether header, end-of-volume, or end-of-
file labels should be written. OPEN also
loads the address of an 80-byte IOCS label
area in register 1.

or

The OPEN stores the label identification
(UHLx or UTLx) that it generates in bytes
1-4 of the IOCS label area. The user can
test the identification to determine the
type and the number of the label.

Then OPEN gives the control to the user's
label routine at the address specified in
LABADDR. While in his label routine, the
user cannot issue a macro that calls a
transient routine. For example, OPEN,
CLOSE, DUMP, PDUMP, CANCEL, and CHKPT
cannot be issued. If the user's DASD file
is file protected, no extents are available
for writing while in the user's label
routine.

The user can build his labels in either
of the following ways.

1. Build an 80-byte
in the user area
load the address

(or a 76-byte) label
of main storage, and
of the label area (or
label area minus four if a 76-byte
label was built) into register 0 before
issuing the LBRET macro. (When the
label is moved into the IOCS area, IOCS
adds four bytes to the address in reg-
ister 0.)

2. Build a 76~byte label in the IOCS area
at the address (that IOCS supplies in
register 1) plus four, and load the
contents of register 1 to register 0
before issuing the LBRET macro.

Note that the IOCS area of main storage
is a part of the Supervisor. If the program
is to be executed on a system with the
storage protection feature, method 1 must
be used because the user cannot write into
the Supervisor area. Thus, no user standard
label routine using the second method can
be executed in a multiprogramming environ-
ment.

When the label is ready to be written,
the user issues the LBRET macro, which
returns control to IOCS. If LBRET 2 is
used, OPEN writes the label and returns
control to the user's label routine unless
the maximum number of labels has been
written. If LBRET 1 is used, the label set
is terminated; no more labels can be created.

When IOCS receives control, the IOCS
routines move the label from the address
the user loaded in register 0 into the IOCS
label area. If the maximum number of
labels has not been written, IOCS increases
the identification number by 1 and returns
to the user's label routine unless LBRET 1
was used. If the maximum number of labels
has been created, IOCS automatically ter-
minates the label set.

CHECKING DASD USER STANDARD LABELS

When a DASD file contains user standard
trailer and/or header labels, IOCS makes
these labels available one at a time to

the user if LABADDR is specified in the DTF
for the file. IOCS reads a label and stores
information for the user in registers 0 and
1:

register 1 - the address of the label just
read,
register 0 - an alphabetic '0', 'V', or 'F'
0 indicates header labels
V indicates end-of-volume
labels
F indicates end-of-file labels.

After initializing the registers, IOCS
enters the user's routine at the label
specified in LABADDR. If the user's DASD
file is file protected, no extents are
available for writing while the user's rou-
tine is being executed.

In his routine, the user can process the
label, using logical IOCS macros if desired.
The user cannot issue a macro that calls a
transient routine. For example, OPEN,
CLOSE, DUMP, PDUMP, CANCEL and CHKPT cannot
be issued.

If the labels are to be checked against
information obtained from another input
file, that file must be opened ahead of the
DASD file.

When the user is finished with that
label, he issues a LBRET 2 macro, which
causes OPEN to read the next label. How-
ever, if the end-of-file record at the end
of the labels is read instead, OPEN auto-
matically terminates the label checking.

If the user wishes to end label checking
before all the labels have been read, he
issues a LBRET 1 macro.
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POSITIONING TAPE FILES

When a magnetic tape file with standard
labels (FILABL=STD) is opened, IOCS expects
the first record read to be a label. On
output this label must be the label identi-
fying the file that will contain the out-
put data. On input, this label can be any
label preceding the file; IOCS locates the
correct file by the file sequence number.
On input the first record is a label if the
tape file being opened is the first file

on the reel and if IOCS rewinds the reel
(see REWIND). If no rewind is specified
for either an input or an output file, or
if an output file starting in the middle

of the reel is opened, it is the user's
responsibility to properly position the
tape prior to the OPEN. The tape should be
positioned immediately past the last tape
mark of the preceding file. The user can
employ the MTC command of Job Control for
this function. If the tape is improperly
positioned, IOCS indicates an error condi-
tion by issuing a message to the operator.

When a magnetic tape with nonstandard la-
bels is opened, the tape must be positioned
to the first label that the user wishes to
process. The MTC job control command can
be used to skip the necessary number of
tapemarks or records to position the file.

On both input and output, an unlabeled
file must be positioned at the location to
be processed. That is, the tape must be
either at load point or at the tape mark
following the data for a previous file.

OPENING TAPE OUTPUT FILES
For a magnetic tape output file, OPEN re-
winds the tape as specified in the DTFSR

or DTFMT entry REWIND. (No rewind is per-
formed if the file is defined by DTFPH.)

Writing Standard Labels

When standard header labels are to be
written (STD specified in DTFSR or DTFMT
FILABL, or OUTPUT in DTFPH TYPEFLE), the
user must supply the Job Control VOL and
TPLAB cards. When the OPEN is issued, the
volume (VOL1l) label is checked and the old
file header, if present, is read and checked
to make sure that the file on the tape is
no longer active and may be destroyed. If
the file is inactive or if a tape mark was
read, the tape is backspaced and the new
file header (HDR1l) label is written with
the information the user supplies in the
Job Control TPLAB card. The volume label
is not rewritten.
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Writing User Standard Labels

A maximum of eight user standard (UHL)
labels can be written following the standard
header (HDR1l) label. The user standard
labels are 80 bytes long and are built en-
tirely by the user. Bytes 1-4 must contain
the label identification (UHLx, where
x=1,2,...,8); the other 76 bytes can be used
as desired.

To write these labels, the user speci-
fies LABADDR in the DTF for the file. When
the file is opened, OPEN loads an alpha-
betic O in the low-order byte of register 0.
The user can test for the O, which indicates
that the file is being opened and that a
header label should be built. IOCS also
loads the address of an 80-byte IOCS output
area in register 1. Then OPEN gives control
to the user's routine at the address speci-
fied in LABADDR.

The user can build his labels in either
of the following ways:

1. Build the label in the user area of
main storage, and load the address of
the label into register 0 before issu-
ing the LBRET macro.

2. Build the label in the IOCS area at the
address that IOCS supplies in register
1, and load the address of the area
from register 1 to register 0 before
issuing the LBRET macro.

Note that the IOCS area of main storage
is a part of the Supervisor. If the pro-
gram is to be executed on a system with
the storage protection feature, method 1
must be used because the user cannot write
into the Supervisor area. Thus, no user
standard label routine using the second
method can be executed in a multiprogramming
environment.

When the label is ready to be written,
the user issues the LBRET macro, which
returns control to IOCS. LBRET 2 returns
control to the user's routine after IOCS
writes the label. LBRET 1l must be used to
terminate the label set.

When IOCS receives control, IOCS writes
the label on the magnetic tape and either
returns control to the user (LBRET 2) or
writes a tape mark (LBRET 1).

Writing Nonstandard Labels

To write nonstandard labels, the user must
specify FILABL=NSTD and LABADDR=name. He
must also write his own channel program and



use physical IOCS macros to transfer the
labels from main storage onto tape. For
an example see Appendix D.

When a file is opened, OPEN supplies the
hexadecimal representation of the symbolic
unit currently being used in the two low-
order bytes of register 1. See Figure 36,
Command Control Block, for these values.
For example, this information might be
useful when one LABADDR routine is used for
many files.

IOCS also stores an alphabetic O in the
low—-order byte of register 0. The user can
test for the 0O, which indicates that the
file is being opened and that header labels
should be built.

Then the user's routine is given control
at the address of the symbol in LABADDR.
Physical IOCS macros must be used to trans-
fer the labels  from main storage onto tape.
A Command Control Block (CCB) and a Channel
Command Word(s) (CCW) must be established,
and an EXCP macro must be issued for each
label record. See Processing Records with
Physical IOCS.

Logical IOCS macros can be used for any
processing other than transferring the
labels from main storage to tape. If any
logical IOCS macros, other than LBRET, are
used to process nonstandard labels on multi-
volume files, the user must save and restore
register 15 in his routine.

After all labels have been written, the
user returns control to OPEN by use of the
LBRET 2 macro.  OPEN either writes, or does
not write, a tapemark as the user speci-
fies in the DTF for the file. (See the DTF
entry TPMARK.) The file is then ready for
processing.

Unlabeled Output

OPEN either writes, or does not write, a
tapemark as the user specifies in the DTF
for the file. (See the DTF entry TPMARK.)
The file is then ready for processing.

OPENING TAPE INPUT FILES

When an input file
tape, OPEN rewinds

is recorded on magnetic
the tape according to
the specifications in the DTFSR or DTFMT
entry REWIND. (No rewind is performed if
the file is defined by DTFPH.)

Checking Standard Labels

Both the volume (VOL1l) and file header
(HDR1) labels are automatically read and
checked if standard label checking is

specified (STD spec1f1ed in FILABL,; or
INPUT specified in the DTFPH parameter
TYPEFLE) and if the tape is read forward
(FORWARD specified in DTFMT or DTFSR READ}.
The labels are checked with the information
the user supplies to Job Control in the VOL
and TPLAB cards.

When the tapemark at the end of the
labels (standard or user standard, if
present) is read, IOCS opens the next file
specified in the OPEN macro, or returns
control to the problem program if all files
have been opened. The file is then ready
for processing.

READING BACKWARDS: If a magnetic tape file
that will be read backwards (READ=BACK) is
opened, the file trailer label is automati-
cally read and checked if label checking

is specified. (The volume label is not
repeated at the end of the tape.) Because
the file trailer label is processed at this
time, it must be complete and contain both
the trailer and header information (except
HDR) to identify the file. If the file
labels were originally written by IOCS rou-
tines, the trailer label will be complete.
When physical IOCS macros are used to read
records backwards, labels cannot be checked
(DTFPH must not be specified).

BYPASSING STANDARD LABELS: If an input
tape contains standard labels but the user
does not want IOCS to check them, FILABL=
NSTD should be specified in the file defi-
nition. No LABADDR is specified. However,
a tapemark must be present immediately
following the label set. If user labels
exist but the user does not specify LABADDR,
the user labels are bypassed by IOCS. A
tapemark must be present after the last
user label.

Checking User Standard Labels

If a magnetic tape contains user standard
header labels (UHL1-UHL8) following the
standard file header label [or user stand-
ard trailer labels (UTL1-UTL8) preceding
the 'standard trailer when reading back-
wards], the programmer can check them in
his own routine. If the information for
checking is obtained from another file,
that file must be opened ahead of the tape
file containing the labels.

OPEN reads a user
address of the label
gives control to the user's routine for
checking. The entry point of the routine
is specified in the DTF entry LABADDR. If
any logical IOCS macros, other than LBRET,
are used to process user labels on a multi-
volume file, the user must save and re-
store register 15 in his label routine.

label, stores the
in register 1, and
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After checking the label, the user must
return to the OPEN routine by use of the
LBRET macro. If the user wants to process
the next label, he uses LBRET 2, and OPEN
supplies his routine with the next user
label. To bypass the rest of the labels
he uses LBRET 1.

Checking Nonstandard Labels

To process nonstandard labels, the user
must specify FILABL=NSTD and LABADDR=name.
He must also write his own channel program
and use physical IOCS macros to read the
labels from the tape into main storage.
(To bypass nonstandard labels, the user
must specify FILABL=NSTD and omit LABADDR.
A tapemark must follow the last label.)
For an example see Appendix D.

When a file is opened, IOCS supplies the
hexadecimal representation of the symbolic
unit currently being used in the two low-
order bytes of register 1. See Figure 36,
Command Control Block, for these values.
For example, this information might be
useful when one LABADDR routine is used for
many files.

Then the user's routine is given control
at the address of the symbol in LABADDR.
Note that OPEN has not moved the tape.
Physical IOCS macros must be used to trans-
fer the labels from tape to main storage.
Therefore, the user must establish a
Command Control Block (CCB) and a Channel
Command Word(s) (CCW). The macro EXCP is
used to initiate the transfer. See
Processing Records with Physical IOCS.

Logical IOCS macros can be used for any
processing other than transferring the
labels from tape to main storage. If any
logical IOCS macros, other than LBRET, are
used when processing multivolume files, the
user must save and restore register 15 in
his routine.

If nonstandard trailer labels are to be
processed on a file that is read backwards,
the user must position the tape between the
two tapemarks that are at the end of the
file before opening the file.

After all labels have been checked, the
user returns control to OPEN by use of the
LBRET 2 macro. If a tapemark follows the
last label, the user can read it or not as
desired with no effect on OPEN.

Unlabeled Input

FILABL=NO must be specified for an un-
labeled tape. When OPEN is issued for such
a file, OPEN reads a record. If the record
is a tapemark, the file is considered open.
If a tapemark is not found, OPEN assumes
the record read is data and backspaces to
the load point.
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LBRET MACRO

Name Operation Operand
[name] LBRET { 1}
2

The LBRET macro is issued in user sub-

routines when the user has completed proc-
essing and wishes to return control to
IOCS. LBRET applies to subroutines that
write or check DASD or magnetic tape user
standard labels, write or check tape non-
standard labels, or check DASD extents.

The operand used depends on the function to
be performed.

CHECKING USER STANDARD DASD LABELS: I0CSs
passes the labels to the user one at a

time until the maximum allowable number have
been read, or until the user signifies he
wants no more. In his label routine, the
user issues LBRET 2 if he wants IOCS to
read and pass him the next label. If an
end~-of-file record is read when LBRET 2 is
used, label checking is automatically ended.
If the user wants to eliminate the checking
of one or more remaining labels, he uses
LBRET 1.

WRITING USER STANDARD DASD LABELS: The user
builds the labels one at a time and uses
LBRET to return to IOCS, which writes the
labels. LBRET 2 is used if the user wants
to have control returned to him after IOCS
writes the label. 1If, however, IOCS deter-
mines that the maximum number of labels has
been written, label processing will be ter-
minated. LBRET 1 is used if the user wishes
to stop writing labels before the maximum
number has been written.

CHECKING DASD EXTENTS: When using physical
IOCS on an input file with all volumes
mounted or when processing with the direct
access method, the user can process his
extent information. When he finishes all
the checking, he returns control to IOCS by
using the LBRET 2 macro.

CHECKING USER STANDARD TAPE LABELS: IOCS
reads and passes the labels to the user one
at a time until a tapemark is read, or until
the user signifies he does not want any more
labels. LBRET 2 is used if the user wants
to process the next label. If IOCS reads a
tapemark, label processing is automatically
terminated. LBRET 1 is used if the user
wants to bypass any remaining labels.

WRITING USER STANDARD TAPE LABELS: The user
builds the labels one at a time and returns
to IOCS, which writes the labels. When
LBRET 2 is used, IOCS returns control to the
user (at the address specified in LABADDR)
after writing the label. LBRET 1 must be
used to terminate the label set.




WRITING OR CHECKING NONSTANDARD TAPE LABELS:

FILENAME: GET requires the first operand.

The user must process all his nonstandard
labels at once. LBRET 2 is used after all
label processing is completed and the user
wants to return control to IOCS. For an

example see Appendix D.

MACROS FOR SEQUENTIAL PROCESSING

The sequential processing macro instructions
permit the programmer to store and retrieve
records without coding blocking/deblocking
routines. The programmer can, therefore,
concentrate on processing his data. Another
major feature of these macro instructions

is the ability to use one or two I/O areas
and to process records in either a work
area or an 1/0 area.

The sequential processing routines are
designed to provide for overlapping the
physical transfer of data with processing.
The amount of overlapping actually achieved
is governed by the problem program through
the assignment of I/O areas and work areas.
An I/0 area is that area of main storage to
or from which a block of data is physically
transferred by the logical IOCS. A work
area is an area used for processing an
individual logical record from the block of
data. A work area cannot be used with paper
tape records. The I/0 area(s) is specified
in the associated DTF macro, while the work
area is specified in the sequential proc-
essing macro.

The following combinations of I/0 areas
and work areas are possible:

1. One I/O area with no work area

2. One I/0 area with a work area

3. Two I/0 areas with no work area

4., Two I/0 areas with a work area

GET MACRO

Name Operation Operand

[name] [GET {Filenamel ,{Worknanw}
v f (0)

GET makes the next sequential logical record
from an input file available for processing

in either an input area or a specified work

area. It is used for any input file in the

system, and for any type of record: blocked
or unblocked, fixed or variable length, and

undefined.

If GET is used with a file containing
checkpoint records, the checkpoint records
are bypassed automatically.

The parameter value must be the same as
specified in the header entry of the DTF

for the file from which the record is to be
retrieved. The filename can be specified

as a symbol or in either special or ordinary
register notation,

WORKNAME: This is an optional parameter
specifying the workarea name or a register
(in either special or ordinary register
notation) containing the address of the
workarea. The workarea address should
never be preloaded into register 1. This
parameter is used if records are to be
processed in a workarea that the user him-
self defines (for example, using a DS
instruction). If the operand is specified,
all GETs to the named file must always use
a register or a workname. Using the second
operand causes GET to move each individual
record from the input area to a work area.

All records from a logical file may be
processed in the same work area, or differ-
ent records from the same logical file may
be processed in different work areas. In
the first case, each GET for the file
specifies the same work area. In the second
case, different GET instructions specify
different work areas. It might be advanta-
geous to plan two work areas, for example,
and to specify each area in alternate GET
instructions. This would permit the pro-
grammer to compare each record with the
preceding one, for a control change. Only
one work area can be specified in any one
GET, however.

Required DTF Entries

The input area must be specified in the
entry IOAREAl of the DTF macro. For any
file other than a combined file, two input
areas may be used to permit an overlap of
data transfer and processing operations.
The second area is specified in IOAREA2.
Whenever two input areas are specified, the
IOCS routines transfer records alternately
to each area. They completely handle this
"flip-flop" so that the next sequential
record is always available to the problem
program for processing.

For a combined file, the input area is
specified in IOAREAl and the output area in
IOAREA2. If the same area is to be used for
both input and output, IOAREA2 is omitted.

When records are processed in the input
area(s), a register must be specified in the
entry IOREG of the DTF macro if:

l. Records are blocked;
2. Variable-length magnetic tape records

are read backwards; or
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3. Two input areas are used, for either

blocked or unblocked records.

This register identifies the next single
record to be processed. It always contains
the absolute address of the record currently
available. The GET routine places the
proper address in the register.

If a work area is used, WORKA=YES must
be specified. IOREG should not be specified.

When the GET macro detects an end-of-file
condition, IOCS branches to the user's end-
of-file routine (specified by EOFADDR).

An example of GET/PUT processing is
shown in the following coding. The param-
eter IOAREAl points to the first I/O area
for this file; IOAREA2 points to the second
I/0 area. GET points to the file-definition
block and to the work area (A3) to which
logical records are moved from areas Al and
A2 by LIOCS.

Name Operation Operand Col. 72
FNAME<—J DTFMT
+ IOAREAl=Al, X
= IOAREA2=A2, X
. WORKA=YES
Al - DS 500C
A2 «—— DS 500C
GET FNAME ,A3
A3=-—r DS 100cC

Unblocked Records

Records retrieved from any input file are
considered fixed unblocked unless otherwise
specified.

Whenever records are unblocked (either
fixed or variable length) and only one input
area is used, each GET transfers a single
record from an I/0 device to the input area,
and then to a work area if one is specified
in the GET instruction. If two input areas
are specified, each GET makes the last
record that was transferred to main storage
available for processing in the input area
or work area. The same GET also starts the
transfer of the following record to the
other input area.
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When an IBM 2540 Card Read-Punch is used
for a card input file, each GET instruction
normally reads the record from a card in the
read feed. However, if the 2540 has the
punch-feed-read special feature installed
and if CMBND is specified in the entry
TYPEFLE, each GET reads the record from a
card in the punch feed, at the punch-feed-
read station. This record can be updated
by additional information and punched back
into the same card, when that card passes
the punch station and a PUT instruction is
issued. (See PUT: Updating.)

Blocked Records

When records on DASD or magnetic tape are
specified as blocked in the entry RECFORM,
each individual record must be located for
processing (deblocked). Therefore, blocked
records (either fixed or variable length)
are handled as follows:

The first GET instruction transfers a
block of records from DASD or tape to
the input area. It also initializes

the specified register to the absolute
address of the first data record, or it
transfers the first record to the speci-
fied work area.

1.

2. Subsequent GET instructions either add
an indexing factor to the register or
move the proper record to the specified
work area, until all records in the
block have been processed.

Then the next GET makes a new block of
records available in main storage, and
either initializes the register or moves
the first record.

Undefined Records

When undefined records are to be handled,
the entry RECFORM=UNDEF must be included in
the file definition. GET treats undefined
records as unblocked, and the programmer
must locate individual records and fields.
If a RECSIZE register is specified, IOCS
will store the length of the record read in
that register. Undefined records are con-
sidered to be variable in length by IOCS.
No other characteristics of the record are
known by IOCS. They are the responsibility
of the user.

Read Backwards, Tape

If records on magnetic tape are to be read
backwards (BACK specified in entry READ),
blocks of fixed-length records, blocks of
blocked-variable records, or unblocked rec-
ords, are transferred from tape to main
storage in reverse order. The last block is




read first; the next-to-last block, second;
itc. For blocked records, each GET instruc-
:ion also makes the individual records
1wvailable in reverse order. The last record
in the input area is the first record avail-
ible for processing (either by indexing or
ln a work area).

If a tapemark precedes the data records
it the beginning of the tape, a nine-track
:ape can be read backwards. Seven-track
:ape can be read backwards only if:

was originally written on a
tape unit of the IBM System/360;

e the tape
magnetic

e the Data
not used

Conversion special feature was
when the tape was written; and

® a tape mark was written at the beginning
of the tape preceding the data records.

2UT MACRO
Name Operation Operand
[name]| PUT {Filename} ,{Workname}
(1) C  (0)

PUT writes or punches logical records that
have been built directly in the output area
or in a specified work area. It is used for
any output file in the system, and for any
type of record: blocked or unblocked, fixed
or variable length, and undefined. It oper-
ates much the same as GET but in reverse.

It is issued after a record has been built.

Filename: PUT requires the first operand.
The parameter value must be the same as
specified in the header entry of the DTF for
the file being built. The filename can be
specified as a symbol or in either special
or ordinary register notation.

Workname: An optional parameter specifying
the work area name or a register (in either
special or ordinary register notation) con-
taining the address of the work area. The
work area address should never be preloaded
into register 1. This parameter is used if
records are to be built in a work area that
the user himself defines (for example, using
a DS instruction). If the operand is speci-
fied, all PUTs to the named file must always
use a register or a workname. Using the
second operand causes PUT to move each rec-
ord from the work area to the output area.

Individual records for a logical file
may be built in the same work area or in
different work areas. Each PUT instruction
specifies the work area where the completed
record was built. However, only one work
area can be specified in any one PUT
instruction.

Whenever an output data record is trans-
ferred from an output area (or work area)
to an I/0 device (by a PUT instruction),
the data remains in the area until it is
either cleared or replaced by other data.
IOCS does not clear the area. Therefore,
if the user plans to build another record
whose data does not use every position of
the output area or work area, he must clear
that area before he builds the record. If
this is not done, the new record will con-
tain interspersed characters from the pre-
ceding record. For example, in the case of
output to a printer, the forms design may
reguire printing in selected positions on
one print line and in different positions
on another line. In this case, the output
area or work area for the printer file
should be cleared between lines.

Required DTF Entries

The output area must be specified in the
entry IOAREAl of the DTF macro. For any
file other than a combined file, two output
areas may be used to permit an overlap of
data transfer and processing operations.
The second area is specified in IOAREA2.
Whenever two output areas are specified, the
I0CS routines transfer receords alternately
from each area. The routines completely
handle this "flip-flop", so that the proper
output record area is always available to
the program for the next sequential output
record.

For a combined file, the input area is
specified in IOAREAl and the output area in

IOAREA2. If the same area is to be used
for both input and output, IOAREA2 is
omitted.

When records are built in the output
area(s), a register must be specified in the
entry IOREG if:

1.

Records are blocked, or

2. Two output areas are used, for either
blocked or unblocked records.

This register always contains the absolute
base address of the currently available
output-record area. IOCS places the proper
address in the register.

The user should always address the I/O
areas by using the IOREG as the base registéer
and should not make any assumptions as to
which I/0 area is presently being used.

If a work area is used, WORKA=YES must
be specified; IOREG should not be specified.

If the blocked records are variable
length and are being built in the output
area(s), an additional register must be
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specified in the entry VARBLD. IOCS stores
the number of bytes remaining in the output
area in the VARBLD register each time a PUT
instruction is executed.

Unblocked Records

Records transferred to any output file
except DASD or magnetic tape are always con-
sidered fixed unblocked unless otherwise
specified. Records for DASD or tape output
are treated as unblocked if this is speci-
fied in the entry RECFORM.

Whenever records are unblocked (either
fixed or variable length), each PUT trans-
fers a single record from the output area
(or input area if updating is specified) to
the file. If a work area is specified in
the PUT instruction, the record is first
moved from the work area to the output area
(or input area) and then to the file.

For fixed DASD unblocked
uses the rule that if there is not enough
space for another record in the extent
specified, then there is not enough space
for an EOF record.

records, IOCS

Blocked Records

When blocked records are to be written on
DASD or magnetic tape, the individually
built records must be formed into a block
in the output area. Then the block of rec-
ords is transferred to the output file.

The blocked records may be either fixed or
variable length. :

Fixed-length blocked records can be-built
directly in the output area or in a work
area. Each PUT instruction for these rec-
ords either adds an indexing factor to the
register IOREG, or moves the completed
record from the specified work area to the
proper location in the output area. When
an output block of records is complete,

PUT causes the block to be transferred to
the output file and initializes the register
if one is used.

Variable-length blocked records can also
be built in either the output area or a work
area. The length of each variable-length
record must be determined by the problem
program and included in the output record
as it is built. The problem program can
calculate the length of the output record
from the length of the corresponding input
records. That is, variable-length output
records are generally developed from pre-
viously written variable-length input rec-
ords, perhaps modified by current records.
Each variable-length input record must
include the field that contains the length
of the record,
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When variable-length blocked records are
built in a work area, the PUT instruction
performs approximately the same functions as
it does for fixed-length blocked records.
The PUT routines check the length of each
output record to determine if the record
will fit in the remaining portion of the
output area. If the record will fit, PUT
immediately moves the record. If it will
not fit, PUT causes the completed block to
be written and then moves the record. Thus,
this record becomes the first record in a
new block.

If variable-length blocked records are
to be built directly in the output area,
however, the VARBLD entry, the TRUNC macro,
and additional user programming are required.
The user's program must determine if each
record to be built will fit in the remaining
portion of the output area. This must be
known before processing of the record is
started, so that if the record will not fit,
the completed block can be written and the
record can be built at the beginning of a
new block. Thus, the length of the record
must be pre-calculated and compared with the
amount of remaining space.

The amount of space available in the
output area at any time can be supplied to
the program (in a register) by the IOCS
routines. For this, the user must specify
a general-purpose register in the DTF entry
VARBLD. This register is in addition to
the register specified in IOREG. Each time
a PUT instruction is executed, IOCS loads
into this register the number of bytes
remaining in the output area. The problem
program uses this to determine if the next
variable-length record will fit. If it
will not fit, a TRUNC macro instruction
must be issued to transfer the block of
records to the output file and make the
entire output area available for building
the next block.

Undefined Records

When undefined records are handled, PUT
treats them as unblocked. The programmer
must provide any blocking he wants. He must
also determine the length of each record

(in bytes) and load it in a register for
IOCS use, before he issues the PUT instruc-
tion for that record. The register that
will be used for this purpose must be speci-
fied in the DTF entry RECSIZE.

Updating

A sequential file on 2311 or 2321 DASD, a
card input file in a 1442 or 2520, or a
card file in the punch feed of a 2540
equipped with the punch-feed-read special
feature can be updated. That is, each DASD



or card, from which it was read. In the
case of a card file, the file must be
specified as a combined file (CMBND)
the entry TYPEFLE.

in

When updating a file, one I/O area can
be specified (entry IOAREAl) for both the
input and output of a card record. If a
second I/0 area is required, it can be
specified with IOAREA2.

A PUT for a card or DASD record must
always be followed by a GET before another
PUT is issued. GETs can be issued as many
times in succession as desired.

For a file in a 2540 with the punch-feed-
read special feature, a PUT instruction must
be issued for each card. A PUT instruction
may be omitted, however, if a particular
card does not require punching in a 1442 or
2520. The operator must run out the 2540
punch following a punch-feed-read job.

In the following example, data will be
punched in the same card that was read.
Information from each card is read, proc-
essed, and then punched into the card to
produce an updated record.

Col
Name Operation Operand 72
FILEC| DTFCD X
TYPEFLE=CMBND, X
IOAREA1=AREA, X
DEVADDR=SYS005, X
RECFORM=FIXUNB, X
IOAREA2=AREA2
o
o
o
GET FILEC
o
o
o
PUT FILEC
o
o
RELSE MACRO
Name Operation Operand
[name] RELSE fFilename}
(1)

The RELSE (release) macro instruction is
used in conjunction with blocked input rec-
ords read from DASD or magnetic tape. It
allows the programmer to skip the remaining
records in a block and continue processing
with the first record of the next block when
the next GET instruction is issued.

The symbolic name of the file, specified
in the DTF header entry, is the only param-
eter required for this instruction. It can

be specified as a symbol or in register
notation.

The release instruction discontinues the
deblocking of the present block of records,
which may be either fixed or variable length.
RELSE causes the next GET instruction to
transfer a new block to the input area, or
switch I/0 areas, and make the first record
of the next block available for processing.
GET initializes the register or moves the
first record to a work area.

For example, this function can apply to
a job in which records on DASD or tape are
categorized, and each category (perhaps a
major grouping) is planned to start as the
first record in a block. For selective
reports, specified categories can be located
readily by checking only the first record
in each block.

TRUNC MACRO

Name Operation Operand

[name] TRUNC {Filename}

(1)

The TRUNC (truncate) macro instruction is
used in conjunction with blocked output
records that will be written on DASD or mag-
netic tape. It allows the programmer to
write a short block of records. (Blocks do
not include padding.) Thus the TRUNC macro
can be used for a function similar to the
RELSE instruction for input records, but in
reverse. That is, when the end of a cate-
gory of records is reached, that block can
be written and the new category can be
started at the beginning of a new block.

The symbolic name of the file, specified
in the DTF header entry, is the only param-
eter required in this instruction. If this
macro will be issued for fixed-length
blocked DASD records, the DTF entry TRUNC
must be included in the file definition.

When TRUNC is issued, the short block is
written (on DASD or tape) and the output
area is made available to build the next
block. The last record included in the
short block is the record that was built
before the last PUT instruction preceding
TRUNC was executed. Therefore, if records
are built in a work area and the problem
program determines that a record belongs in
a new block, the TRUNC instruction should
be issued first, followed by the PUT in-
struction for this particular record. If
records are built in the output area, how-
ever, the programmer must determine if a
record belongs in the block before he
builds the record.
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Whenever variable-length blocked records
are built directly in the output area, this
TRUNC instruction must be used to write a
complete block of records. When the PUT
instruction is issued after each variable-
length record is built, the output routines
supply the programmer with the space (number
of bytes) remaining in the output area.

From this the programmer determines if his
next variable-length record will fit in the
block. If it will not £fit, he issues the
TRUNC instruction to write out the block

and make the entire output area available

to build the record. The amount of remain-
ing space is supplied in the register speci-
fied in the entry VARBLD (see PUT Macro and
DTFMT VARBLD).

PUNCH AND PRINTER CONTROL

Stacker selection in a card read-punch, and
line spacing or skipping in a printer, can
be controlled either by specified control
characters in the data records or by the
CNTRL macro instruction. Either method, but
not both, may be used for a particular logi-
cal file.

When control characters in data records
are to be used, the DTF entry CTLCHR must
be specified, and every record must contain
a control character in the main-storage out-
put area. This must be the first character
of each fixed-length or undefined record, or
the first character following the record-
length field in a variable-length record.
The BLKSIZE specification for the output
area must include the byte for the control
character and, if undefined records are
specified, the RECSIZE specification must
also include this byte.

When a PUT instruction is executed, the
control character in the data record deter-
mines the command code (byte) of the Channel
Command Word (CCW) that IOCS establishes.

If CTLCHR=ASA: the control character is
translated into the command code.

If CTLCHR=YES: the control character is
used directly as the command code.

If the user desires to send a space and/
or skip command, without printing, to the
printer (perhaps to move forms), the output
area must contain the first-character forms
control and the remainder of the area must
be blanks (X'40').

The particular character included in the
record is determined by the function to be
performed. For example, if double spacing
is to occur after a particular line is
printed, the code for double spacing must
be the control character in the output line
to be printed. The first character after
the control character in the output data
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becomes the first character punched or
printed. A complete listing of the control

characters is given in Appendix B.

CNTRL MACRO

Name Operation| Operand

[name] | CNTRL {Filename},code[,n][,m]

(1)

The CNTRL (control) macro instruction pro-
vides commands for these input/output units:
magnetic tape units, card read-punches,
punches, printers, DASD, and optical readers
Orders apply to physical nondata operations
of a unit and are peculiar to the unit in-
volved. They specify such functions as re-
winding tape, card stacker selection, line
spacing on a printer, etc. For optical
readers, orders specify marking error lines
or keyboard correcting a line for journal
tapes, document stacker selecting, or eject-
ing and incrementing documents. The CNTRL
macro does not wait for completion of the
order before returning control to the user,
except for certain mnemonics for optical
readers.

CNTRL is used in conjunction with a
logical file in a unit, and it usually
requires two or three parameters. The
first parameter must be the name of the file
specified in the DTF header entry. It can
be specified as a symbol or in register
notation.

The second parameter is the mnemonic
code for the command to be performed.
must be one of a set of predetermined
codes (Figure 6).

This

The third parameter n is required when-
ever a number is needed for stacker selec-
tion or immediate printer carriage control.
The parameter m applies to delayed spacing
or skipping. 1In the case of a printer file,
the parameters n and m may be required.

The CNTRL macro instruction must not be
used for printer or punch files if the data
records contain control characters and the
entry CTLCHR is included in the file
definition.

Whenever CNTRL will be issued in the
problem program, the DTF entry CONTROL must
be included (except for DTFMT) and CTLCHR
must be omitted. If control characters are
used when CONTROL is specified, the control
characters are ignored and treated as data.

MAGNETIC TAPE UNIT CODES
The CNTRL macro instruction is used to con-

trol magnetic-tape functions that are not
concerned with reading or writing data on



Mnemeonic

Unit Code n m Command
2400 Series Magnetic Tape Units REW Rewind Tape
RUN Rewind and Unload Tape
ERG Erase Gap (Writes Blank Tape)
WTM Write Tape Mark
BSR Backspace to Interrecord Gap
BSF Backspace to Tape Mark
FSR Forward Space to Interrecord Gap
FSF Forward Space to Tape Mark
2540 Card Read PS 1 Select Pocket 1, 2, or 3
3
2520, 1442 Card Read Punch ss ! Select Stacker 1 or 2
E Eject to Stacker 1 (1442 Only)
See Note
1403, 1404, 1443, 1445 Printers SP c d Carriage Space 1, 2, or 3 Lines
SK c d Skip to Channel ¢ and/or d |
1403 Printer with Universal Character Sef ucs ON Allow Data Checks
Feature
OFF Disallow Data Checks
2321 Data Celi Drive SEEK Seek to Address
RESTR Return Strip to Sub - Cell
2311 Disk Storage Drive SEEK Seek to Address
1285 Optical Reader MARK Mark Error Line
READKB Read 1285 Keyboard
1287 Optical Reader MARK Mark Error Line in Tape Mode
READKB Read 1287 Keyboard in Tape Mode
EJD Eject Document
SSD 1 Select Stacker A, B, Reject, or Alternate
2 Stacking Mode
3
4
ESD 1-4 Eject Document and Select Stacker
INC Increment Document at Read Station.

Figure 6.

d = An Integer Indicating a Delayed Printer Control.

CNTRL Macro Instructions

Note: ¢ = An Integer Indicating Immediate Printer Control (Before Printing).
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the tape. These functions are grouped in
the following categories:

Rewinding tape to the load point
REW - Rewind
RUN - Rewind and unload

Moving tape to a specified position
BSR - Backspace to interrecord gap
BSF - Backsapce to tape mark
FSR - Forward space to interrecord gap
FSF - Forward space to tape mark

Writing a tape mark
- WIM - Write tape mark

Erasing a portion of the tape
ERG - Erase gap (writes blank tape)

The tape rewind (REW and RUN) and tape
movement (BSR, BSF, FSR, and FSF) functions
can be used before a tape file is opened.
This allows the tape to be positioned at a
desired location for opening a file under
conditions such as:

® The file is located in the middle of a
multifile reel.

e The entry REWIND specifies NORWD, but
for some conditions rewinding is re-
quired for the file.

The tape movement functions (BSR, BSF,
FSR, and FSF) apply to input files only,
and the following factors should be
considered:

1. The FSR (or BSR) function permits the
user to skip over a physical tape
record (from one interrecord gap to the
next). The record is passed without
being read into main storage. The FSF
(or BSF) function permits the user to
skip to the end of the logical file
(identified by a tape mark).

2. The functions of FSR, FSF, BSR, and BSF
always start at an interrecord gap.

3. If blocked input records are being
processed and if the user does not want
to process the remaining logical rec-
ords in the block, as well as one or
more succeeding blocks (physical rec-
ords), he must issue a RELSE macro
before the CNTRL macro. Then the next
GET will make the first record of the
new block available for processing. If
the CNTRL macro, with FSR for example,
were issued without a preceding RELSE,
the tape would be advanced, but the next
GET would make the next record in the
old block available for processing.

4, For any I/O area combination except one
1/0 area and no work area, IOCS is
always reading one physical tape record
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ahead of the one that is being proc-
essed. Thus, the next physical record
(block) after the one being processed
will be in main storage ready for proc-
essing. Therefore, if a CNTRL FSR
function is performed, the second
physical tape record beyond the present
one will be passed without being read
into main storage.

5. If FSR or BSR is used, LIOCS does not
update the block count. Furthermore,
IOCS cannot sense tapemarks on an FSR
or BSR command and, therefore, does
not perform the usual EOV or EOF
functions.

PRINTER CODES

The CNTRL macro instruction can be used
for any printer forms control.

The CNTRL macro
tion cause spacing
number of lines or

codes for printer opera-
(SP) over a specified
skipping (SK) to a
specified location on the form (represented
by a carriage-tape channel). The third
parameter is required for immediate

spacing and skipping (before printing).

The fourth parameter is required for delayed
spacing or skipping (after printing).

The SP and SK operations can be used in
any sequence. However, two or more consecu-
tive immediate skips (SK) to the same
carriage channel on the same printer have
the same effect as the first skip only.
That is, any skip order after the first is
ignored. Two or more consecutive delayed
spaces (SP) and/or skips (SK) to the same
printer result in the last space or skip
only. Any other combination of consecutive
controls (SP and SK), such as immediate
space followed by a delayed skip or immedi-
ate space followed by another immediate
space, causes both specified operations to
occur.

1403 PRINTER WITH UNIVERSAL CHARACTER SET
CODES

The CNTRL macro can be used before a PUT
for the file to change the method of proc-
essing data checks. They can be either:

1. allowed--indication given to operator,
or

2. disallowed--ignored and blank printed.

A data check
feature when

occurs on a 1403 with the UCS
a character (except null,
00000000, or blank, 01000000) sent to the
printer does not match any of the charac-
ters in the UCS buffer.



If OPEN is used for the file, data
checks are automatically disallowed until
a CNTRL macro is used to allow them.

If the UCS form of the CNTRL macro is
used for a printer without the UCS feature,
the CNTRL macro is ignored and the output
operation is performed.

2540 CARD READ PUNCH CODE

Cards read or punched on the 2540 normally
fall into the pocket specified in the DTF
entry SSELECT (or the Rl or Pl pocket if
SSELECT is omitted). The CNTRL macro
code PS is used to select a card into a
different stacker, which is specified by
the third operand (n) of the CNTRL macro.
The possible selections are:

Feed Pocket Value of n
Read R1 1
Read R2 2
Read RP3 3
Punch Pl 1
Punch P2 2
Punch RP3 3
INPUT FILE: CNTRL can be used only when

one I/0 area, with or without a work area,
is specified for the file. The macro is
issued after GET. Once used, CNTRL must be
used with every succeeding GET for the file.

OUTPUT OR COMBINED FILE:

used with any permissible
I/0 and work areas. When
select a particular card,

CNTRL can be
combination of
the user wants to
CNTRL must be

issued before the PUT for that card. How-
ever, CNTRL does not have to precede every
PUT.

2520 CARD READ PUNCH CODE

The CNTRL macro used for the IBM 2520 uses
the code SS. Thus, the third operand can
be either 1 or 2.

1442 CARD READ PUNCH CODES

Cards fed in the IBM 1442 are normally
directed to the stacker specified in the
DTF entry SSELECT. If SSELECT is omitted,
they go to stacker 1. The CNTRL macro can
be used to override the normally selected
pocket temporarily.

CARD READING: To stack a particular card,
the CNTRL macro instruction should be
issued after the GET for that card, and
before the GET instruction for the follow-
ing card. When the next card is read, the
first card is stacked in the specified
stacker. CNTRL can be used only when one
I1/0 area, or one I/0 area and one work area,
is specified for the file.

CARD PUNCHING: To stack a particular card,
the CNTRL macro should be issued before the
PUT for that card. After the card is
punched, it is stacked into the specified
pocket immediately. CNTRL can be used with
any permissible combination of I/0 and work
area.

COMBINED FILE: If a particular card is to
be selected, the CNTRL macro for the file
should be issued after the GET and before
the PUT for the card. When the next card is
read, the first card is stacked into the
specified stacker.

2311 DISK STORAGE DRIVE CODE

The CNTRL macro for seeking on the 2311
allows the user to specify a track address
to which access movement should begin for
the next GET, PUT, READ, or WRITE macro
instruction for sequential and direct

access files only. While the arm is moving,
the programmer may process data and/or
request I/O operations on other devices.

2321 DATA CELL DRIVE CODES

The CNTRL macro enables the user to seek
to a specific address or to restore the
strip to its cell. The seek address must
be provided in the field with the symbolic
name given in the DTFDA entry SEEKADR.

IBM 1285 OPTICAL READER AND 1287 OPTICAL
READER CODES

Use of the CNTRL macro instruction with the
READKB mnemonic allows the user to read a
complete line from the 1285 or 1287 key-
board when processing journal tapes. This
permits the operator to key in a complete
line on the keyboard if a 1285 or 1287 read
error makes this type of correction neces-
sary. If the operator cannot readily iden-
tify the unreadable character, he may enter
a reject character (@) in the error line.
IOCS then exits to the user's COREXIT rou-
tine, in which he may issue the CNTRL macro
instruction to read from the keyboard. The
1285 or 1287 display tube then displays the
full line and the operator keys in the cor-
rect line from the keyboard, if possible.
The line read from the keyboard is always
read into the correct area.

The CNTRL macro with the READKB mnemonic
waits for completion of the order before
returning control to the user.

When processing journal tapes, use of

the CNTRL macro instruction with the MARK
mnemonic provides a program-controlled
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means of marking a line on the input tape
that results in a data transfer error or
is otherwise suspect of error. To ensure
that the proper line is marked, the CNTRL
macro instruction must be issued in the
user's error correction routine (specified
in DTFOR COREXIT). If CNTRL is issued at
another time, the line following the one
in error will be marked.

When processing in document mode on the
1287, each document must be explicitly
ejected with a CNTRL macro instruction. The
EJD mnemonic causes the document to be

ejected and the next document to be fed.

Documents must also be explicitly stacker
selected using the CNTRL macro instruction
with the SSD mnemonic. A document may be
directed to stacker A, B, or R (reject
stacker) by specifying a selection number
of 1, 2, or 3 respectively. Also, documents
may be selected into stackers A and B in an
alternate stacking mode, with automatic
stacker switching when one stacker becomes
full. The selection number for alternate
mode is 4. If selection number 4 is used
in the first stacker selection macro, stacke:
A will be filled first. If selection num-
ber 4 is used after other selection numbers,
the last preceding selection number deter-
mines the first stacker to be filled.

Ejection and stacker selection of docu-
ments must occur alternately.

The CNTRL macro instruction with the
ESD mnemonic combines the ejection and
stacker selection functions. In order to
satisfy the alternate ejection and stacker
selection functions, the combined mnemonic
must not be immediately preceded by an
eject or immediately followed by a stacker
select.

The CNTRL macro with the INC mnemonic
is used for document incrementation. This
macro is not used with documents having a
scannable area shorter than 6 inches. The
document is incremented forward 3 inches.
It may be used only once per document.

CHNG MACRO
Name Operation Operand
[name] CHNG SYSnnn

This macro instruction is provided only
for Basic Programming Support and Basic
Operating System upward compatibility. No
code is generated from this macro instruc-
tion. In the Disk Operating System, tape
channel switching is handled automatically
by physical IOCS.
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PRTOV MACRO

Name |Operation|Operand

[name] | PRTOV {Filename) , 9 , JRoutine-name
Q¢ }{12}[ (0) }]

The PRTOV (printer overflow) macro instruc-
tion is used in conjunction with a logical
file in a printer to specify the operation
to be performed on a carriage overflow con-
dition. Whenever this macro instruction

is to be issued in a problem program, the
DTFPR or the DTFSR entry PRINTOV=YES must
be included in the file definition.

PRTOV requires two or three parameters.
The first parameter must be the filename as
a symbol or in register notation. The sec-
ond parameter must specify the number of
the carriage tape channel (9 or 12) used to
indicate the overflow. When overflow con-
dition occurs, IOCS restores the printer
carriage to the first printing line on the
form (channel 1), and printing of detail
lines continues.

A third parameter is required if the
programmer prefers to branch to his own
routine on an overflow condition, rather
than skipping directly to channel 1 and
continuing with the detail printing. It
specifies the symbolic name of the user's
routine. The name can be specified as a
symbol or in register notation. However,
the name should never be preloaded into
register 1.

In this case, IOCS does not restore the
carriage to channel 1. 1In his routine,
the user may issue any IOCS macro instruc-
tion (except another PRTOV) to perform
whatever functions he desires. The CNTRL
macro cannot be issued to the file unless
CONTROL=YES has been specified in the DTF.
For example, he can print total lines,
skip to channel 1, and print overflow
page headings. At the end of his routine,
the user must return to IOCS by branching
to the address in register 14. IOCS sup-
plies this address upon entry to the user's
routine. Therefore, if other I0CS macros
are used in the routine (for example, the
CNTRL macro)}, the user must save and re-
store register 14 himself.

The PRTOV macro causes a skip to channel
1, or branches to the user's routine if an
overflow condition (punch in channel 9 or
12) is detected on the preceding space or
print command. An overflow punch is not
recognized during a carriage skip operation.
After the execution of any command that
causes carriage movement (PUT or immediate
CNTRL) , the user should issue a PRTOV macro
before issuing the next CNTRL or PUT. This
ensures that the user's overflow option will
be executed at the correct time.



MACROS FOR THE OPTICAL CHARACTER READER

DSPLY MACRO

Name Operation Operand

[name] DSPLY {Filename},r,r

(1)

The DSPLY macro displays the document field
on the 1287 display scope. A complete

field may be keyboard-entered if a 1287

read error makes this type of correction
necessary. An unreadable character may be
replaced by a reject character (@) by either
the operator (if processing in the on-line
correction mode) or by the device (if proc-
essing in the off-line correction mode).

The user may then use the DSPLY macro to
display the field in error. The 1287 dis-
play tube displays the full field and the
operator keys in the correct field from the
keyboard, if possible. The field read from
the keyboard is always read into the portion
of IOAREAl originally specified for the
field. The macro blanks this portion of
IOAREAl. When the operation is completed,
the field is left justified in this area.

This instruction always requires three
parameters. The first parameter is the
symbolic name specified in the DTFOR header
entry for the 1287 file. The second param-
eter specifies a general purpose register
(2-12) into which the problem program will
have placed the address of the Load Format
CCW giving the document co-ordinates for
the field to be displayed. The third
parameter specifies a general purpose reg-
ister (2-12) into which the problem program
will have placed the address of the Load
Format CCW giving the co-ordinates of the
reference mark associated with the field to
be displayed.

Note: When using the DSPLY macro, the user
must ensure that the Load Format CCW giving
the document co-ordinates for the field to

be displayed (second parameter) is command

chained to the Read Backward (or Read Back-
ward and Test) CCW for that field.

READ MACRO

The first parameter specifies the name in
the DTFOR header for this file, and it is
always required.

The parameter SQ is always required.

The parameter name is always required.
This parameter specifies the address of the
user-provided channel command word list to
be used to read a document from the 1287
file. The register entry may be used in
this parameter to provide the address of
the channel command word list.

RESCN MACRO
Name Operation Operand
[name] | RESCN {Filenane},r,r
(1)

The RESCN macro selectively re-reads a field
on a document when a defective character
makes this type of operation necessary. The
field read is always read into the portion
of IOAREAl originally intended for the field.

This instruction always requires three
parameters. The first parameter specifies
the symbolic name of the 1287D file specified
in the DTFOR header entry for this file.

The second parameter specifies a general
purpose register (2-12) into which the prob-
lem program will have placed the address of
the Load Format CCW giving the document
co-ordinates for the field to be read. The
third parameter specifies a general purpose
register (2-12) into which the problem pro-
gram will have placed the address of the
Load Format CCW giving the co-ordinates of
the reference mark associated with the field
to be read.

Note: When using the RESCN macro, the user
must ensure that the Load Format CCW giving
the document co-ordinates for the field to
be read (second parameter) is command
chained to the Read Backward (or Read Back-
ward and Test) CCW for that field.

The user determines whether the read
operation generated by RESCN has resulted
in a more satisfactory read than the orig-
inal read of the field. If the re-~read of
the field results in a wrong length record
or a lost line condition, an indication of

The READ macro instruction is used in the reason is provided in Filename+80. See
sequential processing to cause the next description of COREXIT for hexadecimal
sequential 1287 Optical Reader (document values.
mode only) record to be read.
RDLNE MACRO
Name Operation Operand Name Operation Operand
[name] READ {Filename},SQ,{name [name] RDLNE {Filename}
(1) (r) (1)
Imperative Macro Instructions 41



The RDLNE macro provides selective on-line
correction when processing journal tapes

on the IBM 1285 or the IBM 1287 Optical
Reader. This macro reads a line in the on-
line correction mode while processing in
the off-line correction mode. If the
reader cannot read a character, IOCS retries
the line containing the unread character.

If still unsuccessful, the user is informed
of the condition via his error correction
routine (specified in DTFOR COREXIT). The
RDLNE macro may then be issued to cause
another attempt to read the line. If the
character in the line cannot be read during
this attempt, the character is displayed

on the 1285 or 1287 display scope. The
operator may key in the correct character,
if possible. If the operator cannot readily
identify the defective character, he may
enter a reject character (@) in the error
line. This condition is posted in
"filename+80" for user examination. Wrong
length records and lost line conditions are
also posted to "filename+80". See the de-
scription of COREXIT for hexadecimal values.
RDLNE should be used in COREXIT only or the
line following the one in error will be
read in on-line correction mode.

The macro requires only one parameter,
the symbolic name of the 1285 or 1287 file
from which the record is to be retrieved.
This name is the same as that specified in
the DTFOR header entry for this file.

WAITF MACRO

Name Operation Operand
[name] WAITF {Filename
(1)

The WAITF macro instruction is used in se-
quential processing to ensure that the trans-
fer of a 1287 Optical Reader record (docu-
ment mode only) has been completed. It re-
quires only one parameter: the symbolic

name of the file containing the record.

This instruction must be issued before
the problem program attempts to process an
input record for the file concerned. The
program enters a waiting loop until the
transfer of data is complete. Thus, the
WAITF macro instruction must be issued
after any READ instruction for a file, and
before the succeeding READ instruction for
the same file.

The WAITF macro instruction accomplishes
all checking for read errors on the 1287
file and exits to the user-provided COREXIT
routine for user handling of these condi-
tions, if necessary.
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MACROS FOR TAPE AND DISK WORK FILES

A work file can be used for input, output,
or both. If TYPEFLE=WORK is specified in
the DTF macro instruction, work-file macro
instructions READ, WRITE, and CHECK are
provided. In addition, if NOTEPNT is
specified, workfile macro instructions NOTE,
POINTR, POINTW, and POINTS are provided.
Work files will handle fixed-length un-
blocked records and undefined-format records.

WORK FILES ON TAPE

A work file is a single-volume file that
can be used for both input and output, even
within a single program phase. It is often
used to pass intermediate results between
successive phases or job steps. However,
work files also can be written, read, and
rewritten within a single phase, without
requiring additional OPEN or CLOSE proc-
essing. Work files are defined as an
option of the DTFMT and MTMOD macro instruc-
tions and are accessed by the READ/WRITE/
CHECK macro instructions.

The first time a work file is opened,
it is opened as an output file. OPEN ex-
amines the tape to determine whether the
tape used contains standard labels. The
DTFMT entry FILABL is ignored. If the tape
is labeled and the date in the header label
is expired, a new label consisting of HDRI1
and followed by 76 binary zeros is created.
The Job Control label information cards
are not required. If the tape does not al-
ready contain standard labels, labels are
not created for the work file. Trailer
labels are not processed.

If a work file with standard labels is
reopened, OPEN determines from the HDR label
that the file is a work file and does not
rewrite the labels.

When a tapemark is sensed during a read
operation or when an end-of-reel reflective
spot is sensed during a write operation,
the IOCS work file logic exits to the ad-
dress specified by the user in the entry
EOFPADDR.

WORK FILES ON DISK

Disk (2311l) work files are supported as
single-volume single-pack files. They are
always opened as output files. Standard
label information must be supplied by the



user. Both normal extents (type 1) and
split extents (type 128) are supported.
File protection for work files is en-

sured only if their labels are unexpired.

WORK FILE TO BE DELETED AFTER USE: The en-
try DELETFL=NO must not be used. OPEN cre-
ates a Format 1 label for the file, and
CLOSE destroys the label. The next job re-
quiring a work file can use the same extents
and filename.

WORK FILE TO BE SAVED AFTER USE: The ex-
piration date in the DLAB Job Control card
must not be the current date. The entry
DELETFL=NO must be specified in the DTF for
the file. OPEN creates a Format 1 label,
but CLOSE does not delete it. Thus the

file can be saved until the expiration date
is reached.

DELETING AN UNEXPIRED
user tries to use the
pired file, a message is printed to indi-
cate the overlap, and the operator can de-
lete the label. Then OPEN will create a
label for the new file and the job will
continue.

FILE: When the
limits of an unex-

The following text discusses the macro
instructions used with a magnetic tape or
disk (2311) work file.

READ MACRO

The READ macro instruction will cause the
next sequential physical record, or part
of it, to be read from the file associated
with the Filename, into the area of main
storage indicated by the third operand.

The DTP entry READ=FORWARD or BACK
should be used to specify the type of read
for a tape file.

is to be read backwards, area must be the
address of the rightmost byte of the input
area.

The length parameter is used only for
records of undefined format (RECFORM=UNDEF).
To read only a portion of a record, an
actual length (or a register containing the
number) can be stated. Or, an S can be
provided to indicate that the entire phys-
ical record should be read.

If the work file records are fixed-length
unblocked records (RECFORM=FIXUNB), the
length parameter is not specified in the
READ macro. The number of characters to be
read is specified in the BLKSIZE entry.

The user can change this number, which is
stored in the DTF table, at any time by
referencing the halfword FilenameL.

If the fourth parameter is not specified,
the third parameter (area) should never be
preloaded into register 0. If the fourth
parameter is specified, special register
notation is not necessary to allow the
macro to be used in a self-relocating
program.

WRITE MACRO

The WRITE macro instruction causes a rec-
ord to be written from the indicated area
into the file associated with the File-
name. The record will be stored sequen-
tially following the last record written
in this file.

Name Operation Operand
[name] WRITE {Filename}, { SQ },
(1) UPDATE

{mest [ 4

1ength}
(r)

Name Operation | Operand
[name] | READ {Filename} ,SQ, {area}
(1) (0)
length
. (x)
S

The first parameter specifies the name
of the file associated with the record to
be read and is always required. This name
is the same as the name specified in the
DTFMT or DTFSD header entry for this file.
The name can be given as a symbol or in
register notation.

The parameter SQ (for sequential) is
always required. Area specifies the name,
as a symbol or in register notation, of the
input area used by this file. If the tape

The first parameter specifies the name
of the file associated with the record to
be written and is always required. This
name is the same as the name specified in
the DTFMT or DTFSD header entry for this
file. The name can be given as a symbol
Oor in register notation.

The second parameter specifies the type
of WRITE to be executed. For magnetic tape
it is always SQ. For 2311 work files if
SQ is specified, a formatting WRITE (Write
Count Key and Data) will be executed; if
UPDATE is specified, a non-formatting WRITE
(Write Data) will be executed. An update
WRITE will generally follow a READ macro
instruction.

The parameter area specifies the name,

as a symbol or in register notation, of
the output area used by this file.
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The last parameter is used only for rec-
ords of undefined format (RECFORM=UNDEF).
Length specifies the actual number (or
register containing the number) of bytes
to be written.

If fixed length unblocked records
(RECFORM=FIXUNB) are being written, length
is not used in the write macro. The num-
ber of characters to be written is spec-
ified in the BLKSIZE entry. The user can
change this number, which is stored in the
DTF table, at any time by referencing the
halfword FilenameL.

If the fourth parameter is not specified,
the third parameter (area) should not be
preloaded into register 0. If the fourth
parameter is specified, special register
notation is not necessary to allow the
macro to be used in a self-relocating
program.

CHECK MACRO

Name Operation Operand
[name] CHECK {Filename}
C (1)

This macro instruction prevents the user
from processing until completion of the
input/output operation, started by a READ
or a WRITE, for the device associated with
the Filename. If the I/O operation is
completed without any error or other
exceptional condition, CHECK returns con-
trol to the next instruction. If the opera-
tion results in a read error, CHECK will
process the user's option specified in
ERROPT. If CHECK finds an end-of-file
condition, control is passed to the routine
specified in EOFADDR.

NOTE MACRO
Name Operation Operand
[name] NOTE {Filename}
(1)

The NOTE macro instruction is used to ob-
tain identification for the last physical
record that was read or written.

For a tape, the identification is the
number of physical records that have been
read or written in the specified file from
the load point. The information is re-
turned in register 1 in the form O0BBB
where 0 = eight binary zeros, and BBB =
physical record number in binary.

the
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For a 2311, the identification is re-
turned in register 1 in the form OCHR,
where 0 = eight binary zeros, C = cylinder
number, H = track number, R = record num-
ber within the track; C, H, and R are
binary numbers.

The user may store the identification
(in the O0BBB or OCHR form), and later pre-
sent it to a POINTR or POINTW macro to
find the desired record.

If NOTE follows a WRITE to a 2311 file,
the unused space remaining on the track
following the end of the identified record
is returned in register 0 as the binary
number O00LL.

The user must ensure the last operation
was completed satisfactorily by using
CHECK prior to issuing a NOTE.

POINTR MACRO

The POINTR macro instruction is used to
reposition the file to read a record pre-
viously identified by a NOTE macro
instruction.

Name Operation Operand
[name] POINTR {Filename} ' {address}
(1) (0)

Address is the address (as a symbol or
in register notation) of the 4-byte main-
storage location containing the required
record identification. Address should
never be preloaded into register 1. The
4-byte number must be in the form obtained
from the NOTE macro.

On disk or magnetic tape, POINTR, fol-
lowed by a WRITE (SQ), causes the new record
to be written and the remainder of the track
to be erased. On disk, POINTR, followed by
a WRITE (UPDATE), causes the identified rec-

ord to be overwritten (destroyed).
POINTW MACRO

The POINTW macro instruction is used to
reposition the file to write a record after
one previously identified by a NOTE macro
instruction.

Name Operation Operand
[name] | POINTW {Filename} , {address}
(1) (0)

Address is the address (as a symbol or
in register notation) of the main-storage
location where the user has the required
record identification stored. Address
should never be preloaded into register 1.



For tapes, the identification must be in
the form obtained from the NOTE macro. When
a READ is issued to a tape file following
a POINTW, the tape is positioned to read
the record following the one identified by
the POINTW.

For 2311 work files, the user must build
the identification from OCHR and 0OLL into
a 6-byte number OCHRLL. POINTW may be fol-
lowed by a WRITE only if the space re-
maining on the track is available. The
unused space remaining on the current track
will not be obtainable if a NOTE is given
after a READ macro instruction.

When using disk work files, the user
should consider the following two condi-
tions. First, a READ issued to a disk
file following a POINTW reads the same
record identified by the POINTW. Second,
some programs using disk work files may
include multiple WRITE instructions fol-
lowing a NOTE macro. If a POINTW instruc-
tion is issued and the work file records
are in undefined format, there may be
occasions when the replacement record
(being longer than the original record)
cannot be written in the space available
on the track. In this case, when the next
WRITE is performed, the original record
will remain as the last record on the
track, and the replacement record will be
written as the first record on the track.

POINTS MACRO

The POINTS macro instruction is used to
reposition a file to the beginning of the
file.

Name Operation Operand
[name] POINTS {Filename}
(1)

For a tape file, the tape will be re-
wound. If any header labels are present,
they will be bypassed, and the tape will
be positioned to the first record follow-
ing the label set.

For a 2311, the file will be repositioned
to the lower limit of the first extent.

PROCESSING DASD RECORDS BY THE DIRECT
ACCESS METHOD

DASD records can be processed in random
order by the Direct Access Method (DAM).

In this method the user specifies the
address of the record to IOCS and issues a
READ or WRITE macro instruction to transfer
the specified record. Variations in the ’

parameters of the READ or WRITE instructions
permit records to be read, written, updated,
or replaced in a file. Whenever this method
of processing records is used, the logical
file and main-storage area(s) allotted to
the file must be defined by the declarative
macro DTFDA (Define the File for Direct
Access) .

RECORD TYPES

DASD records that will be processed by DAM
can exist on the DASD in either of two for-
mats: with a key area, or without.

With key area:

LCountI IKeyl IData]

Without key area:

ICoungI [Data]

Whenever records in a file have keys that
are to be processed:

® Every record must have a key, and
® All keys must be the same length.

Whenever the DTFDA entry KEYLEN is not
specified for a file, IOCS ignores keys,
and the DASD records may or may not contain
key areas. A WRITE ID or READ ID will read
or write the data portion of the record.
However, when KEYLEN is not specified in
the DTF for the file, WRITE AFTER cannot be
used to extend a file which has keys.

IOCS considers all records as unblocked
(one lodical record per one physical rec-
ord). If the user wants blocked records,
he must provide his own blocking and de-
blocking. Records are also considered to
be either fixed length or undefined.
(Variable-length records can be handled
by specifying them as undefined.) The
type of records in the file must be
specified in the DTFDA entry RECFORM.
Whenever records specified as undefined
are to be written to a file, the user
must determine the length of each record
and load it in a register (specified by
the DTFDA entry RECSIZE) before he issues
the WRITE instruction for that record.

DIRECT ACCESS IOAREAl
The DTFDA entry IOAREAl defines an area of

main storage in which records are read on
input or built on output.
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vFormat

The format of the I/0 area is determined at
assembly time by the following DTFDA
entries: AFTER, KEYLEN, READID, WRITEID,
READKEY, and WRITEKY. Figure 7 describes
the types of DTF macros and the I/0 areas
that they define. The information in this
figure should be used to determine the
length of the I/O area specified in the
BLKSIZE entry. The I/O area must be large
enough to contain the largest record in
the file. If the DTF used requires it,
the I/0 area must include room for an 8-
byte count field. The count is provided
by IOCS.

Contents

The phrase contents of the IOAREAl refers to
the information provided by or to IOCS for
a specific imperative macro instruction.
See Figure 32 for a summary of what the
contents are for each type of READ/WRITE.
When the user is building a record, he must
place the contents in the appropriate field
of the I/0 area using Figure 7 as a guide.
The contents that IOCS provides on input
are always placed in the appropriate field
of the I/0 area. For example, if the DTF
used for the file resulted in the uppermost
format shown in Figure 7, the Data would be
located to the right of the Count and Key
area.

REFERENCE METHODS

With the direct access method of processing,
each record that is to be read or written

is specified by providing IOCS with two
references:

® Track reference. This gives the track
on which the desired record is located.

® Record reference. This may be either
the record key (if the records contain
key areas) or the record identifier
(ID).

IOCS seeks the specified track, searches
it for the individual record, and reads or
writes the record as indicated by the macro
instruction. If a specified record is not
found, IOCS sets a no-record-found indica-
tion in the user's error/status byte, which
is specified by the DTFDA entry ERRBYTE.
This indication can be tested by the prob-
lem program, and additional processing
can be programmed to suit the user's
requirements.
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Multiple tracks can be searched for a
record specified by Key (SRCHM). If a
record is not found after an entire cylinder
or the remainder is searched, an end-of-
cylinder bit is turned on instead of NRF
in ERRBYTE.

When the I/O operation is started, con-
trol is returned immediately to the problem
program. Therefore when the program is
ready to process the input record, or build
the succeeding output record for the same
file, a test must be made to ensure that
the previous transfer of data is complete.
This is done by issuing a WAITF macro in-
struction in the problem program.

After a READ or WRITE instruction for a
specified record has been executed, IOCS
can make the ID of the next record avail-
able to the problem program after the data
transfer has been assured by the use of
WAITF. To request that IOCS supply the ID,
the user must set up a 5-byte field (in
which IOCS can store the ID) and specify
the symbolic address of this field in the
DTFDA entry IDLOC.

When record reference is by key and
multiple tracks are searched, the ID of the
specified record (rather than the next
record) is supplied. The function of sup-
plying the ID is useful for a random up-
dating operation or for the processing of
successive DASD records. If the user is
processing consecutively on the basis of
the next ID and does not have an end-of-file
record, he can check the ID supplied by
IOCS against his file limits to determine
when he has reached the end of his logical
file.

Track Reference

To provide IOCS with the track reference,
the user sets up an 8-byte track-reference
field in main storage, assigns a symbolic
name, and specifies the symbolic name in
the DTFDA entry SEEKADR. Before issuing
any read or write instruction for a record,
the user must store the proper track in-
formation (MBBCCHH) in the first seven
bytes of this field. The field (Figure 8)
contains the following seven bytes for
track reference. The eighth byte (R},
listed here and shown in the figure, is
used when reference to records is by record
number (see Record Reference: Identifier).
All numbers must be supplied in binary
notation.




.Using a DTF for which AFTER and KEYLEN are specified. READID,
WRITEID, READKEY, and WRITEKY may also be specified.

Count Key Data

r BLKSIZE=n

-
Length — 8
(Bytes) |

IOAREAI1

KEYLEN=n : Largest Record

Using a DTF for which AFTER is specified, but KEYLEN is not.
READID and/or WRITEID may be specified, but READKEY and
WRITEKY may not.

Count Data

|
-
Length— 8
(Bytes) ! 1
IOAREAI

BLKSIZE=n —————>

Largest Record

Using a DTF for which KEYLEN, READID, and/or WRITEID are
specified, but AFTER is not. READKEY and/or WRITEKY may also
be specified.

Key Data

Lengfh—>: KEYLEN=n Largest Record |
(Bytes) | f
10AREAI

‘ — BLKSIZE=n
|
|

Using a DTF for which READID and/or WRITEID is specified, but
AFTER, KEYLEN, READKEY, and WRITEKY are not.

or
Using a DTF for which KEYLEN, READKEY, and/or WRITEKY are
specified, but AFTER, READID, and WRITEID are not.

Data

I
le— BLKSIZE =n ——————>1

Length = Largest Record
(Bytes) |
IOAREAI

Figure 7. Schematic of I/O Area in Main Storage, for DAM
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Byte

Identifier

Contents

Information

M

0-244

Number of the pack (0-244) on which the rec-
ord is located. Packs or symbolic units for a
file must be numbered consecutively. The firsﬁ
pack number for a file must be zero, but the
first symbolic unit may be any SYSnnn number.
The system references the pack by adding its
number to the first symbolic unit number.
Example: // VOL SYS005,X'190' and M=2 results
in the system referencing SYS007. ‘

0,0 (for 2311)
0,0-9 (for
2321)

For 2321 the first byte is zero. The cell
Number (0-9) is specified in the second byte.
These two bytes are always zero for 2311 disk-
storage references.

0,0-199 (for
2311) 0-19,0-9
(for 2321)

For 2311 the number of the cylinder (0-199) in
which the record is located. The first byte
is always zero, and the second byte specifies
one of the available cylinders in a disk pack.
These two bytes with the next two (HH) provide
the track identification. For 2321 the number
of the subcell (0-19) is located in the first
byte. One of the ten strips (0-9) is located
in the second byte.

Note: The last four strips on each cell are
reserved for alternate tracks.

0,0-9 (for
2311) 0-4,0-19
(for 2321)

For 2311 the number of the read/write head
(0~9) that applies to the record. The first
byte is always zero, and the second byte
specifies one of the ten disk surfaces in a
disk pack. For 2321 the first byte (0-4)
specifies one of the five head bar positions
(equivalent to cylinder on 2311). The second
byte (0-19) specifies one of the twenty head
elements.

0-255

Sequential number of the record on the track.

Note: R = 0 if reference is by key.

Figure 8.

Track Reference Field
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When the READ or WRITE is executed, IOCS
refers to this field to select the specific
track on the appropriate DASD.

Record Reference

The Direct Access Method allows records to
be specified by record key or by record
identifier.

Keys

If records contain key areas, the records’
on a particular track can be randomly
searched by their keys. This allows the
user to refer to records by the logical
control information associated with the
records, such as an employee number, a part
number, a customer number, etc.

For this type of reference the program-
mer must specify, in the DTFDA entry KEY-
ARG, the symbolic name of a main-storage
key field. He then stores each desired key
in this field.

Identifier (ID)

Records on a particular track can be ran-
domly searched by their position on the
track, rather than by control information.
This is accomplished by using the record
identifier (ID). The record identifier,
which is part of the count area of the DASD
record, consists of five bytes (CCHHR).

The first four bytes (cylinder and head)
refer to the location of the track and the
fifth byte (record) uniquely identifies the
particular record on the track. When
records are specified by ID, they must be
numbered in succession, and without missing
numbers, on each track. The first data
record on a track must be record number 1,
the second number 2, etc.

Whenever records are to be identified by
the record ID method, the eighth byte (R)
of the track-reference field (Figure 11)
must contain the number of the desired
record. When a READ or WRITE instruction
that searches by ID is executed, IOCS
refers to the track-reference field to
determine which record is requested by the
program. The number in this field is com-
pared with the corresponding fields in the
count areas of the disk records. The R-
byte specifies the particular record on the
track.

CREATING A FILE OR WRITING ADDITIONAL

RECORDS ON A FILE

In addition to reading, writing, and up-

dating records randomly, the direct access
method permits the user to create a file
or write new records on a file.

When this
is done, all three areas of a DASD record
are written: the count area, the key area
(if present), and the data area. The new
record is written after the last record pre-
viously written on a specified track. The
remainder of the track is erased. This
method is specified in a WRITE instruction
by the parameter AFTER.

IOCS ensures that each record will fit
on the track specified for it. If the
record will fit, IOCS writes the record;
if it will not fit, IOCS sets a no-room-
found indication in the user's error/status
byte (specified by the DTFDA entry ERRBYTE).
In the AFTER method IOCS also determines
(from the capacity record) the location
where the record is to be written.

Whenever the AFTER option is specified,
I0CS uses the first record on each track
(RO) to maintain updated information about
the data records on the track. Record 0

(Figure 9) has a count area and a data
area, and contains the following:

Count Area

Flag (not normally transferred to main
storage)

Identifier
Key Length (KL)
Data Length (DL)

Data Area (8 bytes)

5 Bytes~-ID of last record written on
track (CCHHR).

2 Bytes--Number of unused bytes remain-
ing on track.

1 Byte--For the DAM on the Operating
System/360.

Each time a WRITE AFTER instruction is

executed, IOCS updates the data area of
this record.
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Whenever this method of reference is
used, the problem program must supply the
key of the desired record to IOCS before
the READ instruction is issued. For this,
the key must be stored in the key field
(specified in the DTFDA entry KEYARG).

Figure 9. Contents of Record 0 for Capacity-Record Option
READ MACRO
Name Operation Operand
[name] | READ {Filename} ' {KEY}
(1) 1D

This instruction causes a record to be
transferred from DASD storage to an input
area in main storage. The input area must
be specified in the DTFDA entry IOAREAL.

The READ macro instruction is written in
either of two forms, depending on the type
of reference used to search for the record.
Both forms may be used for records in any
one DTFDA-specified logical file if the
logical file has keys.

The instruction always requires two
parameters. The first parameter specifies
the name of the file from which the record
is to be retrieved. This name is the same
as that specified in the DTFDA header entry
for this file and can be given as a symbol
or in register notation. The second pa-
rameter specifies the type of reference
used for searching the records in the file.

I1f records in the file are specified as
undefined (RECFORM=UNDEF), DAM will supply
the data length of each record in the
register that is specified in the DTF entry
RECSIZE.

Record Reference by Key

1f the record reference is by key (control
information in the key area of the DASD
record), the second parameter in the READ
instruction must be the word KEY, and the
DTFDA entry READKEY must be included in the
file definition.
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When the READ instruction is executed,
searches the previously specified track
(stored in the 8-byte track-reference field)
for the desired key.

IOCs

Then when a DASD record containing the
specified key is found, the data area of
the record is transferred to the main-
storage input area.

Only the specified track is searched
unless the programmer requests that
multiple tracks be searched on each READ
instruction. A search of multiple tracks
is specified by including the DTFDA entry
SRCHM in the file definition. With this
entry, the specified track and all follow-
ing tracks are searched until the desired
record is found or the end of the cylinder
is reached. The search of multiple tracks
continues through the cylinder even though
part of the cylinder may be assigned to a
different logical file.

Record Reference by ID

If the record reference is by ID (iden-
tifier in the count area of records), the
second parameter in the READ instruction
must be the letters ID, and the DTFDA entry
READID must be included in the file
definition.

Whenever this method of reference is
used, the problem program must supply both
the track information and the record number
in the 8-byte track-reference field. When
the READ instruction is executed, IOCS
searches the specified track for the parti-
cular record. When a record containing the



specified ID is found, both the key area
(if present and specified in DTFDA KEYLEN)
and the data area of the record are trans-
ferred to the main-storage input area.

WRITE MACRO

Name |Operation | Operand
KEY
[name] | WRITE Filename;, JID
(1) AFTER|[ ,EOF]
RZERO

The KEY, ID, or AFTER form of the instruc-
tion causes a record, which has been built
in an output area of main storage, to be
transferred from main storage to DASD
storage. The output area must be specified
in the DTFDA entry IOAREAL.

The first parameter specifies the sym-
bolic name of the file to which the record
is to be transferred. This name is the
same as the one specified in the DTFDA
header entry for this file and can be given
as a symbol or in register notation. The
second parameter specifies the type of
reference that is used for searching the
records on DASD to find the proper location
to write the output record. The third
parameter is optional and applies only to
the WRITE Filename,AFTER form of the macro
instruction. )

The WRITE Filename,AFTER,EOF form of
the macro instruction is used to write an
end-of-file record (a record with a length
of zero) on a specified track after the
last record on this track.

The instruction WRITE Filename,RZERO is
used to reset the capacity record of a
specified track to its maximum value and
to erase this track after record zero.

If records in the file are specified as
undefined (RECFORM=UNDEF), the programmer
must determine the length of each record
and load it in a register for IOCS use
before he issues the WRITE instructions
for that record. The register that will
be used for this purpose must be specified
in the DTFDA entry RECSIZE.

Record Reference by Key

If the DASD storage location for writing
records is determined by the record key
(control information in the key area of the

DASD record), the word KEY is entered as
the second parameter of the WRITE macro
instruction. Also the DTFDA entry WRITEKY
must be included in the file definition.

Whenever this method of reference is
used, the problem program must supply the
key of the desired record to IOCS before
the WRITE instruction is issued. For this,
the key must be stored in the key field
(specified by the DTFDA entry KEYARG).

When the WRITE instruction is executed,
I0CS searches the previously specified
track (stored in the 8-byte track-reference
field) for the desired key. Then, when a
DASD record containing the specified key

is found, the data in the main storage
output area is transferred to the data area
of the DASD record. This replaces the
information previously recorded in the data
area. The DASD count field of the original
record controls the writing of the new
record. If a record is shorter than the
original record, it is padded with =zeros.

A record longer than the original record

is written only to the extent of the area
indicated in the count field on the track,
and any excess bytes are lost. In either
case (short or long records) IOCS turns on
the wrong-length-record bit in the error-
status field.

Only the specified track is searched
unless the programmer requests that multi-
ple tracks be searched on each WRITE in-
struction. Searching multiple tracks is
specified by including the DTFDA entry
SRCHM in the file definition. In this
case, the specified track and all following
tracks are searched until the desired
record is found or the end of the cylinder
is reached. The search of multiple tracks
continues through the cylinder even though
part of the cylinder may be assigned to a
different logical file.

Record Reference by ID

If the DASD storage location for writing
records is determined by the record ID
(identifier in the count area of records),
the letters ID are entered as the second
parameter of the WRITE instruction. Also
the DTFDA entry WRITEID must be included in
the file definition.

Whenever this method of reference is
used, the problem program must supply both
the track information and the record number
in the 8-byte track-reference field. When
the WRITE instruction is executed, IOCS
searches the specified track for the parti-
cular record. When the DASD record con-
taining the specified ID is found, the
information in the main storage output area
is transferred to the key area (if present
and specified in DTFDA KEYLEN) and the data
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area of the DASD record. This replaces the
key and data previously recorded. IOCS
uses the count field of the original record
to control the writing of the new record.

If a record is shorter than the original
record, it is padded with zeros. A record
longer than the original record is written
only to the extent of the area indicated in
the count field on the track, and any excess
bytes are lost. In either case (short or
long records) IOCS turns on the wrong-
length-record bit in the error/status field.

Record Reference: After

If a record is to be written following the
last record previously written on a track
(regardless of its key or ID), the second
parameter of the WRITE instruction must be
the specification AFTER. For this opera-
tion the DTFDA entry AFTER must be included
in the file definition.

Whenever this method of reference is
used for writing records, the problem pro-
gram must supply the track information in
the first seven bytes of the 8-byte track-
reference field. When WRITE is executed,
I0CS examines the capacity record (Record
0) on the specified track to determine the
location and amount of space available for
the record. If the remaining space is
large enough, the information in the main-
storage output area is transferred to the
track in the location immediately following
the last record. The count area, the key
area (if present and specified by DTFDA
KEYLEN), and the data area are written.
IOCS then updates the capacity record.

If the space remaining on the track is
not large enough for the record, IOCS does
not write the record and, instead, sets an
indication in the user's error/status byte
(specified by the DTFDA entry ERRBYTE].

Whenever a new file is built in an area
of the disk pack or cell that contains
outdated records, the capacity records must
first be set up to reflect empty tracks.

An IBM-supplied utility program (Clear
Disk) is available to construct Record 0.

Record Reference: RZERO

The RZERO instruction resets the capacity
record to reflect an empty track. The
problem program must supply, in SEEKADR,
the cylinder and track number of the track
to be reinitialized. Any record number is
valid but will be ignored. IOCS will write
a new RO with the maximum capacity of the
track (3625 for an IBM 2311l; 2000 for an
IBM 2321) and will erase the full track
after RO.
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This macro should be used every time the
problem program wants to reuse a certain
portion of a pack. It may be used as a
utility function to initialize a limited
number of tracks or cylinders.

WAITF MACRO

Name Operation | Operand

[name] | WAITF { Fi lename}

(1)

The WAITF macro instruction is used to
ensure that the transfer of a record has
been completed. It requires only one
parameter: the name of the file containing
the record. The parameter can be specified
as a symbol or in register notation.

This instruction must be issued before
the problem program attempts to process an
input record or build another output record
for the file concerned. The program does
not regain control until the transfer of
data is complete. Thus, the WAITF macro
instruction must be issued after any READ
or WRITE instruction for a file, and before
the succeeding READ or WRITE instruction
for the same file.

The WAITF macro makes error/status in-
formation, if any, available to the problem
program in the field specified by DTFDA
ERRBYTE.

CNTRL MACRO

Name Operation | Operand

[name] | CNTRL {Filename},code

(1)

The CNTRL (control) macro instruction can
be used to begin access movement for the
next READ or WRITE for a file. It requires
two parameters.

The first parameter specifies the name
of the file, which is the same name as that
specified in the DTFDA header entry for the
file, and can be given as a symbol or in
register notation. The second parameter
must be the word SEEK (for 2311 and 2321)
or RESTR (for 2321 only). The seek address
mist be provided in the field with the sym-
bolic name given in the DTFDA entry SEEKADR.



PROCESSING DASD RECORDS BY THE INDEXED
SEQUENTIAL SYSTEM

The Indexed Sequential File Management
System (ISFMS) permits DASD records to be
processed in random order or in sequential
order by control information. For random
processing, the user supplies the key
(control information) of the desired record
to ISFMS and issues a READ or WRITE macro
instruction to transfer the specified
record. For sequential processing by con-
trol information (key), the user specifies
the first record to be processed and then
issues GET or PUT macro instructions until
all desired sequential records have been
processed. The successive records are made
available in sequential order by key.
Variations in macro instructions permit:

® A logical file of records to be loaded
onto DASD (created).

® Individual records to be read from,
added to, or updated in the file.

Whenever the indexed sequential system
of processing is used, the logical file and
main-storage areas allotted to the file
must be defined by the declarative macro
DTFIS (Define The File for Indexed Sequen-
tial System). The detail parameter entries
for this definition are described under
Declarative Macro Instructions.

RECORD TYPES

When an ISFMS file is originally organized,
it is loaded onto the volume(s) from pre-
sorted input records. These records must
have been sorted by control information.
All records in the file must contain key

areas:
’Countl Key |Data‘

All keys must be the same length, and the
length must be specified in the DTFIS entry
KEYLEN.

The logical records must be fixed
length, and the length must be specified in
the DTFIS entry RECSIZE. Logical records
may be either blocked (two or more logical
records in one physical record) or un-
blocked (one logical record per one physical
record). This must be specified in the
DTFIS entry RECFORM. When blocked records
are specified, the key of the highest rec-
ord (last) in the block is the key for the
block and, therefore, must be stored in the
key area of the record. The number of
records in a block must be specified in the
DTFIS entry NRECDS.

STORAGE AREAS

Records in one logical file are transferred
to, or from, one or more I/0 areas in main
storage. The areas must always be large
enough to contain the key area and a block
of records, or a single record if unblocked
records are specified. In addition, it
must allow space for the count area when a
file is to be loaded, or when records are
to be added to a file. For the functions
of adding or retrieving records, the I/O
area must also provide space for a se-
quence-link field that is used in conjunc-
tion with overflow records (see Addition

of Records and Overflow Areas). The I/0
area requirements are illustrated sche-
matically in Figure 10 and described in
detail in the DTFIS entries IOAREAL,
IOAREAR, and IOAREAS.

Records may be processed directly in the
I/0 area or in a work area. If the records
are to be processed in the I/O area, a
register must be specified in the DTFIS
entry IOREG. This is used for indexing, to
point to the beginning of each record and
thus locate the record for processing.

If the records are to be processed in a
work area, the DTFIS entry WORKL, WORKR,
or WORKS must be specified. ISFMS moves
each individual input record from the I/0
area to the work area where it is available
to the problem program for processing.
Similarly, on output ISFMS moves the com-
pleted record from the work area to the
I/0 area where it is available for transfer
to DASD storage. Whenever a work area is
used, a register is not required.

ORGANIZATION OF RECORDS ON DASD

When a logical file of presorted records is
loaded into DASD, ISFMS organizes the file
in a way that allows the user to have
access to any record, in the most efficient
manner.

Reference can be made to recorxds at
random throughout the logical file, or to a
series of records in the file in their pre-
sorted sequence (collating sequence). The
organization also provides for additions to
the file at a later time, while still main-
taining both the random and sequential
reference capabilities.

ISFMS loads the records, one after the
other, into a specified area of the DASD
volume. This is called the prime area of
the logical file on DASD. The starting and
ending limits of this area are specified by
the user in Job Control XTENT cards.
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LOAD

Count Key Data
|
length—=1 8 | KEYLEN=n o RECSIZE x NRECDS *Jl
(Bytes) | | | (Minimum size =10) |
IOAREAL
ADD - Unblocked Records
I
Data I (Unused)
Count Key - or !
st ! Dota

Length — | 8 l KEYLEN=n : 10 || - RECSIZE=n J

NRECDS=1 |
(Bytes) I} i [ | |
IOAREAL
ADD - Blocked Records
Key (of last
Count record in the| Date
block)

] [
length —! 8 | KEYLEN=n Le— RECSIZE x NRECDS —~J
(Bytes) X ’ : I' (Minimum size = One record + 10) }

1IOAREAL
SEQUENTIAL RETRIEVE ~Unblocked Record
T
Data ' (Unused)
Key T or .
SL : Data
! |
Length | o | ) | RECS1ZE=n i
By IKEVLENT 10y NRECDS=1 ,
1} [ | |
IOAREAS
RANDOM RETRIEVE - Unblocked Records
1)
Data I (Unused)
or 1
: Data
Length 1
Byt g 10 RECIZE = n h
(Bytes) 771 L NRECDS = 1 |
IOAREAR
RETRIEVE - Sequential or Random Blocked Record
Record 1 Record 2 Record 3
SL I Record Length
Length —» fa— RECSIZE x NRECDS -
(Bytes) (Minimum size = One record + 10) |
IOAREAR
or
10AREAS

SL = Sequence Link

Figure 10. Schematic of I/O Areas in Main Storage, for ISFMS
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Indices

As ISFMS loads a file of records sorted by
control information, it builds a set of
indices for the file. The indices are
utilized for both random and sequential
reference to records as follows:

® They permit rapid access to individual
records for random processing.

e They supply the means of providing
records in key order during sequential
processing.

Either two or three indices are built,
depending on the user's specifications.
Both a track index and a cylinder index are
always constructed. A master index is also
constructed if the DTFIS entry MSTIND is
included in the file definition.

Once a file has been loaded and the
related indices have been built, the ISFMS
routines search for specified records by
referring to the indices. When a particu-
lar record (specified by key) is requested
for processing, ISFMS searches the master
index (if used), then the cylinder index,
then the track index, and finally the indi-
vidual track. Each index narrows the
search by pointing to the portion of the
next-lower index whose range includes the
specified key. Because of the high speed
and efficiency of the direct access devices
in a System/360, a master index should be
established only for exceptionally large

files, for which the cylinder index occu-
pies several tracks (possibly five or
more). That is, it is generally faster to

search only the cylinder index (followed by
the track index) when the cylinder index
occupies four or less tracks.

The indices are made up of a series of
entries, each of which includes the address
of a track and the highest key on that
track or cylinder. Each entry is a separ-
ate record composed of both a key area and
a data area. The key area contains the
highest key on the track or cylinder, and
its length is the same as that specified
for logical data records (in the DTFIS
entry KEYLEN). The data area of each index
is ten bytes long, and it contains track
information including the track address.

Highest Track
Key Address
Key Area Data Area

Track Index

The track index is the lowest-level index
for the logical file. A separate track
index is built for each cylinder used by
the file, and it contains index entries for
that cylinder only. Each track index is
located on the cylinder that it is index-
ing. It is always on the first track of
that cylinder.

When the track indices are originally
constructed, they contain two similar
entries (normal and overflow) for each
track utilized on the cylinder. For exam-
ple, if the prime area of the logical file
utilizes eight tracks on a cylinder, the
track index might contain the entries shown
in Figure 11. The use of two index records
for each track is required because of over-
flow records that will occur if more
records are inserted in the file at a later

TRACK INDEX
Key Track 1 Key Track 1 Key Track 2 Key Track 2
COCR 75 Address 75 Address 150 Address 150 Address
D K D K K D K D
Key Track 3 Key Treck 3 |__ _ _ Key Track 8 Key Track 8
240 Address 240 Address 980 Address 980 Address
K D K D K D K D
All
1-Bits
K D

Dummy Entry

K = Key Area
D = Data Area
COCR = Cylinder Overflow Control Record (RO)

Figure 11.

Schematic Example of a Track Index
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time (see Addition of Records and Overflow
Areas). When overflow records for a track
exist, the second (overflow) index record
contains the key of the highest record in
the overflow chain and the address of the
lowest record in the overflow chain for the
track. The dummy entry indicates the end
of the track index. Any following records
are logical-file data records.

Cylinder Index

The bar-position address of a 2321 data
cell corresponds to the cylinder of a 2311
disk drive in ISFMS. References to cylin-
der also apply to the 2321. The cylinder
index is an intermediate level index for
the logical file. It contains an index
entry for each cylinder occupied by the
file. This index is built in the location
specified by the user in a Job Control
XTENT card. The cylinder index may be
built wherever the user chooses, but it may
not be on one of the cylinders that con-
tains data records for this file. It must
be on a separate cylinder, or it may be on
a separate volume that will be on-line
whenever this logical file is processed.

The cylinder index may be located on one
or more successive cylinders. Whenever the
index is continued from one cylinder to
another, the last index entry on the first
cylinder contains a linkage field that
points to the first track of the next cyl-
inder. A cylinder index may not be contin-
ued from one volume to another, however.

It must be completely contained within one
volume.

This index contains one entry for each
cylinder occupied by the data file. The
key area contains the highest key associ-
ated with the cylinder, and the data area
contains the aagress of the track index for

CYLINDER INDEX

Key Cylinder 1 Key Cylinder 2
980 Track 1 1850 Track 1
Address Address
K D K D
All
1-Bits
K D

Dummy Entry

that cylinder. For example if a file
requires nine cylinders, the cylinder index
might contain the entries shown in Figure
12. The dummy entry indicates the end of
the cylinder index.

Master Index

The master index is the highest-level index
for a logical file built by the IBM System/
360 Disk Operating System. This index is
optional, and it is built only if it is
specified by the DTFIS entry MSTIND. It is
built in the location specified by a Job
Control XTENT card. Like the cylinder
index, it may be located on the same volume
with the logical-file records or on a dif-
ferent volume that will be on-line whenever
the records are processed.

The master index must immediately pre-
cede the cylinder index on a volume, and it
may be located on one or more successive
cylinders. Whenever it is continued from
one cylinder to another, the last index
entry on the first cylinder contains a
linkage field that points to the first
track of the next cylinder. A master index
may not be continued from one volume to
another, however. It must be completely
contained within one volume.

The master index contains an entry for
each track of the cylinder index. The key
area contains the highest key on the cylin-
der index track, and the data area contains
the address of that track. For example, if
a master index is located on track x and a
cylinder index is located on tracks x+1
through x+20, the master index might con-
tain the entries shown in Figure 13. The
dummy entry indicates the end of the master
index.

—————— Ky | | Tocer
Address
K D

K = Key Area
D = Data Area
Figure 12. Schematic Example of a Cylinder Index

56 DOS Sup. and I/O Macros



MASTER INDEX

Key Track X + 1 Key Track X + 2 Key Track X + 3 Key Track X + 20
4730 Address 8560 Address 12750 Address |- ————~———~— 85610 Address
K D K D K D K D
All
1-Bits
K

D
Dummy Entry

K = Key Area
D = Data Area
Figure 13. Schematic Example of a Master Index

ADDITION OF RECORDS AND OVERFLOW AREAS

After a logical file has been organized on
DASD, it may subsequently become necessary
to add records to the file. These records
may contain keys that are above the highest
key presently in the file and, thus, con-
stitute an extension of the file. Or, they
may contain keys that fall between keys
already in the file and therefore require
insertion in the proper sequence in the
organized file.

If all records to be added have keys
that are higher than the highest key in the
organized file, the upper limit of the
prime area of the file can be adjusted (if
necessary) by the specification in a Job
Control XTENT card, and the new records can
be added by presorting them and loadin
them into the file. ©No overflow area 1is
required. The file is merely extended
further on the volume., However;,; new rec-
ords can be batched with the normal addi-
tions and added to the end of the file.

If records must be inserted among those
already organized, however, an overflow
area will be required. ISFMS uses the
overflow area to permit the insertion of
records without necessitating a complete
reorganization of the established file.
The fast random and sequential retrieval of
records is maintained by inserting refer-
ences to the overflow chains in the track
indices, and by using a chaining technique
in the overflow records. For chaining, a
sequence-1link field is prefixed to the
user's data record in the overflow area.
The sequence-link field contains the address
of the record in the overflow area that has
the next-higher key. Thus a chain of se-
gquential records can be followed in a search
for a particular record. The sequence-link
field of the highest record in the chain
indicates the end of the chain. All records

in the overflow area are unblocked, regard-
less of the specification (in DTFIS RECFORM)
for the data records in the logical file.

To add a record by insertion, ISFMS
searches the established indices first to
determine on which track the record must be
inserted. The keys of the last records on
the tracks in the originally organized file
determine the track where an inserted rec-
ord belongs. A record is always inserted
on the track where:

1. The last key is higher than the inser-
tion, and

2. The last key of the preceding track is
lower than the insertion.

For example, assume Tracks 2 and 3 are
organized with the record keys shown in
Figure 14. Then records with keys such as
151, 175, 199, 215, and 239 are inserted on
Track 3 (or in the related overflow chain
that has developed). Any key lower than
150 is added to either Track 1 or Track 2;
any key higher than 240 belongs to Track 4
or above. The track indices always retain
the highest key of each track as it was
originally organized.

After the proper track is determined,
ISFMS searches the individual records on
the track or overflow area (if necessary)
to find where the record belongs in key
order. This results in either of two con-
ditions:

1. The record falls between two records
presently on the track. ISFMS adds the
record by inserting it in the proper
sequence and shifting each succeeding
record one record location higher on
the track, until the end record is
forced off the track. ISFMS transfers
the end record to the overflow area,
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DATA RECORDS

Track 2 f:g Data :(; 5:[ Data
Ke Ke
T % y
rack 3 200 Data 205 Data
Figure 14.

and prefixes the record (data area)
with a sequence-link field. The first
time a record is inserted on a track,
the sequence-link of the overflow rec-
ord indicates that this is the highest
record associated with the track.
Thereafter, the sequence-link field of
each overflow record points to the
next-higher record for that track.

ISFMS also updates the track index
to reflect this change. The first
index record for the track has the key
field changed to indicate the new last-
record located on the track. The
second index record for the track has
the track address (in the data area)
changed to point to the address of the
overflow record. If a record with key
105 is added to a file organized as
shown in the previous illustrations and
if the overflow area is located on
Track 9, the track index records con-
tain the information shown in Figure 15.

The record falls between the last
record presently on the track and the
last record originally on the track.
Thus, it belongs in the overflow area.
ISFMS writes the record in the overflow
area following the last record pre-
viously written. ISFMS searches through
the chain of records associated with
the corresponding track for this record
and identifies the sequential position
the record should take. Then the
sequence-link fields of the new record,
and of the record preceding it by
sequential key, are adjusted to point
to the proper records. If records 150,

INDEX ENTRIES FOR ONE TRACK

the overflow
be specified
areas may be

1.

Key Key

140 Dota 150 Data
Key Key '
230 Data 240 Data

Example of Data Records as Originally Organized on Tracks 2 and 3

140, and 130 are already in the over-
flow area and record 135 is to be added,
for example, the sequence-link fields
of records 130 and 135 must be adjusted
(Figure 16).

Overflow-Area Option: The location of
area(s) for a logical file may
by the user. The overflow
built by one of three methods:

Overflow areas for records may be lo-
cated on each cylinder within the
prime area that is specified by a

Job Control XTENT card for the data
file. 1In this case the user must
specify the number of tracks to be
reserved for overflow on each cylinder
occupied by the file. The overflow
records that occur within a particular
cylinder are written in the cylinder
overflow area for that cylinder.

The number of tracks to be reserved
for each cylinder overflow area must be
specified in the DTFIS entry CYLOFL
when a file of records is to be loaded
and when records are to be added to an
organized file.

An independent overflow area may be
specified for storing all overflow rec-
ords for the logical file. In this
case a Job Control XTENT card must be
included when the program is executed
to specify the area of the volume to be
used for the overflow area. This area
may be on the same volume with the data
records, or on a different volume that
is on-line. However, it must be con-
tained within one volume. (It must be
the same kind of device as that con-
taining the prime data area.)

Before Key Track 2 Key Track 2 RECORD SEQU‘EI.\ICE-LINK FIELD _
Addition 150 Address 150 Address Before Addition After Addition
130 140 135
Track 9
:gjirﬁon Key Track 2 I](seg Record X 135 _ 140
140 Address Address (New Record)
Figure 15. Example of Track Index Entries Figure 16. Example of Sequence Link Fields
Before and After Addition of a Adjusted for Addition of a
Record on Track 2 Record 135
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3. Both cylinder overflow areas (method 1)
and an independent overflow area
(method 2) may be used. In this case
overflow records are placed first in
the cylinder overflow areas within the
data file. When any cylinder overflow
area becomes filled, the additional
overflow records from that cylinder are
written in the independent overflow
area. The specifications required for
both methods 1 and 2 must be included
for this combined method of handling
overflows.

All records placed in the overflow area
will be in the unblocked format and will
have prefixed to each record a sequence-
link field. There must always be one prime
data track available (for a DASD record
which has a data length of zero) when addi-
tions are being made to the last track in
the prime data area containing records.

EXAMPLE OF AN ORGANIZED FILE

A simplified example of a file organized on
DASD by the Indexed Sequential File Manage-
ment System is shown schematically in Fig-
ure 17. Figure 17 is an illustration of an
organized file for an IBM 2311 DASD with
the last two tracks on each cylinder used
for the overflow area. The same file would
have similar characteristics if it was
created on another IBM DASD type. The
assumptions made and the items to be noted
are:

1. The track index occupies part of the
first track, and data records occupy
the rest of the track.

2. The data records occupy part of Track
0 and all of Tracks 1-7. Tracks 8 and
9 are used for overflow records in
this cylinder.

3. The master index is located on Track X
on a different cylinder. The cylinder
index is located on Tracks X+1 through
X+20.

4. A dummy entry signals the end of each
index.

5. The file was originally organized with
records as follows:

Track Records
1 5-75
2 100-150
3
900-980

10.

The track index originally had two
entries for each track. It now shows
that overflow records have occurred
for Tracks 1 and 7.

Records 150, 140, and 130 were forced
off the track by insertions on the
track. Record 135 was added directly
in the overflow area.

A sequence-link field (SL) has been
prefixed to each overflow record. The
records for Track 1 can be searched in
sequential order by following the SL
fields:

Record Sequence-Link Field (SL)

130 SL points to record with key
135. :

135 SL points to record with key
140.

140 SL points to record with key
150.

150 End of search. (Key 150 was

the highest key on Track 2
when the file was loaded.)

When the file was loaded, the last
record on Cylinder 1 was Record 980,
on Cylinder 2 Record 1850, and on
Cylinder 9 Record 4730. This is
reflected in the cylinder index. The
first entry in the master index is the
last entry of the first track of the
cylinder index.

When cylinder overflow areas are used,
the first record (Record 0) in the
track index for a cylinder is the
Cylinder Overflow Control Record (COCR).
It contains the address of the last
overflow record on the cylinder and

the number of tracks remaining in the
cylinder overflow area. When the num-
ber of remaining tracks is zero, over-
flow records are written in the inde-
pendent area. The format of record
zero data field is as follows:

HHRBBT XX

HH - last cylinder overflow track con-
taining the records.

R - last overflow record on the track.

BB - the number of bytes remaining on
the track (for fixed-length records
this will be binary zeros).

T - the number of remaining tracks
available in the cylinder overflow
area.

XX - reserved (with binary zeros).
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MACRO INSTRUCTIONS TO LOAD OR EXTEND A
DASD FILE BY ISFMS

The function of originally loading a file
of presorted records onto DASD, and the
function of extending the file by adding
new presorted records beyond the previous
high record, are the same. Both are con-
sidered a LOAD operation (specified by the
DTFIS entry IOROUT), and they both use the
same macro instructions in the problem
program. However, the type field in the
DLAB card must specify ISC for load crea-
tion and ISE for load extension.

The areas of the volumes used for the
file are specified by Job Control XTENT
cards. The areas are: the prime area
where the data records are written, a
cylinder index area where the user wants
ISFMS to build the cylinder index, and a
master index area if a master index is to
be built (specified by the DTFIS entry
MSTIND) .

During the load operation, ISFMS builds
the track, cylinder, and master (if speci-
fied) indices.

Three different macro instructions are
always required in the problem program to
load original or extension records into
the logical file on DASD.

SETFL MACRO

Name Operation Operand

[name] | SETFL {Filename}

(0)

The SETFL (set file load mode) macro in-
struction causes ISFMS to set up the file
so that the load function can be performed.
SETFL preformats the last track index of
each cylinder of a file with zero entries.
The name of the file to be loaded is the
only parameter required in this instruc-
tion. This name is the same as that speci-
fied in the DTFIS header entry for this
file. It can be specified as a symbol or
in register notation.

This macro must be issued whenever the
file is to be loaded or extended.

WRITE MACRO

Name Operation Operand

[name] | WRITE {Fi lename} , NEWKEY

(1)

When a WRITE macro instruction with the
parameter NEWKEY is issued in the problem
program between a SETFL instruction and an
ENDFL instruction (the third macro required
for loading), it causes ISFMS to load a
record onto DASD.

It requires two parameters. The first
specifies the name of the file specified
in the DTFIS header entry. The filename
can be specified as a symbol or in register
notation. The second parameter must be the
word NEWKEY.

Before issuing the WRITE instruction,
the problem program must store the key and
data portions of the record in a work area
(specified by DTFIS WORKL). The ISFMS
routines construct the I/O area (see Figure
10) by moving the data record to the data
area, moving the key to the key area, and
building the count area. When the I/O
area has been filled, ISFMS transfers the
records to DASD storage and then constructs
the count area for the next record. The
WAITF macro should not be used when loading
or extending an ISFMS file.

Before records are transferred, ISFMS
performs both a sequence check (to ensure
that the records are in order by key) and
a duplicate~record check.

After each WRITE is issued, ISFMS makes
the ID of that record or block available to
the problem program. The ID is located in

an 8-byte field labeled FilenameH. (File-
name cannot exceed 7 characters.) For ex-

ample, if the file name in the DTFIS header
entry is PAYRD, the ID field is addressed
by PAYRDH. By reference to this field, the
ID of any selected records can be punched
or printed for later use. This will be
required if the user plans to retrieve rec-
ords in sequential order starting with the
ID of a particular record (see SETL Macro).
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As records are loaded onto DASD, ISFMS
writes track-index records each time a
track is filled, writes a cylinder-index
record each time a cylinder is filled, and
writes a master-index record (if DTFIS
MSTIND is specified) each time a track of
the cylinder index is filled.

ENDFL MACRO

Name Operation Operand
[name] | ENDFL {Filename}
(0)

The ENDFL (end file load mode) macro
instruction ends the mode initiated by the
SETFL macro. The name of the file that has
been loaded is the only parameter required
in this instruction. This name is the same
as the name specified in the DTFIS header
entry for this file. It can be specified
as a symbol or in register notation.

The ENDFL macro performs a close-like
operation for the file that has been loaded.
It writes the last block of data records,
if necessary, and then writes an end-of-
file record after the last data record.
writes any index entries that are needed.
It also writes dummy index entries for the
unused portion of the prime data XTENT.

It

MACRO INSTRUCTIONS TO ADD RECORDS TO A
DASD FILE BY ISFMS

After a file has been organized on DASD,
new records can be added to the file. Each
record is inserted in the proper place
sequentially by key. This function is
provided by specifying ADD or ADDRTR in the
DTFIS entry IOROUT.

The file may contain either blocked or
unblocked records, as specified by the
DTFIS entry RECFORM. When the file con-
tains blocked records, the user must pro-
vide ISFMS with the location of the key
field that is provided through the DTFIS
entry KEYLOC. The records to be inserted
are written one record at a time. The rec-
ords must contain a key field in the same
location as the records already in the file.
Whenever the addition of records is to
follow sequential retrieval (ADDRTR) the
macro instruction ESETL must be issued be-
fore a record is added.
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Two macro instructions, WRITE and WAITF,
are used in the problem program for adding
records to a file.

WRITE MACRO

Name Operation | Operand
[name] | WRITE {Fi lena.me} , NEWKEY
(1)

The operand Filename is the same name that
is contained in the DTFIS header entry.

The name can be specified as a symbol or in
register notation.

Before the WRITE macro is issued for un-
blocked records, the program must store the
record (key and data) to be added into a
work area specified in the DTFIS entry
WORKL. For blocked records, the program
must store only the data (the key is assumed
to be a part of the data). Before any
records are transferred, ISFMS checks for
duplicate record keys. If no duplication
is found, ISFMS will insert the record in
the file.

To insert a record into a file, ISFMS
performs an index search at the highest
level index. This search determines if the
record to be inserted can be placed within
the file, or if it is higher than the last
record on the file.

If the record can be inserted within the
file, searching of the master index (if
available), the cylinder index, and the
track index determines the appropriate
location to insert the record.

For an entry to an unblocked file, an
equal/high search is performed in the prime
data area of the track. When a record on
the track is found that is equal or higher
than the record to be inserted, the record
is read from the track and placed in main
storage (in the I/0 area). The two records
are compared to see if a duplicate record
is found. 1If a duplication is found, that
information will be posted to the user in
the DTF table at FilenameC. If no duplicate
is found, the appropriate record (in the
user's work area) is written directly to
the track. The record (just displaced from
the track) in the I/O area is moved by ISFMS
to the user's work area.

The next record on the track is read into
the I/0 area. Then the record in the work
area is written on the track. Succeeding
records are shifted until the last record
on the track is set up as an overflow
record. This last record is then written



into the appropriate overflow area, and the
appropriate track index entries are updated.
This is the cylinder overflow area, if
CYLOFL has been specified for this file

and the area has not been filled.

If the cylinder overflow area is filled,
or if only an independent area has been
specified by a Job Control XTENT card, the
end record is transferred to the independent
overflow area. If an independent overflow
area has not been specified (or is filled)
and the cylinder area is filled, there is
no room available to store the overflow
record. ISFMS will post this condition in
the DTF table at FilenameC.

In all cases, before any records are
written, ISFMS determines if room is
available.

For an entry to a blocked file, the
work area, WORKL, is required in the DTFIS
entries. Each record to be added must con-
tain a key field in the same location as
the records already in the file. The high-
order position of this key field, relative
to the leftmost position of the logical
record, must be specified to ISFMS by the
user. The DTFIS entry KEYLOC is used for
this specification.

When the WRITE macro is issued in the
problem program, ISFMS first locates the
correct track by referring to the necessary
master (if available), cylinder, and track
indices. Then a search on the key areas of
the DASD records on the track is made to
locate the desired block of records. The
block of records is read into the I/0 area.
ISFMS then examines the key fields within
each logical record to find the exact posi-
tion to insert the record. ISFMS checks
for duplication of records. If an equal
condition exists, the information is posted
in FilenameC. If the record is. high, the
record in this position is exchanged with
the record to be inserted (contained in
the work area WORKL).

This procedure continues with each suc-
ceeding record in the block until the last
record is moved into the work area. ISFMS
then updates the key area of the DASD rec-
ord and writes the block back onto DASD.
The remaining blocks on the track are simi-
larly processed until the last logical
record on the track is moved into the work
area. This record is then set up as an
overflow record with the proper sequence-
links, and moved to the overflow area.

The indices are updated and ISFMS returns
to the problem program for the next record
to be added. If the overflow area is
filled, the information will be posted in
FilenamecC.

If the proper track for a record is an
overflow track (determined by the track
index), ISFMS searches the overflow chain
and checks for duplication. If no dupli-
cation is found, ISFMS writes the record,
preceded by a sequence-link field in the
data area of the DASD record, and adjusts
the appropriate linkages to maintain
sequential order by key. ISFMS writes the
new record in either the cylinder overflow
area or the independent overflow area. If
these areas are filled, the user will be
notified by a bit in FilenameC.

If the new record is higher than all
records presently in the file (end-of-
file), ISFMS checks to determine if the
last track containing data records is
filled. If it is 'not, the new record is
added, replacing the end-of-file record.
The end-of-file record is written in the
next record location on the track, or on
the next available prime data track. An-
other track must be available within the
file limits. If the end-of-file record is
the first record on a track, the new record
is written in the appropriate overflow
area. After each new record is inserted
in its proper location, ISFMS adjusts all
indices that are affected by the addition.

MACRO INSTRUCTIONS FOR RANDOM RETRIEVAL BY
ISFMS

When a file has been organized by ISFMS,
records can be retrieved in random order
for processing and/or updating. Retrieval
must be specified in the DTFIS entry
IOROUT (IOROUT=RETRVE or IOROUT=ADDRTR).
Random processing must be specified in the
DTFIS entry TYPEFLE=RANDOM.

Because random reference to the file is
by record key, the problem program must
supply the key of the desired record to
ISFMS. To do this, the key must be stored
in the main storage key field specified by
the DTFIS entry KEYARG. The specified key
designates both the record to be retrieved
and the record to be written back into the
file in an updating operation.

Three macro instructions are available

for use in the problem program for retriev-
ing and updating records randomly.
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READ MACRO
Name Operation | Operand
[name] | READ {Filename ,KEY
(1)

The READ instruction causes ISFMS to
retrieve the specified record from the
file. This instruction requires two param-
eters. The first parameter specifies the
name of the file from which the record is
to be transferred to main storage. This
name is the same as the name specified in
the DTFIS header entry for this file and
can be specified as a symbol or in register
notation. The second parameter must be the
word KEY.

To locate the record ISFMS searches the
indices to determine the track on which
the record is stored, and then searches the
track for the specific record. When the
record is found, ISFMS transfers it to the
I/0 area specified by the DTFIS entry
IOAREAR. The ISFMS routines also move the
record to the specified work area if the
DTFIS entry WORKR is included in the file
definition.

When records are blocked, ISFMS trans-
fers the block that contains the specified
record to the I/0 area. It makes the indi-
vidual record available for processing
either in the I/0 area or the work area
(if specified). For processing in the I/0
area, ISFMS supplies the address of the
record in the register specified by DTFIS
IOREG. The ID of the record can be refer-
enced using FilenameG.

WRITE MACRO

Name Operation | Operand

[name] { WRITE {Filename},KEY

(1)

The WRITE instruction with the parameter
KEY is used for random updating. It causes
ISFMS to transfer the specified record from
main storage to DASD storage. This instruc-
tion requires two parameters. The first
parameter specifies the name of the file to
which the record is to be transferred.

This name is the same as the name specified
in the DTFIS header entry and in the pre-
ceding READ instruction for this file. The
name can be specified as a symbol or in
register notation. The second parameter
must be the word KEY.
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ISFMS rewrites the record retrieved by
the previous read instruction for the same
file. The record is updated from the work
area if one is specified, otherwise from
the I/0 area. The key need not be speci-
fied again ahead of the WRITE instruction.

WAITF MACRO

Name Operation | Operand
[name] | WAITF {Filename
(1)

The WAITF macro instruction is issued to
ensure that the transfer of a record has
been completed. It requires only one
parameter: the name of the file to which
the record is being transferred. The name
can be specified as a symbol or in register
notation.

This instruction must be issued before
the problem program attempts to process an
input record or build another output re-
cord for the file concerned. The program
does not regain control until the previous
transfer of data is complete.

The WAITF instruction posts any excep-
tional information in the DTFIS table at
FilenameC.

The WAITF instruction applies to the
functions described in Macro Instructions
to Add Records to a File by ISFMS, and
Macro Instructions for Random Retrieval by
ISFMS.

MACRO INSTRUCTIONS FOR SEQUENTIAL RETRIEVAL
BY ISFMS

When a file has been organized by ISFMS,
records can be retrieved in sequential
order by key for processing and/or updating.
The DTFIS entry IOROUT=RETRVE must be
specified. Sequential processing must be
specified in the DTFIS entry TYPEFLE=SEQNTL.

Although records are retrieved in order
by key, sequential retrieval can start at
a record in the file identified either by
key or by the ID (identifier in the count
area) of a record in the prime data area.
Or, sequential retrieval can start at the
beginning of the logical file. The user
specifies, in SETL, the type of reference
he will use in the problem program.




Whenever the starting reference is by
key and the file contains blocked records
(RECFORM=FIXBLK), the user must also pro-
vide ISFMS with the position of the key
field within the records. This is speci-
fied in the DTFIS entry KEYLOC. To search
for a record, ISFMS first locates the
correct block by the key in the key area
of the DASD record.

Then, ISFMS examines the key field within

each record in the block to find the speci-

fied record.

Four macro instructions are available

for use in the problem program for retriev-

(The key area contains
the key of the highest record in the block.

The SETL (set limits) macro instruction
initiates the mode for sequential retrieval
and initializes the ISFMS routines to be-
gin retrieval at the specified starting
address. It requires two parameters.
first operand (Filename) specifies the
name of the file, specified in the DTFIS
header entry, from which records are to be
retrieved. The name can be given as a
symbol or in register notation. Special
register notation is not necessary to allow
the macro to be used in a self-relocating
program.

The

)

The second operand specifies where proc-

L ; - essing is to begin. If the user is proc-
ing and updating records sequentially. essing by the record ID, the operand
Idname or (r) specifies the symbolic name
of the main-storage field in which the
SETL MACRO user will supply the starting (or lowest)
reference for ISFMS use. The symbolic
- field will contain the following
Name Operation | Operand information:
[name] | SETL {Filename}, {Idname‘
(r) (xr)
3 KEY
8 BOF S
GKEY
Pointer to First Record to be Processed by Sequential Retrieval
Byte Identifier Contents Information
0 M 2-245 Number of the extent in which the starting
record is located.
1-2 B,B 0,0 (for 2311) | Always zero for 2311. Cell number for 2321.
0, 0-9 (for
2321)
3-4 c,Cc 0, 1-199 (for Cylinder number for 2311. Sub-cell and strip
2311) 0-19, for 2321.
0-9 (for 2321)
Note: The last four strips on each cell are
reserved for alternate tracks.
5-6 H,H 0,0-9 (for Head position for 2311. Cylinder and head
2311) 0-4,0-19| for 2321.
(for 2321)
7 R 1-254 Record location.
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If processing is to begin with a key
supplied by the user, the second operand
is KEY. The key will be supplied by the
user in the field specified by the DTFIS
entry KEYARG. If the specified key is not
present in the file, an indication will be
given at FilenameC.

The second operand BOF specifies that
retrieval is to start at the beginning of
the logical file.

Selected groups of records within a
file containing identical characters or
data in the first locations of each key
can be processed by specifying GKEY in the
second operand. The GKEY specification
allows processing to begin at the first
record (or key) within the desired group.
The user must supply a key that will iden-
tify the significant (high order) bytes of
the required group of keys. The remainder
(or insignificant) bytes of the key must
be padded with blanks, binary zeros, or
bytes lower in collating sequence than any
of the insignificant bytes in the first
key of the group to be processed. For ex-
ample, a GKEY specification of D6420000
would permit file processing to begin at
the first record (or key) containing
D642xxxx, regardless of the characters
represented by the x's.

This method also allows starting at a
key equal-to or greater-than the one speci-
fied in the DTFIS entry KEYARG without
getting an error indication in FilenameC.

GET MACRO
Name Operation | Operand
[name] | GET {Filename} {Workname}
(1) (0)

The GET macro instruction causes ISFMS to
retrieve the next record in sequence from
the file. It can be written in either of
two forms, depending on where the record

is to be processed.

The first form is used if records are
to be processed in the I/O area (specified
by DTFIS IOAREAS). It requires only one
parameter, which is the name of the file
from which the record is to be retrieved.
This is the same name as that specified in
the DTFIS header entry. The name can be
specified as a symbol or in register
notation. ISFMS transfers the record from
this file to the I/O area, and the record
is available for the execution of the next
instruction in the problem program. The
key is located at the beginning of IOAREAS
and the register (IOREG) points to the
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data. If blocked records are specified,
ISFMS makes each record available by
supplying its address in the register
specified by the DTFIS entry IOREG.
key is contained in the record.

The

The second form of the GET instruction
is used if records are to be processed in
a work area (DTFIS specifies WORKS). It
requires two parameters both of which can
be specified as symbols or in register
notation. The first is the name of the
file, and the second is the name of the
work area. When using register notation,
workname should not be preloaded into reg-
ister 1. The record is available for the
execution of the next program instruction.

If blocked records are specified in the
file definition, each GET that transfers a
block of records to main storage will, if
necessary, also write the preceding blank
back into the file in its previous location.
GET writes the preceding block if a PUT
instruction has been issued for at least
one of the records in the block. If no PUT
instructions have been issued, updating is
not required for this block and GET does
not write the block. The ID of the record
or block can be referenced by FilenameH.

PUT MACRO
Name Operation | Operand
[name] | PUT {Filename},{workname}
(1) (0)

The PUT macro instruction is used for
sequential updating of a file, and causes
ISFMS to transfer records to the file in
sequential order. PUT returns a record
that was obtained by a GET. It may be
written in either of two forms, depending
on where records are processed.

The first form is used if records are
processed in the I/O area (specified by
DTFIS IOAREAS). It requires only the name
of the file to which the records are to be
transferred. This is the same as specified
in the DTFIS header entry and can be speci-
fied in register notation or as a symbol.

The second form of the PUT instruction
is used if records are processed in a work
area. It requires two parameters, both of
which can be specified either as a symbol
or in register notation. The first is the
name of the file, and the second is the
name of the work area. When using register
notation, workname should not be loaded
into register 1. The work area name may
be the same as that specified in the pre-
ceding GET for this file, but this is not



required. ISFMS moves the record from the
work area specified in the PUT instruction
to the I/0 area specified for the file in
the DTFIS entry IOAREAS.

When unblocked records are specified,
each PUT writes a record back onto the
file in the same location from which it
was retrieved by the preceding GET for this
file. Thus, each PUT updates the last
record that was retrieved from the file.
If some records do not require updating, a
series of GET instructions can be issued
without intervening PUT instructions.
Therefore, it is not necessary to rewrite
unchanged records.

When blocked records are specified, PUT
instructions do not transfer records to
the file.
the block is to be written after all the
records in the block have been processed.
When processing for the block is complete
and a GET is issued to read the next
block into main storage, that GET also
writes the completed block back into the
file in its previous location. If a PUT
instruction is not issued for any record
in the block, GET does not write the com-
pleted block. The ESETL macro instruction
writes the last block processed, if neces-
sary before the end-of-file.

ESETL MACRO

Name Operation | Operand

[name]

ESETL { Fi lename}
(1)

The ESETL (end set limit) macro instruc-
tion ends the sequential mode initiated by
the SETL macro. The name of the file must
be the same as the name specified in the
DTFIS header entry. It can be specified
as a symbol or in register notation.

If blocked records are specified, ESETL
writes the last block back if a PUT was
issued.

Note:
in the same DTF, ESETL should be issued
Ibefore issuing a READ or WRITE, another
SETL can be issued to restart sequential
retrieval.

Instead, each PUT indicates that

If ADDRTR and/or RANSEQ are specified

COMPLETION

After all the records for a logical output
file have been processed (end-of-file),
that file must be deactivated by an in-
struction in the problem program to close
the file.

When the end of a logical input file in
an I/0 unit other than DASD or magnetic
tape is sensed, IOCS immediately branches
to the user's end-of-file routine (speci-
fied by EOFADDR) where the instruction to
close the file can be issued.

When the end of a DASD or magnetic
tape input file is sensed, IOCS checks
standard trailer labels (if any), makes
provision for user-checking of user labels,
and then branches to the user's end-of-file
routine (specified by EOFADDR) where the
file may be closed. A CLOSE macro instruc-
tion is available to the programmer for
closing each input and output file.

An end-of-volume condition (EOV),
rather than an end-of-file condition (EOF),
can occur during the processing of records
in a logical file on DASD or magnetic tape.
An EOV condition means that the processing
of all the records on one volume has been
completed, but that more records for the
same logical file are recorded on another
volume. When this occurs, IOCS checks or
writes standard labels (if any) on the
completed volume (trailer labels) and on
the next volume (header labels), makes
provision for user-processing of user-
standard labels on both volumes, and then
makes the data records on the next volume
available for processing. Because IOCS
detects the end-of-volume condition and
utilizes many of the routines established
for opening and closing files, no problem-
program instructions are required specifi-
cally for an EOV condition. However, if
the program requires that the processing
of tape records on one volume be ended be-
fore the actual end-of-volume is reached,
an end-of-volume condition can be forced.
An FEOV (forced end-of-volume) macro in-
struction is provided for this condition in
tape files.

The specific functions that occur on an
EOF or EOV condition for a DASD or tape
file vary with the type of operation (in-
put or output) and with the use of file
labels. These functions are discussed in
the following sections.
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DASD INPUT FILE

When records in a logical input file on
DASD are processed in sequential order or
in sequential order by key (specified by
DTFIS or DTFSD), I0CS detects an end-of-
file condition. The end of the input file
is determined either by the ending address
of the last extent specified fdr the file
in Job Control XTENT cards, or by an end-
of-file record read from the data file.
With sequential processing of index se-
guential files (TYPEFLE=SEQNTL), IOCS posts
an indication of this condition in bit 2 of
the field referred to as FilenameC (see
Figure 31 in the Indexed Sequential System
(DTFIS) section of this publication). The
user can test this bit and take any action
required to close the file.

When records are processed in sequential
order, the file may contdain user trailer
labels. In this case IOCS branches first
to the user's label routine (specified by
LABADDR) where the user may check his
trailer labels. Up to eight trailer labels
for a 2311 file and five trailer labels for
a 2321 file can be read and checked. They
are written on the first track of the first
extent specified for the file on each pack.
The trailer labels follow the additional
user header labels for the pack, and they
are identified by UTLx, where x is 1,2,...
5o0r 1,2,...8. When IOCS branches to the
user's label routine, it also reads the
trailer label and makes it available to the
user for checking. IOCS sets up a label
area and supplies the address of the area
to the user in Register 1. After each
label is checked, the user returns to IOCS
by use of the LBRET macro. After all
trailer labels have been checked, IOCS
branches to the user's end-of-file routine
(specified by EOFADDR).

I0CS detects end-of-volume conditions in
a DASD input file. The end of a volume is
recognized when all extents on one volume
have been processed but Job Control XTENT
cards have specified additional extents on
another volume. At the end of a volume,
I0CS allows the user to check his trailer
labels (if any), the same as at the end of
a file. IOCS then checks the standard
header labels on the next volume, allows
the user to check any user header labels
by branching to the address specified by
LABADDR, and makes the first record in the
first extent available for processing.

DASD OUTPUT FILE

When DASD records are processed sequentially
or loaded sequentially by key (DTFIS), and
when all records for the logical file have
been completed, the CLOSE instruction is
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issued and normal EOF procedures are ini-
ated (see CLOSE Macro). If the end of the
last extent specified for the file is
reached before CLOSE is issued, IOCS as-
sumes an error condition.

End-of-volume conditions in a DASD out-
put file .are detected in the same way as in
a DASD input file. At the end of a volume
IOCS allows the user to write his trailer
labels (if any), the same as at the end of
a file (see CLOSE Macro). IOCS then writes
standard file labels on the next volume,
allows the user to write any user header
labels by branching to the user's label
routine (specified by LABADDR), and permits
the processing of output data records to
continue.

TAPE INPUT FILE

When logical IOCS senses a tape mark on a
magnetic tape input file, either an end-of-
file or end-of-volume condition exists.

The EOF/EOV condition is determined by I0OCS
or by the user (depending on the type of
labels used for the file) and the appro-
priate functions are performed.

If standard labels are specified, IOCS
immediately reads and checks the standard
trailer label. If user labels are also
present and are to be checked (specified
by LABADDR), the user's routine is then
entered for each user label that is read
(see OPEN Macro). Whenever LABADDR is
specified in the DTF and multi-volume files
are processed, the user's label routine
must save and restore register 15 if any
logical IOCS macros are used, other than
LBRET. After all labels have been checked,
the rewind option is executed, as specified
in the DTF parameter REWIND.

When the standard trailer label is
checked, either an EOV or EOF condition is
sensed. When an EOV identifier is sensed,
IOCS switches to the alternate tape drive
(designated by ASSGN cards) after user
labels have been checked if specified. If
an alternate drive is not specified, the
operator is notified to change the tape
reels and the system enters the wait state.
When the operator has mounted the new reel,
processing resumes. IOCS checks the header
label(s) if checking is specified, and nor-
@al processing continues. If an input file
1s processed by physical IOCS (DTFPH speci-
fied), the user must issue an OPEN instruc-
tion for the new reel. Then IOCS checks
the header label and processing continues.

When an EOF condition is sensed, IOCS
branqhes to the programmer's end-of-file
routine, specified by the entry EOFADDR.



If the tape input file has nonstandard
labels, IOCS immediately branches to the
user's label routine (specified by LABADDR)
when the tape mark is sensed. Whenever
LABADDR is specified in the DTF and multi-
volume files are processed, the user's
label routine must save and restore
register 15 if any logical IOCS macros are
used, other than LBRET. 1In his routine,
the programmer must use physical IOCS macro
instructions to read his label(s). Further-
more he must determine the EOF/EOV condition
and indicate this to IOCS by loading either
EF (end-of-file) or EV (end-of-volume) in
the two low-order bytes of Register 0. On
an EOF condition, IOCS branches to the
user's end-of-file address (specified by
EOFADDR) when the problem program returns
to IOCS at the end of the label routine.

On an EV condition, IOCS initiates the end-
of-volume procedures to close the completed
volume and open the next volume for
processing.

If a tape file is not labeled (FILABL=NO)
or contains labels that are not to be
checked (FILABL=NSTD) and no LABADDR entry,
‘IOCS branches to the end-of-file address
when the tape mark following the last data
record is sensed.

Whenever an input tape is read backwards
(READ=BACK), an ehd-of-file condition
always exists when the file header label
is reached. That is, backwards reading is
confined to one volume. Therefore, with
standard labels, the input/output routines
check only the block count, which was
stored from the trailer label, and then
branch to the specified end-of-file routine.
When physical IOCS macros are used to read
records backwards, labels cannot be checked
(DTFPH must not be specified). For tape
files with nonstandard labels, IOCS
branches to the user's label routine speci-
fied by LABADDR where he may check the
header label. He must use physical IOCS
macro instructions to read the label (s)
for checking.

TAPE OUTPUT FILE

When an end-of-reel reflective marker is
sensed on an output tape, logical IOCS pre-
pares for closing the file by ensuring that
all records have been written on the tape.
If the programmer issues another PUT, in-
dicating that more records are to be written
on this output file, normal end-of-volume
(EOV) procedures are initiated. If the
programmer issues a CLOSE, the EOF proce-
dures are initiated.

The programmer should be aware that,
under certain conditions, an unfilled block
of records may be written at an EOV or EOF
condition, even though the file is defined
as having fixed-length blocked records.
When this file is used for input, the
System/360 logical IOCS will recognize and
handle these short blocks without the pro-
grammer being concerned or aware of this
condition.

Labeling procedures for the EOV condi-
tion closely follow those described under
CLOSE Macro. The label is coded EOV rather

than EOF, and only one tape mark is written

after the label set, or after the data if
standard labels are not used.

FORCED END-OF-VOLUME: TAPE FILES

In some cases a programmer may need to
force an end-of-volume condition at a point
other than the normal tape mark (input) or
reflective marker (output). He may want to
discontinue reading or writing the records
on the present volume and continue with
those records for this same logical file
that are recorded on the next volume. This
may be necessary because of some major
change in the category of records or in the
processing requirements. An FEOV (forced
end-of-volume) macro instruction is availa-
ble to the programmer for this function.
See FEOV Macro.
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CLOSE MACRO

Op Operand

for programs which are not self-relocating

CLOSE Filenamel ,{Filenamez},...,{Filenamen}]
(rl) (r2) (xn)

for self-relocating programs

Filenamel
(rl)

CLOSER

(r2) (rn)

E{FilenameZ},...,{Filenamen}}

The CLOSE macro instruction is used to deac-
tivate any file that was previously opened

in any input/output unit in the system.
(Console files cannot be closed.) A file may
be closed at any time by issuing this macro
instruction. No further commands can be
issued for the file unless it is OPENed.

When the operation CLOSE is used, the
symbolic address constants which CLOSE gen-
erates from the parameter list are not self-
relocating. When CLOSER is specified, the
symbolic address constants are self-
relocating.

The symbolic name of the logical file
(assigned in the DTF header entry) to be
closed is entered in the operand field. A
maximum of 16 files may be closed by one
instruction, by entering additional file-
name parameters as operands. Alternately,
the user can load the address of the file-
name in a register and specify the register
using ordinary register notation. The
address of the filename should not be
preloaded into Register 0.

Reopening a DASD File

If further processing of a closed file is
required at some later time in the program,
the file must be opened again. If a file
of DASD records is reopened after a CLOSE,
the label processing and extents made
available depend on the type of processing
that is specified for this file. When an
input file is processed in sequential order,
I0CS checks the label(s) on the first
volume and makes the first extent available,
the same as at the original OPEN. When a
file is processed by physical IOCS with
SINGLE specified in the DTFPH parameter
MOUNTED, IOCS opens the next extent
specified by the user's XTENT cards. When
a file is processed by the direct access
method (DTFDA specified), by the indexed
sequential system (DTFIS specified), or by
physical I0CS with ALL specified in DTFPH
MOUNTED, all label processing is repeated
and all extents are again made available.
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Reopening and Repositioning Tape Files

If further processing of a closed file is
required at some later time in the program,
the file must be opened again. After the
CLOSE, the tape is positioned in accordance
with the REWIND specification. Therefore
to resume processing of tape records at the
point where CLOSE occurred, NORWD should be
specified in the DTF entry REWIND. When
OPEN is issued later for additional records
on that reel, the first record read must be
a file label if standard labels are speci-
fied for the tape file being opened. If
the tape file being opened is unlabeled or
contains nonstandard labels, it is the
user's responsibility to identify the first
record read as a data record or a file
label.

Closing DASD Files

When DASD records are processed in random
order (specified by DTFDA or DTFIS), the
CLOSE instruction is issued in the problem
program to deactivate the file after all
records have been processed.

When records in a DASD input file are
processed in sequential order, the CLOSE
instruction is generally issued in the
user's end-of-file routine (specified by
EOFADDR) to deactivate the file. 1IOCS
branches to this routine when it detects an
end-of-file condition (see Completion).

When records in a DASD output file are
processed in sequential order or loaded in
sequential order (DTFIS or DTFSD), the
CLOSE instruction is issued after all rec-
ords for the file have been processed. 1In
this case CLOSE causes one or more functions
to be performed before it deactivates the
file. If records are processed in sequen-
tial order, user trailer labels may be
written if the entry LABADDR is included in
the file definition.



Up to eight trailer labels for a 2311
file and up to five for a 2321 file can be
written on the first track of the first
extent specified for the file on each vol-
ume. They follow the user header labels
for the pack and are identified by UTLx.
For this operation, IOCS branches to the
user's label routine, sets up a label area,
and supplies the address of the area in
Register 1. 1In his routine the user con-
structs the trailer label in his own label
area, places the address of this area for
IOCS in Register 1, and then returns control
to IOCS by use of the LBRET macro. IOCS
then writes the trailer label. Similar to
writing user header labels, these steps are
repeated until eight (or five) trailer la-
bels have been written or until the user
indicates that he does not require any more
labels, whichever occurs first. (See OPEN
Macro: DASD OQutput File, Writing User-
Standard Header Labels). After the last
trailer label is written, CLOSE deactivates
the file.

Closing Tape Input File

When an input file recorded on magnetic
tape is processed, CLOSE is generally is-
sued in the user's end-of-file routine. It
initiates rewind procedures for the tape as
specified in the DTF entry REWIND. It then

deactivates the file.

Before CLOSE can be issued to an input
file containing standard labels, all label
processing and the rewind option must have
been completed.

If CLOSE is issued for any tape input
file before the end of the data is reached,
the tape is rewound as specified by the
entry REWIND, and the file is deactivated.
No labels are read or checked.

Note: If CLOSE is issued to an input file
that has not been opened, the option speci-
fied in the DTF entry REWIND will be
performed.

Closing Tape Output File

For a magnetic tape output file, CLOSE is
issued when all records for the file have
been processed. It writes any record, or
block of records, that has not already been

written. If a record block is partially
filled, it is truncated: that is, a short
block is written on the tape. Following

the last record, a tape mark is written.
If labels are not specified, a second tape
mark is written and the tape is rewound as
specified in REWIND.

When standard labels are specified (STD
in FILABL or OUTPUT in DTFPH TYPEFLE) ,
CLOSE causes the file trailer label to be
completely written after the tape mark.
The EOF1l indication, the block count ac-
cumulated during the run, and the header-
label information (with HDR1 replaced by
EOF1l) are included in the trailer label.

I0CS accumulates the block count for the
trailer label whenever logical IOCS is used
for an output file. When physical IOCS
(DTFPH) is used, however, the problem pro-
gram must accumulate the block count, if
desired, and supply it to IOCS for inclusion
in the standard trailer label. For this,
the count (in binary form) must be moved
to the 4-byte field within the DTF table
labeled FilenameB. (Filename must be seven
or less characters long.) For example, if
the filename specified in the DTFPH header
entry is DETLOUT, the block count field is
addressed by DETLOUTB.

If checkpoint records are interspersed
with data records on an output tape, the
block count accumulated by logical IOCS
does not include a count of the checkpoint
records. Only data records are counted.
Similarly if physical IOCS is used, the
problem program must omit checkpoint rec-
ords and count only data records.

If user labels are to follow the stand-
ard trailer, the CLOSE routine branches to
the user's routine (identified by LABADDR)
after the standard label has been written.

Whenever LABADDR is specified in the DTF
and multi-volume files are processed, the
user's label address routine must save and
restore Register 15 if any logical IOCS
macros are used other than LBRET. Upon
entry to the user's routine, IOCS supplies
Code F in the low-order byte of Register 0
to indicate that an end-of-file trailer la-
bel should be built. In his routine the
programmer can build a maximum o6f eight
labels, which the CLOSE routine writes for
him. After building each user-standard
label, he must return to the CLOSE routine
by use of the LBRET macro.

After all trailer labels are written,
the CLOSE routines write two tape marks,
execute the rewind option, and deactivate

the file.
Note: If CLOSE is issued to an output
file that has not been opened, no tapemark

or labels will be written.

For the proper procedures to handle
user-standard labels and/or nonstandard
labels, see OPEN Macro: Tape Output File.
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Closing Other Files

When the last
or paper tape
IOCS branches
routine where

card, optical reader record,
input record has been read,
to the user's end-of-file
CLOSE is generally issued.

When a printer or card output file is
completed, CLOSE must be issued for that
file. Any record in the output area that
has not been printed or punched is trans-
ferred to the output file before the file
is deactivated.

LBRET MACRO

Name Operation Operand

1
LBRET {2}

The LBRET (label return) macro instruction
is issued at the end of the user's label
routine to return to IOCS. This macro is

[name]

described under Initialization: LBRET
Macro.
FEOV MACRO
Name Operation Operand
[name ] FEOV {?ilename
(1)

The FEOV (forced end-of-volume) macro
instruction is used for either input or
output files on magnetic tape (programmer
logical units only) to force an end-of-
volume condition before sensing a tape mark
or reflective marker. This indicates that
processing of records on one volume is con-
sidered finished, but that more records for
the same logical file are to be read from,
or written on, the following volume. For
system units see the SEOV macro.

For input magnetic tape, FEOV executes
the rewind option selected by the user,
provides for a reel change and processes
the header label if it is specified in the
DTF entry for the file. For an output file,
the macro will write a tape mark. It also
provides the ability to write the trailer
label, provide a reel change, and process
the next header label if it is specified in
the DTF.

The name of the file, specified in the
header entry, is the only parameter re-
quired in the operand. The name can be
specified either as a symbol or in register
notation.
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When logical IOCS macro instructions are
used for a file, FEOV initiates the same
functions that occur at a normal end-of-
volume condition, except trailer-label
checking.

For an input tape, it immediately re-
winds the tape as specified by REWIND and
provides for a volume change as specified
by the ASSGN cards. Trailer labels are not
checked. FEOV then checks the standard
header label on the new volume and provides
for user-checking of any user-standard
header labels if LABADDR is specified. If
nonstandard labels are specified (FILABL=
NSTD), FEOV provides for user-checking, if
desired.

For an output tape, FEOV writes a tape
mark. Then it writes the standard trailer
label and user-standard labels (if any),
writes one tape mark, provides for a volume
change, and writes the file header label (s)
on the new volume, as specified in the
entries REWIND, FILABL, LABADDR, and the
ASSGN cards. If nonstandard labels are
specified, FEOV provides for user-writing
of trailer labels (complete volume) and
header labels (new volume), if desired.

When physical IOCS macro instructions
are used and DTFPH is specified for stand-
ard label processing, FEOV may be issued
for an output file only. In this case FEOV.
writes the standard trailer label, and any
user-standard trailer labels if DTFPH
LABADDR is specified. When the new volume
is mounted and ready for writing, IOCS
writes the standard header label and user-
standard header labels, if any.

SEOV MACRO
Name Operation Operand
[name] SEOV Filename

The SEOV (system end-of-volume) macro in-
struction is used to cause automatic volume
switching for magnetic tape output files if
the physical end-of-volume is detected and
SYSLST or SYSPCH are assigned to a tape
output file. The routine will write a tape
mark, rewind, unload the file, and check for
an alternate tape. If none is found, a
message is written and the user may mount

a new tape on the same drive and continue.
If an alternate unit is assigned, the macro
fetches the alternate switching routine to
promote the alternate unit, opens the new
tape, and makes it ready for processing.



The two types of declarative macros, DTF's
and Module Generation macros, are described
in this section of the manual. The section
is organized by type of processing:

e seguential
e direct access
® index sequential

Each type of processing is broken down
further by type of file--card, magnetic
tape, etc. The DTF used with the file is
discussed first and then, where applicable,
the module generation macro is discussed.

Note: The user does not need to specify
names for his modules as illustrated by the
examples in Appendix C. (None of those
modules are user named.) If the user does
not plan to name his modules, he can over-
look the discussion on module-naming con-
ventions following each module-generation
macro instruction.

SEQUENTIAL PROCESSING

Eight DTF's can be used for sequential
processing. The DTFCD, DTFMT, DTFPT, DTFOR,
DTFCN, DTFPR, and DTFSD macros are subsets
of the inclusive declarative macro, DTFSR.
DTFSR is included for Basic Programming
Support and Basic Operating System users.

By specifying the subsets instead of DTFSR,
program assembly time will be substantially
improved.

CARD FILE (DTFCD)

Enter the symbolic name of the file, File-
name, in the name field and DTFCD in the
operation field. The detail entries follow
the DTFCD header card in any order. Key-
word entries are contained in the operand
field. Figure 18 lists the entries.

_n
BLKSIZE~{§2}

Enter the length of the I/O area (IOAREAl).
If the record format is variable or un-
defined, enter the length of the largest
record. If this entry is omitted, the
length is assumed to be 80.

DECLARATIVE MACRO INSTRUCTIONS

CONTROL=YES

This entry is specified if a CNTRL macro
is to be issued to the file. If this param-
eter is specified, CTLCHR must be omitted.

CRDERR=RETRY

This entry applies to card output on the
IBM 2540 and 2520. It specifies the opera-
tion to be performed if an error is detected.

If a punching error occurs, it usually
is ignored and operation continues. The
error card is stacked in pocket P1l (punch)
and correct cards are stacked in the pocket
selected by the user. If the CRDERR=RETRY
entry is included and an error condition
occurs, IOCS also notifies the operator and
then enters the wait state. The operator
can, by his reply to an appropriate message,
either terminate the job, ignore the error,
or instruct IOCS to repunch the card. From
this specification, IOCS generates a retry
routine and a save area for the card punch
record.

ASAY
CTLCHR={YES;
This entry is required if first-character
control is to be used. The ASA denotes the
American Standard Association set. The YES
denotes the System/360 character set.
Appendix B contains the codes. This entry
does not apply to combined files. If this
parameter is specified, CONTROL must be
omitted.

DEVADDR=SYSnnn

This entry specifies the symbolic unit
(SYSnnn) to be associated with this logical
file. An actual unit and channel will be
assigned to the unit by an ASSGN card in
the Job Control statement.

'1442°
Y2501
2540

This entry specifies the I/O device associ-
ated with this logical file. The accept-
able entries are 1442, 2501, 2520, or 2540.
If this entry is omitted, 2540 is assumed.
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EOFADDR=Name

This entry specifies the symbolic name of
the user's end-of-file routine. IOCS will
automatically branch to this routine on an
end-of-file condition. This entry must be
specified for input and combined files. 1In
his routine, the programmer can perform any
operations required for the end of the file,
and he generally issues the CLOSE instruc-
tion for the file.

IOCS detects end-of-file conditions in
the card reader by recognizing /* punched
in card columns 1 and 2. If cards are
allowed to run out without a /* trailer
card (and a /& card if end-of-job) an error
condition (intervention required) is
signaled to the operator.

IOAREAl=Name

This entry specifies the symbolic name of
the input or output area used by this file.
An address expression, Name, is defined.

If the file is a combined file, this
entry specifies the input area. If IOAREA2
is not specified, the area specified in this
entry is used for both input and output.

JOAREA2=Name

This entry specifies a second I/O area.

An address expression is defined. If the
file is a combined file, this area will be
the output area if it is specified.

IOREG= (r)

If work areas are not to be used and two
input or output areas are used, specify the
register (2-~12) in which IOCS puts the
address of the record. For output files,
IOCS puts the address where the user can
build a record. This entry may not be

used for combined files.

MODNAME=Name

This entry may be used to specify the name
of the logic module that will be used with
the DTF table to process the file. If the
logic module is assembled with the program,
the MODNAME in the DTF macro instruction
must specify the same name as the CDMOD
macro instruction. If this entry is
omitted, standard names will be generated
for calling the logic module. If two DTF
macro instructions call for different

functions that can be handled by a single
module, only this one module will be called.

OUBLKSZ=n

This entry is used in conjunction with
IOAREA2 only for a combined file. Enter
the maximum number n of characters that
will be transferred at one time. If this
entry is not included and IOAREA2 is speci-
fied, the same length as BLKSIZE is
assumed.

VARUNB

FIXUNB
RECFORM=
(UNDEF

This entry specifies the record format of
the file. If the record format is FIXUNB,
this entry may be omitted.

If TYPEFLE=CMBND, this entry must be
FIXUNB.

RECSIZE=(r)

For undefined records this entry specifies
the register (2-12) that will contain the
length of the output record. The user must
load the length of each record into the
register before he issues the PUT instruc-
tion for the record.

SEPASMB=YES

Specify this entry if the DTF is assembled
separately. This causes a CATALR card with
Filename to be punched ahead of the object
deck and defines the Filename as an ENTRY
point in this Assembly.

SSELECT=n

This entry specifies the stacker-select
character that is valid for the file. 1If
this entry is not specified, cards will be
selected into NR (normal read) or NP
(normal punch). This entry is not applic-
able to a combined file.

INPUT
TYPEFLE=<OUTPUT

CMBND

This entry specifies if the file is input,
output, or combined. A combined file can
be specified for an IBM 1442 or 2520

or for a 2540 with the punch-feed-read
feature. TYPEFLE=CMBND is applicable if
both GET's and PUT's are issued to the same
card file.
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WORKA=YES

If I/0 records are to be processed in work
areas instead of the I/O area, this entry
is specified with YES. The programmer must
set up the work area in main storage. The
address expression of the work area or a
general purpose register must be specified
in each GET and PUT.

PARAMETERS AND NAMES FOR CDMOD (CARD
MODULE)

Listed here are the user-supplied parameters
for CDMOD. The first card contains CDMOD

in the operation field and may contain a
module name in the name field.

Include this entry if the
CNTRL macro instruction is
to be used with the module
and the DTF's associated
with the module. The
module will also process
files in which the CNTRL
macro is not used.

CONTROL=YES

If CONTROL is specified,
the CRLCHR parameter may
not be specified. This
parameter cannot be speci-
fied if IOAREA2 is used
for an input file.

Include this entry if the
module is to include error
retry routines for the 2540
and 2520 punch-equipment
check. Whenever this
parameter is specified,

- any DTF to be used with

the module must also speci-
fy the CRDERR parameter.

CRDERR=RETRY

This entry does not
apply to an input or a
combined file.

CTLCHR={ Include this entry if first

character stacker-select
control will be used.
Either YES or ASA may be
specified. Whenever this
parameter is included, any
DTF to be used with the
module must also specify
the CTLCHR parameter with
the appropriate YES or

ASA operand.

ASA
YES |
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2540

14
DEVICE= |9 520

42

12501 .

IOAREA2=YES

I

RECFORM=

FIXUNB

VARUNB

UNDEF

SEPASMB=YES

TYPEFLE={

WORKA=YES

INPUT
OUTPUT
CMBND

}

|
|

If CTLCHR is included,
CONTROL may not be speci-
fied.

This entry does not
apply to a combined file.

Include this entry to
specify the I/O device
that will be used by the
module. Any DTF used with
the module must have the
same operand.

Include this entry if a
second I/0 area will be
used. Any DTF to be used
with the module must also
include the IOAREA2 param-
eter. This entry is not
required for combined
files.

Specify the record format:
fixed-length, variable-
length, or undefined.
DTF to be used with the
module must include the
appropriate operand in the
RECFORM parameter.

Any

For INPUT and COMBND
files only, FIXUNB should
be specified.

Include this parameter if
the logic module is as-

sembled separately. This
causes a CATALR card with
the module name (standard
or user) to be punched

ahead of the object deck.

This entry causes genera-
tion of a module for either
input, output, or combined
file. Any DTF to be used
with the module must in-
clude the appropriate
operand in the TYPEFLE
parameter.

This entry is to be in-
cluded if records are to
be processed in work areas
instead of I/0 areas. Any
DTF to be used with the
module must include the
appropriate operand in the
WORKA parameter.



Recommended Module Name for CDMOD

Each name begins with a 3-character prefix
(IJC) and consists of a 5-character field

corresponding to the options permitted in

the generation of the module.

CDMOD

name = IJCabcde

a if RECFORM=FIXUNB (always for INPUT
and CMBND files)
if RECFORM=VARUNB

if RECFORM=UNDEF

if CTLCHR=ASA is specified (not speci-
fied if CMBND)

if CTLCHR=YES is specified

if CONTROL=YES is specified

if neither CTLCHR nor CONTROL is
specified

o
[}
mNOK P oag o

if TYPEFLE=INPUT
if TYPEFLE=OQUTPUT
if TYPEFLE=CMBND

[T
OO0OH

2
|
N

if neither WORKA nor IOAREA2 is
specified

if WORKA=YES is specified

if IOAREA2=YES

if both WORKA and IOAREA2 are
specified.

hnon
WH=

For CMBND Files

if
if

WORKA=YES is specified, d = W
WORKA=YES is not specified, d = %

if
if
if
if
if
if

DEVICE=2540
DEVICE=1442
DEVICE=2520
DEVICE=2501
DEVICE=2540 and CRDERR is specified.
DEVICE=2520 and CRDERR is specified.

N WO

Subsetting and Supersetting of CDMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for CDMOD
names. All but one of the parameters are
exclusive (do not allow supersetting). A
module name specifying C (CONTROL) in the

b location is a superset of a module name
specifying Z (no control or CTLCHR). A
module with the name IJCFCIWO is a superset
of a module with the name IJCFZIWO.

IJCF

*
NOAQO+QKD %

+ Subsetting/supersetting permitted.

* No subsetting/supersetting permitted.

PAPER TAPE FILE (DTFPT)

A DTF entry is included for every paper tape
input file that is to be processed in the
program. The first entry must be the DTFPT
header entry. Enter the symbolic name of
the file, Filename, in the name field and
DTFPT in the operation field. The detail
entries follow the DTFPT header card in any
order. Keyword entries are contained in the
operand field. Figure 19 lists the entries.

BLKSIZE=n

This entry specifies the length of the input
area. For undefined records, this area must

be at least one position larger than the
longest record, and must accommodate all
shift and delete characters included in the
record. For fixed-length records, the area
must be exactly the size of the record. 1If
shift or delete characters are present in
the record (the SCAN entry is specified),
BLKSIZE will indicate the number of charac-
ters required by the user after translation
and compression. OVBLKSZ will contain the
number of characters to be read in to pro-
duce the BLKSIZE number.
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DEVADDR=SYSnnn

This entry specifies the symbolic unit
(SYsnnn) to be associated with this logical
file. An actual channel and unit will be
assigned to the unit by an ASSGN card in the
Job Control statement. The ASSGN statement
contains the same symbolic name as DEVADDR.

EOFADDR=Name

This entry specifies the symbolic name of
the user's end-of-file routine. IOCS will
automatically branch to this routine on an
end-of-file condition, if the end-of-file
switch is set ON.

In his routine, the programmer can per-
form any operations required for the end of
file and issue the CLOSE instruction for
the file.

IGNORE
ERROPT=< SKIP
Name

This entry is specified if the user does

not want a job terminated when a read error
cannot be corrected by the operator. If the
ERROPT entry is omitted and a read error
occurs, IOCS will terminate the job.

The entry IGNORE allows IOCS to handle
the record as if no errors were detected.
If the entry SKIP is specified, IOCS will
skip the record in error and will cause
the next record to be read in.

If neither IGNORE nor SKIP are speci-
fied, the symbolic name of the user's error
routine should be specified. On an error
condition, IOCS will read in the complete
record, including the error character(s),
and will then branch to the user's error
routine. At the end of his error routine,
the user must return to IOCS by branching
to the address in Register 14, and the next
record will be read in. The programmer
must not issue any GET instructions for
records in the error block. If any other
IOCS macros are contained in the error rou-
tine, the contents of Register 14 must be
saved and restored.

FTRANS=Name

This entry must be included for every file
using a shifted code. It specifies the
symbolic name of a figure shift table that
must be provided by the user. This table
must conform to the specifications of the
machine instruction TRANSLATE. The entry
TRANS must be omitted.

IOAREAl=Name

This entry specifies the input area. Enter
an address expression (name) that specifies
the input area.

IOAREA2=Name

This entry specifies a second input area.
Enter an address expression (name) that
specifies the input area. With two input
areas specified, IOCS will overlap the fill-
ing of one input area with the processing

of the record in the other area.

IOREG=(r)

This entry must be included if two input
areas are used. It specifies the register
into which IOCS will put the address of the
record that is available for processing.
Any register from 2 through 12 may be used.

LTRANS=Name

This entry must be included for every file
using a shifted code. It specifies the
symbolic name of a letter shift table which
must be provided by the user. This table
must conform to the specifications of the
machine instruction TRANSLATE. The entry
TRANS must be omitted.

MODNAME=Name

This entry may be used to specify the name
of the logic module that will be used with
the DTF table to process the file. If the
logic module is assembled with the program,
the MODNAME in the DTFPT macro instruction
must specify the same name as the PTMOD
macro instruction. If this entry is
omitted, standard names will be generated
for calling the logic module.

OVBLKSZ=n

This entry specifies the number of charac-
ters to be read in, before translation and
compression, to produce the number of
characters specified in the BLKSIZE entry.
This entry is used only when SCAN and
RECFORM=FIXUNB are both specified. If it

is omitted, the number of characters to be
read will be made equal to the number speci-
fied in the BLKSIZE entry.
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RECFORM={FIXUNB}
ONDEF

This entry specifies the record format of
this file. Either format may be specified
for shifted and unshifted codes. If the
record format is FIXUNB, this entry may be
omitted.

RECSIZE= (r)

This entry specifies the number of the
register that will contain the length of

the input record. This may be any register
from 2 through 12. This entry is optional.
If it is present, IOCS will place the length
of each record read into the register speci-
fied. If input files contain shift codes

or other characters requiring deletion, the
length placed in the register will be that
of the compressed record.

SCAN=Name

This entry must be included for all files
using shifted codes. It may also be in-
cluded if the user wishes to delete certain
characters from each record. The entry
specifies the symbolic name of a table that
must be provided by the user. This table,
which must conform to the specifications of
the machine instruction TRANSLATE AND TEST,
will contain nonzero entries for all delete
characters and, where appropriate, for the
figure and letter shift characters. The
entry in the table for the figure shift
character must be hexadecimal 04, and for
the letter shift character hexadecimal 08.
Delete entries must be hexadecimal 0C. All
other entries in the table must be zero.
Any deviation from this will cause incorrect
translation and may produce a program check.
The table must be large enough to accomo-
date the maximum binary value of coding in
the tape being processed; i.e., 255 bytes
for eight-track tape. This prohibits
erroneous coding in the tape from causing

a SCAN function in a location beyond the
limits of the SCAN table.

SEPASMB=YES

Include this parameter if the DTF is as-
sembled separately. This causes a CATALR
card with the filename to be punched ahead
of the object deck and defines the File-
name as an ENTRY point in the assembly.
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TRANS=Name

This entry must be included if a non-shiftec
code is to be translated into internal
System/360 code. The FTRANS and LTRANS
entries must be omitted if this entry is
present. If none of these entries is pre-
sent, no translation will take place. The
TRANS entry specifies the symbolic name of
a table provided by the user. This table
must conform to the specifications of the
machine instruction TRANSLATE.

WLRERR=Name

When IOCS determines a wrong-length record
is present, it will branch to the symbolic
name specified in the WLRERR entry. If
this entry is not included and the ERROPT
entry is included, IOCS will consider the
error uncorrectable and will use the ERROPT
option specified. Absence of both ERROPT
and WLRERR entries will cause the wrong-
length record to be accepted as a normal
record. Wrong-length checking will not be
performed for fixed-length records because
a fixed number of characters will be read
in each time. Overlength undefined records
will be detected when the incoming record
fills the input area. The input area must,
therefore, be at least one position larger
than the longest record anticipated.

At the end of the user's WLRERR routine,
the user must return to IOCS by branching
to the address in Register 14. 1IO0CS will
cause the next record to be read in. 1If
any other I0CS macros are included in the
record—-length error routines, the user must
save and restore the contents of Register
14 in the error routine.

CHARACTERISTICS OF A PAPER TAPE FILE

Record Formats

Fixed unblocked records and undefined
records are the only formats supported for
the paper tape reader. Shifted and non-
shifted codes are acceptable in both format

FIXED UNBLOCKED RECORDS: Fixed unblocked
records should not have an End-of-Record
(EOR) character following them. If they
do, the EOR character will enter main stor-
age as a normal character and will not stop




the data transfer. The user must define
the number of characters contained in each
record in the BLKSIZE entry. A count-
controlled read will cause the number of
characters specified (or fewer if an EOF
condition occurs) to be read in as the
result of a GET instruction. If shift codes
and deletion characters are included in the
record, the record will be translated and
compressed. Additional reads will be per-~
formed automatically by IOCS until a trans-
lated record of the specified length has
been obtained. Control is then returned to
the user.

Note that when the programmer uses the
fixed unblocked record format, he must not
clear the input area beyond the length
specified in his BLKSIZE entry. The re-
mainder of the input area may now contain
part of the next record, which has been
read in and will remain there until the
next GET is issued.

UNDEFINED RECORDS: Each undefined record
must have an EOR character following it.

- The user must define an input area and a
BLKSIZE entry that is at least one position
larger than the longest record anticipated.
A modified read (under control of count and
the EOR character) will cause the number of
characters specified, up to the next EOR
character, to be read in. This record will
be translated and, if SCAN was specified,
compressed. There will be no re-reads. If
the record fills the input area, it is as-
sumed to be overlength, and IOCS will take
the wrong-length record option specified by
the user.

Note: All processing is carried out in the
user's input area(s). Work areas are not
utilized unless the user moves the record
to the work area. The GET Filename,Work-
area form of the GET macro instruction can-
not be used for a paper tape file; only the
GET Filename form is acceptable. If the
user has two input areas, he must reference
fields within his record by means of dis-
placements relative to the general register
specified by him in his IOREG entry or by
means of a DSECT.

Code Translation

The TRANS entry is used for records con-
taining non-shifted codes and translation
is performed directly into internal System/
360 code. 1If the input tape is punched in
EBCDIC code, no translation is required and
all translation entries may be omitted.

If the input tape contains shifted
codes, the FTRANS, LTRANS, and SCAN entries
must be included. IOCS assumes that the
first record read from the input tape starts
in figure shift. Therefore, if the first
record starts with letter shift coding, the
user must be sure that the first character
of the first record is a letter shift
character. The shift status is carried
from one record to the next and remains
unchanged until another shift character is
encountered.

Translation of shifted codes is ac-
complished as follows.

1. The record is first scanned for shift
characters and the segment between the
shift characters is translated using
the appropriate shift table.

2. The translated segment is moved to the
left to remove the shift character.

3. The above steps are repeated for each
segment until the complete record has
been translated and compressed.

These steps result in a translated and
compressed record left justified in the in-
put area. The record length is communicated
to the user in the register designated in
the RECSIZE entry, if present. '

If the record format is fixed unblocked,
the number of characters specified in the
OVBLKSZ entry will be read in, translated,
and compressed. If the resulting record is
shorter than that specified in the BLKSIZE
entry, additional reads will be performed
until the record length is equal to, or
greater than, the BLKSIZE specification.

The record is then available to the user.

If the final read results in a record length
that exceeds the BLKSIZE specification, the
remaining characters are moved into the be-
ginning of the input area, as the start of
the next record, when the next GET is issued.

SCAN may be used alone, or in conjunction
with TRANS, to delete characters from
records that do not contain shifted code.

In this case, there must be no 04 or 08
entries in the SCAN table.

The EOR character must be independent of
shift status. That is, it must be effective
whether the coding is in letter or figure
shift. If there is valid character coding
in either shift which corresponds to the
EOR coding established for a particular
job, the corresponding code must not be in-
cluded in the input record.
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Error and Wrong-Length Record Conditions

The paper tape reader stops immediately on
an error condition. If the error cannot be
corrected and the job is not to be termi-
nated, IOCS will cause the complete record
containing the error to be translated and
compressed before taking the error option
specified by the user.

The only wrong-length record condition
that can be detected is an overlength un-
defined record when at least one additional
position has been provided in the input
area and this fact has been reflected in
the BLKSIZE entry. It is the operator's
responsibility to determine that the input
tape 1is correctly positioned for the next
GET instruction, at the physical beginning
of the next record.

Wrong-length record indication is not
possible with fixed unblocked records since
each record is a sequence of a specified
number of characters. The FIXUNB record
format should be used with caution since
one character too few or too many in any
record will cause all subsequent records
to be out of phase.

The last record on any file should be
checked for correct length by the user
through the use of the RECSIZE entry. A
record cannot be partly on one reel of in-
put tape and partly on another reel.

Programming Considerations

When processing fixed unblocked records
with logical IOCS using the SCAN option,
data checks must not be ignored. Logical
I0OCS prohibits the operator from ignoring
such an error because ignoring the error
could result in processing all subsequent
records out of phase (on other than the in-
tended record boundaries). LIOCS cannot
determine whether the error character was
a shift or delete character, or whether it
should be included in the record length
count.

When processing any other type of record
with LIOCS and a data check occurs, the
error can be ignored if the programmer so
directs the operator.

To allow the possibility of ignoring
data checks when processing with physical
IOCS (using EXCP and WAIT instructions),
the programmer must set byte 2, bit 4 of
the CCB ON.
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Note: Immediately after using the WAIT
instruction, the programmer must restore
the CCW.

PARAMETERS AND NAMES FOR PTMOD (PAPER TAPE
MODULE)

Listed here are the user-supplied param-

eters for PTMOD. The first card contains
PTMOD in the operation field and may con-
tain a user module name in the name field.

_ JFIXUNB| Required only if the entry
RECFORM_{UNDEF f SCAN=YES is present. If
records of undefined for-
mat using the SCAN option
are to be translated, the
UNDEF parameter must be
specified. If records
are of fixed unblocked
format, the FIXUNB param-
eter may be specified or
it may be omitted.
SCAN=YES Required for records con-
taining shift characters
or characters which are to
be automatically deleted.
SEPASMB=YES Include this parameter if
the logic module is as~-
sembled separately. This
causes a CATALR card with
the module name (standard
or user) to be punched
ahead of the object deck.
TRANS=YES Required only if the entry
SCAN=YES is not present.
If it is specified, a mod-
ule will be generated which
will translate records
using an unshifted code.

Summary of PTMOD

The following are the only possible com-
binations of entries.

1. No parameters specified. Module does
not provide routines for translation
nor for shift or delete characters.

2. TRANS=YES. Module handles translation
of unshifted code, but no delete
characters.



3. SCAN=YES [RECFORM=FIXUNB]. Module
handles shift and delete characters for
records of fixed unblocked format.

SCAN=YES, RECFORM=UNDEF. Module handles

shift and delete characters for records
of undefined format.

Recommended Module Name for PTMOD

Each name begins with a 3-character prefix
(IJE) and consists of a 5-character field

corresponding to the options permitted in

the generation of the module.

PTMOD

name = IJEabcde

a S if SCAN=YES is specified

Z if SCAN=YES is not specified

b = T if TRANS=YES is specified, and
SCAN=YES is not specified
= Z if TRANS=YES is not specified
¢ = F if RECFORM=FIXUNB, and SCAN=YES is
specified
= U if RECFORM=UNDEF, and SCAN=YES is
specified
= Z if SCAN=YES is not specified
d = Z always
e = 7 always

Subsetting and Supersetting of PTMOD Names

The following diagram illustrates the PTMOD
names. No subsetting or supersetting is
allowed.

IJEZ72
ZT2Z
S ZF
SZUT

* No subsetting/supersetting permitted

PRINTER FILE (DTFPR)

A DTFPR entry is included for each printer
file that is processed in the program. The
first entry is the DTFPR header entry. The

name field contains the symbolic file name,
Filename. The operation field contains
DTFPR. The detail entries, in any order,
follow the DTFPR header entry with keyword
entries in the operand field. Figure 20
contains DTFPR entries.

_§n
IBLKSIZE—{lzl}

This entry specifies the length of IOAREAl.
If the record format is variable or unde-
fined, enter the length of the longest
record. If this entry is omitted, 121 is
assumed.

CONTROL=YES

This entry is specified if the CNTRL macro
will be issued to the file. If this pa-
rameter is specified, CTLCHR must be
omitted.

_JYES
CTLCHR—{ASA}

This entry is specified if first-character
control is to be used. The entry
CTLCHR=ASA specifies the American Standard
Association set. The entry CTLCHR=YES
specifies the System/360 character set.
Appendix B contains the codes. If this
parameter is specified, CONTROL must be
omitted.

DEVADDR=SYSnnn

This entry specifies the symbolic unit
(s¥Snnn) to be associated with this printer.

1403
1404
1443
1445

DEVICE=

This entry specifies that one of the fol-
lowing printers is used for the file: 1403,
1404 (continuous forms only), 1443 or 1445.
Enter one of these numbers. If this entry
is omitted, 1403 will be the assumed device.

IOAREAl=Name

This entry specifies the output area. An

address expression (Name) is specified.
IOAREA2=Name

This entry specifies a second output area.
An address expression (Name) is specified.
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IBM System/360 Assembler Coding Form

TOS/DQS DTFPR and DTFCN Entries

Form X24-5054
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PROGRAM

GRAPHIC
PUNCHING

PROGRAMMER

DATE

PAGE OF

INSTRUCTIONS
PUNCH

CARD ELECTRO NUMBER

STATEMENT

Nome Operation
10

14 16

20

Operand*
25

30

45

Comments
55

65

il Sequence

D|T|F|PIR

LA S e

Name of printer fi f'le. Th|s DTF requires a PRMOD.

m
<<

=

T T

Symbolic unit (SYSnnn) fcr the printer used for this logical file.
Name of f: rsf outpuf area.

. NENAERERED

Lemgfh of one ou'puf oreo, m bytes. If ommed, 121 is ussumed.

CNTRL macro used for fhls flle. Orm' CTLCHR for fhns flle

——
——+
(YES or ASA) an records huve cﬁ chcr YES for 5/360 chcmcfer se', ASA for Amer.

— ——t }

Std, Assn, set, Omit C

ONTROL

for this file,

ololo|w| —|g

—| O -] | o >

(1403 or 1404 or 1443 or 1445) If ommed 1403 is assumed.

P TR RN SO N TS S T SR UL T SO A N A S 1

| M| o OfN| >

If two output areas are used, name of second area
i 4 | L L l } I } } 1} I Il }

'
r—rvrvvvurr|||v||I|

T t—r—t—t— 1T+

Register number, |f 'wo output areas used and PUT does not specify

4ttt

uwork
o

area.t Omit

WORKA,

Nume of PRMOD Ioguc module for thls DTF If ommed, IOCS gene

I T T T T
rates standard nal

—
me .,

| |

PRTOV mucm usacl for Ihns fl |e | I | l | | |
———
(FIXUNB or VARUNB or UNDEF) |f omiﬂ'ed, FIXUNB is ussumed .

—t . P

—lo |l oMo =l o] —|m

+———+—+—t+—+—+ t

Register number if RECFORM UNDEF 1’

oy ot t

»lulmi=|={m|=o

w

|IN|D|O|=
w| M =z|<|m

1
DTFPR is to be ussembled separc'ely. | |

+—+—+—

| l’
(ON) ullows da'u checks (OFF) dlsallows data checks Only for 1403 wh‘h UCS fealure, if ammed, OFF is ossumed

olomm m[z|lojlojo| M| 4o || o
i |[o|o|lo|~[lo]lx] x| <|r—|=]|x<| »

E|lc|w|oom|O|=|—}—

et koo || 1T { LT TTTTTT ]

[1]

*Header and each detail card, except the last one in each set, must have a continuation punch in column 72, Also,

each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the
longest operand plus the comma. |f a smaller operand is used, the comma should be moved over accordingly. In the
last detail card o" a set, the comma position must be blank.

1 General registers 2- 12 written in parentheses; for example: (12),




IOREG=(r)

If two output areas and no work areas are
used, the entry IOREG=(r) specifies the
address of the area where the user can build
a record. The (r) represents a register
2-12,

MODNAME=Name

This entry may be used to specify the name
of the logic module that will be used with
the DTF table to process the file. If the
logic module is assembled with the program,
the MODNAME in the DTF macro instruction
must specify the same name as the PRMOD
macro instruction. If this entry is
omitted, standard names will be generated
for calling the logic module. If two DTF
macro instructions call for different func-
tions that can be handled by a single
module, only one module will be called.

PRINTOV=YES

This entry is specified if the PRTOV macro
instruction is included in the problem pro-
gram.

FIXUNB
RECFORM=%UNDEF
| VARUNB )

The entry RECFORM=FIXUNB is specified if
the record format is fixed. When the
record format is FIXUNB, this entry may be
omitted. The entry RECFORM=UNDEF is speci-
fied if the record format is undefined. If
the output is variable and unblocked, enter
VARUNB.

RECSIZE= (r)

This entry, for undefined records, speci-
fies the general register (2-12) that will
contain the length of the output record.

The user must load the length of each record
into the register before he issues the PUT
instruction.

SEPASMB=YES

Include this parameter if the DTF is assem-
bled separately. This causes a CATALR card
with the Filename to be punched ahead of the
object deck and defines the Filename as an
ENTRY point in the assembly.

_JoN
ch-{ OFF}

This entry determines whether data checks
are to be allowed or disallowed on a 1403
printer with the Universal Character Set
feature. The entry is especially useful to
programmers who are using first-character
forms control and who have modules that can-
not process the CNTRL macro.

ON Allow data checks.
OFF Disallow data checks.

WORKA=YES

If output records are processed in work
areas instead of the output area, the entry
WORKA=YES is specified. The user must set
up the work area(s) in main storage. The
address expression of the work area (or a
general register containing the address)
must be specified for each GET or PUT.

PARAMETERS AND NAMES FOR PRMOD (PRINTER
MODULE)

Listed here are the user-supplied param-
eters for PRMOD. The first card contains
PRMOD in the operation field and may contain
a user module name in the name field.

CONTROL=YES Include this entry if
CNTRL macro instructions
are to be used with the
associated DTF's. The ;
module will also process
files which do not use
the CNTRL macro instruc-
tion.

If CONTROL is speci-
fied, the CTLCHR param-
eter should not be speci-
fied.

CTLCHR={§§§} Include this entry if
first-character carriage-

control is to be used.
Whenever this parameter
is included, any DTF to
be used with the module
must also specify the
CTLCHR parameter with
the appropriate YES or
ASA operand.

If CTLCHR is included,

CONTROL should not be
specified.
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IOAREA2=YES Include this entry if a
second I/0 area is to be
used. Any DTF to be used
with the module must also
include the IOAREA2
parameter.

PRINTOV=YES Include this entry if
PRTOV macro instructions
are to be used with the
associated DTF's. The
module will also process
any files which do not
use the PRTOV macro in-

struction.
FIXUNB
RECFORM=< VARUNB This entry causes gener-
UNDEF ation of a module which

will process the speci-
fied record format:
fixed-length, variable-
length, or undefined.
Any DTF to be used with
the module must include
the appropriate operand
in the RECFORM parameter.
SEPASMB=YES Include this parameter
if the logic module is
assembled separately.
This causes a CATALR
card with the module
name (standard or user)
to be punched ahead of
the object deck.
WORKA=YES Include this entry if
records are to be proc-
essed in work areas
instead of I/0 areas.
Any DTF to be used with
the module must include
the appropriate operand
in the WORKA parameter.

Recommended Module Name for PRMOD

Each name begins with a 3-character prefix
(IJD) followed by a 5-character field cor-
responding to the options permitted in the
generation of the module.

PRMOD name = IJDabcde
if RECFORM=FIXUNB
if RECFORM=VARUNB
if RECFORM=UNDEF

a

if CTLCHR=ASA is specified

if CTLCHR=YES is specified

if CONTROL=YES is specified

if neither CTLCHR nor CONTROL is
specified

NOKP agH™
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if PRINTOV=YES is
if PRINTOV=YES is

specified
not specified

[SHL.]

L]

IOAREA2=YES is
IOAREA2=YES is

if
if

specified
not specified

fon)
o
N H

[¢]
(1]

W if WORKA=YES is specified
Z if WORKA=YES is not specified

Subsetting and Supersetting of PRMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for PRMOD
names. Two of the parameters allow subset-
ting. For example, the module name IJDFCPIW
is a superset of the module names IJDFCZIW
and IJDFZZIW.

* % % % %
IJDFAPIW
VYZZ2Z2Z

* 4

UucC

Z

+ Subsetting/supersetting permitted.

* No subsetting/supersetting permitted.

MAGNETIC TAPE FILES (DTFMT)

A DTFMT entry is included for each magnetic
tape input or output file that is to be
processed. The DTFMT header entry is
followed by a series of detail entries that
describe the file (Figure 21). The detail
entries generate the DTF table. Enter the
symbolic name of the file in the name

field and DTFMT in the operation field.

The entries following the header entry may
appear in any order.

BLKSIZE=n

Enter the length n of the I/O area. If the
record format is variable or undefined,
enter the length of the largest block of
records. If a READ or WRITE macro speci-
fies a length greater than n for workfiles,
the record length will be greater than
BLKSIZE. The maximum block size is 32,767
bytes (32K minus one). The minimum size
physical tape record (gap to gap) is 12
bytes. Eleven bytes or less are considered
a noise record.

CKPTREC=YES

This entry is necessary if a tape input file
will have checkpoint records interspersed
among the data records. IOCS will bypass
any checkpoint records that are encountered.



‘1z @Inbtg ®

Jug LWALd

SOTX

SUOTIONIJISUT OIOPK SATIRIRTIOSQ

L8

Req'd.

Opt'l,

IBM

IBM System/360 Assembler Cading Form

TOS/DOS DTFMT Entries

Form X24-5052

Printed in U.S.A.
PROGRAM GRAPHIC PAGE OF
PUNCHING
PROGRAMMER INSTRUCTIONS | PUNCH CARD ELECTRO NUMBER
STATEMENT APPLIES TO
Name Operation Identifica
10 14 40 » § Sequen
3|}
| file on tape. This DTF requires an MTMOD. XX X1x
) [l
Length of one 1/O area, in bytes (max. =32,767). x| x[x
BILIKIS|THZ i il i X
DIE[VIAIDID Symbolic unit (SYSnnn) for tape drlve used forﬂm logical fil XIX[x[x
; % 1 l J; Il } 1 s
E(O(FIAIDID Nameofusersend-of ﬁleroutlne.l [ I I I I XIx X
Fl1 L‘ AlBIL (STDor NSTDorNO) 1F NSTD 1pec|i'ed, mclude .AB'ADDR.' XEXEX | X
- | l | I }
1/0(A[RIEJALL Namoo”inil/Oom. XX
T T TN
Checkpoint records are inferspersed with input data records, BEn
CKIPITIRIE C o
EIRIRIOIPIT|= (IGNORE or SKIPor Name of error rwhne) Prevent |ob termlnoﬁon on error records. X X
m 1 retn 2 e s ofvotort by J x| x
TOJAIRIEIA "°/ °'°f‘°.'°'."°'ﬁ"‘f°.”f°;°.'°°.
1]0{RIEIG)= Regmlr nunber ' Use only if GET or PUT does no' speclly workareo or uf Omit WORKA, XX
} T
LIAIBIAIDID Nume of uur's label rouhm if FILABL NSTD or If FII.ABL STD und user sfcndurd Iabels are pmc‘ene.d XX
b + } ] L1
MIO(DINIAIM Namc of MTMOD Inguc modulc for 0h|s DTF lfomi"ed, IOCS genemtes nundurd nemo. | I X{X|X
—4
NIOITIE|IPIN (YES or POINTS) YES if NOTE POINTW, POINTR or POINTS macro used POINTS |f on,y POI TS macro used. X
RIEIAID|= (FORWARD or BACK) Ifommad, FORWARD is oxsumed. X X
RIEIC|F|O}R GIXUNB FIXBLK VARUNB VARBLK or UNDEF) For work flles, wsFIXUNB ov UNDEF1 If ommad FIXUNB is mlsumled. X{X|x
| }
RIEiCISiI]Z CFORM FIXBLK m.cf chumcfers in recovd If RECFORM UNDEF, reglster number.' Nor wqulred forofher records'. XX
4 [T Lt ] 1
RIE{WITIN|D (UNI.OAD or NORWD) Unloqd on CLOSé or end-of—valume, or prevent rewmdim I¥ oml"ed, rewmd only. X|X|x
I Il } } 1 } }
slelp[alsin mmr smb. a;;mileé upar’afaly. x| x|x
TIPIMIAIRIK]= anont wnﬁngctopemurk uhecd ofdefu records if FILABL= X
b
TIYIPIE|FIL (INPUT, OUTPUT or WORK) If omlﬂnd, INPUT lxcssurmd | X[ X|x
VIAIRIBILID]= Roglsur number, if RECFORM VARBLK and reconds are bmlt" X
= i
WIL[RIEIR|R]|= Numeof user's wrong - length - record routine.
———+—— 1
wlo|RIK|Al= GET or PUT specifies work area. Omit IOREG. X
1 'l } 1 i i i 1 l I —4 }

*Header and each detail card, except the last one in each :o', must have a continuation punch in column 72, Also,
each detail card, except the last one, must contain a comma i ly

d for the

longest operand plus the comma. If a smaller operand is used, the comma » should be moved over accordingly. In the

last detail card oF a set, the comma position must be blank.

t General registers 2- 12, written in parentheses; for example: (12).




DEVADDR=SYSnnn

This entry specifies the symbolic unit
(sYsnnn) to be associated with the logical
file. An actual channel and unit number
will be assigned to the unit by an ASSGN
statement. The ASSGN card contains the same
symbolic name as DEVADDR.

EOFADDR=Name

This entry specifies the symbolic name of
the user's end-of-file routine. IOCS will
automatically branch to this routine on an
end-of-file condition. This entry must be
specified for input and work files.

In his routine, the programmer can per-
form any operations required for the end of
file, and he generally issues the CLOSE
instruction for the file.

IOCS detects end-of-file conditions in
magnetic tape input by reading a tapemark
and EOF when standard labels are specified
or /* if the unit is assigned to SYSRDR or
SYSIPT. If standard labels are not speci-
fied, IOCS assumes an end-of-file condition
when the tapemark is read. The user must
determine, in his routine, that this
actually is the end of the file.

IGNORE
ERROPT=< SKIP
Name 5

This entry specifies functions to be per-
formed for an error block.

If a parity error is detected when a
block of tape records is read, the tape is
backspaced and reread 100 times before the
tape block is considered an error block.

If either FILABL=STD or CKPTREC, or both,
is specified, the error block is included
in the block count that is taken. After
this the job is automatically terminated,
unless this ERROPT entry is included to
specify other procedures to be followed on
an error condition. Either IGNORE, SKIP,
or the symbolic name of an error routine
can be specified in this card. The func-
tions of these three specifications are:

IGNORE The error condition is completely
ignored, and the records are
made available to the user for
processing.

SKIP No records in the error block are

made available for processing.
The next block is read from tape,
and processing continues with the
first record of that block. The
error block is included in the
block count.
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IOCS branches to the user's rou-
tine, where he may perform what-
ever functions he desires to
process or make note of the error
condition. Register 1 contains
the address of the block in
error, and Register 14 contains
the return address.

Name

In his routine, the program-
mer should address the error
block, or records in the error
block, by referring to the ad-
dress supplied in Register 1.

The contents of the IOREG reg-
ister or the work area (if either
is specified) may vary and there-
fore should not be used for error
blocks. Also, the programmer
must not issue any GET instruc-
tions for records in the error
block. 1If he uses any other IOCS
macros in his routine, he must
save and restore the contents of
registers 0, 1, 14, and 15. At

the end of his error routine, he
must return to IOCS by branching
to the address in register 14.
When control is returned to the
problem program, the first rec-
ord of the next block is avail-
able for processing in the main
program.

This ERROPT entry does not apply to tape
output files. The job is automatically term-
inated if a parity error still exists after
I0CS attempts 15 times to write a tape out-
put block. This includes erasing forward.

This entry applies to wrong-length rec-—
ords if the entry WLRERR is not included.
If both ERROPT and WLRERR are omitted and
wrong length records occur, IOCS will
assume the IGNORE option.

The entry STD is used to indicate that
standard labels will be processed. Enter
NO if no labels are contained on the file.

If nonstandard labels are contained on
the file, enter NSTD. The user must fur-
nish a routine to check or create the non-
standard labels by using his own I/0 area
and EXCP to read or write the labels. The
entry point of this routine is the operand
of LABADDR.

IOAREAl=Name
This entry specifies the I/0O area. Enter

an address expression (name) which speci-
fies the I/0 area. When variable-length



records are processed, the size of the I/0
area must include four bytes for the block
size. .

IOAREA2=Name

This entry specifies a second I/O area.
Enter an address expression (name) which
specifies the I/0 area. When variable-
length records are processed, the size of
the I/0 area must include four bytes for
the blocksize.

IOREG=(r)

If two input or output areas are used, if
blocked input or output records are proc-
essed in the I/O area, if variable un-
blocked records are read, or if undefined
records are read backwards, this entry
specifies the register in which IOCS places
the address of the record that is available
for processing. For output files, IOCS
places, in a register, the address of the
area where the user can build a record.
register (2-12) may be specified.

Any

LABADDR=Name

Enter the symbolic name of the user routine
to process user-standard or nonstandard
labels. See the discussion under Tape OPEN:
Writing and Checking User Standard Labels
and Writing and Checking Nonstandard Labels.

MODNAME=Name

This entry specifies the name of the logic
module that will be used with the DTF table
to process the file. If the logic module
was assembled with the program; the MODNAME
in the DTF macro instruction must specify
the same name as the MTMOD macro instruc-
tion. If this entry is omitted, standard
names will be generated for calling the
logic module. If two DTF macro instructions
call for different functions that can be
handled by a single module, only one module
will be called. For example, if one DTF
specifies READ=FORWARD and another specifies
READ=BACK, only one logic module capable of
handling both functions will be called.

NOTEPNT={POINT5}
YES

The entry YES is specified if the NOTE,
POINTW, POINTR, or POINTS macro instructions
will be issued to the tape work file. If
POINTS is specified, only POINTS macro in-
structions can be issued to tape work files.

_ {FORWARD
READ‘{BACK }

This entry specifies the direction in which
the tape is read. READ=FORWARD may be
omitted.

RECFORM=

This entry specifies the type of records
(fixed- or variable-length, blocked or un-
blocked, or undefined) in the input or out-
put file. One of the following may be
entered immediately following the = sign.

FIXUNB for fixed-length unblocked records

FIXBLK for fixed-length blocked records

VARUNB for variable-~length unblocked
records

VARBLK for variable-length blocked records

UNDEF for undefined records.

If the record format is fixed-length
unblocked, this entry may be omitted.
files may use only FIXUNB or UNDEF.

Work

RECSIZE=n or (r)

For fixed-length blocked records, this
entry is required. It specifies the
number of characters, n, in each record.

For undefined records, this entry is
required for output files and optional for
input files. It specifies a general regis-
ter (2-12) that contains the length of the
record. On output, the user must load the
length of each record into the register
before he issues the PUT. If specified
for input, IOCS will provide the length of
the record transferred to main storage.

UNLOAD }

REWIND= {NORWD

If this specification is not included,

tape files are automatically rewound, but
not unloaded, on an OPEN or CLOSE instruc-
tion or on an end-of-volume condition. If
other operations are desired for a tape in-
put or output file, this entry specifies:

UNLOAD to rewind the tape on OPEN or to
rewind and unload on a CLOSE or
end-of-volume condition.

NORWD to prevent rewinding the tape at

any time.

Declarative Macro Instructions 89



SEPASMB=YES

Include this parameter if the DTF is
assembled separately. This causes a CATALR
card with the Filename to be punched ahead
of the object deck and defines the Filename
as an ENTRY point in the assembly.

TPMARK=NO

This entry is included if the user does not
want a tape mark written as the first record
on a tape output file when no labels are
specified. This entry is also included if
no tape mark is to be written following
nonstandard labels. If this entry is omit-
ted for a tape output file, a tape mark
will be the first record if no labels are
specified. Also if this entry is omitted

a tape mark will be written following non-
standard labels.

INPUT |
TYPEFLE= < OUTPUT
WORK

Use this entry to indicate whether the file
is an input or output file. If INPUT is
specified, the GET macro will be used. If
OUTPUT is specified, the PUT macro will be
used. If WORK is specified, the READ/WRITE,
NOTE/POINT, and CHECK macros will be used.
(See the section Work Files for DTFMT and
DTFSD.)

VARBLD= (r)

Whenever variable-length blocked records
are built directly in the output area (no
work area specified), this entry must be
included. It specifies the number (r) of
a general-purpose register, which will al-
ways contain the length of the available
space remaining in the output area. Any
register (2-12) may be specified.

Only after the PUT instruction is issued
for a variable-length record, IOCS calcu-
lates the space still available in the out-
put area and supplies it to the programmer
in the VARBLD register. The programmer
then compares the length of his next
variable-length record with the available
space to determine if the record will fit
in the area. This check must be made before
the record is built. If the record will
not fit, the programmer issues a TRUNC in-
struction to transfer the completed block
of records to the tape file. Then the
present record is built at the beginning of
the output area, as the first record of the
next block.

WLRERR=Name

This entry applies only to tape input
files. It specifies the symbolic name of
a user's routine to receive control if a
wrong-length record is read.
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The address of the record is supplied
by IOCS in register 1. In his routine the
user can perform any operation he desires
for wrong-length records. However, he
must not issue any GET macro instructions.
If he uses any other IOCS macros in his
routine, he must save and restore the
contents of register 14. At the end of
his routine the user must return to IOCS
by branching to the address in register 14.

When fixed-length unblocked records are
specified (RECFORM=FIXUNB), a wrong length
record error condition is given when the
length of the record read is not equal to
that specified in the BLKSIZE parameter.
For fixed-length blocked records, record
length is considered incorrect if the
physical tape record (gap to gap) that is
read is not a multiple of the logical-
record length (specified in DTF RECSIZE),
up to the maximum length of the block
(specified in DTFMT BLKSIZE). This permits
the reading of short blocks of logical
records without a wrong-length-record
indication.

For variable-length records blocked and
unblocked, record length is considered in-
correct if the length of the tape record is
not the same as the block length specified
in the four byte block-length field.

The WLRERR option is taken for undefined
records if the record read is greater than
the size specified by the BLKSIZE parameter

If the WLRERR entry is omitted but a
wrong-length record is detected by IOCS,
one of the following will result.

e If the ERROPT entry is included for
this file, the wrong-length record
will be treated as an error block
and handled according to the user's
specifications for an error (IGNORE,
SKIP, or Name-of-errxor routine).

e If the ERROPT entry is not included, IO
will assume the IGNORE option of ERROPT

WORKA=YES

If I/0 records are processed in work areas
instead of the I/O area, specify YES with

this entry. The user must set up the work
area in main storage. The address expres-
sion of the work area, or general register
containing the address, must be specified

in each GET or PUT.

PARAMETERS AND NAMES FOR MTMOD (MAGNETIC
TAPE MODULE)

Listed here are the user-supplied parameter
for MTMOD. The first card contains MTMOD
in the operation field and may contain a
user module name in the name field.



CKPTREC=YES

NOTEPNT={

Include this entry if
tape input files to be
processed by the module
will contain checkpoint
records interspersed
among the data records.
The module will also
process files which do
not have checkpoint rec-
ords, i.e., those whose
DTF's do not specify
CKPTREC=YES.

This entry is not
needed for work files.

Logic is generated to
handle any of the three
options (IGNORE, SKIP,
or name). The module
will process any files
in which the ERROPT
parameter is not speci-
fied in the DTF.

This entry is needed
for work files, but it
is not needed for input
or output files.

Include this entry if
NOTE/POINT logic will be
used with the module.

If YES, the module will
process any NOTE, POINTR,
POINTW, or POINTS macro
instruction. If POINTS
is specified, only the
POINTS macro instruction
will be processed.

Modules specifying
either one of the two
options will also proc-
ess work files for which
the NOTE/POINT parameter
is not specified. Mod-
ules specifying YES will
also process work files
specifying only POINTS.
This entry does not
apply to input or out-
put files.

SEPASMB=YES

not specify BACK in the
READ parameter statement.

If the operand is
BACK, logic to read tape
both forward and back-
ward is generated, and
any DTF used with the
module may specify
either FORWARD or BACK
as its READ parameter.

This entry is not
needed for work files.

 FIXUNB* This entry causes gener-

ERROPT=YES Include this entry if SFIXBLK#? ation of an input/output
the module is to handle RECFORM={ VARUNB , module which will proc-

any of the error options VARBLK & ess either fixed-length,
for an error block. . UNDEF variable-length or un-

defined records. If
either FIXUNB or FIXBLK
is specified, a logic
module will be generated
which allows processing
of both fixed-length
record types. If either
VARUNB or VARBLK is
specified, a logic mod-
ule will be generated
which allows processing
of both wvariable-length
record types. If UNDEF
is specified, a logic
module for processing
undefined record types
will be generated. Any
DTF used with the module
must specify the same
record format type as
the module. For example,
if the module has the
entry RECFORM=FIXUNB,
the DTF may have either
the entry RECFORM=FIXUNB
or RECFORM=FIXBLK.

This entry is not
needed for work files.

* FIXBLK and FIXUNB use
identical table for-
mats and logic modules.

Include this parameter
if the logic module is
assembled separately.
This causes a CATALR
card with the module

READ={FORWARD} This entry causes gener- name (standard or user)
BACK ation of a module that to be punched ahead of
will read tape files the object deck.

forward or backward. §INPUT l .
TYPEFLE=) gGTpUT This entry causes gener-

If the operand speci- 1ﬁ5§§——5 ation of a logic module

fies FORWARD, logic to
read tape forward only
is generated.’ Any DTF
used with the module may

that will process either
GET/PUT macro instruc-
tions or READ/WRITE,
NOTE/POINT and CHECK
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macro instructions for
work files. If the
operand of the entry
specifies WORK, then
logic to process work
files is generated;
otherwise, a module to
handle both input and
output file types is
assumed. Only DTF's for
work files may be used
with work file modules,
and only DTF's for input
or output files may be
used with an input/
output module.

Note: INPUT and OUTPUT
have the same table for-
mat and logic modules.

WORKA=YES This entry is to be in-
cluded if records are

to be processed in work
areas instead of I/O
areas for the GET/PUT
macros. The module will
also process files which

do not use a work area.

This entry is not
needed for work files.

Recommended Module Name for MTMOD

Each name begins with a 3-character prefix
(IJF) and consists of a 5-character field
corresponding to the options permitted in
the generation of the module.

In MTMOD there are two module classes:
the module class for handling GET/PUT func-
tions and the module class for handling
READ/WRITE, NOTE/POINT, and CHECK functions
(work files).

Name list for GET/PUT type modules.
MTMOD name = IJFabcde

a if RECFORM=FIXUNB (or FIXBLK)

if RECFORM=VARUNB (or VARBLK)
if RECFORM=UNDEF

(=R ]

if READ=BACK is specified

if READ=FORWARD, or if READ is not
specified

if CKPTREC=YES is specified

if CKPTREC=YES is not specified

o
o
N W

N O

if WORKA=YES is specified
if WORKA=YES is not specified

N =

(]
Il
N

always

Name list for Work file type modules
(TYPEFLE=WORK) .
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MTMOD name = IJFWabcd

o}
i
=

if ERROPT=YES is specified
Z if ERROPT is not specified

b = N if NOTEPNT=YES is specified
= Z if NOTEPNT=YES is not specified
= S if NOTEPNT=POINTS is specified
¢ = Z always
d = Z always

Subsetting and Supersetting of MTMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for MTMOD
names. Three of the parameters allow sub-
setting. For example, the module name
IJFFBCWZ is a superset of any MTMOD name
specifying fixed-length records.

* + + +
I JFFBCWZ
VZ2ZZg
u
+ Subsetting/supersetting permitted.

* No subsetting/supersetting permitted.

Subsetting and Supersetting Work Files for

MTMOD

The following diagram illustrates the sub-
setting/supersetting relationship for work
files using magnetic tape.

+ +
IJFWENZZ
Z S
z

+ Subsetting/supersetting permitted.

SEQUENTIAL DASD FILES (DTFSD)

The DTFSD macro instruction defines sequen-
tial (consecutive) processing for a file
contained in a DASD. Only IBM standard
label formats will be processed. The DTFSD
macro instruction can be used with the IBM
2311 Disk Storage Drive or the IBM 2321
Data Cell Drive Model 1.

A DTFSD entry is included for each
sequential input or output DASD file that



is processed in the program (Figure 22).
The DTFSD header entry and a series of de-
tail entries describe the file. Symbolic
addresses of routines and areas are speci-
fied in the detail entries.

Enter the symbolic name of the file in
the name field and DTFSD in the operation
field.

The detail entries can follow in any
order. Keyword entries are contained in
the operand field.

BLKSIZE=n

Enter the length (n) of the I/O area. If
the record format is variable or undefined,
enter the length of the I/0O area needed for
the largest block of records.

CONTROL~=YES

This entry is specified if a CNTRL macro
is to be issued to the file. A CCW will
be generated for control commands.

DELETFL=NO

Specify this parameter if the CLOSE macro
is not to delete the Format-1l and Format-3
label for a work file. The parameter
applies to work files only.

2311
DEVICE={§§5I}

This entry is included to specify whether
the data file is located on an IBM 2311 or
2321. If unspecified, 2311 is assumed.

EOFADDR=Name

This entry specifies the symbolic name of
the user's end-of-file routine. IOCS will
automatically branch to this routine on an
end-of-file condition. 1In his routine the
user can perform any operations required
for the end of the file. He generally
issues the CLOSE there.

IGNORE
ERROPT=4 SKIP
Name

This entry is specified if the user does
not want a job terminated when a read or
write error cannot be corrected in the disk
error routines. If a parity error is de-~
tected when a block of records is read, the
disk block is reread 10 times before it is

considered an error block. After unsuccess-
fully reading 10 times, the job is termi-
nated unless the ERROPT entry is included.
Enter one of the following parameters after
the = sign if the ERROPT entry is desired.

IGNORE The error condition is ignored.
The records are made available
to the user for processing.
SKIP No records in the error block
are made available for process-
ing. The next block is read
from the disk, and processing
continues with the first record
of that block.

Name This entry specifies the name
of the routine available to
process the error condition.
Register 1 contains the address
of the error block. Register
14 contains the return address.
The error block should be ref-
erenced using register 1. The
contents of IOREG or the work
area (if either is specified)
may vary. Consequently, they
should not be used to reference
the error block. GET macro in-
structions must not be issued
to the error block. If any
other IOCS macros are used in
the error routine, the contents
or register 14 must be saved.
To return to IOCS, the error
routine branches to the address
contained in register 14. After
control is returned to the prob-
lem program, the first record
of the next block is available
for processing.

For an output file, IOCS
branches to the specified error
routine. Register 1 contains
the address of the error block.
Register 14 contains the return
address of the problem program.
The address is the instruction
following the PUT (CHECK for
work files) that detected the
error.

On an output file, the only
acceptable entries are IGNORE
or Name. On an UPDATE=YES file,
the entry SKIP will cause write
errors to be ignored. The
ERROPT entry applies to wrong-
length records if the DTFSD
entry WLRERR is not included.
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IOAREAl=Name

This entry specifies the symbolic name of
the I/O area to be used by the file. IOCS
will read records into this area, or IOCS
will write records from this area. When
variable-length records are processed, the
size of the I/0 area must include four
bytes for the block size. The I/0 area
must include eight bytes to build a count
field for output files. If the file is an
update file, the input and output areas are
the same. If the record format for the
file is variable length, the I/O area must
begin on a half-word boundary.

IOAREA2=Name

If two I/0O areas are to be used by GET or
PUT, this entry is specified. Enter the
symbolic name of the second I/0 area to be
used. When variable-length records are
processed, the size of the I/O area must
include four bytes for the block size. The
I/0 area must include eight bytes to build
a count field for output files.

IOREG= (r)

This entry specifies the general purpose
register (2-12) in which IOCS puts the
address of the record that is available for
processing. For output files, IOCS puts
the address of the area where the user can
build a record. The same register may be
used for different files.

This entry must be specified if blocked
input or output records are processed in
the I/0 area or if two I/0 areas are used
and the records are processed in the I/O
areas.

LABADDR=Name

Enter the symbolic name of the routine that
enables the user to process his own labels.
See the sections Writing and Checking User
Standard DASD Labels for a discussion of
what the LABADDR should do.

MODNAME=Name

This entry may be used to specify the name
of the logic module that will be used to
process the file. If the logic module

is assembled with the program, the MODNAME
in the DTF macro instruction must specify
the same name as the SDMODxx macro in-
struction. If this entry is omitted,
standard names will be generated for calling
the logic module. If two DTF macro in-
structions call for different functions
that can be handled by a single module,
only one module need be called.

POINTRW}
YES

NOTEPNT={

The parameter
NOTE, POINTR,
issued to the
is specified,
POINTS macros

POINTRW is specified if a
or POINTW macro will be
file. If the parameter YES
NOTE, POINTR, POINTW, and
may be issued to the file.

|RECSIZE= {(g)}

For fixed-length blocked records, this
entry is required. It specifies the number
of characters, n, in each record.

For undefined records, this entry is
required for output files and optional for
input files. It specifies a general regis-
ter (2-12) that contains the length of the
record. On output, the user must load the
length of each record into the register be-
fore he issues the PUT. If specified for
input, IOCS will provide the length of the
record transferred to main storage.

RECFORM=

This entry specifies the type of records
(fixed or variable length, blocked or un-
blocked, or undefined) in the input or out-
put file. One of the following may be
entered immediately following the = sign.
for

FIXUNB fixed-length unblocked records

FIXBLK for fixed-length block records

VARUNB for variable-length unblocked records

VARBLK for variable-length blocked records

UNDEF for undefined recoxds.

If RECFORM is omitted, FIXUNB is assumed.

SEPASMB=YES

Include this parameter if the DTF is assem-
bled separately. This causes a CATALR card
with the filename to be punched ahead of
the object deck and defines the filename

as an ENTRY point in the assembly.

TRUNCS=YES

This entry is specified if FIXBLK DASD files
contain short blocks embedded within an in-
put file. This entry is also specified if
the TRUNC macro will be issued for a FIXBLK
output file.

INPUT
TYPEFLE=< OUTPUT
WORK
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Use this entry to indicate whether the file
is an input or output file. If WORK is
specified, a work file is used. (See Work
Files for DTFMT and DTFSD.) If INPUT is
specified, the GET macro will be used. If
OUTPUT is specified, PUT will be used. If
WORK is specified, the READ/WRITE, NOTE/
POINT, and CHECK macros will be used.

UPDATE=YES

This entry must be included if the DASD in-
put file or work file is to be updated.

VERIFY=YES

This entry is included if the user wants to
check the parity of 2311 records after they
are written. If this entry is omitted, any
records written on 2311 are not verified.
VERIFY is assumed when 2321 records are
written.

VARBLD=(r)

Whenever variable-length blocked records
are built directly in the output area (no
work area specified), this entry must be
included. It specifies the number (r) of a
general-purpose register, which will always
contain the length of the available space
remaining in the output area. Any register
2-12 may be specified.

Only after the PUT instruction is issued
for a variable-length record, IOCS calcu-
lates the space still available in the
output area, and supplies it to the pro-
grammer in this VARBLD register. The pro-
grammer then compares the length of his
next variable-length record with the
available space to determine if the record
will fit in the area. This check must be
made before the record is built. If the
record will not fit, the programmer issues
a TRUNC instruction to transfer the com-
pleted block of records to the file. Then
the present record is built at the begin-
ning of the output area, as the first rec-
ord in the next block.

WLRERR=Name

This entry applies to disk input files. It
specifies the symbolic name of a user's rou-
tine to which IOCS will branch if a wrong-
length record is read. 1In his routine the
user can perform any operation he desires
for wrong-length records. However, he must
not issue any GET macro instructions for
this file. Also, if he uses any other IOCS
macros in his routine, he must save the con-
tents of Register 14. The address of the
wrong-length record is supplied by IOCS in
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Register 1. At the end of his routine, the
user must return to IOCS by branching to
the address in Register 14. When control
is returned to the problem program, the
first record of the next block is available
for processing.

If this WLRERR entry is omitted from the
of DTFSD entries but a wrong-length rec-
is detected by IOCS, one of the follow-
will result:

set
ord
ing

e If the ERROPT entry is included for
this file, the wrong-length record will
be treated as an error block and handled
according to the user's specifications
for an error (IGNORE, SKIP, or Name of
error routine).

e If the ERROPT entry is not included,
the error will be ignored.

The WLRERR entry does not apply to unde-
fined records. Undefined records are not
checked for incorrect record length.

WORKA=YES

Input/output records can be processed, or
built, in work areas instead of the input/
output areas. If this is planned, this
WORKA=YES entry must be included, and the
programmer rust set up the work area(s) in
main storage. Then the symbolic name (or a
general register containing the address),
which is used in the DS instruction that
reserves the work area, must be specified
in each GET or PUT instruction. On a GET
or PUT, IOCS moves the record to, or from,
the specified work area.

Whenever this entry is included for a
file, the DTF entry IOREG must be omitted.

PARAMETERS AND NAMES FOR SDMODxx
SEQUENTIAL DASD MODULE

Seguential DASD module generation macros
differ from other IOCS module generation
macros. The file characteristics are sep-
arated into ten categories, and each cate-
gory has a unique macro instruction asso-
ciated with it.

Macro Module Generated

SDMODFI Sequential DASD Module, Fixed
length records, Input file

SDMODFO  Sequential DASD Module, Fixed
length records, Output file

SDMODFU Sequential DASD Module, Fixed

“length records, Update file



Macro Module Generated

SDMODVI Sequential DASD Module, Variable
length records, Input file

SDMODVO Sequential DASD Module, Variable
“length records, Output file

SDMODVU  Sequential DASD Module, Variable
length records, Update file

SDMODUI Sequential DASD Module, Undefined
records, Input file

SDMODUO Sequential DASD Module, Undefined
“records, Output “file

SDMODUU  Sequential DASD Module, Undefined
“records, Update “file

SDMODW Sequential DASD Module, Work file

As shown, the macro operation, as well

as the keyword operands, define the charac-
teristics of the module. Two advantages
result from this way of generating modules
for sequential DASD files:

1. Maintenance changes can be made to the
module more easily.

2. A module to handle a specific file can
be generated more quickly than if there
were only one macro.

The operands for the ten macro instructions

are shown in Figure 23 and explained in the
following section.

SDMODxx Operands

A module name may be contained in the name
field of the macro instruction. The macro
operation is contained in the operation
field (SDMODFI, for example). The operands
are contained in the operand field.
CONTROL=YES This entry is specified if a
CNTRL macro is issued to the
file. This entry applies to
all ten SDMODxx macro instruc-
tions. The module also
processes any DTF in which

the CONTROL parameter is not
specified.

ERROPT=YES This entry applies to all ten
SDMODxx macro instructions.

This entry is included if the
module will handle any of the
error options for an error
block. Logic is generated to
handle any of the three options
(IGNORE, SKIP, or name) regard-
less of which option is speci-
fied. The module will process
any DTF in which the ERROPT
parameter is not specified.

If this entry is not in-
cluded, the user's program
will cancel when any uncor-
rectable error except wrong-
length record error (which
LIOCS will ignore) is encoun-
tered.

NOTEPNT={POINTRW}
YE

SEPASMB=YES

TRUNCS=YES

This entry applies to SDMODW
(work files) only. This entry
is included if any NOTE,
POINTR, POINTS, or POINTW macro
instructions are to be used
with the module. If the oper-
and specifies POINTRW, logic

to handle only NOTE, POINTR,
and POINTW is generated.

If the operand specifies
YES, the routines to handle
NOTE, POINTR, POINTS, and
POINTW are generated and any
files that specify
NOTEPNT=POINTRW in the DTF are
processed.

In either case, any files
that do not specify the
NOTEPNT parameter in the DTF
are processed.

Include this parameter if the
logic module is assembled
separately. This causes a
CATALR card with the module
name (standard or user) to be
punched ahead of the object
deck.

This parameter applies to all
SDMOD macro instructions for
fixed length records. This
entry causes generation of a
logic module that allows use
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Nome Operation Operand Required Comments
[ Modname ] [ SDMODxx
CONTROL=YES If the CNTRL macro is | Applies to all
to be issued to the file | SDMOD's
ERROPT=YES If the module will Applies to all
handle error options SDMOD's
for an error block
_ fPOINT If NOTE, POINTR, This parameter applies
NOTEPNT‘{YES POINTS, OR POINTW | to SDMODW only.
macros will be issued The operand POINTRW
to the file generates logic for
NOTE, POINTR, and
POINTW. The oper-
ond YES generates
logic for all four
macros.
SEPASMB=YES If the module is assem= | Applies to all
bled separately from SDMOD's
the DTF
TRUNCS=YES If the TRUNC macro Applies to all
will be issued to the SDMOD's for
file fixed length records
UPDATE=YES If SDMODW will Applies to
process the WRITE SDMODW only.
UPDATE macro
instruction .
Figure 23. Parameters for SDMODxx
of the TRUNC macro instruction. In SDMOD there are two module classes:
It must be specified if any the module class for handling GET/PUT func-
FIXBLK DASD files to be proc- tions, and the module class for handling
essed by the module contain READ/WRITE, NOTE/POINT, and CHECK functions
short blocks embedded within (work files).
them. The module also
processes any DTF, for fixed
length records, in which the Name List for GET/PUT Type Modules
TRUNCS parameter is not
specified. SDMODxx name = IJGabcde
UPDATE=YES This parameter is required for a = F if SDMODFx
the SDMODW only. (It is = V if SDMODVx
assumed for SDMODFU, SDMODUU, = U if SDMODUx
and SDMODVU.) It causes genera-
tion of a logic module that b = U if SDMODxU
will allow use of the WRITE = I if SDMODxI
UPDATE macro instruction with = O if SDMODxO
workfiles.
c = E if ERROPT=YES is specified
= Z if ERROPT=YES is not specified
Recommended Module Name List for SDMODxx
d = T if TRUNC=YES is specified
Each name will begin with a 3-character = Z if TRUNC=YES is not specified
prefix (IJG) and consist of a 5-character
field corresponding to the options permit- e = C if CONTROL=YES is specified
ted in the generation of the module. = Z if CONTROL=YES is not specified
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Name List for Workfile Type Modules
(TYPEFLE=WORK)

SDMODxx name = IJGWabcd
IGNORE
SKIP
Name
if ERROPT is not specified

a = E i1f ERROPT= } is specified

1
N

if NOTEPNT=POINTRW is specified
if NOTEPNT=YES is specified
if NOTEPNT is not specified

N2 o

if CONTROL=YES is
if CONTROL=YES is

specified
not specified

N

if UPDATE=YES is specified
if UPDATE=YES is not specified

o
I
NG

Subsetting and Supersetting of SDMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for SDMOD
names. For the GET/PUT or workfile type
modules, three parameters allow superset-
ting. For example, in the GET/PUT type
module, the module IJGFUETC is a superset
of a module with the name of IJGFUEZZ.

Fhppy
IJG FUETC
VIZzZ

uo
* 4ttt
WENCU
ZRZZ

Z

+Subsetting/supersetting permitted.
*No subsetting/supersetting permitted.

CONSOLE FILE (DTFCN)

DTFCN is used to define an input or output
file that will be processed on an IBM 1052
Printer-Keyboard. DTFCN provides GET/PUT
logic for the IBM 1052. The symbolic name
of the file is entered in the name field
and DTFCN is entered in the operation
field. The detail entries, in any order,
follow the DTFCN header entry with keyword
entries in the operand field. Figure 24
contains the DTFCN entries.

When entering information on the printer-
keyboard, if a mistake is made, press the
CANCEL key. This causes a new read command
to be issued, and the operator can retype
the date starting from the beginning.

BLKSIZE=n

The length of the I/O area is stated in
this entry. The length may be specified as
a number n. If the record format is unde-
fined, BLKSIZE must be as large as the
largest record. The input/output records
must not exceed 256 characters.

SYSLOG
SY¥Snnn

This entry specifies the symbolic unit that
is associated with the logical file.

DEVADDR=%

In a multiprogramming environment,
DEVADDR=SYSLOG must be specified to obtain
Background (BG), Foreground 1 (Fl1), or
Foreground 2 (F2), prefixes for message
identification.

IOAREAl=Name

This entry specifies the symbolic name of
the I/O area to be used by the file.

FIXUNB%

RECFO =3UNDEF

This entry specified the record format of
the file. FIXUNB is assumed.

RECSIZE=(r)

For undefined records this entry specifies
the register (2-12) that will contain the
length of the record. The user must load
the length of each record into the register
before issuing a PUT for the record on an
output file.

INPUT
TYPEFLE—%6§T§§T%
If INPUT is specified, coding will be gen-
erated for both input and output files. If
OUTPUT is specified, coding for an output

file only is provided.

WORKA=YES

This entry indicates that a work area will
be used with the file. On a GET or PUT,
I0CS moves the record to or from the work
area. __
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IBM System/360 Assembler Coding Form

TOS/DOS DTFPR and DTFCN Entries

Form X24-5054
Printed in U.S.A.

PROGRAM GRAPHIC PAGE
PUNCHING
PROGRAMMER l DATE INSTRUCTIONS PUNCH CARD ELECTRO NUMBER
STATEMENT o
J Name Operation Operand* Comments
1 3 o 1416 20 25 30 3 40 45 2 o 7l Sequence
L - R B S —
Name of printer- kwboord f‘le (No xxMOD requtred ) I l [ l I [ l I I l | | I l l —I | T r rl X
E(VIAIDIDIRI=|S!Y]S . Symbolic unl? (SYSnnn) for fhe |052 printer= keybocrd usad for ﬁus Ioglcnl fnle. X
— t
OIAIRIE|AIL]= Nnmeofl/Ocr.u [ l | | |
—+ }
LIKISII|ZIEL= Lengfh oi one I/O araa, in by'es. If RECFORM UNDEF, mwg. is 256. If ommed. 80 is assumed.
EICIFIOIRIM|= (FIXUNB or UNDEF) If ommed FIXUNB is cssumnd.
EiC[SIT|Z|El= Rogls'er number |f RECFORM UNDEF.t I
+——+ U + + L
YIPIEIF|LIE |= (INPUT or OUTPUT) lf ommed, INPUT is oswmed INPUT processes both input and output.
olRIK|Al=|YIEIS GET or PUT specmes work urea. )

*Header and each dol’uil cand, except fhe last one in each set, must huve a continuation punch in column 72, Also,

each detail card, except

longest operand
last detail card

e last one, must contain a comma i iately

after the op

d. Space is

d for the

‘th_s the comma. If o smaller operand is used, the comma should be moved over accordingly. In the
of a set, the comma position must be blank.

t General registers 2- 12, written in parentheses; for example: (12).




OPTICAL READER FILE (DTFOR)

DTFOR is used to define an input file to
be processed on an IBM 1287 Optical Reader
or on an IBM 1285 Optical Reader.

Enter the symbolic name of the file in
the name field and DTFOR in the operation
field. The entries for DTFOR are discussed
in the following text and illustrated in
Figure 25.

_Jn
|BLKSIZE-— {g}

This entry indicates the size of the input
area specified by IOAREAl. BLKSIZE spec-
ifies the maximum number (n) of characters
that will be transferred to the area at any
one time. When undefined records are read,
the area must be large enough to accommodate
the longest record to be read.

If two input areas are used for journal
tape processing (IOAREAl and IOAREA2), the
size specified in this entry is the size of
the I/0 area(s).

IOCS uses this specification to construct
the count field of the CCw.

CONTROL=YES

This entry must be included if a CNTRL macro
instruction will be issued for this file.

A control command issues orders to the Op-
tical Reader to perform nondata operations
such as line marking, stacker selecting,
document incrementing, etc.

COREXIT=Name

COREXIT provides an exit to the user's

error correction routine for the IBM 1285

or 1287 Optical Reader. Whenever the error
correction routine is entered, an indica-
tion of the reason for the entry is provided
in Filename+80. Filename+80 contains the
following hexadecimal bits indicating the
conditions that occurred during the last
line or field read. More than one error
condition may be present.

X'0l' A reject character (@) was in-

serted in the line.
X'02' The operator corrected one or more
characters from the keyboard.
X'04' A wrong-length record was retried
unsuccessfully ten times. (Fixed-
length unblocked records only.)
X'08' An equipment check resulted in a
lost line. After an equipment
check while processing undefined
records, the RECSIZE register
may contain zero. The user
should test the register before
moving records from the work
area or the I/0 area. If an
equipment check occurs on the
first character read, the IOREG
points to the high-order position
of the I/0 area.

X'10' A non-recovery error occurred.
y

X'20' A stacker-select command was given
after the allotted time had
elapsed and the document had been
put in the reject pocket.

Filename+80 can be interrogated by the
user to determine the reason for entry to
the error correction routine. Choice of
action in the user's error correction rou-
tine is determined by the particular appli-
cation. Only the entries pertaining to
wrong-length record, equipment check, non-
recovery, and late stacker selection, are
applicable to document processing on the
1287.

If, in the COREXIT routine, the user
issues I/O macro instructions to any device
other than the 1285 and/or 1287, he must

save registers 0, 1, 13, 14, and 15 upon
entering the COREXIT routine and restore
these registers prior to exiting. If I/O

acro instructions, other than the GET and/
or READ, are issued to the 1285 and/or 1287
in this routine the user must first save,
and later restore registers 14 and 15.

All exits from COREXIT (except those
noted in the following table) must be to the
address in register 14, which returns to the
point from which the branch to COREXIT

occurred.
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IBM IBM System/360 Assembler Coding Form T
PROGRAM' PUNCHING GRAPHIC PAGE OF
PROGRAMMER lom INSTRUCTIONS oven CARD ELECTRO IUMBER
STATEmENT .
1 fame 8 10 Operetion 14 16 20 OP"“"‘ 30 40 45 50 55 Commertt 60 65 7\ 73 Senee 80
Req'd.fx|x]x|x|x|x|x DTIFlOIR! Name of the oahcal reader file (7 chamcfers or less). This DTF table requires an ORMOD. X
‘ CIOIR EXIlT:xx X {x|X|x|x|x|4| |Name of user's error correction routine. l l } X
E|VIAIDIDIR[=IS|Y|5|x|x|x|s Symbolic unit assigned to the optical reader. X
EIO|FAIDIDIRI=|x|x|x|x|x|x|x|x |4 | |Name of user's end- of - file routine. X
oy T ] TOARIEIAN =Ixxixi]xx|x x5 Name of first input area. | | | | “EREREEN
0pt'L ] BILIKISI ZIE/=lx|x|, Length of 1/O area(s). If omitted, 38 is assumed. X
CONITIRIOLLI=IVIEIS], If CNTRL macro is to be used for this file. 'T—l X
DIEIV|I|CIE|=[x|x|x|x|x|,| |(1285, 1287D, or 1287T) 1285 processes |ournu| tape only If omitted, 1285 is assumed. X
HIEIADEIR|=IY[EIS ]y If @ header record is fo be read from the ophcul reader ke)’bourd by OPEN. X
LIOAIRIEIAI2|=|x|x|s¢|x|x|x|x|x|s| | If two input areas are used, mmeofsecondmpul’area[' ‘ l j l l I l I X
TIOIREG|=|(ix|x)|5| | Reg. no., if 2 input areas or UNDEF records are to be used. If omitted, reg. 2 is assumed. X
[MOIDINIAME =[x (x |x|x|x|x|x|x|s| | Name of DTF's logic module.| If omitted, IOCS generates a standard name. X
QE CIF ORMElx ] | | PN 3 NDSF) 1 s, POtz seimes. | 1| 111 ] 11 11X
REICIS Ilz Ei=|(|x|x[)|9| | Reg- no., containing record size, if RECFORM =UNDEF. If omitted, reg. 3 is assumed.
5 EPASMB= YIEIS|, If the DTFOR is to be assembled separal'ely.j ] [ ‘ I f l ‘ X
\ OIRK|Al=|YIEIS If records are to be processed in a work area. Omit IOREG,




Seven binary counters are used to accum-
ulate totals of certain 1285 and 1287 tape
mode error conditions. These counters each
occupy four bytes, starting at Filename+48.
Filename is the name specified in the DTFOR
header entry. The seven DTFOR counters are:

Counter Address Contents

1 Filename+48 Lost lines

2 Filename+52 Lost line uncorrect-
able after ten
retries.

3 Filename+56 Wrong length records

4 Filename+60 Wrong length records
uncorrectable after
ten retries.

5 Filename+64 Keyboard corrections

6 Filename+68 Lines, including
retried lines, in
which data checks
are present.

7 Filename+72 Lines marked

An eighth counter, located at Filename+
76, contains a count of total lines read.
All of the previous counters contain binary
zeros at the start of each job step and are
never cleared.

The user may list the contents of these
counters for analysis at end of file, or at
end of job, or he may ignore the counters.
(Binary contents of the counters should be
converted to a printable format.)

A non-recoverable error when processing
journal tapes (torn tape, tape jam, etc)
may require that the tape be completely re-
processed unless the user can provide suit-
able means of correction. A non-recovery,
when processing documents on the IBM 1287
Optical Reader, indicates that a jam
occurred during a document incrementation
operation. It may or may not indicate loss
of the document, depending on the extent of
document mutilation. In these cases, the
problem program must not branch to the

address in register 14 from the COREXIT
routine or looping will occur. Following a
nonrecovery error, the DTFOR file must be
CLOSEd and reOPENed before processing can
continue. The user should ignore any out-
put resulting from the document which caused
the jam.

Notes: The user cannot issue a GET or a
READ macro to the 1285 or 1287 in his error
correction routine. The user should not
process records in his error correction rou-
tine. The record that caused the exit to
the error routine will be available for
processing upon return to the user's main-
line program. Any processing included in
the error routine would be duplicated after
return to the mainline program.

DEVADDR=SYSnnn

This entry specifies the symbolic unit
(SYSnnn) to be associated with this logical
file. The symbolic unit represents an
actual I/0 device address. The symbolic
unit is SYS000-SYS244 for an optical reader.
It is used in the Job Control ASSGN state-
ment to assign the actual I/0 device address
to this file.

1285
DEVICE=<1287D
1287T

This entry must be included to state the
I/0 device associated with this logical
file. One of the following specifications
must be entered immediately after the =
sign:

1285 for a journal tape input file
on a 1285

1287D for a document input file on
a 1287

1287T for a journal tape input file

on a 1287

From this specification, IOCS sets up the
device-dependent routines for this file.
For document processing on the 1287 Optical
Reader, the coding of CCW's is accomplished

by the user.

EOFADDR=Name

This entry specifies the symbolic name of
the user's end-of-file routine. IOCS auto-
matically branches to this routine on an
end-of-file condition.

When processing documents, end-of-file
condition is recognized by pressing the
END OF FILE key on the console when the
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hopper is empty. When processing journal
tapes on a 1285 or 1287, end-of-file is
detected by pressing the END OF FILE

key after the end of the tape has been
sensed.

When IOCS detects the end-of-file, it
branches to the user's routine specified by
EOFADDR. It is the user's responsibility
to determine if the current roll is the
last roll to be processed. It is suggested
that this be accomplished by keying in head-
er information at the beginning of each
roll. This information could then be inter-
rogated in this routine to determine whether
it is the last roll. Regardless of the
situation, the tape file must be CLOSEd for
each roll within this routine. If the cur-
rent roll is not the last, OPEN must be
issued. The OPEN macro instruction allows
header (identifying) information to be
entered at the reader keyboard and read by
the processor when using logical IOCS.

HEADER=YES

This entry is required if the operator is
to key in header (identifying) information
from the 1285 or 1287 keyboard. The OPEN
routine reads the header information only
when this entry is present. If the entry
is not included, OPEN assumes no header
information is to be read. The header rec-
ord size can be as large as the BLKSIZE
entry and it is read into the high order
positions of IOAREAL.

IOAREAl=Name

This entry is included to specify the
symbolic name of the input area used by
this file. Prior to each input operation,
the area is set to binary zeros and the
input routines then transfer records to
this area.

IOAREA2=Name

Two input areas can be allotted for a file
to permit an overlap of data transfer and
processing operations. When this is done,
the IOAREA2 entry must be included. It
specifies the symbolic name of the second
I/0 area, which is set to binary zeros be-
fore each input operation occurs.

This entry must not be included if
DEVICE=1287D.

_ (r)}
IOREG: (2)
This entry specifies the general-purpose
register (r) that the input/output routines
use to indicate the beginning of undefined

®104 DOS Sup. and I/0 Macros

records for a journal tape file. Any regis-
ter number 2-12 may be specified, but if the
entry is omitted, register 2 is assumed.

The same register may be specified in
the IOREG entry for two or more files in
the same program, if desired. In this case,
the problem program may need to store the
address supplied by IOCS for each record.

Whenever this entry is included for a
file, the DTFOR entry WORKA must be omitted,
and the GET instruction must not specify
a work area. -

Undefined records are processed by the
1285 and 1287. The "read" by an optical
reader is accomplished by a backward scan,
which places the rightmost character in the
record in the rightmost position in the
I/0 area and subsequent characters in
sequence from right to left. The register
defined by IOREG is used to indicate, to
the user, the beginning of the record.

MODNAME=nagme

This entry is used if a nonstandard, or a
more inclusive module is referenced. It
specifies a user-named I/O module.

UNDEF

This entry specifies the type of records
(fixed unblocked or undefined) in an optical
reader file. One of the following speci-
fications may be entered immediately after
the = sign:

RECFORM= {FIXUNB }

FIXUNB for fixed-length unblocked
records
UNDEF for undefined records

If the entry is omitted, FIXUNB is assumed.

- (r)}
RECSIZE=

{(3)
For fixed-length unblocked records, this
entry should be omitted and no register is
assumed.

For undefined records, this entry spec-
ifies the number (r) of the general-purpose
register that will contain the length of
each individual input record. This may be
any register 2-12, but if the entry is
omitted, register 3 is assumed.

SEPASMB=YES

Include this entry if the DTF is assembled
separately. This causes a CATALR card with
the filename to be punched before the object
deck and defines the filename as an ENTRY
peint in the assembly.



WORKA=YES

Journal tape input records can be processed
in a work area instead of the input area.

If this is planned, the entry WORKA=YES must
be included, and the programmer must set up
the work area in main storage. The symbolic
name of the work area (or a general register
containing the address of the work area)
must be specified in each GET. When GET is
issued, IOCS left-justifies the record in
the specified work area.

Whenever this entry is included for a
file, the DTFOR entry IOREG must be omit-
ted.

PARAMETERS AND NAMES FOR ORMOD (OPTICAL
READER MODULE)

The following list contains the parameters
for a user-coded I/0 module (ORMOD). The
first card contains the module name in the
name field and ORMOD in the operation field.

Operands Comments

CONTROL=YES Include this entry if
CNTRL macro instructions
are to be used with the
associated DTF's. The
module also processes
files that do not use the
CNTRL macro instruction.

This entry must be speci-
fied to indicate that
either the 1285, 1287
(document mode), or 1287
(tape mode) Optical Reader
is being used as the input
device.

1285
DEVICE=41287D

1287T

IOAREA2=YES Include this entry if a
second I/0 area is to be
used. The DTFOR used with
this module must also in-
clude the IOAREA2

parameter.

This entry causes genera-
tion of a module that will
process the specified rec-
ord format: fixed-length
or undefined. The DTFOR
used with this module must
also include the appropri-
ate operand in the RECFORM
parameter.

FIXUNB
RECFORM=J EIXUNB|
¢ {UNDEF }

SEPASMB=YES Include this parameter if
the module will be assem-
bled separately from the
DTF(s). This entry causes
a CATALR card to be
punched preceding the

module.

WORKA=YES Include this entry if rec-
ords are to be processed
in work area(s) instead

of I/0 areas. The DTFOR
used with this module must
include the appropriate
operand in the WORKA
parameter.

Recommended Module Name for ORMOD

Each name begins with a 3-character prefix
(IJM) followed by a 5-character field cor-
responding to the options permitted in the
generation of the module.

ORMOD name = IJMabcde
a = F if RECFORM=FIXUNB
= U if RECFORM=UNDEF
b = C if CONTROL=YES is specified
= Z if CONTROL=YES is not specified

if IOAREA2=YES is specified
if WORKA=YES is specified
if neither is specified

if both are specified

OH wNzH

if
if

device is in tape mode
device is in document mode

0
Il
[

always

Subsetting and Supersetting of ORMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for ORMOD
names. One of the parameters allows sub-

setting. For example, the module IJMFCITZ
is a superset of the module IJMFZITZ.

N0+
NWEH %
H ¥

¥

Z D
* No subsetting/supersetting permitted

+ Supersetting/subsetting permitted

SERIAL DEVICE FILE (DTFSR)

The DTFSR macro instruction is provided as
a compatibility aid to users of the Basic
Operating System/360. For Disk Operating
System/360 users, the DTFCD, DTFPT, DTFMT,
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IBM IBM System/360 Assembler Coding Form BPS/BOS/TOS/DOS DTFSR Entries, Card Read-Punch Form X24-p5046d U/GA?&S
rinted in S.A,
PROGRAM PUNCHING GRAPHIC PAGE oF
PROGRAMMER I DATE INSTRUCTIONS PUNCH CARD ELECTRO NUMBER
STATEMENT APPUES 1O .
Nome Oreration Orerands rorTr—— Identification-
1 8 1 4 16 20 25 7l o equence g,
:ﬂ?gl»%z /@ o o o - H g :
%5/ DITIFlsIR o Name of card-reader or card-punch file. x|x | x
e . T Tttt
= (] 20 or 40 or 42) F 250], 2520, 2540, 1442, tively.
D E V | C E R E A D :; ; O'l"r D‘I' or respeclvey X X X
D E|V|AIDIDIR|=|S|YIS B Symbohgc u?n ;SY?r:n) gfor'recacler p:mch used for rhus Iogncol ﬂle. X[xix
= Name of d-of-file rout l LJ [ I—l
ElO F|AID|D|R 'clme o, uvserls en 'o ile routine. X '
= B (INPUT OQUTPUT or CMBND) CMBND d t B
JY-_PEFLE_ ?r'éljr‘FL!lroesnoopplylc?SOl X|x|x
BILIKIS| 11z El= , Length of one l/O area, in bytes. Omit INBLKSZJind OUBLKSZ. Do not use for 1442 CMBND file with separate 1/0 areas. TXIxTT T
= , (YES) CNTRL macro used for th Al o |CTLCHR! AP t apply to 2501, I I I L l
cloNTIRlOI L - j is e mi rforz is e'c;esno QppLo \ x| x]x
CIRID|EIR|R|= , ’,\e (RETRY) Re'ry »f punchmg error is deiecfed Applies on|y to 2520 OUTPUT and to 2540 OUTPUT or CMBND x| x
4 ———+ ——— 1+
= . (YES) Dum recovds have control charuc'er in ﬁrs| ositi O ) CONTROL f 'h fl I —[ ]7 ] ] I !
1| LIC/H|R , ds have control positon. Omi e | | Lﬁ "
= s AN f t f 1442 C D fl (! AREA,
HNIAIRIElAI= l | ame of sep Tu! uiechr. A MBI*: ie:\ so spec OLU AR qu:d tl:rm' I(?APEAI and IOAREA2 App :o ]44'2 olnly X
_ B Length of IARER, Also spec.fy OUBLKSZ, and omu BLKSIZE. ] ] ] ’ } l l L l ] ] T—I l I l ] ] I
UNBIL KIS IZ A R i o S O S - R X
1O AIRIEJAl1]= . Name of ﬂrst \/O ureu Omn INAREA or OUAREA Do no' use for 1442 CMBND ﬂle wnh separate 1/O areas. X|x1x
il ) I ] }
11O Al RIE]Al 2| = . % If two I/O areas are used name o\‘ second |/0 area. l l I l [ I ‘ l l l XixX|[x
1O R|E|Gl= . Register number‘ |f 0wo l/O oreus ore used clnd GET or PUT does nof specl’y a work area. 1l0ml' 'WORKA Xix
) : — -
O U AR EJAI= B Name of sep ouvput urea for 1442 CMBND ﬁle Also spec INAREA and omn IOAREA 1 and IOARE A2.App to 1442 only. X
. L f
olulBi LK sl zl= ength o OUARE Also speafy INBLKSZ and Dmn BI.KSIZE l I ‘l l_[ ] l \l I l l Ll I I r [ X
REICFIORM= . (FIXUNB) if TYPEFLE = INPUT (FIXUNB VARUNB or UNDEF) if TYPEFLE = OUTPUT If ommed F|XUNB is assumed. X{X|x
= ’ R ' b f RECFORM = UNDEF i
RElCl s El = eg|sernu=meer|==_'L'lJigll X
W R K Al = . (YES) GET or PUT specifies work area. Omit IOREG. X{x|x

*Header and each detail card, except the last one in each set, must have a continuation punch in column 72. Also,
each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the

longest operand plus the comma. | a smaller operand is used, the comma should be moved over accordingly. In the

last detail card of a set, the comma position must be blank.

tGeneral registers: For BPS and BOS, use 2-11, written without parentheses; for example: 11. For TOS and DOS, use
2-12, written with parentheses; for example: (12).

Req'd.
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IBM IBM System/360 Assembler Coding Form BOS/DOS DTFSR Entries, Disk Form XZA-PSr?:tsed #‘J/Gﬂgf
PROGRAM GRAPHIC PAGE OF
PUNCHING
PROGRAMMER I DATE INSTRUCTIONS { py ey CARD ELECTRO NUMBER
STATEMENT s 1o | —
Name Operation Operand* Comments Sequence
20 71| *
& = b §
. Name of logica! file on disk. X| X[ x Req'd.
DEV|I[CIE=D|I|SK[1[i], X X| X
BIL SI|1|ZIEl= A Length of one 1/O areq, in by)es X| x| X
A
E o F A D D Ri= . 2 N;:me= o‘f Ujer; e?d-:zf f;le routine. X X
I OJAIRIEIAT |= Nam: eoffrstl/Oarec. X x| x
4 —t i
t+——t +
TivIPlEIFILIE= (INPUTorOUTPUT) [ I I X)X
—T— + = c [
COINITIRO|L . (YES) CNTRL macro used for 'hls f'le Xix Opt'l
ERIROIPIT|= . B (IGNORE or Sl(lP or‘ Nt:meI o\‘. er:'orlrmlmne) Prevenf ;eb fermlnullon on error records. X
t t +——t—+
B If | 1/0 d, f d I ] [ X
1 OIARIE A 2 | wol i ITSJGW, used, name of secon area X
IOREGE . Register numberT Use only lf‘GE’T or P.UTl does nof specnfy work area Oml! WORKA X|x
+——+— = +
ti 1 Jab | I | I
LIABAIDIDIR Nome of us‘er:s rolu x:we :to fche;:k/lwn‘e \leer s'andlurd a els X|x
FIX B
RIEICIFIORM ( UNB or FIXBlK or VARUNB or VARBI.K or UNDEF) |f omnﬂed FIXUNB ns assu;n:d X[ x
RIEICIS {1 |ZIE ‘0 RECFORM = FIXBLK no. of charuders in record lf RECFORM = UNDEF regns?er no.t Not req’d for other records. X| X
TRIUNICIs |= A (YES) TRUNC macro used for ih:s ﬁle x| x
UIPIDIAITIE = ' (YES) Inpu! ﬂle Is fo be updu'ed l X
= . Re | b F RECFORM VARBLK d d built in the output .
VIAIRIBILIDI= egls er num er 1 ; and records are built in the outpul area.t X
VIEIR|I|[FIY]= B (VES)lch‘eck sk ;ec?rdz a\?er{th?y t{:relwr;"e? | ‘[ l |
— , f -length- d tine.
W L R E R R = l Num? o= usier‘s w:rojg JengI :’ec?r routine. X
= (YES) GET or PUT specnﬁes work area. Omn lOREG X{x
WOIR [KIA

*Header and each detail card, except the last one in each set, must have a continuation punch in column 72. Ako,
each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the

longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the

last detail card of a set, the comma position must be blank.

tGeneral registers: For BPS and BOS, use 2-11, written without parentheses; for example: 11. For TOS and DOS, use
2-12, written with parentheses; for example: (12).
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IBM IBM System/360 Assembler Coding Form b

PROGRAM PU?;CHEN% GRAPHIC PAGE OF

PROGRAMMER R INSTRUCTIONS PUNCH TARD ELECTRO NUMBER

_]:E STATEMENT .
1 feme 8 10 Operstion 14 16 20 op‘z; " 30 40 45 50 55 Commens 60 45 7\ 73 Savenee 80,
Req'd. {x|x!x|x|x |x|x TIFISIR Name of 1285 or 1287 optical reader: flle (7 characters or less). I I I X Regq'd.
CIORIEIXII|T|=|x|x|x|x|x|x|x|x|s| | Name of user's error correction routine. X
DEE\VIADID|RI=|5]Y[S|x x |x|, Symbolic unit assigned to the optical reader. X
DEWVILICIE=|xIx|x |x x|x|x|s (READ87T, READ87D, READS85) If omitted, READSS5 is assumed. X
EIQIFIADIDIR|=(x X {xX|x[x[x{x|o| | Name of user's end-of- file routine. X
TIOARRIEIA[L |=|x|x |x|x|x|x|x|x|5| | Name of first input area. {[ l ‘J X L.
opt 1 LT IBlLikis 2lEi=(xx], Length of 1/O area(s). If omitted, 38 is assumed. X[ T T opsie
ClONITRIOLI=|YIE[S|> If CNTRL macro is to be used for this ﬁle.l ‘ ‘ ] X,
HEADEERISIYEIS|s If a header record is to be read from the optical reader keyboard by OPEN. X
LIOJARIE|AI2|=|x|x |x|x|x |x|x|x|5| | If two input areas are used, name of second input areui l ll ‘ | l ‘ [ [ X
1IOREGI={(|x[x{) [4|Reg. no., if two input areas, or undef. records, are to be used and a work area is not specified. |X
RIEIC|FIORMI=|x|x {x[x[x[x|s GMWWNUNMHWommdme%uammwiil i}|| X
[REICISILZE[=(|x{x]D!s Register number if RECFORM=UNDEF. If omitted, register 3 is assumed. X
lTYPEFLE:xx XIX|X|% |9 Ifnofspecmed INPUTlsussumed] l 1 ] l l ‘ ] X
Y ORIK|AI=|Y|ES If GET is specified with a work area. Omit IOREG. \
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IBM 1BM System/360 Assembler Coding Form  BPS/BOS/TOS/DOS DTFSR Entries, Printer and Printer-Keyboard Form XZ‘-sr?:ZE " 'h’/"f‘gﬁ
PROGRAM ] PUNCHING GRAPHIC PAGE OF
PROGRAMMER lDATE » INSTRUCTIONS [y CARD ELECTRO NUMBER
STATEMENT | i
| Neme s a0 RN, 2 Opgiand® 30 3 © 5 50 s SO g 5 alaln  Seavece g
T
DITIE|SIR Name of printer file. X Req'd.
D|E|V]I|CIE|=|P|R|I [N|T|E|R], X
= . tength of tput , in bytes.
B L K S l Z E eng r.vv ol:a;u'pu, areq, in y!tes! x
Dl E| v|AIDIDIR|=]S|Y]S Symbolic unit (SYSnnn) (o:; 'hle zrinler used for this logical file. X
1O AIR|EJAIT|= Name of Frs' oulpu' area. X
1lY|p[e|e[L[E|=jolufT[P{U|T TI[] IH
T B oINIT! = ] B3 CNTRL d for this file. Omit CTLCHR for this file, Reguired if UCS specified. 117 TTT ] oert]
F CIOINITIRIO| L muclro use Llsl j '1 . or' s file. Required i specifie Opt'l
CITILICIHIR]|= . (YES) Duta records have cunt:gl chcracter I",ﬁ? pcasilonJ Omn CONTROL for ihns ﬁle
2 1lolalrlE]|Al2]= , If'tw.o ou?puf urelusiure! used, nulmiof set':ond areu IJ I
1O|R|E|Gl= ) Reglsrer number, |f two oufpoi areas are used und PUT does not specnfy a work nreu t Omit WORKA.
1 l 1 Il
P PRI I INITIOI V= . (YES) PRTOV mucro is used for "us ﬂle IJ l Ll r
RIE|C F O|RIM = ' (FIXUNB or VARUNB or UNDEF) If ommed FIXUNB assumed
! = . Reglsfer number |f RECFORM UNDEFf
RIE[c]s|1]z[e Resier ERERREEN
- ulclsi= . (YES or NO) YES to |9nore command re]e:!s from non-UCS prm'er Apphes 'a 1403 only. If omitted, NO is assumed. BPS, BOS only.
M)
WO RIK|A] = . (YES) PUT spemﬂes work ureu Omnf IOREG
bl Tl FlsIrR Name of printer-keyboard file. X Req'd.
plelv]i]c|e[=|cloNls|oiL]g], X
o = . t , in bytes.
BILIK|S|1]Z|El= Length of i/()l mieci‘Lm,riires' X
d EIVIAIDID{R|= S V S Symboln; ur'm fSVéSnr!n) ;or the printer-keyboard used for this logical file. X
QAR E 14 Name of 1/0 urfu, X
- =] (INPU?;r lO|.IITI?‘IUT)I
. TY/ PLEFLE= a2 Bl __]
5 - X i X
. . . RIE|C| FIO RIM = (FII UINB‘ orLUh‘IDE‘Iillf o‘mmed, F!XUNB assumed. Optil.
=| Ry isterl nulmb.er lif éEC‘FO‘RMl—'UNDEF 1’r
E[CIS| 11 ZE)= A i 1
5
; i ok = (YES) GET or PUT 5| eclﬁes work area. Omit IOREG
il 7 MORKA ]—l_L IIPIJ T N T )
*Header and each detail card, except the last one in each set, must have a continvation punch in column 72. Also, tGeneral registers: For BPS and BOS, use 2-11, written without parentheses; for example: 11. For TOS and DOS, use
each detail card, except the last one, must contain a comma i diately after the d. Space is allowed for the 2-12, written with parentheses; for example: (12),
longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the
last detail card of a set, the comma position must be blank.
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IBM IBM System/360 Assembler Coding Form BPS/BOS/TOS/DOS DTFSR Entries, Tape Form X24-5045 = U/MO25
PROGRAM PUNCHING GRAPHIC PAGE OF
PROGRAMMER l OATE INsTRUCTIONS [ O CARD ELECTRO NUMBER
STATEMENT o]
Name Operation Operand® Comments Identification-
16 20 25 30 35 40 45 50 55 60 65 711 * Sequence 80
sebipaeri g 5
K
x| x| x Req’d.
DIEIV(IIC[E[=|T|AlP[E x|x|x
BILIKIS|I|Z|E Leng'h cf one I/O area', in byles. x| x| x
S mbohc unit (SYSnnn) for the tape drive used for fhis logical file.
p|e[v]A]p|p[r[=[s]v]s K .‘L.TMLJ."M ; e
ElolF [alp|p[r . x|
HO|AR|E|A|T ’ x| x| x
e (lNPUT OUTPUT) ‘ l [
TIVIPIE|FILIE +u°';u 1 MLl LA
AILITITIAIPIE L Symbollc unit (SYSnnn) fcr uhernure tape drive used for this Iogicul file. Xix Opt'l.
-t it
ber asslgned to :dennfy 4 byve ﬁeld for each tape drive specified in ﬁrst parameter of CHKPT macro (os: 1 or 2 or 3).
C|HIE |CIK[PIT S G W R T S W A NS T XX
, (YES) Checkpoint d t d with in: fdah‘.l ds.
C K P T R E C | Lclpo: Alreclm s are m ersperse with i pu records, X
, (YES] CNTRL d f Oh f‘ ] l ] IJ
CONTROL i f L*‘rl‘nagc{ro.use or IS( | XX
EIRIRIOIPITI= | I I I (IGNORE or SKIP or Name of error rcu'me) Prevent |ob 'ermmanon on error records. X
I l I
Fil(L(ABILI= L (STD or NSTD er NO) if NSTD specsﬁed mclude LABADDR If ammed NO is ussumed. X{x
: P S ' "
————————
f two I/O areas are used, name of second areaT] I I I I
TOAIRIE [A12 TTJ, Fhiibf ik e A A XX
1 O|IRIE G = , Register number ’f Use on|y if GET or PUT does not speclfy work urea Omlf WORKA X|x
1 et — + 4
Nume cf user’s Iabel rauhne xf FILABL = NSTD or |f FILABL = STD und user-smndord labels are processed.
L/AB AIDID|R I‘r'IJ_LIAI_Ile; W N S O T I J_LP XX
RIEIAID|= . (FORWARD or BACK) lf om!"ed FORWARD is ussumed For BPS and BOS, do no( use BACK nf RECFORM VARBLK X
T ™ T A; +—+ +—
B (FIXUNB FIXBLK VARUNB VARBLK UNDEF) lf it d FIXU T l | ( r
RIEICIFIOIR M| | or or h lc;er Ic-rI ! 14?""6‘ ' NBlsassumsd | X|X
RIEICIS|1]{Z|E , If RECFORM = FIXBI.K number of characters in rcd. f RECFORM = UNDEF reglsfer number’! Noi req’d for other reds. X|[Xx
———t—t——t——t—t—t———
RIEWI|IINID|= . (UNLOAD or NORWD) Unload on CLOSE or end of volume, or prevem rewmdlng X|X
T Y S i N S
= (NO) P t writi I k h d f dat ds if FlLABI. = NSTD N
T PIMIAIRIK reven wn mg a apemclr ahea o qiLrecorls_lr b or 0 X
= e Re ister number FRECFORM VARBLK nd records are b ilt in the output
VIAIR|B|LID g i if RECEOR ' ar ' 'orls vilt in eoupu area’r X
- Ne \‘ -length-
MWILIRIE[RIR TI [ am:s ol uierls wlrar:g eng record rounne X
t—r—t—t—t T—t
W, RIKIAI= . (YES) GET cr PUT speclﬁes work ureq Oml' IOREG JT l X} X

*Header and each de'ad card, except the last one in each set, must have a continuation punch in column 72. Also,
each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the

2-12 written with parentheses; for example: (12).

longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the

last detail card of a set, the comma position must be blank.

TGeneral registers: For BPS and BOS, use 2-11 written without patentheses; for example: 11. For TOS and DOS, use




DTFOR, DTFPR, DTFCN, and DTFSD macros pro-
vide more advantages than DTFSR. Enter the
symbolic name of the file in the name field
and DTFSR in the operation field. The
entries for DTFSR are discussed in the fol-
lowing text and illustrated in Figure 25,

The begin-definition card must be
punched with DTFBG in the operation field
and DISK in the operand field. The name
field is blank. It is included in DOS to
provide compatability with the BOS DTFSR
macro instruction.

ALTTAPE=SYSnnn

This parameter is provided for BPS and BOS
compatibility.

BLKSIZE=n

This entry indicates the size of the input,
or output, area specified by IOAREAl.
BLKSIZE specifies the maximum number (n)

of characters that will be transferred to,
or from, the area at any one time. When
variable-length records are read, or writ-
ten, the area must be large enough to
accommodate the largest block of records,
or the longest single record if the rec-
ords are unblocked.

If card-punch or printer output records
include control characters (DTFSR CTLCHR
specified) and/or record-length fields for
variable-length records (RECFORM=VARUNB},
the BLKSIZE specification must include the
extra bytes allotted in the main-storage
output area.

If two input, or output, areas are use
for a file (IOAREAl and IOAREA2), the size
specified in this entry is the size of the
I/0 area(s).

IOCS uses this specification to:

® Construct the count field of the CCW
for an input file.

® Construct the count field of the CCW
for an output file of fixed-length
records.

® Check physical record length for a file
of fixed-length blocked input records.

® Determine if the space remaining in the
output area is large enough to accommo-
date the next variable-length output
record.

CHECKPT=n

This entry is provided for compatibility
with BPS and BOS and is ignored by DOS.

CKPTREC=YES

This entry is required if a tape input
file will contain checkpoint records
interspersed among the data records. With
this entry, IOCS recognizes the checkpoint
records and bypasses them.

CONTROL=YES

This entry must be included if a CNTRL
macro instruction will be issued for this
file. A control command issues orders to
the I/O device to perform non-data opera-
tions such as card-stacker selection, car-
riage skipping, marking of doubtful 1287 or
1285 tape records, tape rewinding, etc.

When CONTROL is included, the DTFSR
entry CTLCHR must not be included.

COREXIT=NAME

COREXIT provides an exit to the user's
error correction routine for the IBM 1285
or 1287 Optical Reader. Whenever the error
correction routine is entered, an indica-
tion of the reason for the entry is pro-
vided in Filename+80. Filename+80 contains
the following hexadecimal bits, indicating
the conditions that occurred during the
last line or field read. More than one
error condition may be present:

X'01l' A reject character (@) was in~-
serted in the line.
X'02' The operator corrected one or
more characters from the key-
board.
X'04' A wrong-length record was retried
unsuccessfully ten times. (Fixed-
length unblocked records only.)
X'08' An equipment check resulted in a
lost line. After an equipment
check while processing undefined
records, the RECSIZE register may
contain zero. The user should
test the register before moving
records from the work area or the
I/0 area. If an equipment check
occurs on the first character
read, the IOREG points to the
high-order position of the I/0
area.

X'10' A non-recovery error occurred.

X'20' A stacker-select command was
given after the allotted time
had elapsed and the document had
been put into the reject pocket.
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Filename+80 can be interrogated by the
user to determine the reason for entry to
the error correction routine. Choice of
action in the user's error correction
routine is determined by the particular
application. Only the entries pertaining
to wrong-length record, late stacker selec-
tion, equipment check and non-recovery are
applicable to document processing on the
1287.

If, in the COREXIT routine, the user
issues I/O macro instructions to any device
other than the 1285 and/or 1287, he must
save registers 0, 1, 13, 14, and 15 upon
entering the COREXIT routine and restore
these registers prior to exiting. If I/O
macro instructions, other than the GET and/
or READ, are issued to the 1285 and/or 1287
in this routine the user must first save,
and later restore registers 14 and 15. All
exits, except as noted below, from COREXIT
must be to the address in register 14, which
returns to the point from which the branch
to COREXIT occurred.

Seven binary counters are used to accu-
mulate totals of certain 1285 and 1287 tape
mode error conditions. These counters each
occupy four bytes, starting a Filename+48.
Filename is the name specified in the DTFOR
header entry. The seven DTFSR counters are:
Address

Counter Contents

1 Filename+48 Lost lines.

Lost lines un-
correctable after
ten retries.

2 Filename+52

3 Filename+56 Wrong-length

records.
4 Filename+60 Wrong-length
records uncorrect-
able after ten
retries.
5 Filename+64 Keyboard correc-
tions.
6 Filename+68 Lines, including
retried lines, in
which data checks
are present.

7 Filename+72 Lines marked.

An eighth counter, located at Filename+
76, contains a count of total lines read.
All of the above counters contain binary
zero at the start of each job step and are
never cleared.
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The user may list the contents of these
counters for analysis at end of file, or at
end of job, or he may ignore the counters.
(Binary contents of the counters should be
converted to a printable format.)

A non-recovery error when processing
journal tapes (torn tape, tape jam, etc)
may require that the tape be completely
reprocessed unless the user can provide a
suitable means of correction. A non-
recovery, when processing documents on the
IBM 1287 Optical Reader, indicates that a
jam occurred during a document incrementa-
tion operation. It may or may not indicate
loss of the document, depending on the
extent of document mutilation. 1In these
cases, the problem program must not branch
to the address in register 14 from the
COREXIT routine or looping will occur.
Following a nonrecovery error, the DTFOR
file must be CLOSEd and reOPENed before

processing can continue. The user should
ignore any output resulting from the docu-
jment which caused the jam.

Note: The user cannot issue a GET or a
READ macro to the 1285 or 1287 in his error
correction routine. The user should not

process records in his error correction rou
tine. The record that caused the exit to
the error routine will be available for
ﬂprocessing upon return to the user's main-
line program. Any processing included in
the error routine would be duplicated after
return to the mainline program.

See Special Considerations for Optical
Reader Files in the Optical Reader File
(DTFOR) section of this manual.

‘CRDERR=RETRY

This entry applies only to a card output
file in the IBM 2540 or 2520. It specifies
the operation to be performed if an error
is detected.

Normally if a punching error occurs, it
is ignored and operation continues. The
error card is stacked in pocket Pl (punch).
Correct cards are stacked in the pocket
selected by the user. If this CRDERR entry
is included to specify retrying, however,
IOCS also notifies the operator and then
enters the wait state when an error con-
dition occurs. The operator can either
terminate the job or instruct IOCS to ré-
punch the card.

From this specification, IOCS generates
a retry routine and a save area for the
card punch record.



CTLCHR=YES

The CTLCHR (control character) entry applies
only to printer and punch output files. It
is included if each logical record to be
written or punched contains a control char-
acter (carriage control or stacker selec-
tion) in the record itself, in the main-
storage output area. For fixed-length or
undefined records, the control character
must be the first character. For variable-
length records, it is the first character
after the record-length field. The control
character codes are the same as the mod-
ifier bytes used for a punch or print
command.

With this entry, the IOCS routines cause
the control-character-specified printer or
card punch order to be issued to the I/O
device. Printing or punching begins with
the second character in the record.

When the CTLCHR entry is not included,
any control functions desired must be
performed by the CNTRL macro.

DEVADDR=SYSnnn

This entry specifies the symbolic unit
(SYSnnn) to be associated with this logical
file. The symbolic unit represents an
actual I/O device address. The symbolic
unit for the batch-or background job may
be:

SYSRDR for main system control card
reader

SYSIPT for main system input device

SYSPCH or SYSOPT for main system
punch device

SYSLST for main system printer
SYSLOG for control card logging device

SYS000-SYS244 for other units in the
system. This is generally a
unique number for each logical
file (except files on disk).

For the foreground job, the symbolic
units available are: SYSLOG, SYS000-SYSnnn
(no more than 245, total, symbolic units
with numeric names can exist in a system).

The symbolic unit (SY¥Snnn) is used in
the Job Control ASSGN statement to assign
the actual I/O device address to this file.
A reel of tape may be mounted on any tape
drive that is -available at the time the
job is ready to be run, by merely assigning
that drive to the symbolic unit.

Whenever two devices are used for one
logical file, such as an alternate tape
drive (specified in the ASSGN cards), this
DEVADDR entry specifies the symbolic unit
for the first device.

The symbolic unit is specified for all
units except the 2311 disk drive. For
files on this unit, DEVADDR may be omitted.
If DEVADDR is omitted, the symbolic unit
for a disk drive is supplied by a Job Con-
trol XTENT card.

DEVICE=

This entry must be included to state the
I/0 device associated with this logical
file. One of the following specifications
must be entered immediately after the =
sign.

DISK11l for an input or output file on
disk (2311).

TAPE for an input or output file
recorded on magnetic tape (2401,
2402, 2403, 2404, 2415).

PRINTER for output printed on a 1403,
1404, 1443, or 1445.

READO1 for an input card file in a 2501.

READ20 for an input or output card file
in a 2520.

READ40 for an input or output card file
in a 2540.

READ42 for an input or output card file
in a 1442.

CONSOLE for input from and output to the
printer-keyboard (1052).

PTAPERD for input from a 2671.

READS7T for a journal tape input file on
a 1287

READ87D for a document input file on a
1287

READS85 for a journal tape input file on

a 1285

From this specification, IOCS sets up the
device dependent routines for this file.
For document processing on the 1287 Optical
Reader, the coding of CCW's is accomplished
by the user.

EOFADDR=Name

This entry must be included for:
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e Card reader files

e Magnetic tape input files

e Paper tape input files

® Sequential disk input files.

e Optical Reader files.

It specifies the symbolic name of the
user's end-of-file routine. IOCS will
automatically branch to this routine on an
end-of-file condition.

IOCS detects end-of-file conditions as
follows:

® Card reader--by recognizing /* punched
in card columns 1 and 2. If cards are
allowed to run out without a /* trailer
card (and a /& card if end-of-job), an
error condition is signaled to the
operator (intervention required).

e Magnetic tape input--by reading a
tapemark and EOF in the trailer label
when standard labels are specified, or
by reading /* if the unit is assigned
to SYSRDR or SYSIPT. If standard
labels are not specified, IOCS assumes
an end-of-file condition when the tape-
mark is read. The user must determine,
in his routine, that this actually is
the end of the file.

® Paper tape reader--by recognizing the
end of tape when the end-of-file switch
is set ON.

® Sequential disk input--by reading an
end-of-file record or reaching the end
of the last extent supplied by the
user.

® 1287 Optical Reader input--when proc-
essing documents, end-of-file condition
is recognized by depression of the END
OF FILE key on the console when the
input hopper is empty. When processing
journal tapes on a 1287 or 1285, end-
of-file is detected by depression of
the END OF FILE key after the end of
the tape has been sensed.

When IOCS detects the end of file, it
branches to the user's routine specified
by EOFADDR. It is the user's responsi-
bility to determine if the current roll
is the last roll to be processed. It
is suggested that this be accomplished
by keying in header information at the
beginning of each roll. This informa-
tion could then be interrogated in this
routine to determine whether it is the
last roll. Regardless of the situation,
the tape file must be CLOSEd for each
roll within this routine. If the cur-
rent roll is not the last, OPEN must be
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IGNORE

issued. The OPEN macro instruction
allows header (identifying) informa-
tion to be entered at the reader key-
board and read by the processor when
using logical IOCS.

IGNORE
ERROPT= <SKIP
Name

This entry applies to disk or magnetic
tape input files, and it specifies functions
to be performed for an error block.

If a parity error is detected when a
block of sequential disk records is read,
the disk block is reread 10 times before
it is considered an error block. If a
parity error is detected when a block of
tape records is read, the tape is back-
spaced and reread 100 times before the tape
block is considered an error block. After
this the job is automatically terminated,
unless this ERROPT entry is included to
specify other procedures to be followed on
an error condition. Either IGNORE, SKIP,
or the symbolic name of an error routine
can be specified in this card. One of
these specifications is entered iImmediately
after the = sign in this keyword operand.
The functions of these three specifications
are:

The error condition is com-
pletely ignored, and the records
are made available to the user
for processing.

SKIP No records in the error block
are made available for proc-
essing. The next block is read
from disk or tape, and proc-
essing continues with the first
record of that block. The error
block is included in the block
count, however.

Name IOCS branches to the user's
routine, where he may perform
whatever functions he desires
to process or make note of the
error condition. Register 1
contains the address of the
block in error, and register 14
contains the return address.

In his routine, the program-
mer should address the error
block, or records in the error
block, by referring to the
address supplied in register 1.
The contents of the IOREG reg-
ister or the work area (if
either is specified) may vary
and, therefore, should not be
used for error blocks. Also, the
programmer must not issue any GET
instructions for records in the



error block. If he uses any
other I0OCS macros in his routine,
he must save the contents of
register 14. At the end of his
routine, the programmer must
return to IOCS by branching to
the address in register 14.
When control is returned to the
problem program, the first rec-
ord of the next block is avail-
able for processing in the main
program.

This ERROPT entry does not apply to
disk or tape output files. The job is
automatically terminated if a parity error
still exists after IOCS attempts 10 times
to write a disk output block, or 15 times
to write a tape output block. The tape
procedure includes 15 forward erases.

This entry applies to wrong-length rec-
ords if the DTFSR entry WLRERR is not in-
cluded. If both ERROPT and WLRERR are omit-
ted, IOCS ignores any wrong-length records
that occur.

i

FILABL={ STD

NSTDS

This entry may be included for a tape input
or output file. One of the following spec-
ifications is entered immediately after the
= sign:
STD for a tape input file if standard
labels are to be checked by IOCS,
or for a tape output file if
standard labels are to be written
by IOCS.

NSTD for a tape input or output file
that has nonstandard labels.

These labels may be processed by
the user (see Opening Tape Files:
Nonstandard Labels). NSTD is
specified for standard input la-
bels if they are not to be checked
by IOCS. -

for a tape file that does not
contain labels. The entry
FILABL=NO may be omitted, if de-
sired, and IOCS will assume that
there are no labels.

HEADER=YES

This entry is required if the operator is
to key in header (identifying) information
from the 1285 or 1287 keyboard. The OPEN
routine reads the header information only
when this entry is present. If the entry

is omitted, OPEN assumes no header informa-

tion is to be read. The header record size

can be as large as the BLKSIZE specification
and it is read into the high-order positions
of IOAREAL.

INAREA=Name

This entry applies only to a card file in
an IBM 1442 that is to be updated (TYPEFLE=
CMBND) and for which separate input and
output areas are required. INAREA speci-
fies the symbolic name of the input area

to which the card record is to be trans-
ferred. OUAREA is used in conjunction with
INAREA, and both IOAREAl and IOAREA2 must
be omitted.

When the same I/0 area is to be used for
both input and output in a combined file
for a 2520 or 2540, INAREA and QUAREA are
omitted, and IOAREAl specifies the name of
the I/0 area to be used for both input
and output.

This entry does not apply to combined
files in an IBM 2520 or 2540.

INBLKSZ=n

This entry is used in conjunction with
INAREA for a combined file in the 1442 when
separate input and output areas are re-
guired. It specifies the maximum number,
n, of characters that will be transferred
to the input area (INAREA) at any one time.
Whenever this entry is included, the corre-
sponding entry OUBLKSZ must also be in-
cluded, and BLKSIZE must be omitted.

IOAREAl=Name

This entry is included to specify the sym-
bolic name of the input, or output, area
used by this file. The input/output rou-
tines will transfer records to or from this
area.

For a disk output file, the user must
reserve eight bytes at the beginning of his
I/0 area, ahead of the positions allotted
for data records. These eight bytes are
necessary to allow IOCS to construct the
count area for the disk record.

For 1285 and/or 1287 readers this area
is set to binary zeros prior to each input
operation.
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This entry must not be included for a
1442 combined file if INAREA and OUAREA
are specified for the file.

For a 2520 or 2540
must be used for both
area.

combined file, IOAREAl
the input and output

JIOAREA2=Name

Two input, or output, areas can be allotted
for a file, to permit an overlap of data
transfer and processing operations. When
this is done, this IOAREA2 entry must be
included. It specifies the symbolic name
of the second I/0 area.

For a disk output file, the user must
reserve eight bytes at the beginning of his
I/0 area, ahead of the positions allotted
for data records. These eight bytes are
necessary to allow IOCS to construct the
count area for the disk record.

For 1285 and/or 1287 readers this area
is set to binary zeros prior to each input
operation.

This entry must not be included for a
1442 combined file iIf INAREA and OUAREA
are specified for the file, if TYPEFILE=
CMBND, or if DEVICE=READ87D.

For a 2520 or 2540 combined file,
IOAREA2 cannot be specified. IOAREAlL
in this case must be used for both the
input and output areas.

IOREG=(r)

This entry specifies the general-purpose
register (r) that the input/output routines
can use to indicate which individual record
is available for processing. IOCS puts the
address of the current record in this reg-
ister each time a GET or PUT is issued.
Any register number 2-12 may be specified.

The same register may be specified in
the IOREG entry for two or more files in
the same program, if desired. 1In this case
the problem program may need to store the
address supplied by IOCS for each record.

This entry must be included whenever:

® Blocked input or output records (from
disk or tape) are processed directly in
the I/0 area.
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e Variable-length unblocked or undefined
tape records are read backwards and
processed directly in the input area.

used
or
1/0

e Two input, or output, areas are
and the records (either blocked
unblocked) are processed in the
areas.

Whenever this entry is included for a
file, the DTFSR entry WORKA must be omitted,
and the GET, or PUT, instructions must not
specify work areas.

Undefined records are processed by the
IBM 1287 Optical Reader and the IBM 1285
Optical Reader. The "read" by the optical
reader is accomplished by a backward scan,
which places the rightmost character in
the record in the rightmost position in the
I/0 area and subsequent characters in se-
‘quence from right to left. The register
defined by IOREG is used to indicate, to
the user, the beginning of the record.

LABADDR=Name

The user may require one or more of his own
disk or tape labels in addition to the
standard file header label or trailer label
(on tape). If so, he must include his own
routine to check, or build, the label(s).
The symbolic name of his routine is speci-
fied in this entry. IOCS branches to this
routine after it has processed the standard
label. This entry is also required whenever
nonstandard labels are to be checked or
written by the user (DTFSR FILABL specifies
NSTD) .

LABADDR allows one user's label routine
to be specified for all types of labels for
the file: header labels, end-of-file la-
bles, and end-of-volume labels. On an in-
put file, the user can determine the type of
label that has been read by the identifica-
tion in the label itself. For an output
tape file, however, IOCS indicates to the
user the type of label that is to be
written. For this, IOCS supplies a code in
the low-order byte of Register 0, as
follows:

O--Header label
F--End-of-file label
V--End-of-volume label

In his routine the user can test this byte
and then build the appropriate type of label.



At the end of his routine, the program-
mer must return to IOCS by use of the LBRET
macro. The user may not issue a macro in-
struction that will call in a transient
routine. For example, the OPEN, CLOSE,
DUMP, PDUMP, CANCEL, or CHKPT macro cannot
be issued in the LABADDR routine.

OUAREA=Name

This entry is used in conjunction with
INAREA for a combined file in an IBM 1442
that requires separate input and output
areas. It specifies the symbolic name of
the output area from which the updated card
record is punched. If only one area is to
be used for input and output, then IOAREAL
should be used.

OUBLKSZ=n

This entry is used in conjunction with
OUAREA for a combined file. Similar to
INBLKSZ, it specifies the maximum number,
n, of characters that will be transferred
from the output area (OUAREA) at any one
time. If combined files use IOAREAl, then
BLKSIZE must be used.

PRINTOV=YES

This entry must be included whenever the
PRTOV macro instruction is included in the
problem program.

_JFORWARD
READ'{W}

This entry may be included for a tape input
file to specify the direction in which the
tape is to be read. One specification or
the other is entered immediately after the
= sign:

FORWARD for a tape read in the normal for-
ward direction.
BACK for a tape read backwards.

If this entry is omitted, IOCS assumes
forward reading.

FIXUNB
FIXBLK
VARUNB
VARBLK
UNDEF

RECFORM=

This entry specifies the type of records
(fixed or variable length, blocked or

unblocked, or undefined) in the input or out-
put file. One of the following specifica-
tions may be entered immediately after the
= sign:

FIXUNB for fixed-length unblocked

records.
FIXBLK for fixed-length blocked records.
This applies only to disk and
magnetic tape input or output.
VARUNB for variable-length unblocked
records. This applies only to
disk input or output (2311l), mag-
netic tape input or output (2400),
card punch output (1442, 2520, or
2540), and printer output (1403,
1404, 1443, or 1445).
VARBLK for variable~length blocked rec-
ords. This applies only to disk
and magnetic tape input or output.
UNDEF for undefined records. This ap-
plies to any file except card in-
put (1442, 2501, 2520, or 2540).

The records in a file can be specified as
follows:

Disk and magnetic tape input or output:
FIXUNB, FIXBLK, VARUNB, VARBLK, or
UNDEF

Card input: FIXUNB

Card output: FIXUNB, VARUNB, or UNDEF

Optical reader input: FIXUNB or UNDEF

Paper tape input: FIXUNB or UNDEF
If this entry is omitted, FIXUNB is

assumed.

Printer-keyboard input or output: FIXUNB
or UNDEF

Printer output: FIXUNB, VARUNB, or UNDEF

RECSIZE={(I;)}

This entry must be included for disk or
magnetic tape records that are fixed-length
blocked (RECFORM=FIXBLK) or undefined
(RECFORM=UNDEF), in an input or output file.
For paper tape records, this entry may be
included for fixed-length unblocked or for
undefined records (RECFORM=FIXUNB or =UNDEF).
For other files of records, this entry

must be included whenever records are un-
defined (RECFORM=UNDEF) .

For fixed-length blocked disk or magnetic

tape records, this entry specifies the num-
ber n of characters in an individual record.
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The input/output routines use this factor
to block or deblock records, and to check
record length of input records.

For undefined records, this entry speci-
fies the number (r) of the general-purpose
register that will contain the length of
each individual input or output record.
This may be any register 2-12. When unde-
fined records are read, IOCS supplies the
physical record size in the register. 1In
the case of paper tape records, this will
apply to both fixed unblocked and undefined
records. When undefined records are built,
the programmer must load the length of each
record (in bytes) into the register before
he issues the PUT instruction for the rec-
ord. This becomes the count portion of the
CCW that IOCS sets up for this file. Thus
it determines the length of the record to
be transferred to the output device. If an
undefined punch or printer output record
contains a control character in the main-
storage output area (DTFSR CTLCHR speci-
fied), the length loaded into the RECSIZE
register must also include one byte for
this character.

_J UNLOAD

'REWIND_{NORWD

If no specifications are given by the pro-
grammer, tape files are automatically re-
wound, but not unloaded, on an OPEN or
CLOSE instruction and on an end-of-volume
condition. If other operations are desired
for a tape input or output file, this entry
may be included with one of the following
entered immediately after the = sign:

UNLOAD to rewind the tape on OPEN, and
to rewind and unload on CLOSE or
an end-of-volume condition.

NORWD to prevent rewinding the tape at
any time.

TPMARK=NO

This entry is included if the user does not
want a tapemark written as the first rec-
ord on a tape output file if no labels are
specified. This entry is also included if
no tapemark is to be written following non-
standard header labels. If this entry is
omitted for a tape output file, a tapemark
will be the first record if no labels are
specified. Also if this entry is omitted,
a tapemark will be written following non-
standard header labels.

TRANS=Name

This entry applies to an input file read
from the IBM 2671 Paper Tape Reader, and it
specifies the symbolic name of a code-
translation table. The table must conform
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IINPUT

to the specifications of the machine in-
struction TRANSLATE.

The input file records may be punched in
5-, 6-, 7-, or 8-channel paper tape, using
any one of several different recording
codes. If a code other than EBCDIC is used,
it must be translated to EBCDIC code for
use in System/360 programming. For IOCS
to perform this translation, the user pro-
vides a translation table and specifies the
symbolic name of the table in this TRANS
entry. Then the logical IOCS routines
translate the paper tape code and make the
record available to the programmer in usa-
ble form directly in the input area.

TRUNCS=YES

This entry applies to disk files with
fixed-length blocked records (RECFORM=
FIXBLK) when short blocks are to be proc-
essed. It must be included:

o For an output file if the TRUNC macro
instruction is to be issued in the prob-
lem program.

® For an input file if the TRUNC macro

was issued to write short blocks when
the file was originally created.

INPUT
TYPEFLE={OUTPUT
CMBND 5

This entry must be included to specify the
type of file (input, output, or combined).

must be specified for:

2311 disk input files (with or
without updating)

2400 magnetic tape input files

1442, 2501,
reader files

2520, 2540 card
1052 keyboard input (both GET and
PUT instructions may be issued)
1285 Optical Reader files
1287 Optical Reader files

OUTPUT must be specified for:

2311 disk output files

2400 magnetic tape output files

1442, 2520, 2540 card punch files
1403, 1404, 1443, 1445 printer
output

1052 printer output (only PUT
instructions may be issued)



CMBND must be specified for a 1442,
2520, or 2540 card file that is
to be updated. That is, card
records are to be read, processed,
and then punched (PUT) in the
same cards from which they were
read. Thus input and output op-
erations are combined for the
same file. This operation can be
performed in the IBM 1442 or the
IBM 2520 or in the IBM 2540 if
the punch-feed-read special fea-
ture is installed and cards are
fed and read in the punch feed.
(See PUT Macro: Updating.)

|If this entry is omitted, INPUT is assumed.

UPDATE=YES

This entry must be included if a disk input
file (TYPEFLE=INPUT) is to be updated.

That is, disk records are to be read, proc-
essed, and then transferred back (PUT) to
the same disk record locations from which
they were read.

VARBLD= (r)

Whenever variable-length blocked records
are built directly in the output area (no
work area specified), this entry must be
included. It specifies the number (r) of
a general-purpose register, which will al-
ways contain the length of the available
space remaining in the output area. Any
register 2-12 may be specified.

After the PUT instruction is issued for
a variabl.-length record, IOCS calculates
the space still available in the output
area and supplies it to the programmer in
this VARBLD register. The programmer then
compares the length of his next variable-
length record with the available space to
determine if the record will fit in the
area. This check must be made before the
record is built. If the record will not
fit, the programmer issues a TRUNC instruc-
tion to transfer the completed block of
records to the tape file. Then the present
record is built at the beginning of the
output area, as the first record in the
next block.

VERIFY=YES

This entry is included if the user wants
disk records to be parity checked after they
are written. If this entry is omitted, any
records written on disk are not verified.

WLRERR=Name

This entry applies only to disk, magnetic
tape, or paper tape input files. It speci-
fies the symbolic name of a user's routine
to which programming will branch if a wrong-
length record is read. In his routine the
user can perform any operation he desires
for wrong-length records. However, he must
not issue any GET macro instructions for
this file. Also, if he uses any other IOCS
macros in his routine, he must save the
contents of Register 14. The address of
the wrong-length record is supplied by IOCS
in Register 1. At the end of his routine,
the user must return to IOCS by branching
to the address in Register 14.

Whenever fixed-length blocked records or
variable-length records are specified
(RECFORM=FIXBLK, =VARUNB, or =VARBLK), the
machine check for wrong-length records is
suppressed and IOCS generates a programmed
check of record length. For fixed-length
blocked records, record length is considered
incorrect if the physical disk or tape
record (gap to gap) that is read is not a
multiple of the logical-record length
(specified in DTFSR RECSIZE), up to the
maximum length of the block (specified in
DTFSR BLKSIZE). This permits the reading
of short blocks of logical records, without
a wrong-length-record indication.

For variable-length records, record
length is considered incorrect if the
length of the disk or tape record is not
the same as the block length specified in
the four byte block length field.

When fixed-length unblocked records are
specified (RECFORM=FIXUNB), IOCS checks for
a wrong-length-record indication that may
have been set as the result of an I/0
operation.

If this WLRERR entry is omitted from the
set of DTFSR entries but a wrong-length
record is detected by IOCS, one of the
following will result:

® If the DTFSR ERROPT entry is included
for this file, the wrong-length record
will be treated as an error block and
handled according to the user's speci-
fications for an error (IGNORE, SKIP,
or Name of error routine).

e If the DTFSR ERROPT entry is not in-
cluded, the wrong length record is
ignored.
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The WLRERR entry does not apply to unde-
fined records. Undefined records are not
checked for incorrect record length.

WORKA=YES

Input/output records can be processed, or
built, in work areas instead of the input/
output areas. If this is planned, this
entry WORKA=YES must be included, and the
programmer must set up the work area(s) in
main storage. The symbolic name used in
the DS instruction that reserves the work
area (or a general register containing the
address of the work area) must be specified
in each GET or PUT. On a GET or PUT, IOCS
moves the record to, or from, the specified
workarea.

Whenever this entry is included for a
file, the DTF entry IOREG must be omitted.

The DTFEN Card

An end-of-definition card must follow the
last set of DTFSR cards that applies to a
magnetic tape file or to a DASD file if

tape or DASD I/O modules are being assembled
with the DTFs. (If tape or DASD I/O modules
are assembled separately, this card need not
be included.) It must be punched with DTFEN
in the operation field and blanks in the
name field. The operand field may be blank
or it may contain OVLAY as a parameter (to
provide compatibility with BOS). DOS uses
the DTFEN card as a signal to begin genera-
tion of the required I/0 modules.

DIRECT ACCESS METHOD (DTFDA)

The DTFDA detail entries that apply to a
file when records are processed by the
direct access method are explained in the
following text and shown in DTFDA Entries
(Figure 29).

Enter the symbolic name of the file in
the name field and DTFDA in the operation
field.

AFTER=YES

This entry must be included if any records
(or an additional record) are to be written
in a file by a format WRITE (count, key and
data) following the last record previously
written on a track. The remainder of the
track is erased. That is, whenever the
macro instruction WRITE Filename,AFTER or
WRITE Filename,RZERO will be used in a pro-
gram, this entry 1is required.

BLKSIZE=n

This entry indicates the size of the I/O
area by specifying the maximum number, n,
120
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of characters that will be transferred to,
or from, the area at any one time. When
undefined records are read or written, the
area must be large enough to accommodate
the largest record.

If key length is specified by DTFDA
KEYLEN, and if macro instructions that
transfer the key areas of records will be
issued, this area must provide for both the
key area and data area of a record (see
IOAREA]l and Figure 28. The length must
specify an additional eight bytes if
WRITE=AFTER is specified. If a file is
be created or if additional records are
be written in a file, the count area of
records must be included in this
specification.

to
to
the

IOCS uses this specification to construct
the count field of the CCW for reading or
writing fixed-length records.

CONTROL=YES

This entry must be included if a CNTRL
macro instruction will be issued for this
file. The CNTRL macro for seeking on the
2311 allows the user to specify a track
address to which access movement should
begin for the next READ or WRITE instruc-
tion for a file. While the arm is moving,
the programmer may process data and/or re-
quest I/0 operations on other devices.

For the 2321, the CNTRL macro enables
the user to seek to a specific address or
to restore the strip to its subcell.

_f2311
DEVICE {EE?T

This entry specifies whether the logical
file is on a 2311 disk drive or a 2321 data
cell drive. If this entry is omitted, 2311
is assumed.

ERRBYTE=Name

This entry is required for IOCS to supply
indications of exceptional conditions to
the problem program. The symbolic name of
a 2-byte field, in which IOCS can store the
error-condition or status codes, is entered
after the = sign.

The codes are available for testing by
the problem program at WAITF time after
the transfer of a record has been completed.
One or more of the following Error status
indication bits may be set to one by IOCS
as in the bits indicated:



Byte

Bit

Error/Status Code
Indication

Explanation

Wrong-length record

No room found

Data check in count area

The wrong-length record indication is applicable
for undefined records or fixed-length records.
Fixed-length records: This bit is set on when-
ever the data length or key length of a record
differs from the previous record. If an updated
record is shorter than the original record, the
updated record is padded with binary zeros to
the length of the original record. If an up-
dated record is longer than the original record,
the original record positions are filled and

the rest of the updated record is truncated

and lost.

Undefined-length records: This bit is set on
under the following conditions:

® When a READ is issued and the record is
greater than the maximum data size (BLKSIZE
minus KEYLEN, or BLKSIZE minus the value of
KEYLEN plus eight if AFTER is used), a
wrong-length error condition is given and
the value returned in the RECSIZE register
will be that of the actual record length.

e When a WRITE ID or KEY is issued and the
record to be written is greater than the
maximum data size, a wrong-length error
condition is given and the record written
is equal to that of the maximum data length.
If the DASD record is larger than the maxi-
mum data size, the remainder of the record
is padded with binary zeros. The value
in the RECSIZE register will be set equal to
that of the maximum data length.

e When a WRITE AFTER is issued and the record
to be written is greater than the maximum
data size, a wrong-length error condition is
given and the record written is truncated
to the maximum data length. The value in
the RECSIZE register will be set equal to
that of the maximum data length.

The no-room-found indication is applicable only
when the WRITE AFTER form of the macro is used
for a file. The bit is set on if IOCS deter-
mines that there is not enough room left on the
track to write the record. The record is not
written.

This is an unrecoverable error.
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Byte

Bit

Error/Status Code
Indication

Explanation

Track overrun

End of cylinder

Data check when reading
key or data

No record found

End of file

End of volume

The number of bytes on the track exceeds the
theoretical capacity. (Should not occur when
DOS/360 macro instructions are used.)

The end-of-cylinder indication bit is set on

when SRCHM is specified for READ or WRITE KEY
and the end-of-cylinder is reached before the
record is found. If IDLOC is also specified,
certain conditions also turn this bit on (for
further information see IDLOC under DTFDA).

This 1s an unrecoverable error.

The no-record-found indication is given when a
search ID or key (without SRCHM) is issued and
a record is not found. If SRCHM=YES is speci-
fied, only the end of cylinder indication is
set on.

The end-of-file indication is applicable only
when the record to be read has a data length of
zero. The ID returned in IDLOC, if specified,
is hexadecimal FFFFF. The bit is set only after
all the data records have been processed. For
example, in a file having n data record (record
n + 1 is the end-of-file record), the end-of-
file indicator is set on when the user reads the
n + 1 record.

The end-of-volume indication is given in con-
junction with the end-of-cylinder indication.
This bit is set on if the next record ID (n + 1,
0, 1) that is returned on the end of the cylinde:
is higher than the volume address limit. The
volume address limit is cylinder 199, head 9,
for a disk pack and subcell 19, strip 5, cylin-
der 4, head 19 for a data cell. These limits
allow for the reserved alternate track area.

If both the EOC and EOV indicators are set
on, the ID returned in IDLOC is FFFFF.
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IDLOC=Name

This entry is included if the programmer
wants IOCS to supply the ID of a record
after each READ or WRITE (ID or KEY) is
completed. The symbolic name of a 5-byte
field, in which IOCS is to store the ID, is
specified after the =
WAITF should be used before referencing
this field.

I0CS supplies the ID of the record speci-
fied in the READ/WRITE instruction, or the
ID of the next record location. The follow-
ing may occur when this option is taken.

® Whenever a READ or WRITE ID (or if a
READ or WRITE KEY without SRCHM) is
issued, the address returned will be
that of the next record location.
Exception: When the record to be read

or written is the last rec-
ord of the cylinder, an
end-of-cylinder indication

is posted in ERRBYTEl, bit 2,

and the address returned is
that of the first record of
the next cylinder. Also,
the end-of-volume indication
is posted, and the address
returned in IDLOC will be
all one bits. See Note.

® Whenever a READ or WRITE KEY with
SRCHM is specified, the address returned

will be that of the same record loca-
tion.
Exception: When the record is not

found an end-of-cylinder
condition is posted and

the information returned is
unpredictable.

For more information on the SRCHM
specification see Figure 27.

Note: If IDLOC is specified and end-of-
cylinder is reached on a 2311 file, the
cylinder number will be increased by one,
the head number will be set to zero, and
the record number will be set to one. On
a 2321 file, an end-of-cylinder condition
with IDLOC specified will cause the high-
order position of the head number to be
increased by one, the low-order position
of the head number to be set to zero, and
the record number to be set to one. An

sign in this parameter.

overflow from the high-order position of
the head number will cause the low-order
position of the cylinder number to be in-
creased by one, and the high-order
position of the head number to be set to
zero. The low-order position of the head
number will be zero, and the record number
will be set to one. Subsequent overflows
of address locations will cause increases
in the next higher positions of the
addresses. (It is the user's responsibility
to check the validity of the address re-
turned in IDLOC.)

IOAREAl1=Name

This entry must be included to specify the
symbolic name of the input/output area used
by this file. The input/output routines
will transfer records to or from this area.
The specified name must be the same as the«
name used in the DS instruction that re-
serves this area of main storage.

The main-storage input/output area must
be large enough to contain the maximum
number of bytes that will be required in
any READ or WRITE instruction issued for
this file in the problem program. This is
affected by the length of record data areas,
and by the use of the count and key areas
as follows:

& If undefined records are specified in
the DTFDA entry RECFORM, the area must
provide space for the largest data
record that will be processed.

e If the DTFDA entry KEYLEN is specified
and if any instructions that read or
write the key area of a record are to
be issued in the problem program, the
input/output area must provide room for
the key area as well as the data area.
The length needed for the key is the
length specified in KEYLEN.

e If any write instructions that transfer
the count area to a disk record will be
issued in the problem program, eight
bytes of main storage must be allotted
at the beginning of the I/O area. In
these eight bytes IOCS will construct
the count field to be transferred to
disk.
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MACRO INSTRUCTION

1D SUPPLIED

With SRCHM

Without SRCHM

READ Filename,KEY

Same record

Next record

READ Filename,ID

Next Record

Next record

WRITE Filename,KEY

Same record

Next record

KEYARG=Name

This entry must be included if records are
to be identified by key. That is, if the
macro instruction READ Filename,KEY or
WRITE Filename,KEY will be issued in the
problem program, this entry is required.
KEYARG specifies the symbolic name of the
key field in which the user will supply the
record key for the READ/WRITE routines.

1/O AREA CONTENTS

WRITE Filename,ID Next Record | Next record MACRO INSTRUCTION
With KEYLEN {Without KEYLEN
WRITE Filename,RZERO None None READ Filename,KEY Data
READ Filename,ID Key and Data | Data
WRITE Filename, AFTER[, EOF] None None

WRITE Filename,KEY Data

Figure 27.

WRITE Instruction

Whenever a WRITE instruction is issued,

ID Supplied After a READ or

I0CS assumes that the input/output area
(see Figure 7) contains the information

implied by the type of instruction that is

to be executed (Figure 28).
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WRITE Filename, ID Key and Data | Data

WRITE Filename,RZERO Anything Anything
WRITE Filename, AFTER[, EOF] Count, Key, Count and Data
and Data

Figure 28. I/0 Area Requirements for DAM
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IBM IBM System/360 Assembler Coding Form  BOS/DOS DTFDA Entries bred o
'rind n U.S.A,
PROGRAM
PUNCHING GRAPHIC PAGE OF
INSTRUCTION:!
PROGRAMMER DATE s PUNCH CARD ELECTRO NUMBER
STATEMENT appuiEs TOf
Name Operation Operand* Comments Identification-
1 8 10 14 16 20 25 30 35 40 45 - 50 55 60 85 1Al Sequence
HH
HH
Req'd. rect access file on disk. For DOSJ, DTFDA requires DAMOD‘ X x|x
BIL|K|S I ZIE|= ’ Leng'h ofone I/O areo, in byves. XIx|x
} +— }
DIE|V]T|C]E|= P (DISKII)forBOS (23IIor 232I)for DOS; if omitted, 2311 is assumed. XEx|x
e e e e
E{R[R|B[Y|T|E|= ' Nume of2-byte ﬁeld forerror/status codes supplied by 10CS. X]x|x
| } i } }
LI LI
I{O|A|RIE|A[L]|= . Numeofl/Oureo.I I XIx|x
SIE|E|KIA[D{R]|= B Name ofrmck- reference fleld. Xix|x
4 TIYIPIE{F{LIE]= (INPUTorOUTPUT) X{x
i 1 1 1 1
-1 —T=1=]— | L LA ===l=1=1==
Opt'l. AlFITIEIR]I=IYIE|S]|- WRITE filename AFTER::r WRITE filename, RZERO macro is used for this file. X
"F_T_I“I'_I'Lr—[— T_r——l'_l""'"‘l—‘ )
CIOIN|T[R]OIL|=|Y]E}S ’ CNTRLmucrolsmedfor'hasﬁle. TT I 1 ‘ X|X
+—+ +—t t T
I{DIL|O{C|= Nume ef5 byfe ﬁeld in whlch 10CS stores rhe ID oFc record. XX
————————— $——
K|EIY[AIR)G|= Narme of kay field if READ filename, KEY or  WRITE filename, KEY macro Is used for this file. X|x
L S e e S e e e e R L S B S h ot S B s e o
KIE[YIL|EIN|= Number of bytes in record key if keys are to be processed. If omitted, IOCS assumes zero {no key). X|x
l } } 1 I 1 i 1 I il 4 1l 1 } }
+—— +—+— —————
LIA|B{A|D{D(R|= Nume of usersrourine to check/wrife user Iabels. x| x
I I l I l I -+
MIO|D|N}A MIE|= hlIome of DAMOD Iognc module for I’I\IS DTF Ifem tted, |OCS generates standard name. DOS only. XX
T I
RIE|A[D|I|D{=|Y|E|S]. READ ﬁlenume, ID macro is used for th;s fule. X
1
T }
RIE[A|D|K|E|Y|= ElS]|, READ ﬁIanﬂme, KEYmacro |s used forthlsflle. X
T
i
RIEIC|F|O|R|M|= (FIXUNB or UNDEF) Ifommed, FIXUNB is assumed. X|x
P et |
| I I T I—I 1 7 Tt
RIE(CIS|{I{ZI|E(= Register number if RECFORM = UNDEF. X%
-
SIE{P|AISIMIBI=|YIE|S]|. DTFDA is to be assembled sepomrely. DOS only. XX
Il i I I I I l }
+—+ + }
SIRICIHIMI=IYIEIS]. Seorch multlple 'mcks, |frelcord reierence ;s by key. XX
I I J AL I l l I l _= { = ;
VIEIRITIFLY[=|YIE]S]- Check d-sk records (23Il)affer vhey nre wnﬁen For DOS:DEVICE = 2321, YES is assumed. X
'
I ' I I I j |
WIRITITIELIID|=|YIE|S]|- WRITE frIename 1D mocm is used for lhls ﬁle. X
7—1—|—1—|"-r‘ ! |
—t— 1 }
WIRIIITIEIK|Y|=]|YI|E]S] - WRITE filename, KEY macro is used forrhus f-le. X
——T—F—F—FF+++t+++
XITINIT[X] 1T )= I*:ame of usler‘slm\:!ine to pmcelss )I(TE?ITlcard ino:mﬁon‘. X
*Header and each detail card, except the ‘last one in each set, must have a continuation punch in column 72. Also, t General registers: For BPS and BOS, use 2- 11, written without parentheses; for example: 11. For TOS and DOS, use
each detail card, except Ihe last one, must contain a comma immediately after the operand. Space is allowed for the 2-12, written with parentheses; for example: {12).

longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the
last detail card of a set, the comma position must be blank.




When record reference is by key, IOCS
uses this specification at assembly time to
construct the data address field of the CCW
for search commands.

KEYLEN=n

This entry must be included if record ref-
erence is by key or if keys are to be read
or written. It specifies the number, n,

of bytes in each key. All keys must be the
same length. If this card is omitted, IOCS
assumes a key length of zero.

If there are keys recorded on DASD and
this entry is absent, a WRITEID or READID
will read or write the data portion of the
record.

When record reference is by key, IOCS
uses this specification to construct the
count field of the CCW for this file. IOCS
also uses this in conjunction with IOAREA1
to determine where the data field in the
main-storage I/0 area is located (see
IOAREAlL).

LABADDR=Name

The user may require one or more user
labels in addition to the standard file
label. If so, he must include his own
routine to check, or write, the labels.
The symbolic name of his routine is speci-
fied in this entry. IOCS branches to this
routine after it has processed the stand-
ard label. See the sections Writing and
Checking DASD User Standard Labels for a
complete discussion of the function of the
LABADDR routine.

MODNAME=Name

This entry may be used to specify the name
of the logic module that will be used with
the DTF table to process the file. If the
logic module is assembled with the program,
the MODNAME in the DTF macro instruction
must specify the same name as the DAMOD
macro instruction. If this entry is omit-
ted, standard names will be generated for
calling the logic module. If two DTF
macro instructions call for different func-
tions that can be handled by a single
module, only one module will be called.

READID=YES

This entry must be included if any input
records are to be specified by ID
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(identifier) in the problem program. That
is, whenever the macro instruction READ
Filename,ID will be used in the program,
this entry is required.

READKEY=YES

This entry must be included if any input
records are to be specified by key in the
problem program. That is, whenever the
macro instruction READ Filename,KEY will be
used in the program, this entry is required.

RECFORM=

This entry specifies the type of records in
the input, or output, file. Either of the
following specifications may be entered
immediately after the = sign:

FIXUNB for fixed-length records. All
records are considered unblocked
in the DAM method. If the user
wants blocked records, he must
provide his own blocking and
deblocking.

UNDEF for undefined records. This
specification is required only if
the records are not fixed length.

RECSIZE=(r)

This entry must be included if undefined
records are specified (RECFORM=UNDEF). It
specifies the number (r) of the general-
purpose register that will contain the
length of each individual input or output
record. This may be any register 2-12.

Whenever each undefined record is read,
IOCS supplies the length of the data area
of that record in the register.

When an undefined record is to be
written in the file, the programmer must
load the length of the data area of the
record (in bytes) into this register,
before he issues the WRITE instruction for
the record. 1IOCS adds the length of the
key when required.

When records are to be written in the
file (AFTER specified in the WRITE instruc-
tion), IOCS uses the length in constructing
the count area to be written on DASD. IOCS
adds the length of both the count and the
key when required.



SEEKADR=Name

This entry must be included to specify the
symbolic name of the user's track-reference
field. 1In this field the user stores the
track location of the particular record to
be read or written. The READ, WRITE, and
CNTRL routines refer to this field to
determine which volume and which track on
that volume contains the desired record.
Whenever records are to be located by
searching for a specified ID, the track-
reference field must also contain the num-
ber of the record on the track.

The track-reference field is an eight-
byte field (MBBCCHHR), and the symbolic
name labels the first byte.

The bytes are used for:
M Symbolic unit number (0-244)

BB Always 00 for 2311. For 2321, the
first byte is always 0. The second
byte specifies cell number (0-9) for
2321.

CC For 2311 the first byte is always 0.
The second byte contains the cylinder
number (0-199) in which the record is
located. For the 2321, the first byte
contains the number of the sub-cell
(0-19). The second byte contains the
number of the strip (0-9).

HH Por 2311 the first byte is always 0.
The second byte contains the number of
the read/write head that applies to the
record. For 2321 the first byte
specifies one of the five head bar
positions (0-4). The second byte
specifies one of the twenty head ele-
ments (0-19).

R Sequential number of the record on the
track (0-255).

|See Figure 8 for additional information.

SEPASMB=YES

Include this parameter if the DTF is
assembled separately. This causes a CATALR
card with the filename to be punched ahead
of the object deck and defines the Filename
as an ENTRY point in the assembly.

SRCHM=YES

If input/output records will be identified
by key, this entry may be included to cause
IOCS to search multiple tracks for each
specified record. The instruction READ
Filename,KEY or WRITE Filename,KEY will
cause a search of the track specified in
the track-reference field and all following
tracks in the cylinder, until the record is
found or the end of the cylinder is
reached. If the logical file ends before
the end of the cylinder and the record is
not found, the search continues into the
next file, if any, on the cylinder. EOC,
instead of NRF, will be indicated.

Without this card, each search is con-
fined to the specified track.

TYPEFLE=

This entry must be included to indicate
how standard volume and file labels are
to be processed:

INPUT Standard labels are to be read
and checked.
OUTPUT Standard labels are to be

written.

Because logical files on DASD must al-
ways contain labels, this entry is always
required.

VERIFY=YES

This entry is included if the user wants to
check the parity of 2311 records after they
are written. VERIFY is always assumed

when 2321 records are written. If this
card is omitted, any records written on
2311 are not verified.

WRITEID=YES

This entry must be included if the DASD
storage location for writing any output rec-
ord is to be specified by record ID (iden-
tifier) in the problem program. That is,
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whenever the macro instruction WRITE File-
name,ID will be used in the program this
card is required.

WRITEKY=YES

This entry must be included if the DASD 1lo-
cation for writing any output record is to
be specified by record key in the problem
program. That is, whenever the macro in-
struction WRITE Filename,KEY will be used
in the program, this card is required.

XTNTXIT=Name

This entry is included if the programmer
wants to process XTENT card information.

It specifies the symbolic name of the user's

XTNTXIT routine. During an OPEN, IOCS
branches to the user's routine after each
specified extent has been checked and vali-
dated. Upon entering the user's routine,
IOCS stores in register 1 the address of a
1l4-byte field that contains the extent card
information (in binary form).

BYTES CONTENTS

0 Extent type code (as speci-
fied in the XTENT card)

1 Extent sequence number

2-5 Lower limit of the extent
(CCHH)

6-9 Upper limit of the extent
(CCHH)

10-11 Symbolic unit

12 01d bin number

13 Present bin number of the

extent (B2)

The user returns to IOCS by use of the
LBRET macro instruction.

DIRECT ACCESS MODULE (DAMOD) PARAMETERS

A set of DAMOD entries is included for each
DAM logic module necessary to support each
DTFDA macro in a particular problem program.
The logic modules are described by a DAMOD
header entry and a series of keyword
parameters.

The header entry contains DAMOD in the
operation field and may contain a user
module name in the name field. The param-
eters are explained in the following text
and shown in Figure 30.
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Name

Operation

Operand

Remarks

[Modname]

DAMOD

Must be included.

AFTER=YES

When WRITE with the
operand AFTER or
RZERO is used.

IDLOC =
YES

Required if IDLOC
specified in DTFDA.

RECFORM =
FIXUNB
UNDEF

Describes record format.

SEPASMB=
YES

If the module is
assembled separately .

Figure 30.

AFTER=YES

IDLOC=YES

RECFORM={

SEPASMB=Y

UNDEF }

FIXUNB

ES

DAMOD Entries

This entry causes genera-
tion of a logic module that
can format write (count,
key, and data). It performs
the functions required by
WRITE Filename,AFTER and

WRITE Filename,RZERO. The

module will also process
any files in which the
AFTER parameter is not
specified in the DTF.

This entry causes genera-
tion of a logic module which
will handle the return of
record identifier (ID) in-
formation to the user. The
module will also process

any files in which the

IDLOC parameter is not
specified in the DTF.

If UNDEF is specified, the
logic module that is gen-
erated can handle both un-
blocked fixed length and
undefined records. If the
entry is omitted, or if
FIXUNB is specified, the
logic module that is gener-
ated can handle only fixed-
length unblocked records.

Include this parameter if
the logic module is as-

sembled separately. This
causes a CATALR card with
the module name (standard
or user) to be punched

ahead of the object deck.



Recommended Module Name List for DAMOD

Each name will begin with a 3~-character
prefix (IJI) and consist of a 5-character
field corresponding to the options per-
mitted in the generation of the module.

DAMOD name = IJIabcde

a = F if RECFORM=FIXUNB
= B if RECFORM=UNDEF (handles
both UNDEF and FIXUNB)
b = A if AFTER=YES is specified
= % if AFTER is not specified
c = I if IDLOC is specifiea
= Z if IDLOC is not specified
d = Z always
e = Z always

Subsetting and Supersetting of DAMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for DAMOD
names. Three parameters allow supersetting.
For example, the module IJIBAIZZ is a
superset of the module with the name
IJIFAZZZ.

+++
IJI BAIZZ
FZ2Z

+Subsetting/supersetting permitted.

INDEXED SEQUENTIAL SYSTEM (DTFIS)

The DTFIS detail entries that apply to a
file when records are processed by the In-
dexed Sequential Management System are ex-
plained in the following text and summarized
in Figure 31. A DTFIS header entry and a
series of detail entries describe the file.

The symbolic name of the file, Filename,

is entered in the name field. 'DTFIS is
entered in the operation field.

Status or Condition Code Indication

The DTF macro instruction provides a two-
byte field where all status or condition
codes will be placed after execution of
each macro instruction. (Only the first
byte is used; the second byte is reserved
for future use.) This field can be refer-
enced by the user as FilenameC. Filename
should be the same as that specified in the
DTF header entry for the file. The

FilenameC byte will be in the format shown
in Figure 32.

The user has the facility of addressing
certain fields or locations in a table, such
as FilenameC. ISFMS provides addressability
for FilenameC by returning the address of
the DTF table in register 1 after each ISFMS
imperative macro is executed.

CYLOFL=n

This entry must be included if cylinder
overflow areas are to be reserved for a
logical file.

To reserve the areas for cylinder over-
flow this entry is required when a file is
to be loaded onto DASD and when records
are to be added to an organized file. It
specifies the number n of tracks to be
reserved on each cylinder.

If an independent overflow area is
specified (by an XTENT card) along with the
CYLOFL entry, overflow records are written
in the independent overflow area after a
cylinder overflow area becomes filled.

2311

DEVICE= 3391
This entry specifies the unit that contains
the prime data area or overflow areas for
the logical file.

DSKXTNT=n

This entry must be included to specify the
maximum number n of extents for this

file. The number must include all the data
area extents if more than one DASD area is
used for the data records, and all the
index area and independent overflow area
extents that are specified by XTENT cards.
Thus the minimum number specified by this
entry is 2: one extent for one prime data
area, and one for a cylinder index.

Each area assigned to an ISFMS data file
is considered an extent.

Note: Master and cylinder indices are
treated as one area.

2311
HINDEX={§§§T}

This entry specifies the unit containing
the highest index.

IOAREAL=Name

This entry must be included when a file is
created (loaded) or when records are added
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IBM IBM System/3B60 Assembler Coding Form  BOS/DOS DTFIS Entries Form X24- 5050
inted in US.A.
PROGRAM PUNCHING GRAPHIC PAGE OF.
I INSTRUCTIONS
PROGRAMMER DATE PUNCH CARD ELECTRO NUMBER
STATEMENT 1 APPLIES TO
Name Operation Operand* Commaents x '
1 8 10 M6 20 25 35 4 s 50 55 nlclad 22
I3 el it
AHEHE
Req'd. D[T{F|I(S Name of indexed sequentinl eon disk. For BOS, 5chumc1evs or less. For DOS, 7chumcfevs or less. For DOS, DTFIS requires 1SMOD. XIX[x[x!x]|x
——t——————+ I
= LIV } t
DIEJRIRJEf X}= ’ Nume of usersmunne for unoorrecfcble dlsk errors. X18 | x|x!Ix|x
i |
A + }
DISTKIX]TINIT]= . Maximum number of extents specaﬁed for ﬂns flle Xpx|x|x]x|x
T 0 ———t———+ — +——
=
OfRJOUIT (LOAD, ADD, RETRVE, or ADDRTR)\ I l X x| x| x| x]x
~——t———+ f
KIETYILIEIN= U —t—t—1— — +
' Number of bytes in record key (mox. |s 95 for BOS, 255 for DOS). XIxIx|x]x|x
— : + J;l J;IAI; I | = + F+
N[R{EJC|DfS|= ’ Number of records lnublock Requxred for BOS Fcr DOS, requ-red icrblocksd records only; if unblocked, 1 is assumed. X x| x|x|x|x
|
RIE|CIF[O[RIM]= (FIXUNBorFIXBLK) XXX [x{x|x
4—1
H—+—+—
RIEJCIS|T]ZIE]= Numberofchqracters |nolog|cu| record. XIX[X[X]X]|%
= lL Ir L] T : | T I | l |
WIL{RIE[RIR]= Numeof userswrong lengrh- record routine. B[X|X{X|X
bttt P
. S t—1—+ ——t———t—1— —T=1===1=1=1=
Opt'l. TIVIT[O|F|L|= Number of m:cks for each cylmder overflow area, Maximum = 8 for 2311 or 18 for 2321. X|X|X}X[|x
LL A; IAI;‘;_} } I _1_, B } 1 + 1
DIE{V[I|C|E|= (23!10r232|)|fommed, 23H|sassumed T [ L D|X|{X|x]|x
N X — +————++ 1 T T
Hil D(E @311 or232|)Un|t comomlng highest Ievel index. If omitted, 2311 is assumed. DiX|{X[|X[X
1 il } 1 }
1]o]a[R]E]AIL]= AT x| | Tx[x
LI S s |
T]O|A|RIE]A[R |= } Name of I/O area. XX
N '
N0RE0EE ) |]*]I’ ]’ x| [x
[[0O|R|E|G]= Reglster number.} Omit if WORKR or WORKS is specified for DOS. Omit if WORKR and WORKS s specified for BOS. X{X|X
P N PR —4 e+
T T T T T T T T l j L] T T T T T T “ | L LI T T
K{E|Y]A|R|G|= Name of key field in main storage, for random retrieval or sequenhal refnevalstarhng by key. X[ XX
4
KIETY{L[OfC|= Numberofhlgh order position of key field wnhm record, nf RECFORM-FIXBLK XIXIXIx{x
A
MIOIDINJAIMIE]|= Name of ISMOD logic module for this DTF. If omitted, 10CS generates standard name. DIX|X|X|X
4+t
MIS[T|T[N|D|=|Y|E|S]. Master index used for this file. | x|x[x|x|x
bt —
SIEIPIAISIMIBI=]Y|ElS|. DTFIS s to l:e assembled sepcra!ely. D{X|X[x[X
-
—+—
TIY|PIE|FL[E]= (RANDOMor SEQNTLcr RANSEQ) x| x| x
UfPDA(TIE |= (RANDOMor SEQNTL or RANSEQ) Records to be updated. B|x|x
1 | } } 1 i 3 Il Il } 1}
LI SR LS O L O S UL O L B
| VIERITIFIY|=I]YIE]lS]. Crclkdisk :eooersl Qllilll)af:erfhe{ are vllrit’eni Falr DIOSI: DEVIICESZ?NI YES is ussumedl. X|X|X|X|X

(Continued on back: BOS optional exits to user's routines. )
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IBM System/360 Assembler Coding Form

BOS/DOS DTFIS Entries

Form X24- 5050
Printed in U.S.A.

PROGRAM PUNCHING GRAPHIC PAGE OF
PROGRAMMER INSTRUCTIONS PUNCH CARD ELECTRO NUMBER
T aeeuss 10
Name C. " Id
1 omments nl+ s ala
45 50 55 gis E .
HHEH
WiO[RIKIL Name of work area for loading or adding to the file. X X|X
LIS S B B | 1
W[O[R|K|R Name of work area for random retrieval. Omit IOREG. XiX
} ] i 1 } 1 1
——t—t—— 1
WIO{RIKIS (YES) GET or PUT specifies work area. X X
| R B
—t—t—t—t—1—1
AID|AIR|E]IX Full overflow area(s) . B X
P
T T
C{YINID[E]X Flulllcyllindler-.indlex‘orea. B X
=ttt
D|T|A[R|E|X Full prime - data area. B X
N R M
1t
DIU[PIRIE]X Duplicate records. B XiX
i
E|O|F|A|D|D End of file, B
IIL{I|D[E|X 1D outside of ileylimirs, when retrieval starts by ID. ]
| IO N I I S |
T
MIAINID(E]X Full master- index area. B X
4
R|T[R[V ElX Record not found. B[X([X
ooy
+—+—+—
SIQICIH|EIX Sequence error, B XX
L

*Header and each detai

card, except the last one in each set, must have a continuation punch in column 72, Also,
each detail card, except the last one, must contain a comma immediately after the operand. Space is allowed for the
longest operand plus the comma. If a smaller operand is used, the comma should be moved over accordingly. In the
last detail card of a set, the comma position must be blank.,

t General registers: For BPS and BOS, use 2- 11, written without parentheses; for example: 11, For TOS and DOS, use
2-12, written with parentheses; for example: (12).
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ADD, RETRVE, and ADDRTR

Bit Cause Explanation

0 DASD error Any uncorrectable DASD error has occurred (except wrong length record).

1 Wrong length record A wrong length record has been detected during an |/O operation.

2 End of file The EOF condition has been encountered during execution of the sequential retrieval function.

3 No record found The record to be retrieved has not been found in the data file. This applies to Random (RANSEQ)
and to SETL in SEQNTL (RANSEQ) when KEY is specified.

4 lliegal ID specified The 1D specified to the SETL in SEQNTL (RANSEQ) is outside the prime data file limits.

5 Duplicate record The record to be added to the file has a duplicate record key of another record in the file.

6 Overflow area full An overflow area in a cylinder is full, and no independent overflow area has been specified, or
an independent overflow area is full, and the addition cannot be made. The user should assign
an independent overflow area or extend the limit.

7 Overflow The record being processed in one of the retrieval functions (RANDOM/SEQNTL) is an overflow
record.

LOAD
Bit Cause Explanation

0 DASD error Any uncorrectable DASD error has occurred (except wrong length record).

1 Wrong length record A wrong length record has been detected during an 1/O operation.

2 Prime data area full The prime data area has been filled while creating or extending the data file. The user should
extend the upper limit by use of a new extent card.

3 Cylinder Index area full The Cylinder Index area is not large enough to contain all the entries needed to index each
cylinder specified for the prime data area. This condition can occur during the execution of the
SETFL. The user must extend the upper limit of the cylinder index by using a new extent card.

4 Master Index full The Master Index area is not large enough to contain all the entries needed to index each track of
the Cylinder Index. This condition can occur during SETFL. The user must extend the upper
limit, if he is creating the file, by using an extent card. Or, he must reorganize the data file
and assign a larger area.

5 Duplicate record The record being loaded is a duplicate of the previous record.

6 Sequence check The record being loaded is not in the sequential order required for loading.

Figure 32. FilenameC--Status or Condition Code Byte
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to an organized file. It specifies the
symbolic name of the output area used for
loading or adding records to the file. The
specified name must be the same as the name
used in the DS instruction that reserves
this area of main storage. The ISFMS rou-
tines construct the contents of this area
and transfer records from this area to DASD.

This main-storage output area must be
large enough to contain the count area,
key area, and data area of records.
Furthermore, the data-area portion must
provide enough space for the sequence-link
field of overflow records whenever records
are added to a file (Figure 33).

IOAREAR=Name

This entry must be included whenever rec-
ords are processed in random order. It
specifies the symbolic name of the input/
output area used for random retrieval (and
updating). The specified name must be the
same as the name used in the DS instruction
that reserves this area of main storage.

This main-storage I/O area must be large
enough to contain the data area of records.
Furthermore, the data-area portion must
provide enough space for the sequence-link
field of overflow records (Figure 34).

IOAREAS=Name

This entry must be included whenever rec-
ords are processed in sequential order by
key. It specifies the symbolic name of
the input/output area used for sequential
retrieval (and updating). The specified
name must be the same as the name used in
the DS instruction that reserves this area
of main storage.

This main-storage I/O area must be large
enough to contain the key area and data
area of records for unblocked data records
and the data area for blocked records.

Furthermore, the data-area portion must
provide enough space for the sequence-link
field of overflow xrecords (Figure 34).

IOREG= (r)

This entry must be included whenever rec-
ords are to be retrieved and processed
directly in the I/O area. It specifies the
number (r) of the register that ISFMS can
use to indicate which individual record is
available for processing. ISFMS puts the
address of the current record in this reg-
ister each time a READ, WRITE, GET, or PUT
is executed. Any register 2-12 may be
specified.

IOROUT=

This entry must be included to specify the
type of function to be performed. One of
the following specifications is entered
after the = sign:

LOAD To build a logical file on DASD or
to extend a file beyond the highest

record presently in an organized file.

ADD To insert new records into an

organized file.
RETRVE To retrieve records from a file for
either random or sequential proc-
essing and/or updating.
ADDRTR To both insert new records into a
file (ADD) and retrieve records

for processing and/or updating (RTR).

KEYARG=Name

This entry must be included for random
READ/WRITE operations and sequential re-
trieval initiated by key. It specifies
the symbolic name of the main-storage key
field in which the user must supply the
record key to ISFMS.

OUTPUT AREA REQUIREMENTS (IN BYTES)
FUNCTION Count Key Si?::nce Data
Load Unblocked Records 8 Key Length _— Record Length
Load Blocked Records 8 Key Length _— Record Length x Blocking Factor
Add Unblocked Records 8 Key Length 10 Record Length
Add Blocked Records 8 Key Length —_— OR* Record Length x Blocking Factor
8 Key Length 10 Record Length
* Whichever Is Larger

Figure 33.

Output Area Requirements for Loading or Adding Records to a File by ISFMS
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1/O AREA REQUIREMENTS (IN BYTES)
FUNCTION Count Key i;e::ence Data
Retrieve Unblocked Records —_— EZ{ ::[-r,‘lg; :k:; ::::;:- 10 Record Lergth
Retrieve Blocked Records —_— —_ Record Length x Blocking Factor
— 10 ¥ Record Length
* Whichever Is Larger

Figure 34. I/0 Area Requirements for Random

KEYLEN=n

This entry must be included to specify the
number, n, of bytes in the record key. Aall
keys must be the same length.

KEYLOC=n

This entry must be included if an add,

load, or retrieve function is to be per-
formed and blocked records are specified

in DTFIS RECFORM. This entry must always

be included for blocked records. It
supplies ISFMS with the high-order position
of the key field within the data record.
That is, if the key 1s recorded in posi-
tions 21-25 of each record in the file, this
entry specifies 21.

ISFMS uses this specification to locate
(by key) a specified record within a block.
The key area of a DASD record contains the
key of the highest record in the block. To
search for any other records, ISFMS locates
the proper block and then examines the key
field within each record in the block.

MODNAME=Name

This entry may be used to specify the hame
of the logic module that will be used with
the DTF table to process the file. If the
logic module is assembled with the program,
the MODNAME in the DTF macro instruction
must specify the same name as the ISMOD
macro instruction. If this entry is omit-
ted, standard names will be generated for
calling the logic module. If two DTF macro
instructions call for different functions
that can be handled by a single module, only
one module will be called.
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or Sequential Retrieval by ISFMS

MSTIND=YES

This entry is included whenever a master

index is used for a file. 1In this case,

is required when a file is loaded (to in-
struct ISFMS to build the index) and when
records are added to or retrieved from a

file with a master index.

it

ISFMS always builds a track index and a
cylinder index, but the master index is
optional. The master index, if used, is the
highest level index, and it includes an in-
dex record for each track of the cylinder
index. Thus, it points to the cylinder
index on a search for a particular record
(see Indices: Master Index). The location
of the master index is specified by a Job
Control XTENT card.

NRECDS=n

This entry specifies the number, n, of
logical records in a block (called the
blocking factor). If RECFORM=FIXUNB, n
is assumed to be 1.

RECFORM=

This entry specifies the type of records in
the logical file. All logical records in
the file must be fixed length. However,
they may be either blocked or unblocked.
One or the other of these specifications
must be entered after the = sign:

FIXUNB for unblocked records.

for blocked records. With this
specification the key of the
highest record in the block be-
comes the key for the block and
must be recorded in the key
area.

FIXBLK



The specification that is included when
the logical file is loaded into DASD storage
must also be included whenever the file is
processed.

Records in the overflow area(s) are al-
ways unblocked (see Addition of Records and
Overflow Areas), but that does not affect
this entry. RECFORM refers to records in
the prime data area only. )

RECSIZE=n

This entry must be included to specify the
number n of characters in a logical rec-
ord. This is the length of the data area
of each individual record. All logical
records must be the same size.

SEPASMB=YES

Include this parameter if the DTF is assem-
bled separately. This causes a CATALR card
with the filename to be punched ahead of the
object deck and defines the Filename as an
ENTRY point in the assembly.

TYPEFLE=

This entry must be included when a retrieval
function is to be performed. It specifies
the type(s) of processing that is to be per-
formed by the problem program for this file.
One of the following specifications is
entered after the = sign:

RANDOM for random processing. Records
are retrieved from the file in
random order specified by key.

SEQNTL for sequential processing. The
problem program specifies the
first record to be retrieved,
and thereafter ISFMS retrieves
records in sequential order by
key. The first record is spe-
cified by key, ID, or the be-
ginning of the logical file
(see SETL Macro).

RANSEQ for both random and sequential

processing.

TYPEFLE is not required for loading or
adding functions.

VERIFY=YES

This entry is included if the user wants

to check the parity of 2311 records after
they are written. If this entry is omitted,
any records written on 2311 are not verified.
VERIFY is always assumed when 2321 records
are written.

WORKL=Name

This entry must be included whenever a file
is to be created (loaded) or records are to
be added to an organized file. It specifies
the symbolic name of the work area in which
the user must supply the data records to
ISFMS for loading or adding to the file.

The specified name must be the same as the
name used in the DS instruction that
reserves this area of main storage.

This work area must provide space for
one logical data record when a file is to
be created (for blocked records--Data; for
unblocked records--Key and Data).

Due to record shifting in the ADD func-
tion, the original contents of WORKL will
be changed.

WORKR=Name

When
this

records are processed in random order,
entry must be included if the indivi-
dual records are to be processed in a work
area rather than the I/0 area. It specifies
the symbolic name of the work area. This
name must be the same as the name used in
the DS instruction that reserves this area
of main storage. This area must provide
space for one logical record (data area).

When this entry is included and a READ
or WRITE instruction is executed, ISFMS
moves the individual record to, or from,
this area.

WORKS=YES

When records are processed in sequential
order, this entry must be included if the
individual records are to be processed in
work areas rather than the I/0 area. Each
GET and PUT instruction must specify the
symbolic name of the work area to or from
which ISFMS is to move the record. The
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area must be large enough for one logical
record (data area) and the record key (key
area) when unblocked records are processed,
and for one logical record (data area) when
blocked records are processed.

The ISFMS workarea requirements are as
follows:

Unblocked Blocked
Records Records
Load KL + DL DL
Add KL + DL DL or 10%*
or 10%*
Random
Retrieve DL DL
Sequential
Retrieve KL + DL DL
Where:

K=Key, D=Data, L=Length
*Whichever is greater.

INDEXED SEQUENTIAL MODULE (ISMOD)
PARAMETERS

A set of ISMOD parameters is included for
each logic module necessary to support each
DTFIS macro in a particular problem program.
The logic modules are described by a ISMOD
header entry and a series of parameter
entries. The header entry contains ISMOD
in the operation field, and may contain a
user supplied name in the name field. The
parameters are explained in the following
text and shown in Figure 35.

LOAD
ADD
RETRVE
ADDRTR

IOROUT=

This entry specifies the type
of logic module required to
perform a given function. The
entries are listed in the fol-
lowing text.

LOAD generates a logic module
for creating a file.
ADD generates a logic module

for adding new records
into an existent file.

RETRVE generates a logic module
to retrieve (randomly/
sequentially) records
from an organized file.
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Name Operation Operand Remarks
[Modname] | 1SMOD
IOROUT = Specifies function to be
LOAD performed.
ADD
RETRVE
ADDRTR
RECFORM = | Describes file. Required
FIXUNB if IOROUT specifies
FIXBLK ADD or ADDRTR. If
BOTH IOROUT specifies LOAD
or RETRVE, BOTH is
assumed.
SEPASMB = If the module is
YES assembled separately .
TYPEFLE = Required if IOROUT
RANDOM | specifies RETRVE or
SEQNTL ADDRTR.
RANSEQ
Figure 35. ISMOD Entries
ADDRTR generates a logic module
that combines the fea-
tures of the ADD and
RETRVE modules. This
module will also process
any file in which only
ADD or RETRVE is speci-
fied in the IOROUT
parameter statement of
the DTF for that file,
and in which the TYPEFLE
entry contains the cor-
responding parameter
(or a subset of it).
SFIXUNB}
RECFORM=< FIXBLK
BOTH

This entry generates a detailed
logic module that will create,
add to, or process an unblocked
(FIXUNB) or blocked (FIXBLK)
data file. If BOTH is speci-
fied, a module is generated to
process both unblocked and
blocked files, and the DTF
entry for the file may specify
either FIXUNB or FIXBLK in the
RECFORM parameter statement.
The RECFORM entry is required
only when IOROUT specifies ADD
or ADDRTR. If IOROUT specifies
LOAD or RETRVE, a module that
handles fixed-length blocked
and unblocked files is gener-
ated, and the entry is not
required.



SEPASMB=YES

Include this parameter if the
logic module is assembled
separately. This causes a
CATALR card with the module
name (standard or user) to be
punched ahead of the object
deck.

RANDOM
TYPEFLE={ SEQNTL
RANSEQ

This entry is required when
IOROUT specifies RETRVE or
ADDRTR. RANDOM generates a
logic module that will include

only random retrieval capabili-
ties. SEQNTL generates a logic

module that includes only
sequential retrieval capabili-

ties. RANSEQ generates a logic
module that includes random and

sequential capabilities. It
will also process any file in
which the TYPEFLE parameter
statement of the DTF specifies
either RANDOM or SEQNTL.

Recommended Module Name List for ISMOD

Each name will begin with a 3-character pre-
fix (IJH) and will consist of a 5-character
field corresponding to the options permitted
in the generation of the module.

ISMOD name = IJHabcde

a = U if RECFORM=FIXUNB and IOROUT specifies
ADD or ADDRTR
= B if RECFORM=FIXBLK and IOROUT specifies
ADD or ADDRTR
= A if RECFORM=BOTH and IOROUT specifies
ADD or ADDRTR
= 7 if RECFORM is not specified. (IOROUT
specifies LOAD or RETRVE)
b = L if IOROUT=LOAD
= I if IOROUT=ADD
= R if IOROUT=RETRVE
= A if IOROUT=ADDRTR
= R if TYPEFLE=RANDOM is specified
= S if TYPEFLE=SEQNTL is specified
= B if TYPEFLE=RANSEQ is specified
= Z if TYPEFLE is not specified (IOROUT
specifies LOAD or ADD)
d = Z always
e = Z always

Subsetting and Supersetting of ISMOD Names

The following diagram illustrates the sub-
setting and supersetting allowed for ISMOD

names.

Three parameters allow supersetting.

For example, the module IJHBABZZ is a

superset

of the module IJHBASZZ.

+++
IJH AABZZ
BIR

URS
*k %

ZLZ

+Subsetting/supersetting permitted.
*No subsetting/supersetting permitted.
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PROCESSING RECORDS WITH PHYSICAL IOCS

Records can be transferred to or from an
input/output device by issuing physical
IOCS macro instructions. These instruc-
tions relate directly to the physical IOCS
routines and are distinct from logical
IOCS routines. See the introductory
section Physical IOCS vs Logical IOCS.

The user must provide any of the func-
tions that are required for a problem pro-
gram such as blocking or deblocking
records, performing programmed wrong-length
record checks, testing (the CCB) for
certain errors, switching I/O areas when
two areas are used, and setting up Channel
Command Words (CCW). He must also recog-
nize and bypass checkpoint records if they
are interspersed with data records on an
input tape.

Physical IOCS routines control the
transfer of data to or from the external
device. These routines are:

e Start I/0
e I/0 Interrupt
® Channel Scheduler

® Device Error

Thus, physical IOCS macro instructions
provide the user with the capability of
obtaining data and performing nondata
operations in I/O devices, with exactly
the CCW's that he requests. For example,
if he is handling only physical records,
he does not need the logical IOCS routines
for blocking and deblocking logical records.

Three macro instructions are available
to the programmer for direct communication
with physical IOCS: CCB (Command Control
Block), EXCP (Execute Channel Program),
and WAIT. These are explained in the
following sections. Whenever physical
IOCS macro instructions are used, the
programmer must construct the Channel
Command Words (CCW) for his input/output
operations. He uses the assembler-
instruction CCW statement to do this.

Macros normally used with files that
are processed by logical IOCS are necessary
when standard DASD or magnetic tape labels
are to be processed, or when DASD file
protect is present. The DTFPH, OPEN,
CLOSE, LBRET, and FEOV macros can be used
in this processing. See the discussion
DTFPH (Define the File for Physical IOCS).
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The OPEN and the DTFPH macros are also
necessary when a 2311 is used as a check-
point file.

CCB MACRO
Oper-
Name ation| Operand
Blockname | CCB SYSnnn,Command-1ist-name
[,X'nnnn'] [,Sense Address]

A CCB (Command Control Block) macro instruc-
tion must be specified in the problem pro-
gram for each I/O device that is to be con-
trolled by physical IOCS macro instructions.
The first 16 bytes of the generated DTF
tables are the CCB. This includes the DTFPE
This block (see Figure 37) is necessary to
communicate information to physical IOCS so
that it can perform desired operations (for
example, notify the problem program of
printer channel 9). The Command Control
Block also receives status information after
an operation and makes this available for
use by the problem program. The user should
ensure proper boundary alignment of the CCB
if necessary for his program.

Blockname: The CCB instruction must be
Tabeled (Blockname) with a symbolic name.
This name can be used as the operand in the
EXCP and WAIT macro instructions that refer
to the Command Control Block.

SYSnnn: Two operands are required in this
CCB macro instruction. The first operand
specifies the symbolic unit (SYSnnn) for
the actual I/O unit with which this control
block will be associated. The name may be
SYSRDR, SYSLST, SYSIPT, SYSLOG, SYSPCH,
SYSRES, SYS000-SYS244. The actual I/0 unit
can be assigned to the symbolic unit by a
Job Control ASSGN statement.

Command-list-name: The second operand
(Command-list-name) specifies the symbolic
name of the first CCW to be used with this
CCB. This name must be the same as the
name specified in the assembler CCW state-
ment that constructs the Channel Command
Word.

X'nnnn': A hexadecimal value sets the CCB
user option bits. Column 5 of Figure 36
gives the value used to set a user option
bit ON. If more than one bit needs to be
set, the sum of the values is used. For



Condition Indicated On Values | Mask for
for Third Test Under
Byte Bit 1 (ON) 0 (OFF) Operand in | Mask
CCB Macro | Instruction
2 0  Traffic Bit (WAIT) 1/O Completed. Normally” I/0O Requested and not X'8000" X'80"
set at Channel End. Set at completed.
Device End if Bit 5 is ON.
1 End of File on System Input /*or /&on SYSRDR or X'4000" X'40°
SYSIPT. Byte 4, Unit Ex-
ception Bit is also ON.,
2 Unrecoverable I/O Error 1/0O error passed back due to | No prograth or operator X'20*
program option or operator option error was passed
option back
3* Accept Unrecoverable 1/O Error Return to User after Physical | Operator Option: X'1000' X"10!
@Bit 2 is ON) IOCS Attempts to correct Dependent on the Error
1/O Error, +
4* 2671 Data Check Operator Options: Operator Option: X'0800" X'o8*
Ignore, Retry, or Cancel Retry or Cancel
Return any DASD Data Checks Return to User
5% Post at Device End Device End Condition will Device End Conditions X'0400! X'04'
be posted i.e., byte 2, bit will not be posted. Traffic
0 and byte 3, bits 3and 6 Bit is set at Channel End.
set at Device End. Also
byte 4, bit 5 is set (see
Figure 37).
6* Return: Uncorrectable tape read Return to user after physical Operator Option: X'0200! X'02!
data check; 2540 or 2520 punch 1OCS attempts to correct Ignore or Cancel for Tapes
equipment check; or DASD read or tape or DASD error. and punches. Retry or
verify data check. (Data checks on cancel for DASD.
count not returned. )
7% User Error Routine User will handle error recov- | A Physical IOCS Error X'0100' X'01'
ery (Test Bit 2). X routine will be used.
3 0  Data check in DASD count Field. Yes - Byte 3, bit 3 is OFF; No X'80!
Byte 2, bit 2 is ON.
Data Check=- 1285 or 1287 in Yes No
Journal Tape Mode
1 DASD Track overrun. Yes No X'40"
Keyboard correction 1285 or 1287 in | Yes No
Journal Tape Mode
2 End of DASD Cylinder Yes No X'20"
Hopper Empty 1287 Document Mode Yes No
3  Tape read data check; 2540 or 2520 Operation was unsuccessful. No X'10!
punch equipment check; or any Byte 2, Bit 2 is also ON.
DASD data check Byte 3, Bit 0 is OFF.
1285 or 1287 equipment check Yes No
Figure 36. Conditions Indicated by CCB Bytes 2 and 3 (Part 1 of 2)
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Condition Indicated On Values | Mask for
for Third Test Under
Byte Bit 1 (ON) 0 (OFF) Operand in Mask
CCB Macro | Instruction
3 4 Questionable Condition Card: Unusual Command X'08'
sequence (2540). DASD:
No record found.
Non - recovery 1285/1287: Document Jam
or Torn Tape
5 No record found condition Retry command if no record Set ON questionable X'04
found condition occurs (2311). | condition bit and
return to user.
6  Verify Error for DASD or Carriage Yes. (Set ON when Channel | No X'02!
Channel 9 Overflow 9 is reached only if Byte 2,
Bit 5 is ON.)
1287 Document Mode ~ Late Stacker
Select
7% Command Chain Retry Retry begins at last CCW Retry begins at first CCW X'0001' X'ot*
executed. of channel program.

* User Option Bits. Set in CCB macro. Physical IOCS sets the other bits OFF at EXCP time and ON when the condition

specified above occurs.

+ 1/O program check, command reject, or tape equipment check will always terminate the program.
X User must handle all error or exceptional conditions except Channel Control Check, Interface Control Check, /O

Program Check, and /O Protection Check.

Figure 36.

example, to set user option bits 3, 5, 6
and 7 of byte 2 ON, X'1700' is used.
(X'1700'=X"'1000"' + X'0400' + X'0200' +
X'0100")

It is possible for the macro to set ON
any of the bits in bytes 2 or 3, but nor-
mally, the user need not be concerned with
setting the remaining bits ON.

Sense Address: This operand, when supplied,
causes a CCW for reading sense information
to be generated as the last field of the
CCB and sets the user error recovery bit
(bit X'01' of byte 2) on. The name field
(Sense Address) of the area that the user
supplies must have a length attribute
assigned of at least one byte. Physical
IOCS uses this length attribute in the CCW
to determine the number of bytes of sense
information the user desires at his sense
address.

Note: When user error recovery (CCB bit
X'01' byte 2) is specified, the occurrence
of a channel data check, unit check, or
chaining check will cause byte 2, bit

X'20' of the CCB to be turned on and com-—
pletion posting and dequeuing to occur.

I/0 program and protection checks always
cause program termination. Incorrect
length and unit exception are treated as
normal conditions (posted with completion).
Note also that the user must request device
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Conditions Indicated by CCB Bytes 2 and 3 (Part 2

of 2)

end posting (CCB byte 2, bit X'04') in
order to obtain errors after channel end.

CCB Format

From the specifications in this CCB in-
struction, the macro sets up a 1l6-byte
or 24-byte field (Figure 37) as follows:

Bytes Contents

0-1 After a record has been trans-
ferred, IOCS places the residual
count from the CSW in these two
bytes. By subtracting the re-
sidual count from the original
count in the CCW, the problem
program can determine the length
of the record that was transferred.
2-3 The next two bytes are used for
transmission of information be-
tween physical IOCS and the
problem program. The problem
program can test any bit in bytes
2 and 3, using the mask given in
column 6 of Figure 36. More than
one bit can be tested by using
the hexadecimal sum of the test
values.

All bits are set at 0 (OFF)
when the problem program is assem-
bled unless the third parameter is



Bytes Contents

specified. 1If the third parameter
is specified, it will be assembled
into these two bytes. The user
may turn on bits 5 and 7 in byte 3
and bits 3, 4, 5, 6, and 7 in byte
2. During execution each bit may
be set at 1 (ON), by the problem
program or by a condition detected
by physical IOCS. Any bits that
can be turned on by physical IOCS,
during program execution, are reset
to zero by PIOCS the next time an
EXCP macro using the same CCB is
executed. The condition indicated
by the setting of each bit is shown
in Figure 36.

These two bytes are the status
bytes of the CSW. If Device End
posting is requested (byte 2, bit
5), Device End status will be
OR'ed in. Byte 4 is set to X'00'
-at EXCP time.

These two bytes are a hexadecimal
representation of the symbolic
unit for the I/0O devices, as
specified in the first operand of
this CCB.

This byte must not be modified by
the user.

These three bytes contain the
address of the CCW (or first
address of a chain of CCW's)
associated with this CCB and
specified symbolically in the

Bytes Contents
16-23 These bytes are allotted only when
the Sense Address operand is sup-
plied in the CCB Macro. They con-
tain the CCW for returning sense
information to the problem program.
EXCP MACRO
Name Operation Operand
[name] | EXCP gBlocknamez
(1)

The EXCP (execute channel program) macro
instruction requests physical IOCS to start
an input/output operation for a particular
I/0 device. The Blockname of the CCB
established for the device is the only
operand required in this instruction.
Blockname can be specified as a symbol or
in register notation.

Physical IOCS determines the device
concerned, from the Command Control Block
specified by Blockname, and places the
Command Control Block (CCB) in a queue of
such CCB's for this device. If the channel
and device are available, the channel pro-
gram is started. Program control is then
returned to the problem program. I/O
interruptions are used to process I/0O com-
pletion and to start I/O for requests if
the channel or device was busy at EXCP
time.
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second operand. WAIT MACRO
12 This byte must not be modified by -
the user. Name Operation Operand
13-15 These bytes contain the address [name] |WAIT ;Blockname
of the CCW in the CSW stored at (1)
channel end interrupt for this
I/0 operation.
Count Transmission Cswm Symbolic Unit Not Used CCW Address Reserved for CCW Address Sense CCW
Information Status Bits Address Must Contain X'00" Physical 10CS in CSW (Optional)
(see Fig. 36) :
Bytes —0 1(2 3|4 5|6 7 8 9 1 12 13 15116 23
e L.
Used For —»l Residual Count l!" ~ 7 Byte 4 Byte 5 Tee vHexodecimaT‘\\Not Used | Address of CCW ! Must : Address of CCW E This CCW contains |
! IL —1 Representation 'y ' Associated with | Contain | in the CSW Stored | data for returning
| \BIT- DESIGNATION | BIT DESIGNATION | of SYSnnn | : This CCB ] X'00' | at Channel End. | sense information |
! ' | SYSRDR =00001 i ' ' o the problem |
| 132 Attention 40  Program-controlled | SYSIPT =0001'! . ! \ | program.
133 Status modifier interruption ' SYSPCH =0002! ' : \ ! |
! 34 Control unit end | 41  Incorrect length | systsT =o0003' ! \ | = |
I '35 Busy 42 Program check | SYSLOG = 0004 | ' | . ! |
| 136 Channelend |43 Protection check | SYSLNK =0005, X . !
\ 137 Device end 44 Channel data check | SYSRES =0006 | | 1 ! | |
| 138 Unit check 45  Channel control check | SYS000 =0100" H ! | | |
] 139 Unit exception |46 Interface control check | SYS001 =0101 ' i i 1 [ |
' : 47  Chaining check : etc. I ! | | : |
1 1 |
B Bytes 4 and 5 contain the status bytes of the Channel Status Word (Bits 32 -47). If byte 2, bit 5 is on and device end results as a separate interrupt, device end
status will be ORed in.
Figure 37. Command Control Block (CCB)



This macro instruction is issued whenever
the program requires that an I/0 operation,
started by an EXCP instruction, be com-
pleted before execution of the problem pro-
gram continues. For example, the transfer
of data (a physical record) to main storage
must be completed before that data can be
added, moved to another area of main
storage, or otherwise processed. When this
WAIT instruction is executed in a batch job
environment, processing is suspended until
the traffic bit (byte 2, bit 0) of the
related CCB is turned ON. Then program-
ming automatically continues, and the data
can be processed. In a multiprogramming
environment, the Supervisor gives control
to another program until the traffic bit

is set ON.

The Blockname, as a symbol or in reg-
ister notation, of the CCB established for
the I/0 device is the only operand required
in this instruction. This is also the same
name as that specified in the EXCP instruc-
tion for this device.

Before using the WAIT macro for a paper
tape file, the user should refer to the
section entitled Sequential Processing,
Paper Tape Reader: Programming
Considerations.

ALTERNATE TAPE SWITCHING

Alternate tape drives cannot be used on
input processed by PIOCS. On output, auto-
matic alternate switching can be accom-
plished by using the DTFPH and FEOV macro
instructions. FEOV writes the standard
trailer labels, and any user-trailer labels
(if DTFPH LABADDR is specified). When the
new volume is mounted and ready for writing,
IOCS writes the standard header labels, and
the user-standard header labels, if any.

BYPASSING IMBEDDED CHECKPOINT RECORDS
ON TAPE

The checkpoint information saved is written
as a set of magnetic tape records: a 20-
byte header record, as many core-image rec-
ords as required to save the necessary
parts of core, and a 20-byte trailer rec-
ord identical to the header. The format
of the header and trailer record is:

Bytes Contents
0-11 /// CHKRPT //
12-13 The number, in binary, of core
image records following the header.
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Bytes Contents

14-15 The total number, in unpacked
hexadecimal, of records following
the header.

16-19 The serial number of the

checkpoint.

If checkpoint sets are imbedded in a
file being read with physical IOCS, they
must be recognized and bypassed. On any
mode input tape, checkpoint sets may be
identified by the first 12 bytes of the
header or trailer records. Note that when
reading backwards, the checkpoint header
will occupy the 20 low-order bytes of the
input area.

When bypassing checkpoint sets, three
methods are possible:

1. Go into a read loop (forward or back-
ward) until the checkpoint trailer
(header if backward) is encountered.

2. Extract the count from bytes 12-13 of
the header (or trailer if backwards),
add 2 to this, and forward space (or
backspace) that number of records.
Read commands could also be used.

3. Extract bytes 14~15 of the header (or
trailer if backwards), pack and convert
the field to binary, and forward space
(or backspace) that number of records.
Read commands could also be used.

When bypassing checkpoint sets on 7-
track tapes in translate mode, only method
3 can be used and only forward space (or
backspace) record commands (not reads) can
be used. Reads would create data checks.

COMMAND CHAINING RETRY

If the user generates his system to support
command chaining retry, he can utilize this
option for his physical IOCS channel pro-
grams by setting CCB bit 7, byte 3 ON. If
this bit is ON and an error involving retry
occurs, the retry begins with the last CCW
executed. If the bit is OFF, the entire
channel program is reexecuted.

If a command chain is broken by a con-
dition (such as wrong-length record or unit
exception) that does not result in device
error recovery by physical IOCS, the user
can determine the address of the last CCW
executed and, if necessary, restart at that
point.



To obtain the address of the last CCW
executed, subtract 8 from the address
stored in bytes 13-15 of the CCB.

When the command chaining retry bit is
ON, the user must move the address of the
first CCW in the channel program to bytes
9-11 of the CCB before each EXCP issued.
This is done to ensure that the correct
address is there because physical IOCS
modifies this field when retrying after an
I/0 error and never restores it to the
original value.

Command chaining should not be used to
read multiple records from SYSIPT or SYSRDR.
The bit should never be ON for DASD channel
programs.

DATA CHAINING

When using Data Chaining, each CCW should
contain the command code of the operation
being executed. (If the CCW's were formed
by the Assembler, they contain this code
automatically.) This is necessary to
ensure proper I/0 error recovery. Because
recovery frequently depends on the command
being executed, the command in the last
CCW executed is often examined.

DASD CHANNEL PROGRAMS

The user must begin his DASD channel pro-
grams with a full seek (hex command code
07). If the program is to run in a DASD
file protected environment (system genera-
tion option "DASDFP") no further seeks

may be included in the channel program. If
not operating with DASD file protection,
any other seek in the channel program must
be a full seek (hex command code 07). It
is not recommended that the user utilize
"imbedded" seeks since his program can then
never run under DASD file protect. With
DASD file protection, an "imbedded" seek

Checkpoint File on 2311:
parameters can be -used:

The following

CCWADDR=name optional
DEVADDR=SYSnnn optional
DEVICE=2311 required
LABADDR=name optional
MOUNTED=SINGLE required
TYPEFLE=QUTPUT required

XTNTXIT=name does not apply

If a DASD or tape file with standard
volume and file labels is processed, a
DTFPH header card and detail cards may be
used (Figure 38). This set indicates to
IOCS that labels are to be read and checked
(on input) or written (on output). The
header card is punched with DTFPH in the
operation field and the symbolic name of
the file in the name field. The symbolic
name may be seven characters long.

CCWADDR=Name

T'his parameter allows the user to utilize
the CCB generated within the first 16

bytes of the DTFPH table. CCWADDR specifies
the symbolic name of the first CCW to be
used with the CCB generated within the

DTFPH macro. This name must be the same.

as the name specified in the assembler

CCW statement that constructs the channel
command word.

If this parameter is omitted, the
location counter value of the CCB-CCW
table address constant will be substituted
for the CCW address.

TAPE
DEVICE=¢ 2311

2321

will cause the errant program to be canceled. If the file is contained on DASD, enter the

As shown in the following chart, when
executing the channel program, the Super-
visor sets up three commands in the channel
program that it builds: a seek that is
identical to the user's seek, a set file
mask that prevents any other 07 seeks from
being executed, and a transfer in channel
(TIC) that transfers control to the command
following the user's seek.

DTFPH MACRO

When physical IOCS macro instructions (EXCP,
WAIT, etc) are used in a program, DASD or
tape files with standard labels need to be
defined by DTFPH entries (DTF for a file
handled by Physical IOCS). DTFPH must also
be used for a checkpoint file on a 2311.

Iproper identification:

2311 or 2321. 1If
DEVICE=2311 or 2321, the DEVADDR entry can

be omitted.

DEVADDR=SY¥Snnn

This entry specifies the symbolic unit
(SYsSnnn) to be associated with the logical
file. The symbolic unit represents an
actual I/0 device address. The symbolic
unit may be:

® SYSLNK for linkage-editing

® SYSPCH for main system punch device
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Write Count, Key and Data

® SYSLST for main system printer

® SYSIPT for main system input device

® SYSRDR for system reader

® SYSRES for system residence device
® SYS000-SYS244 for other units in the
system

The symbolic unit (SYSnnn) is used in
the Job Control ASSGN statement to assign
the actual I/0 device address to this file.
The ASSGN card makes the file independent
of the device it runs on. For example, a
reel of tape may be mounted on any tape
drive that is available at the time the
job is ready to be run, merely by assigning
that drive to the symbolic unit.

If SYSLST or SYSPCH are used as output
tape units and alternate tape switching is
desired upon detecting a reflective spot,
the SEOV macro instruction must be used.
(See SEOV.)

LABADDR=Name

The user may require one or more DASD or
tape labels in addition to the standard

file labels. If so, he must include his
own routine to check (on input) or build

(on output) the user label(s). He specifies
the symbolic name of his routine in this
entry, and IOCS branches to his routine
after the standard label has been processed.

LABADDR may be included to specify a
user routine for user header or trailer
labels as follows:
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e DASD input or output file:
labels only

header

® Tape input file: header labels only

® Tape output file: header and trailer
labels

Thus, if LABADDR is specified for the file,
user header labels can be processed for an
input/output disk or tape file, and user
trailer labels can be built for a tape out-
put file. Similar to the functions per-
formed by logical IOCS, physical IOCS reads
input labels and makes them available to
the user for checking, and writes output
labels after they are built.

For a complete discussion of the LABADDR
routine, see the OPEN sections of this
manual.

MOUNTED=

This entry must be included for a DASD file
to specify how many extents (areas) for the
file are to be made available for proces-
sing when the file is initially opened.

The entry must not be included for a tape
file. One of the following specifications
is entered after the = sign:

if all extents are to be available
for processing. When the file is
opened, IOCS checks all labels on
all packs and makes available all
extents specified by the user's
control cards. Only one OPEN is

ALL
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required for the file. ALL should
be specified whenever the user
plans to process records in a
manner similar to that performed
by the direct access method. 1In
any case, the user must supply a
LBLTYP card.

.Also for this option, after the
OPEN is performed, the user must
be aware that the symbolic unit
address of the first volume con-
taining this file is in bytes 30
and 31 of the DTFPH table other
than in the CCB. Before executing
any EXCP's the user must place the
symbolic address in bytes 6 and 7
of the CCB.

if only the first extent on the
first volume is to be available
for processing. SINGLE should be
specified when the user plans to
process records in sequential
order. IOCS checks the labels on
the first pack, and makes the
first extent specified by the
user's control cards available
for processing. The user must
keep track of the extents and
issue a subsequent OPEN whenever
another extent is required for
processing. The user will find
the information in the DTFPH table
helpful in keeping track of the
extents:

DTFPH table (referenced by
Filename)

Byte Contents
0-15 CCB (Symbolic unit has been
initialized in the CCB)
54-57 Extent Upper Limit (CCHH)
58-59 BB Seek Address
60-63 Extent Lower Limit (CCHH).

On each OPEN after the first, IOCS
makes available the next extent
specified by the control cards.

When the user issues a CLOSE
for an output file, the volume on
which he is currently writing
records will be indicated, in the
file label, as the last volume
for this file.

and I/0 Macros

_§Input
TYPEFLE {Output}

This entry must be included to specify the
type of file (input or output). One speci-
fication or the other is entered immedi-
ately after the = sign.

XTNTXIT=Name

This entry is included if the programmer
wants to process XTENT card information.
It specifies the symbolic name of the
user's extent routine. The DTFPH entry
MOUNTED=ALL must also be specified for the
file.

Whenever XTNTXIT is included, IOCS
branches to the user's routine during the
initial OPEN for the file. It branches
after each specified extent has been com-
pletely checked and after conflicts, if
any, have been resolved.

Upon entry to the user's routine, IOCS
stores in register 1 the address of a 14-
byte area from which the user can retrieve
extent card information (in binary form).
This area contains:

Bytes Contents
0 Extent type code (as specified
in the XTENT card)
1 Extent sequence number
2-5 Lower limit of the extent
(CCHH)
6-9 Upper limit of the extent
(CCHH)
10-11 Symbolic unit
12 01d bin number
13 Present bin number of the

extent (B2)

The user returns to IOCS by use of the
LBRET macro instruction.



The Supervisor is a control program that
provides specialized services to problem
programs. These services differ slightly,
depending on the execution environment. In
the batch-job environment, the Supervisor
processes interruptions, I/0O requests, and
program retrieval. In addition to these
functions, in the multiprogramming environ-
ment the Supervisor also determines which
program (foregroundl, foreground2, or back-
ground) is to be executed.

The interruptions handled by the Super-
visor result from five conditions:

e Input/Output

® Program Check

® Machine Check

e External Signal (including timer)
® Supervisor Call

The user can request the Supervisor to set
up linkages so that his routines can handle
program check, and operator-communication
and/or timer interrupts.

The Supervisor also contains a communi-
cation region (see Figure 39) that problem
programs can use for storing information
between job steps. There are no restric-
tions on the use of this area in the
batched-job environment. In the multipro-
gramming environment any program can read
from this region, but only background pro-
grams can write in it.

Several macro instructions are available
to the programmer to enable him to communi-
cate with the Supervisor. Thus, he can
utilize the functions performed by the
Supervisor or have access to the communica-
tion region in the Supervisor. To make use
of the Supervisor functions requires switch-
ing from problem state to Supervisor state.
Therefore, most macro instructions used for
this purpose generate a Supervisor Call
(SVC) instruction. The macro instructions
included in this section are:

LOAD Loads a program phase and re-
turns control to the calling
phase.

FETCH Loads and gives control to a

program phase.

SUPERVISOR--COMMUNICATION MACROS

Obtains the address of the
communication region. This
macro does not generate an SVC.

COMRG

MVCOM Modifies the content of the
user's portion of the communi-
cation region.

GETIME Obtains the time of day. This
macro does not generate an SVC.
SETIME Requests the Control Program
to take a program exit or set
a bit in the TECB after a spe-
cific time interval.

STXIT Actiwvates a user's program
check, interval timer, or op-
erator communication routine,
or cancels the use of such a
routine.

EXIT Returns to the point of inter-
ruption from a user routine
for interval timer, program
check, or operator communica-
tion.

TECB Generates a Timer Event Control
. Block.

Yields control until the ex-

piration of the interval timer.

WAIT

PDUMP Obtains a selective (snapshot)

dump of main storage.
DUMP Terminates the job step and
provides a dump of main
storage.
CANCEL Terminates all remaining steps
of the job.
EOJ Informs the Supervisor that the
current problem-program job
step has been completed.
CHKPT Causes checkpoints to be taken
in a batch or background pro-
gram.

Multiprogramming Restrictions on Use of
Supervisor Macros: If MVCOM is used in a
foreground program, the program is canceled
because the bytes in the communication
region that can be modified by this macro
do not contain information for foreground
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programs. The interval timer macros SETIME,
STXIT IT, and EXIT IT can be used in only
one program (foregroundl, foreground2, or
background) at a time. This program is
specified at system-generation time but can
be changed by the operator. CHKPT is ig-
nored in a foreground job.

PROGRAM LOADING

Phases may be loaded into main storage from
the Core Image Library with the FETCH and
LOAD macro instructions. FETCH gives con-
“trol to the phase that was loaded while
LOAD returns control to the phase that
issued the macro instruction. Self-
relocating phases must be loaded using the
LOAD macro instruction (rather than the
FETCH) with the load address specified in a
register.

FETCH--FETCH A PHASE

Name Op Operand
[name] | FETCH {phasename} ,{entryname}
(1) (0)

The FETCH macro instruction loads the phase
specified in the first parameter. The
phase name can be 1-8 characters long. Con-
trol is passed to the address specified by
the second operand. If the second operand
is not specified, control is passed to the
entry point determined at linkage-edit time.

The parameters can be specified either
as symbols or in register notation. When
register notation is used for phasename,
the register must be preloaded with the
address of an eight-byte field that contains
the phasename as alphameric characters. If
necessary, the phasename should be padded
with blanks.

If ordinary register notation is used
for entryname, the absolute address of the
entry point of the phase should not be
preloaded into register 1. If, instead, a
symbolic name is used for entryname, the
macro expansion results in a V-type address
constant. The entryname does not have to
be identified by an EXTRN statement.

LOAD--LOAD A PHASE

Name Op Operand
[name] | LOAD {phasename} ,{loadaddr}
(1) (0)
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The LOAD macro instruction loads the phase
specified in the first parameter and returns
control to the calling phase. The phasename
can be 1-8 characters long. The user should
code his LOAD in a place where it cannot be
overlaid by the new phase.

After execution of the macro, the entry-
point address of the called phase is
returned to the programmer in register 1.
This entry-point address is determined at
linkage-edit time.

If an optional address parameter is pro-
vided, the load-point address specified to
the linkage editor is overridden, and the
phase is loaded at the address specified.
The address used must be outside the Super-
visor area. When an overriding address is
given, the entry-point address is relocated
and returned in register 1. None of the
other addresses in the phase are relocated.

The parameters can be specified either
as symbols or in register notation. When
register notation is used for phasename, the
register must be preloaded with the address
of an eight-byte field that contains the
phasename. If necessary, the phasename
should be left-justified and padded with
blanks. If ordinary register notation is
used for loadaddr, the parameter should not
be preloaded into register 1.

COMMUNICATION REGION

As shown in Figure 39 and described here,
the communication region is a 46-byte stor-
age area within the Supervisor. Batch-jobs
can read and write in this region. 1In a
multiprogramming environment, all programs
can read the data located in this area, but
only background programs can write there.

Field Length Information

8 bytes Calendar date. Supplied from
system date whenever a JOB
statement is encountered.

The field can be two forms:
MM/DD/YY or DD/MM/YY where

MM is month, DD is day, and
YY is year. It can be tem-
porarily overridden by a

DATE statement.

2 bytes Address of first byte of
problem program area for the
batch or background job.

2 bytes Reserved for control program
use.



Date Job Narme
Mo/Day/Yr User Area- - set to zero when (Entered from £ € 0
JOB statement is read. = Job Control) ) £ ££
or £ - (Inter- or, Intra~ Job Step 5 3 5] _::5 3 S o
% % Communication) }: %S 5 * 3 g el & 4
Day/Mo/Yr 2 3 5 2 25 2£ 5|l 2
o = 0 ~ > ~, o0 ©¢
s e 5% 3 @9 @9 @ zol &8
Le< | 23 & L8| g | gl 53
is5 | ¥s : SHB I HIHEY
38k 3% £ 358|358 |3588 82
Bytes |0 8 9]10 1112 22|23 |24 3132 35]36 39]40 43{44 45
A’ddress of first
byte supplied
in register 1
by COMRG Note: In the multiprogramming environment, the information in bytes 8- 9, 12- 45 pertain to the Background Program.

Figure 39. Communication Region (in Supervisor)

11 bytes User area for inter- or LOAD macro) loads a phase
intra-job step communica- above its linkage-edited
tions. All 11 bytes set to origin, or all phases of the
zero when JOB statement for program are not linkage-
the batch or background job edited together.
is encountered.

2 bytes Length of batch or background
1 byte UPSI (user program switch program label area.
indicators). Set to binary
zero when JOB statement for Macro instructions (COMRG and MVCOM) are
the batch or background job provided to allow the problem program to
is encountered. Initialized communicate with the Supervisor and the
by UPSI Job Control state- communication region. A brief discussion
ment. of these macro instructions follows.
8 bytes Job name as found in the JOB
statement for the batch or COMRG--GET ADDRESS OF COMMUNICATION REGION
background job.
4 bytes Address of the uppermost byte Name Operation Operand
of the batch or background
program area. When the first [name] | COMRG
phase of a foreground or
background program is loaded
and given control, register When COMRG is issued, the address of the
2 contains the address of communication region is placed in register
the uppermost byte of the 1. Any problem program can read any portion
respective program area. of the communication region by using regis-
ter 1 as a base register.
4 bytes Address of the uppermost byte
of the current phase placed
in the problem-program area MVCOM--MOVE TO COMMUNICATION REGION
by the last FETCH or LOAD
macro instruction in the
batch or background job. Name Operation Operand
4 bytes Address of the uppermost byte [name] | MVCOM

used in loading any phase of
the batch or background job.
This value may be incorrect

if the program (using the

to,length, (from
(0)

The MVCOM macro instruction is used to
modify the content of bytes 12-23 of the
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communication region. This macro cannot be
used in a foreground program.

The operand from represents the address,
either as a symbol or in register notation,
of the bytes to be inserted; length repre-
sents the number of bytes (1-12) to be in-
serted; to is the relative address of the
first communication region byte to be modi-
fied (12-23). to
tive to the first byte of the region.)

The following example shows how to move
three bytes from the symbolic location DATA
into bytes 16-18 of the communication
region.

Name Operation Operand

[name] | MVCOM 16,3,DATA

TIME OF DAY MACRO

GETIME--GET TIME OF DAY IN REGISTER 1

Name Operation Operand

[name] GETIME STANDARD
BINARY
TU

The GETIME macro instruction is used to
obtain the time of day at any time during
program execution. STANDARD is assumed if
no operand is given.

If STANDARD is specified, the time of
day is returned in register 1 as a packed
decimal number: HHMMSS (where H is hours,
M is minutes, and S is seconds) with low-
order sign. The time of day may be stored,
unpacked, or edited.

Note: Lengthy conversion routines are
erated (in line) each time STANDARD is
Therefore, this function should be put
a subroutine if it is used frequently.

gen-
used.
into

If BINARY is specified, the time of day
is returned in register 1 as a binary inte-
ger in seconds.

If TU is specified, the time of day is
returned in register 1 as a binary integer
in units of 1/300 second.

GETIME can be used only if the timer
feature was specified at system generation
time and if the CPU has the timer feature.

Note: The timer feature is independent of
the interval timer options (SETIME and
STXIT). GETIME can be used by any area in
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(The to address used is rela-

a multiprogramming environment, regardless
of which area is using the timer.

INTERVAL TIMER AND USER EXIT MACROS

Programs using the interval timer macros--
SETIME, WAIT, TECB, STXIT IT, EXIT IT--must
be executed with a Supervisor containing
the optional interval timer routines and
must be executed on a CPU having the timer
feature. The user specifies at system-
generation time whether the Supervisor is
to be generated with the interval timer
routines.

In a multiprogramming environment, only
one program at a time can use the interval
timer macros. This program is specified at
system-generation time but can be tempor-
arily changed by the operator.

There are two distinct methods of using
the interval timer macros. Only one method
can be used at a time. The first method
allows the user to set the timer and enter
a routine in his program when the time
elapses. The SETIME, STXIT, and EXIT macros
are used to do this. In the second method,
a given routine can be performed at timed
intervals. The SETIME, TECB, and WAIT
macros are used. The time set is a real-
time interval and is not stopped or adjusted
when the program using the timer does not
have control. This should be noted by the
lower-priority programs in a multiprogram-
ming environment.

METHOD-1 MACROS

SETIME--SET INTERVAL TIMER

Name Operation Operand

[name] | SETIME {seconds}

(1)

The SETIME macro instruction is used to set
the interval timer to the value that is
specified in the operand. The largest al-
lowable value is 55924, which is equivalent
to 15 hours, 32 minutes, 4 seconds. A reg-
ister may be specified as the operand. The
register must contain the number of seconds
in binary. When the specified timer inter-
val has elapsed, the interval-timer routine
supplied by the user will be entered.

If a routine has not been supplied to
the Supervisor (via the STXIT macro instruc-
tion) by the time of the interruption, the
interruption will be ignored.

When a program is restarted from a check-
point, any timer interval set by a SETIME
macro is not restarted.



STXIT--SET LINKAGE TO USER ROUTINE (S)

If a timer or operator-attention inter-
rupt occurs and linkage has not been estab-
lished to a user routine, the interrupt is
ignored. If a Program Check occurs without

Name Operation Operand
to establish linkage
‘ PC
[name] STXIT {IT},{rtnaddr , | savarea
ocC (0) (1)

exit linkage established, the program is
terminated.

The following chart shows what happens
when an interrupt occurs while an interrupt

to terminate linkage
PC
IT
oC

[name] STXIT

)

routine is being processed.

"The STXIT (set exit) macro instruction is
used to establish or terminate a linkage
from the Supervisor to a user's routine for
Interval Timer, Operator, or Program-Check
interrupt handling. If only the first op-
erand is present, linkage to the user's
routine is terminated.

The operands are described as follows.

PC Program Check Interruption

iT Timer Interruption

ocC Operator Attention Interrupt

rtnaddr Entry-point Address of the routine
that handles the interruption des-
cribed in the first operand.

savarea Address of a 72-byte area in which

the Supervisor stores the old PSW
and general registers 0-15. 1In
the case of stacked interrupts,
the user must have a separate save
area for each routine.

The routine address and the savarea address
can be given in register notation. However,
the routine address should not be specified
in register 1.

In a batch or background job, the OC
routine is entered when the external inter-
rupt key on the console is pressed. 1In a
foreground program, the OC routine is
entered when the request key on the 1052 is
pressed and the foreground OC routine is
requested. The IT routine is entered when
the interval timer elapses. The PC routine
is entered when a program check occurs. If
a PC occurs in a routine that is being exe-
cuted from the Logical Transient Area, the
job containing the routine is canceled.

In all cases if a STXIT macro is given
and the Supervisor was not generated to
handle the requested facility, the job is
canceled. This also applies to a program
that requests the timer interrupt and is
not allocated the timer.

Routine Being Interrupt Occuring
Processed
PC ocC IT
PC cC H H
oc H Iy, E¢ H
IT H H I

C Job canceled.

H Interrupt honored. When processing of
new routine completes, control returns
to interrupted routine.

Ef Error message given in foreground pro-
gram and control returns to interrupted
OC routine.

I Interrupt ignored for all programs

I Interrupt ignored in batch job or back-
ground program.

Notes:

1. When restarting a program from a
checkpointed position, any STXIT link-
ages established prior to the check-
point are destroyed.

2. If a program is using a logical

transient routine when a timer inter-
rupt occurs, the user timer routine is
not entered until the logical transient
routine is released.

EXIT--EXIT FROM USER'S INTERRUPT ROUTINE (S)

Name Operation Operand

)

The EXIT macro instruction is used to return
from a user routine, specified in the STXIT
macro instruction, to the point in the
interrupted program where the interruption
occurred. The PSW and registers are re-
stored from the savarea; hence the savarea

EXIT PC
iT

oC

[name]
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contents should not be destroyed.

ands have the following meanings:

PC

routine.

IT

routine.

ocC

The oper-

Exit from the user's program-check

Exit from the user's interval-timer

Exit from user's routine that handles

the operator-attention interrupt.

METHOD-2

MACROS

TECB-BUILD TIMER EVENT CONTROL BLOCK

Name

Operation_

Operand

tecbname

TECB

The TECB causes a Timer Event Control Block,
shown in Figure 40, to be generated at the
address of tecbname.

This block contains

WAIT macro can be processed.

When SETIME

is issued, the event bit is set to 0.

The number of seconds can be specified
directly or in register notation.
largest allowable value is 55924, which is
equivalent to 15 hours, 32 minutes, 4 sec-

onds.

The

ister must contain the number in binary.

The user can specify the tecbname or

specify the register (r)

1) in which he has placed the address of

the corresponding TECB.

After SETIME is

executed, the Supervisor returns the TECB

address in register 1.

WAIT--WAIT FOR TIMER ELAPSE

If a register is specified, the reg-

(r cannot be 0 or

Name Operation Operand
[namel | WAIT {tecbname}
(1)

an event bit that is set to indicate when
the time interval specified in SETIME has
elapsed.

SETIME-SET INTERVAL TIMER

Name Operation | Operand
[name] | SETIME {seconds},{tecbname}
(1) (r)

The SETIME macro sets the amount of time
that must elapse before the TECB event bit
is set to 1 and the routine following the

Reserved Reserved Reserved
Byte 0 1 2 3
Event Reserved
Bit
Bit |0 1-7

The Event Bit is set ON by the Supervisor's Timer Routines

Value Indication
0 time specified in SETIME has not elapsed
1 time specified in SETIME has elapsed
Figure 40. The Timer Event Control Block
(TECB)
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The WAIT macro is used to ensure that the
time interval specified in SETIME has
elapsed (event bit turned ON) before execu-
tion of the program issuing the WAIT contin-
ues. When a WAIT macro is processed in a
multiprogramming environment, control is
given to the Supervisor, which makes the
time available to a lower-priority program.

The user can either specify the tecbname
or use register notation. The WAIT macro
instruction loads the TECB address into
register 1 unless register (1) is specified.

Note: The SETIME macro instruction leaves
the TECB address in register 1.

THE DUMP MACROS

PDUMP--PARTIAL DUMP OF MAIN STORAGE

Name Operation Operand
[name] | PDUMP {addressl},{address2}
(r) (r)

This macro instruction provides a hexadeci-

mal dump of the general registers and of

the main storage area that is contained be-

tween the two address expressions (addressl

and address2). One or both of the addresses
can be given in registers. Special register
notation is not necessary for use in a self-
relocating program.” The contents of regis-

ters 0-1 are destroyed, but the CPU status



is retained. Thus, PDUMP furnishes a dy-
namic dump (snapshot) useful for program
checkout. Processing continues with the
next user instruction.

In a batch or background job, this dump is

directed to SYSLST. When SYSLST is a 2311,
the user must issue an OPEN macro to any DTF
assigned to SYSLST after each PDUMP that is
executed. This OPEN macro updates the disk
address maintained in the. DTF table to agree

with the address where the PDUMP output ends.

If the OPEN is not issued, the address is
not updated, and the program is canceled
when the next PUT is issued.

In a foreground job the dump is directed
to SYS000, which can be either a printer or
a tape. The records are 121 bytes long;
the first byte is an ASA control character.

DUMP--DUMP MAIN STORAGE

Name Operation Operand

[name] | DUMP

This macro terminates the job step and gives
a hexadecimal dump.

In a batch-job or a background program,
the Supervisor, the batch or background
program, and the general registers are
dumped onto SYSLST.

In a foreground program, the dump goes
to SYS000 and contains the supervisor, the
foreground program that issued the macro,
and the general registers. SYS000 can be
either a printer or a tape. (Before the
macro is issued, the tape must be opened,
if necessary, and positioned as desired.
The records are 121 bytes long; the first
byte is an ASA control character.)

THE CANCEL AND EOJ MACROS

CANCEL--CANCEL THE JOB

Name Operation Operand

[name] | CANCEL

This macro instruction causes the job to be
terminated. No dump of main storage is
provided.

EOJ--END-OF-JOB STEP

Name Operation Operand

[name]

EOJ

The EOJ macro instruction is issued at the
end of a problem-program step to inform the
system that the job step is finished. The
operand field is ignored.

CHECKPOINTING A PROBLEM PROGRAM

Checkpoint is a means of recording the
status of a problem program at desired in-
tervals. Restart is a means of resuming
the execution of the program from one of
the checked points rather than from the
beginning, if processing is terminated for
any reason before the normal end of program.
For example, .a job of higher priority may
require immediate processing, or some mal-
function such as a power failure may occur
and cause an interruption. The checkpoint
ability is provided through the CHKPT macro
while the restart ability is provided
through Job Control. (For information on
restarting a checkpointed program, see the
System Control and Service publication
listed on the front cover.)

USE of CHKPT MACRO

The CHKPT macro can be issued by any pro-
gram in a batch-job environment or by a
background program in a multiprogramming
environment. It will be ignored in a fore-
ground program. CHKPT will also be ignored
under the following conditions:

1. The device on which the checkpoint rec-
ords are to be written is not a magnetic
tape or a 2311 disk. (The device must
be a 2311 disk if filename operand is
present.)

2. End-of-reel is detected while writing
the checkpoint on tape.

3. The area on disk is not large enough
for a single checkpoint.

4. The macro is issued by a telecommunica-
tion program that has any I/0 opera-
tion(s) pending on a telecommunication
device.

5. The user-specified end address is
greater than the end of the background-
job area.
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6. The CHKPT macro is issued before the
disk checkpoint file is opened.
7. Any of the required DTFPH parameters

for the disk checkpoint file contain
errors.

CHKPT MACRO

Name Operation|Operand

[name] | CHKPT SYSnnn,{restart address}

(rl)

[,end address:l [,tpointe
(r2) (r3)

[aeginser] [ Firenane]

i

SYSnnn specifies the logical unit on which
the checkpoint information will be stored.
It must be a magnetic tape or a 2311 disk.
(See Checkpoint File.)

Restart address (or rl) specifies a
symbolic name of the problem program state-
ment (or register containing the address)
at which execution is to restart if proc-
essing must be continued later.

End address (or r2) is a symbolic name
(or register containing the address) of the
uppermost byte of the problem program area
required for restart. This address must
follow the logic modules being included
from the relocatable library.

If this operand is omitted, all of main
storage above the Supervisor will be check-
pointed in a batch-job environment, and
all of the background program area in a
multiprogramming system.

This operand provides two advantages.
One, less time and space is required for
recording the checkpoint record set. Two,
if a program using 32K of storage is being
run in a larger system and only 32K is
checkpointed, that program can be restarted
either on a 32K system or as a 32K back-
ground job in a multiprogramming system.

Tpointer (or r3) is the symbolic name of
an eight-byte field contained in the
problem program area. (See Repositioning
Magnetic Tape.)

Dpointer (or r4) is the symbolic name of
a DASD operator verification table that the
user can set up in his own area of main

storage. (See DASD Operator Verification
Table.)
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Filename (or r5) is used only for check-
point records on disk. It is the name of
the associated DTFPH macro. (See Check-
point on Disk.)

Special Register Notation cannot be used
with any of these operands.

Information that Is and Is Not Saved

When the CHKPT macro is issued, the follow-
ing information is saved:

Information for the Restart and other
Supervisor or Job Control routines.

The general registers.

Bytes 8-10 and 12-45 of the communica-
tion region.

The problem program area (see End-
Address Operand).

All DASD file protection extents
attached to logical units belonging to
the checkpointed program.

Note: If the program is using DASD system
input or output files (SYSIPT, SYSLST),
they must be reopened in the user restart
routine to obtain the current DASD address.

The following information is not saved:

The floating point registers. (If
needed, these registers should be
stored in the problem program area be-
fore issuing CHKPT, and restored in a
user restart routine.)

Any linkages to user routines set by
the STXIT macro. (If needed, STXIT
should be used in user's restart
routine.)

Any timer values set by the SETIME
macro. (If needed, SETIME should be
used in user's restart routine.)

The program mask in problem program
PSW. (If other than all zeros is
desired, the mask should be reset in
user's restart routine.)

Note: A user's restart routine must also
reopen any DASD system input or output
files (SYSIPT, SYSLST, etc) that are used.



CHECKPOINT FILE

The checkpoint information must be written
on a 2311 disk or a magnetic tape--either
7 or 9 track. The 7-track tape can be in
either data conversion or translation mode;
however, the magnetic tape unit must have
the data conversion feature. On 7-track
tapes, the header and trailer labels are
written in the mode of the tape; the data
records are written in data convert mode,
odd parity.

Checkpoints on Tape

The programmer can either establish a
separate file for checkpoints or imbed the
checkpoint records in an output data file.
When the data file is read at a later time
using logical IOCS, the checkpoint records
are automatically bypassed. If physical
10CS is used, the user must program to by-
pass the checkpoint record sets. See
Processing Records with Physical IOCS.

If a separate magnetic tape checkpoint
file with standard labels is maintained,
the labels should be either checked by an
OPEN or bypassed by an MTC command before
the first checkpoint is taken.

Checkpoints on Disk

If checkpoints are written on a 2311 disk,
the following must be observed:

® One continuous area on a single pack
must be defined at execution time by
the Job Control cards necessary to
define a DASD file.

e The number of tracks required is com-
puted as follows:

X X
N| 1430420 + C
18 3625

where N = the number of sets of
checkpoint records to be
retained. (When the
defined extent is full,
the first set of check-
point records is over-
laid.)

C = the number of bytes to be
checkpointed in the
user's problem program up
to the end address
specified in the CHKPT
macro operand.

X = the number of 2311 XTENTS
including nonoverlapping
split-cylinder XTENTS.

If split-cylinder XTENTS
overlap on the same cyl-
inder the number of

XTENTS counted is one used
by the program. (This
number is zero if DASD
file protect is not used.)

Y = same as above for 2221.

For each division, the remainder is
rounded up to the next highest whole
number before multiplying by N.

e Each program can use a common check-
point file or define a separate one.
If a common file is used, only the last
program using the file can be restarted.

® The checkpoint file must be opened be-
fore the CHKPT macro can be used.

e A DTFPH macro must be included for use
by OPEN and the checkpoint routine.
See Processing Records with Physical
I0CS: DTFPH Macro.

REPOSITIONING I/O FILES

The I/0 files used by the checkpointed pro-
gram must be repositioned on restart to the
record that the user wants to read or write
next. Checkpoint provides no aids for re-
positioning unit-record files. The pro-
grammer must establish his own reposition-
ing aids and communicate these to the
operator when necessary. Some suggested
ways are:

e Taking checkpoints at a logical break
point in the data, such as paper tape
end of reel.

e Switching card stackers after each
checkpoint.

® Printing information at checkpoint to
identify the record in process.

® Issuing checkpoints on operator demand.

User sequential DASD input or output files
require no repositioning.

When updating DASD records in an exist-
ing file, the programmer must be able to
identify the last record updated at check-
point in case he needs to restart. This
can be done in various ways, such as:

e Creating a history file to record all
updates.

® Creating a field in updated records to
identify the last transaction record
that updated it. This field can be
compared against each transaction at
restart time.
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Repositioning Magnetic Tape

Checkpoint provides some aid in reposition-
ing magnetic tape files at restart. Files
can be repositioned to the record following
the last record processed at checkpoint.

The following discussion Presents the
procedure in correlation with a chart given
at the end of this section. The fourth
operand of the CHKPT macro points to two
V-type address constants that the user
specifies in his coding. The order of these
constants is important.

e The first constant points to a table
containing the filenames of all the
logical IOCS magnetic tape files that
are to be repositioned.

e The second constant points to a table
containing repositioning information
for physical IOCS magnetic tape files
that are to be repositioned.

e If the first, second, or both con-
stants are zero, no tapes processed by
logical, physical, or both types of
I0CS, respectively, will be reposi-
tioned.

If the tables are contained in the same
CSECT as the CHKPT macro, the constants may
be defined as A-type constants.

The user must build the tables discussed.
Each filename in the logical IOCS table
points to the corresponding DTF table where
IOCS maintains repositioning information.
The user should note the following:

® Magnetic tapes with nonstandard labels
should be repositioned past the labels
at restart time (presumably the labels
are followed by a tapemark so that
forward-space file may be used)..

e If a tape, that is to be repositioned,
is processed with nonstandard labels
and read backwards, the user must keep
a physical I0OCS repositioning table,
because for this case, the physical
record count kept by IOCS will be in-
correct. The physical record count
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must be the number of forward reads
necessary for restart to position the
tape.

® Restart does not rewind magnetic tapes
when repositioning them.

® A multifile reel should be pre-
positioned to the beginning of the de-
sired file.

® The correct volume of a multivolume
file must be mounted for restart.

® For tapes with a standard VOL label,
restart writes the file serial number
and volume sequence number on SYSLOG,
and gives the operator the opportunity
to verify that the correct reel is
mounted.

® IOCS can completely reposition files
on system logical units (SYSIPT,
SYSLST, etc), if the tape is not shared
with any other program and if the user
keeps a physical IOCS repositioning
table. However, if a system logical
unit file is shared with other pro-
grams, a problem exists. Output pro-
duced after the checkpoint is dupli-
cated at restart. Input records must
be reconstructed from the checkpoint,
or the user restart routine must find
the last record processed before check-
point.

The entries in the physical IOCS table
are as follows:

First halfword--hexadecimal representation

of the symbolic unit address of the
tape (copy from CCB).

Second halfword--number of files within the

tape in binary notation. That is,

the number of tapemarks between the
beginning of tape and the position

at checkpoint.

Third halfword--number (in binary notation)
of physical records between the
preceding tapemark and the position
at checkpoint.




Name Operation Operand
CHKPT SYsS00x, (rl), ,POINATER,DAISD
—— e e e ______.__1__.__4
r *——-————-—————-—————-———————-—J
| POINTER DC — V (LOGICL)
I } V(PHY'SCL)
| S
——— e ————— — ]
I | CNOP : 2,4
l LOGICL DC | H'n' number of entries in
| | the following table.
| ——_—————
I | DC [ ———V (Filenamel) Symbolic DTF
| V (Filename2) name of each
l | | . tape file to
I . be repositioned
[ I . at restart
| | | V (Filenamen)
| |
I I |
|y |
PHYSCL DC | H'n' number of entries in
| _J the following table.
| ! 3H six bytes (3 halfwords)
I . for each tape file
l
| . that is to be
| [ repositioned at restart.
| | 3H
| g3 '
Filenamel DTFxx
LDASD H'n'
2H 4 bytes

. (2 halfwords for each

. DASD for which the
operator is to verify
the volume sequence
number at restart.

2H
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DASD OPERATOR VERIFICATION TABLE ® The symbolic unit in hexadecimal nota-
tion copied from the CCB bytes 6 and 7.

If the Dpointer operand is used, the user e The bin (cell) number in hexadecimal
can build a table, in his own area of main notation.

storage, to provide the symbolic unit num-

ber and the bin (cell) number of each DASD

file used by his program. At restart, the

volume sequence number of these files will There must be one entry for each DASD unit
be printed on SYSLOG, and the operator can that is to be verified by the operator.
verify them.

The entries in the DASD Operator Verifi- The bin number is always zero, except
cation Table must consist of the following for a 2321 in which case the bin number
two halfwords, in the order stated: varies with the cell (0-9) being verified.
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ADDITIONAL

MACRO INSTRUCTIONS: CALL, SAVE, AND RETURN

A program may consist of several phases
which have been produced by the same lan-
guage translator or different language
translators (FORTRAN or COBOL, for exam-
ple). These phases are then combined by
the Linkage Editor. This process is mean-
ingful only if one phase can branch to
another phase and deliver parameters to it.
The routine called should also be able to
provide the calling routine program with
results.

If control passes from one routine to
another within the problem program, the
linkage between the routines is referred

to as direct linkage. In direct linkage,
no linkage to the Supervisor is involved.
Three macro instructions, using conventions
of the Assembler language, are used for
linkage between routines: CALL, SAVE, and
RETURN.

Linkage between the main program and two
subroutines is shown in Figure 41. Linkage
can proceed through as many levels as re-
qguired, and each routine may be called from
any level. 1In the standard direct linkage,
a routine always returns to the next higher
level.

Main Program (A)

First - Level Subroutine (B)

Second - Level Subroutine (C)

_—— [ SAVE (14,r2) = SAVE--
LA 13,SAVEA BALR -~
-—— USING -- ---

ST 13,SAVEB +4

CALL LA 13,SAVEB
----- -—
CALL
_____ RETURN =~
_____ L 13,SAVEB +4
SAVEA DS 9D RETURN (14, r2)

Figure 41.

Direct Linkage

Additional Macro Instructions
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LINKAGE REGISTERS

The registers having specific roles in
linkage are listed in Figure 42. The
greatest use of linkage registers occurs
with direct linkage. However, linkage reg-
isters are also used in linkages with the
Supervisor, which are normally achieved
through macro instructions.

Some of the linkage register identities
and uses are shown in the following typlcal
direct linkage calling sequence:

CNOP 2,4

LA 13, SAVEAREA load save
area address
load return
address
load entry
point addr
load para-
meter list
address
parameter
list

LA 14,RETADR

L 15,=V (SUBR)

BALR 1,15

DC A (PAR1,PAR2)

RETADR .ee
SAVEAREA DS 9D

In the above sequence, a higher level
program (the calling program) gives control
to a lower level program (the called pro-
gram) by branching to the address in reg-
ister 15. Register 15 is the entry point
register; it can be used to provide initial
addressability in the called program.

Before branching, the calling program
loads register 14, the return register,
with the address to which the called pro-
gram should return control. Two parameters,
PAR1 and PAR2, are passed to the called
program, in a list pointed to by register
1, which is the parameter list register.

SAVE AREA USE

Registers used by a called program must
have their contents saved and restored by
each lower level program that is given
control by a higher level program. This
conserves main storage, because the in-
structions to save and restore registers
need not be in each calling sequence in the
higher level program. The save area used
is in the higher level program and has a:
standard format so that all programs can
save registers in a uniform manner. Save
areas are chained together in ascending
order so that register contents can be
restored as control is returned to the
higher level programs. Save areas can also
optionally be chained together in descend-
ing order.

REGISTER SAVING AND RESTORING
RESPONSIBILITIES

Every program, before it executes a direct
linkage, must provide a save area and place
the address of this save area in register
13. A program can use the same save area

REGISTER
NUMBER REGISTER NAME CONTENTS
0 Parameter register Parameters to be passed to the called
program ,
1 Parameter register Parameters to be passed to the called
or program.
Parameter list Address of a parameter list to be
register passed to either the control program
or a user's subprogram.

13 Save area register Address of the register save area to be
used by the called program.

14 Retum register Address of the location in the calling
program to which control should be
returned after execution of the
called program.

15 Entry point register Address of the entry point in the
called program .

Figure 42. Linkage Registers
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for all of its linkages. Unless the pro-
gram requires register 13 for other
reasons, the address of the save area can
be loaded into it once, when the program
is entered.

The save area in the calling program is
used by a called program in direct linkage
to save the contents of registers the
called program will use. Register saving
should be accomplished by using a SAVE
macro instruction. Because register saving
should be the first action taken by the
called program, the SAVE macro instruction
should be used at the entry point of the
called program. The called program should
use a RETURN macro instruction to return

control to the calling program, and to
restore the saved registers from the save
area.

Words 6 through 18 of the save area in
the calling program may be used by the
called program to save registers, or as a
work area.

SAVE AREA

A save area occupies 9 double-words and is
aligned on a double-word boundary. The
save area words, their displacement from
the area origin, and their contents are
shown in Figure 43.

WORD | DISPLACEMENT CONTENTS

1 0 Indicator byte and storage length.

2 4 Address of the save area used by the calling program
(stored by the calling program). This save area is in
the program that called the calling program.

3 8 Address of the save area in the called program (stored
by the called program).

4 12 Retum address (register 14 contents - stored by the
called program).

5 16 Entry point address (register 15 contents - stored by
the called program).

6 20 Register 0

7 24 Register 1

8 28 Register 2

9 32 Register-3

10 36 Register 4
B] 40 Register 5
12 44 Register 6
13 48 Register 7
14 52 Register 8
15 56 Register 9
16 60 Register 10
17 64 Register 11
18 68 Register 12

Figure 43.

Save Area Words and Contents in Calling Program
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Additional information on the contents
of each of the words in a save area is
given below:

e Word 1. An indicator byte followed by
three bytes that contain the length of
allocated storage. Use of these fields
is optional, except in programs written
in the PL/1 Language.

® Word 2. The address of the save area
in the next higher level program. The
contents of register 13 must be stored
in this word by the calling program
(which might be a called program) be-
fore the calling program loads register
13 with the address of the current save
area.

® Word 3. The address of the save area
in the called program, unless the
called program is at the lowest level
and does not have a save area. (The
called program need have a save area
only if it is itself a calling pro-
gram.) Thus the called program, if it
contains a save area, stores the save
area address in this word. This is
done only if save areas are being op-
tionally chained together in descending
order.

® Word 4. The return address, which is
in register 14 when control is given
to the called program. The called pro-
gram may store the return address in
this word if it intends to modify
register 14.

® Word 5. The address of the entry point
of the called program. This address is
in register 15 when control is given to
the called program. The called program
stores the entry point address in this
word if it is required.

® Words 6 through 18. The contents of
registers 0 through 12, in that order.
The called program stores the register
contents in these words if it intends
to modify the registers.

SAVE AREA CHAINING

The lowest level program (the current
active level) in a chain of program link-
ages should point to a save area as
follows:

e If the lowest level program does not
have a save area, register 13 should
point to word 1 of the save area in the
next higher level program.
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e If the lowest level program does have
a save area, register 13 should point
to word 1 of this save area.

® Whether or not the lowest level program
has a save area, register 13 should
point to word 1 of the save area in the
next higher level program when a RETURN
macro instruction is executed.

Note that register 13 need only point to
a save area when a linkage occurs.

In all cases, word 2 of each save area
should contain a pointer to word 1 of the
save area in the next higher level program.

Word 3 of each save area can optionally
contain a pointer to word 1 of the save
area in the next lower level program.

An example of save area chaining is
shown in Figure 44. Two programs (A and B)
are shown in the example. Program A has
called program B. In this example, pro-
gram B calls another program which is not
shown because it does not call any pro-
grams. Programs A and B contain a save
area.

REGISTERS (CALLING PROGRAM
RESPONSIBILITIES)

The calling program is responsible for the
following:

1. Loading register 13 with the address
of a save area.

2. Loading register 14 with the return
address.

3. Loading register 15 with the entry
point address.

4. Loading register 1, if necessary, with
the address of a parameter list.

After execution of the calling sequence,
the calling program can expect the follow-
ing to occur as a result of execution of
the remainder of the linkages:

1. The contents of registers 2 through
14, the program mask, and the program
interruption control area will be un-
changed.

2. The contents of registers 0, 1, and 15;
the contents of the floating-point
registers; and the condition code may
be changed.



PROGRAM ADDRESS OF
CONTAINING | SAVE AREA CONTENTS OF WORD
SAVE AREA WORD
Program A Al Optional
A2 If A is highest level program, then it contains
whatever was assembled there. Otherwise,
address of save area in the program that
called A.
A3 B1 (optional)
A4 Return Address in A (optional)
A5 Entry point in B (optional)
A6-A18 Optional
Program B BI Optional
B2 Al
B3 Not Set
B4 Return address in B
BS Entry point in the lowest level program (no
save area).
B6-B18 Optional
Figure 44. Save Area Chaining

CALL--CALL A PROGRAM

The CALL macro instruction passes control
from a program to a specified entry point
in another program. The program issuing
the CALL macro instruction is referred to
as the calling program; the program re-
ceiving control is referred to as the
called program. The called program must
be in main storage when the CALL macro
instruction is executed. The called pro-
gram is brought into main storage in one
of two ways:

1. As part of the phase issuing the CALL.
In this case, the CALL macro instruc-
tion must specify an entry point. When
the linkage editor processes a phase
containing such a CALL, it includes the
called program in the phase.

2. As the phase specified by a LOAD macro
instruction. In this case, the CALL
macro instruction must specify the pro-
gram to be called by indicating that
the address of its entry point will be
loaded into register 15 (the entry
point register) before execution of the

CALL macro instruction. The LOAD macro
instruction must precede the first CALL
for the program.

The called program returns control to
the calling program by issuing a RETURN
macro instruction or its equivalent.

Name Operation | Operand
[name] CALL entry-symbol
[, (param-addr,...)]
entry

Specifies the entry point to which control
is to be passed. If the symbolic name of
an entry point is written, an instruction,
L 15,=V(entxy), is generated as part of

the macro ,expansion. Control is given to
the called program by a branch to the ad-
dress in register 15 (the entry point reg-
ister). Entry may be a self-defining value
equal to 15 and enclosed in parentheses.
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param

Specifies an address (relocatable or abso-
lute expression) to be passed as a param-
eter to the called program. Terms in the
address must not be indexed. The param
operands must be written in a sublist, as
shown in the format description. If one
or more param operands are written, a prob-
lem program parameter list is generated.
It consists of a full-word for each oper-
and. Each full-word is aligned on a full-
word boundary and contains, in its three
low-order bytes, the address to be passed.
The addresses appear in the parameter list
in the same order as in the macro instruc-
tion. When the called program is entered,
register 1 (the parameter list register)
contains the address of the problem pro-
gram parameter list.

If the entry operand is written as a
symbolic name, a V-type address constant
is generated by the assembler, and the
linkage editor makes the called program
part of the calling-program phase. The
symbolic name must be either the name of
a control section or an assembler language
ENTRY statement operand in the called
program.

If the entry operand is written as (15),
a V-type address constant is not generated.
If the called program is not part of the
calling-program phase, a LOAD macro instruc-
tion must be executed (to bring the program
to be called into storage) before the CALL
macro instruction is issued.

In the following examples, EX1l gives
control to an entry point named ENT. EX2
gives control to an entry point whose ad-
dress is contained in register 15. Two
parameters, ABC and DEF, are passed.

EX1 CALL ENT
EX2 CALL (15), (ABC,DEF)

A typical macro expansion for the macro
instruction NAME CALL SUBR, (P1,P2...,Pn)
is:

CNOP 2,4

NAME L 15,=V(SUBR)
LA 14,*+6+4*n
BALR 1,15
DC A(P1,P2...,Pn)

NAME is the symbol in the name field of
the macro instruction. n is the number of
full-words in the parameter list. SUBR is
the symbolic name of the entry point of the
called program. Pl through Pn are the ad-
dresses to be passed to the called program.

When the CALL macro instruction is exe-
cuted, it gives control to the called pro-
gram by branching to the address in reg-
ister 15.
l64
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The (15) entry operand and LOAD macro
instruction combination is most useful when
the same program is to be called many times
during execution of the calling program,
but is not needed in main storage through-
out execution of the calling program. If
the CALL macro instruction is used and a
symbolic name written for the entry oper-
and, the called program resides in storage
throughout execution of the calling pro-
gram. This wastes main storage if the
called program is not needed during all of
the calling-program execution.

SAVE--SAVE REGISTER CONTENTS

The SAVE macro instruction is written at
the entry point of a program. Upon entry
to the program, SAVE stores the contents

of specified registers in a save area pro-
vided by the program from which control was
given. The saved register contents are re-
loaded by execution of a RETURN macro in-
struction.

Name Operation { Operand

[name] | SAVE

(rl([,x2])

The operands rl, r2 specify the range of
the registers to be stored in the save area
of the calling program. This area is
pointed to by register 13. The operands
are written as self-defining values. They
should be so written that, when inserted
in a STM instruction, they cause desired
registers in the range of 14 through 12
(14, 15, 0 through 12) to be stored. Reg-
ister 14 and 15, if specified, are saved
in words 4 and 5 of the save area. Reg-
isters 0 through 12, if specified, are
saved in words 6 through 18 of the save
area. The contents of a given register are
always saved in a particular word in the
save area. For example, register 3 is
always saved in word 9 of the save area,
even if register 2 is not saved.

If r2 is omitted, only
specified by rl is saved.

the register

RETURN--RETURN TO A PROGRAM

The RETURN macro instruction can reload
the registers whose contents were saved by
execution of a SAVE macro instruction.
After reloading the registers, if any,
control returns to the calling program.

Name Operation | Operand

[name] RETURN

(rl[,r2])




The operands rl, r2 specify the range
of the registers to be reloaded from the
save area of the program receiving control.
The operands are written as self-defining
values. They should be so written that,
when inserted in an LM instruction, they
cause the loading of registers in the range
from 14 through 12 (14, 15, 0 through 12).
Registers 14 and 15, if specified, are re-

stored from words 4 and 5 of the save area.
Registers 0 through 12, if specified, are
restored from words 6 through 18 of the
save area. If r2 is omitted, only the
register specified by rl is restored.

The address of the save area must have
been loaded into register 13 before execu-
tion of this macro instruction.
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APPENDIX A

DASD LABELS

Whenever files of records are written on
DASD, each volume must contain standard
labels to identify the pack or cell and the
logical file(s) on it. When logical IOCS
is used for a file, the IOCS routines read,
check, and/or write standard labels. When
physical IOCS is used, IOCS processes the
labels if the DTFPH macro instruction is
included in the user's program. The entry
TYPEFLE must be specified to indicate
whether the file is an input file (read and
check labels) or an output file (read and
check old labels and write new labels).

The standard labels include one volume
label for each pack or cell and one or more
file labels for each logical file on the
DASD. The following paragraphs describe
briefly the organization of labels on disk
packs or data cells. Additional informa-
tion about labels is given in the Data
Management Concepts publication, as listed
in the abstract of this publication.

Volume Labels

The standard volume label identifies the
entire volume and offers volume protection.
For systems residence, the volume label is
always the third record on cylinder O,
track 0. The first two records on this
track of SYSRES are Initial Program Loading
(IPL) records. On all other volumes, these
records contain binary zeros. The volume-
label record consists of a count area, a
4-byte key area, and an 80-byte data area.
Both the key area and the first four bytes
of the data area contain the label identi-
fier VOL1. The remaining 76 bytes of the
data area contain other identifying infor-
mation such as the volume serial number,
and the address of the set of file labels
for the pack or cell (see Standard File
Labels). The volume label is generally
written once, when the DASD is received,

by an IBM-supplied utility program.

The standard volume label may be fol-
lowed by one to seven additional volume
labels (starting with record 4 on cylinder
0, track 0). These labels nmust contain the
label identifier VOL2, VOL3, etc in the
four-byte key areas and in the first four
bytes of the data areas. The other 76
bytes may contain whatever information the
user requires. The additional volume
labels are also written by the utility
program that writes the standard volume
label. However, IOCS does not make them
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available to the user for checking or

rewriting when problem programs are
executed. These labels are provided for
use with Operating System/360 and are
always bypassed by the Disk Operating
System OPEN routines.

STANDARD FILE LABELS

The standard file labels identify the logi-
cal file, give its location(s) on the disk
pack or data cell, and offer file protec-
tion. The labels for all logical files on
a volume are grouped together and stored
in a specific area of DASD called the
Volume Table of Contents.

The number and format of labels required
for any one logical file depends on the
file organization (see Standard File Label
Formats) and the number of separate areas
(extents) of the pack or cell used by the
file. The data records for a logical file
may be contained within one area of the
pack or cell, or they may be scattered in
different areas of it. The limits (start-
ing and ending addresses) of each area
used by the file are specified by the
standard file label(s).

Because each file label contains file
limits, the group of labels on the volume
is essentially a directory of all files on
the volume. Therefore, it is known as the
Volume Table of Contents (VTOC). The VTOC
itself becomes a file of records (one or
more standard-label records per logical
file) and, in turn, has a label. The
label of the VTOC is the first record in
the VTOC. This label identifies the file
as the VTOC file, and gives the file
limits of the VTOC file. The Volume Table
of Contents is contained within one cyl-
inder of a disk pack or data cell. It
does not overflow onto another cylinder.

If a logical file of data records is
recorded on more than one volume, standard
labels for the file must be included in
the VTOC of each volume used. The label(s)
on each volume identifies the portion of
the logical file on the pack or cell and
specifies the extent(s) used on it.

STANDARD FILE LABEL FORMATS
All standard file label records have a

count area and a 1l40-byte key/data area.
Five standard-label formats are provided.



Format 1. This format is used for all
logical files, and it has a 44-byte key
area and a 96-byte data area. It is always
the first of the series of labels when a
file requires more than one label on a disk
pack or cell (as discussed in Formats 2 and
3).

The Format-1 label identifies the logi-
cal file (by a file name assigned by the
user and included in the 44-byte key area),
and it contains file--and data-record speci-
fications. It also provides the addresses
for three separate DASD areas (extents) for
the file. If the file is scattered over
more than three separate areas on one pack
or cell, a Format-3 label is also required.
In this case, the Format-1l label points to
the second label set up for the file on
this volume.

If a logical file is recorded on more
than one volume, a Format-1l label is always
created in the VTOC for each volume.

Format 2. This format is required for
any file that is organized by the Indexed
Sequential File Management System. The
44-pbyte key area and the 96-byte data area
contain specifications unique to this type
of file organization.

If an indexed sequential file is recorded
on two or more volumes, the Format-2 label
is used only on the volume containing the
cylinder index. This volume may, or may
not, contain data records. The Format-2
label is not repeated on the additional
packs (as the Format-l label is).

Format 3. If a logical file uses more
than three extents on any pack or cell,
this format is used to specify the address-
es of the additional extents. It is used
only for extent information. It has a 44-
byte key area and a 96-byte data area that
provide for 13 extents.

The Format-3 label is pointed to by the
Format-1 label for the logical file. 1In a
DTFSD file, it may also be pointed to
another Format-3 label. It is included as
required on the first pack or cell, or on
additional volumes if the logical file is
recorded on two or more volumes.

Format 4. The Format-4 label is used to
define the VTOC itself. This is always the
first label in the VTOC. This label is also
used to provide the location and number of
available tracks in the alternate track
area.

Format 5. The Format-5 label is used by
the Operating System/360 for Direct Access
Device Space Management.

USER-STANDARD DASD FILE LABELS

The user may include additional labels to
define his file further, if he desires,
provided the file is processed sequentially
(DTFSR or DTFSD macro specified), by the
direct access method (DTFDA macro speci-
fied), or by physical IOCS (DTFPH macro
specified). User standard file labels are
not processed in a file organized and proc-
essed by the Indexed Sequential File Man-
agement System (DTFIS specified). A file
that is to be processed in sequential order
(using DTFSR or DTFSD) may have up to eight
user header labels and up to eight user
trailer labels for a 2311 file, and up to
five user header labels and up to five user
trailer labels for a 2321 file. The trailer
labels can be written to indicate an end-
of-volume or end-of-file condition. That
is, when the end of an extent on one volume
is reached and the next extent is on a dif-
ferent volume, or when the end of the file
is reached, user trailer labels can be in-
cluded to contain whatever trailer informa-
tion the user desires (for example, a rec-
ord count for the completed volume).

User-standard labels are not stored in
the Volume Table of Contents. Instead, they
are written on the first track of the first
extent allotted for the logical-file data
records. In this case, the user's data rec-
ords start with the second track in the
extent, regardless of whether the labels
require a full track. If a file is written
on two or more packs or cells, the addi-
tional labels are written on each of the
packs or cells.

All user-standard labels must be eighty
bytes long, and they must contain standard
information in the first four bytes. The
remaining 76 bytes may contain whatever in-
formation the user wants.

The standard information in the first
four bytes is used as a record key when
reading or writing header labels. The
header labels are identified by UHL1,
UHL2,...,UHL8. The trailer labels, when
applicable, are identified in the key field
by UTLO, UTL1l,...,UTL7 (or UTL4) although
the first four bytes of the labels will
contain UTL1-UTL8 (or UTL5). Each user-
label set (header or trailer) is terminated
by an end-of-file record (a record with
data length 0), which is written by IOCS.
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For example, if a file has five header
jabels and four trailer labels, the con-
tents of the user-label track are:

RO Standard information

R1 UHLl--user's lst header label

R2 UHL2-~-user's 2nd header label

R3 UHL3--user's 3rd header label

R4 UHL4--user's 4th header label

R5 UHLS5--user's 5th header label

R6 UHL6--end-of-file record

R7 UTLl--user's 1lst trailer label
R8 UTL2--user's 2nd trailer label
R9 UTL3--user's 3rd trailer label
R10 UTL4--user's 4th trailer

R1ll UTL5--end-of-file record

If only header labels are used, the user-
label track contains:

RO Standard information
R1 UHLl--user's lst header label
R2 UHL2--user's 2nd header label

R(n) UHL(n)--user's nth header label where
n is £ 8

R(n+1l) UHL(n+l)--end-of-file record

R(n+2) UTLO--end-of~-file record

The user's label routine can determine
if a label is a header or trailer label by
testing the first four bytes of the label
(see OPEN Macro).

STANDARD TAPE LABELS

When a tape input or output file that has
standard labels is opened, IOCS can handle
the label checking (on input) or writing
(on output). When logical IOCS macros are
used in the program, the entry FILABL=STD
must be included to specify IOCS processing
of labels. When physical I0CS macros are
used, the DTFPH entry TYPEFLE must be in-
cluded to indicate whether this is an
input file (check labels) or an output
file (write labels).

The standard labels for a tape file are:
a volume label, a file header label, and a
file trailer label. The volume label, which
is the first record (eighty characters) on a
reel of tape, identifies the entire volume
(reel) and offers volume protection. It
contains the label identifier VOL1l in the
first four positions, and other identifying
information such as the volume serial number.
This is a unique number generally assigned
to the reel when it is first received in the
installation. The volume label is generally
written once, when the reel of tape is re-
ceived, by an IBM-supplied utility program.
The standard volume label may be followed
by a maximum of seven additional volume
labels if desired. These must be identified

168 DOS Sup. and I/O Macros

by VOL2, VOL3, etc in the first four posi-
tions of each succeeding label. However,
IOCS does not permit the checking or writing
of additional volume labels by the user in
the problem program. These labels are
available for use with the Operating
System/360 and are always bypassed on the
input for the Disk Operating System.

The volume label set is followed by a
standard file header label. This label
(eighty characters) identifies the logical
file record on the tape and offers file
protection. It contains the label iden-
tifier HDR1 in the first four positions,
and other identifying information such as
file identifier, file serial number, crea-
tion date, etc. An input tape may contain
standard header labels HDR1-HDR8. IOCS
checks label HDR1 and bypasses HDR2-HDR8
(these labels are provided for use with the
Operating System/360).

The standard file header labels may be
followed by a maximum of eight user-written
standard labels if desired. If so, the
file header labels must be identified by
UHLl, UHL2, etc. Labels UHL1-UHL8 may be
processed if the DTF entry LABADDR is speci-
fied. A tape mark follows the last file
header label. -

A standard file trailer .label is located
at the end of a logical file (EOF), or at
the end of a volume (EOV) if the logical
file continues on another volume. The
trailer label has the same format as the
header label. It is identified by EOF1l or
EOV1 (instead of HDR1l) and contains a physi-
cal record count (block count). Like the
file header label, the standard file
trailer label may be followed by user
standard trailer labels. These must be
identified by UTLLl, UTL2, etc.

All user-written standard labels must be
eighty characters long and must contain the
standard identification in the first four
positions. The remaining 76 positions may
contain whatever information the user wants.
Additional information about tape labels is
given in the Data Management Concepts pub-
lication, as listed in the abstract of this
manual. '

If an input tape contains standard labels
but the user does not want IOCS to check
them, FILABL=NSTD should be specified in
the file definition. LABADDR must not be
specified in the DTF. A tapemark must
immediately follow the label set.

Note: On 7-track tape, standard labels

are written on the same density as the data
on the tape. All information on a tape
reel must be written in single density.
These standard labels are written with

even parity in the translation mode.



NONSTANDARD TAPE LABELS

Any tape labels that do not conform to the
standard-label specifications are con-
sidered nonstandard and, if desired, must
be read, checked, or written by the user.
On input the nonstandard labels may, or
may not, be followed by a tapemark. This
choice, combined with the user's require-
ments to check the labels, or not, result
in the following four possible conditions
that can be encountered:

1. One or more labels, followed by a tape-
mark, are to be checked.

2. One or more labels, not followed by a
tapemark, are to be checked.

3. One or more labels, followed by a tape-
mark, are not to be checked.

4, One or more labels, not followed by a
tapemark, are not to be checked.

For conditions 1 and 2, the DTFSR or
DTFMT entries FILABL=NSTD and LABADDR=Name
must be specified in the file definition.
For condition 3, the entry FILABL=NSTD must
be specified. LABADDR is omitted and IOCS
skips all labels, passes the tapemark, and

positions the tape at the first data record
to be read. For condition 4, the entries
FILABL=NSTD and LABADDR=Name must be speci-
fied. 1In this case IOCS cannot distinguish
labels from data records because there is
no tapemark to indicate the end of the
labels. Therefore, the user must read all
labels even though checking is not desired.
This positions the tape at the first data
record.

For output files created by logical

I0CS, a tapemark may follow the last non-
standard label.

UNLABELED TAPE FILES

On input, unlabeled tapes (FILABL=NO) may
or may not contain a tapemark as the first
record. If the tapemark is present, the
next record is considered to be the first
data record. If there is no tapemark, IOCS
reads the first record, determines that it
is not a tapemark, and backspaces to the
beginning of the first record that it con-
siders to be the first data record. For
unlabeled output files (FILABL=NO) created
by logical I0CS, the first record may be a
tapemark. )
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APPENDIX B: CONTROL CHARACTER CODES

CTLCHR=ASA

A control character must appear in each
logical record if the ASA option is chosen.
If the control character for the printer is
not valid, a message is given and the job
is canceled. If the control character for
the card punch is not V or W, the card is
selected into pocket 1. The codes are as

follows:
Code Interpretation
(blank) Space one line before printing

0 Space two lines before printing
Space three lines before printing

+ Suppress space before printing

1 Skip to channel 1 before printing

2 Skip to channel 2 before printing

3 Skip to channel 3 before printing

4 Skip to channel 4 before printing

5 Skip to channel 5 before printing

6 Skip to channel 6 before printing

7 Skip to channel 7 before printing

8 Skip to channel 8 before printing

9 Skip to channel 9 before printing

A Skip to channel 10 before
printing

B Skip to channel 11 before
printing

C Skip to channel 12 before
printing

v Select stacker 1

\ii Select stacker 2

CTLCHR=YES

The control character is the command-code
portion of the System/360 Channel Command
Word used in printing a line or spacing the
forms. If the character is not one of the
following characters, unpredictable events
will occur.

8-Bit Punch

Code Combination Function
Stacker Selection on 1442
10000001 12,0,1 Select into stacker 1
11000001 12,1 Select into stacker 2

Pocket Selection on 2540

00000001 12,9,1 Select into pocket 1
01000001 12,0,9,1 Select into pocket 2
10000001 12,0,1 Select into pocket 3
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8-Bit
Code

Punch

Combination

Function

Stacker Selection on 2520

00000001

01000001

12,9,1

12,0,9,1

Printer Control

00000001

00001001

00010001

00011001

10001001

10010001

10011001

10100001

10101001

10110001

10111001

11000001

11001001

11010001

12,9,1

12,9,8,1

11,9,1

7

11,9,8,1

12,0,9

12,11,1

12,11,9

11,0,1

11,0,9

12,11,0,1

12,11,0,9

12,1

12,9

11,1

Select into stacker 1

Select into stacker 2

Write (no
space)

Write and

line after printing

Write and

lines

Write
lines

and

Write and
channel 1
printing

Write and
channel 2
printing

Write and
channel 3
printing

Write and
channel 4
printing

Write and
channel 5
printing

Write and
channel 6
printing

Write and
channel 7
printing

Write and
channel 8
printing
Write and
channel 9
printing

Write and

automatic

space 1

space 2

after printing

space 3

after printing

skip to
after

skip to
after

skip to
after

skip to
after

skip to
after

skip to
after

skip to
after

skip to
after

skip to
after

skip to

channel 10 after

printing



8-Bit
Code

11011001

11100001

00001011

00010011

00011011

10001011

10010011

10011011

10100011

Punch

Combination

11,9

11,0,9,1

12,9,8,3

11,9,3

11,9,8,3

12,0,8,3

12,11,3

12,11,8,3

11,0,3

Function

Write and skip to
channel 11 after
printing

Write and skip to
channel 12 after
printing

Space 1 line
immediately

Space 2 lines
immediately

Space 3 lines
immediately

Skip to channel
1 immediately

Skip to channel
2 immediately

Skip to channel
3 immediately

Skip to channel
4 immediately

8-Bit
Code

10101011

10110011

10111011

11000011

11001011

11010011

11011011

11100011

00000011

Punch

Combination

11,0,8,3
12,11,0,3
12,11,0,8,3
12,3
12,0,9,8,3
11,3
12,11,9,8,3
0,3

12,9,3

Function
Skip to channel
5 immediately

Skip to channel
6 immediately

Skip to channel
7 immediately

Skip to channel
8 immediately

Skip to channel
9 immediately

Skip to channel
10 immediately

Skip to channel
11 immediately

Skip to channel
12 immediately

No op
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APPENDIX C: ASSEMBLING THE PROBLEM PROGRAM, DTF'S, AND LOGIC MODULES

All the programs described in this appendix
perform the same function, namely, a card-

to-disk operation with the following equip-
ment and options:
1. Card reader: 2540 (5Ys004).

2. Disk: 2311 with user labels.

3. Record size: 80 bytes.

4. Block size: 408 bytes including 8-byte
count field (blocking factor of 5).

5. One I/O area and work area for the card
reader.

6. Two I/O areas for the disk.

The following five methods may be used
to furnish the DTF's and I0CS logic modules
to the card-to~disk program.

l. DTF's, IOCS logic modules, and prob-
lem program assembled together.

2. Logic modules assembled separately.
3. DTF's and logic modules assembled sep-

arately, label exit, EOF exit, and I/0
areas assembled with DTF's.

172 DOS Sup. and I/0O Macros

4., Same as in item 3 except that I/O areas
are moved back into main program.

5. Same as in item 4 except that label
exit and EOQOF exit are also moved back
into main program.

An example of each of the five preceding
methods of assembling the main program,
modules, DTF's, and related functions is
given in this appendix. In the illustra-
tions that accompany the examples, each
dashed arrow represents a symbolic linkage,
with an external reference at the base of
the arrow, and a label or section definitio
designating the same symbol at the head of
the arrow.

At the points where an arrow is marked
with a circle, it will be the programmer's
responsibility to define an ENTRY or EXTRN
symbol, as applicable.

Each dotted arrow represents a direct
linkage. Components are represented by the
small rectangles. Assemblies are repre-
sented by the larger bordered areas.

The examples are followed by a compari-
son of the advantages of the five methods.



ASSEMBLING THE PROBLEM PROGRAM, DTF'S, AND LOGIC MODULES TOGETHER (EXAMPLE 1)

Figure 45 illustrates the assembly of the DTF's, logic modules, and problem program.

The assembly source deck is as follows:

CDTODISK

NEXT

SAVEAREA

EOFCD

MYLABELS

CARDS

DISK

Al
A2
A3

(1)

START
BALR
USING
OPEN
GET
PUT
DS

CLOSE
EOJ

LBRET

DTFCD

DTFSD

DS
DS
DS

CDMOD

SDMODFO

END

0

12,0

*, 12
13,SAVEAREA
CARDS,DISK
CARDS, (2)
DISK

NEXT

9D

CARDS ,DISK

DEVADDR=SYS004,
EOFADDR=EOFCD,
IOAREAl=Al,
WORKA=YES

BLKSIZE=408,
IOAREA1=A2,
IOAREA2=A3,
IOREG=(2),
LABADDR=MYLABELS,
RECFORM=FIXBLK,
RECSIZE=80,
TYPEFLE=OUTPUT

80C
408C
408C

DEVICE=2540,
TYPEFLE=INPUT,
WORKA=YES

CDTODISK

Col.

leRa ol sl

BB D X

MO

Initialize base register.

Establish addressability.

Use reg 13 as pointer to save area.
Open both files.

Read one card and move it

to the disk output buffer.

Return for next card.

Save area is 72-byte, double-word
aligned.

At card-reader EOF, close
both files and exit to Job
Control.

User's label-processing

routine.
Return to main program.

Card-input buffer
First disk buffer
Second disk buffer

Program-start address

Appendix C 173



Problem Program
L ]

. DTF's
[ ]
OPEN  CARDS,DISK tocteeeerencaciaenrencieiecseiocenssonssnncacnns » DISK
GET  CARDS,(2) :eveeeeese ~CARDS
[ ) .
T CARDS DTFCD DISK DTFSD
. DEVADDR=S5YS004
Seretertieiiiiiiieieaiaes tetieteneennaaannnn EOFADDR=EOFCD .
: Cerereneeeeees |OAREAT=A] BLKSIZE=408
WORKA=YES :82:2:;:22 ceereens
: L cerneees = :
: : T : IOREG= (2) :
: : : LABADDR=MYLABELS: <<+ :
: : | : RECFORM=FIXBLK :
: : : RECSIZE=80 :
: : | : TYPEFLE=OUTPUT :
: : | —:
Al (Buffer Area) | I MYLABELS :
| - | ||
: | : :
| | :
i I | :
EOFCD (End-of-File Processing) | l A2 (Buffer Area) .
: -+
. : : A3 (Buffer Area)
F——————— L
| |
CDMOD SDMODFO
{Logic for a Card File) (Logic for a Tape File)
: :
Y L ]
[ J L ]
[ ] L]
L [ ]
Figure 45. Assembling the Problem Program, DTF's and Modules Together (Example 1)
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Assembling the Logic Modules Separately Col. 72
(Example 2) i~ CDMOD X
i DEVICE=2540, X
The main-program source deck is identical Card logicd SEPASMB=YES, X
to that in Example 1 until (1); at this module I TYPEFLE=INPUT, X
point, the user simply furnishes the END | WORKA=YES
card. Figure 46 shows the separation of —-END
the I/0 logic modules.
— SDMODFO X
The two logic modules are assembled as Disk logic SEPASMB=YES
follows: module i
'- END
Problem Program
. DTF's

GET CA!{DS,(Z) s seseeess-CARDS
. : :

[ ]
OPEN  CARDS,DISK «eeseseessesasscssssssoassssaccsncsasssssosscesdDISK

CARDS DTFCD

DEVADDR=S5YS004

...... teseeisrcastesesaserscasassesnssssess EOFADDR=EOFCD

ceveseseessss JOAREAI=AL
WORK A=YES

Al (Buffer Areq)

e 00 00ssseesscsersnssssersnes o

P R R R R R R R Y

EO

)

CD (End-of-File Processing)

I,___________...J

DISK DTFSD

BLKSIZE=408

1OAREAI=A2 seessesceanaes

++1 v+ -|OAREA2=A3

10REG= (2)
LABADDR=MYLABELS-
RECFORM=FIXBLK
RECSIZE=80
TYPEFLE=OUTPUT

200 080000000 000000000080000008000000000000000000000

MYLABELS

(User's Routine) <teceseee

weseesescesssersesenene

A2 (Buffer Area)

A3 (Buffer Area)

P00 P P PP 000 000000000 REI0ROIORIRIONIERIROOOTS

|

CDMOD (Separately Assembled)

|

SDMODFO (Separately Assembled)

(Logic for a Card File) (Logic for a Tape File)
: :
o .
[ [ ]
® L]
L4 .
Figure 46. Logic Modules Assembled Separately (Example 2)
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After assembly, each logic module is
preceded by the appropriate CATALR card;
the modules may be added to the system
relocatable library during a maintenance
run. Thereafter, they are automatically
included in the user program by the link-
age editor while it prepares the preceding
main program for execution.

ASSEMBLING THE DTF'S AND LOGIC MODULES
SEPARATELY (EXAMPLE 3)

The main program is assembled as follows:

CDTODISK START 0
BALR 12,0
USING *,12
LA 13,SAVEAREA
OPEN CARDS,DISK
NEXT GET CARDS, (2)
PUT DISK
B NEXT
SAVEAREA DS 9D
(2) EXTRN  CARDS,DISK
END CDTODISK

The logic modules are assembled as in
Example 2. Figure 47 shows the separation
of the DTF's and logic modules.

The card-file macro instruction and
related functions are assembled as follows:

Col. 72
CARDS DTFCD X
DEVADDR=SYS004, X
SEPASMB=YES, X
EOFADDR=EOFCD, X
IOAREAl=Al, X
WORKA=YES
USING *,14
EOFCD CLOSE CARDS,DISK -
EOJ
EXTRN DISK
(3) Al DS 80C
END
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The disk-file macro instruction and
related functions are assembled as follows:

Col. 72
DISK DTFSD X
BLKSIZE=408, X
SEPASMB=YES, X
TYPEFLE=0QUTPUT
MYLABELS BALR 10,0
USING *,10
LBRET 2
(4) A2 DS 408C
(5) A3 DS 408C
END

In both the card-file and the disk-file
assembly above, a USING statement was
added because certain user routines are
segregated from the main program and moved
into the DTF assembly.

When user routines, such as error,
label processing, or EOF routines, are
segregated from the main program, it is
necessary to establish addressability for
these routines. The user can provide this
addressability by assigning and initializ-
ing a base register. In the special case
of the EOF routine, the addressability is
established by logical IOCS in register 14,
For error exits and label processing rou-
tines, however, this addressability is not
supplied by logical IOCS. Therefore, if
the user segregates his error routines, it
will be his responsibility to establish
addressability for them.

To illustrate how the coding of Example
3, shown above, would look when assembled,
Figure 48 contains the printer output.

Notice that in Figure 48 the standard
name for the logic modules has been gener-
ated: statement 13 of the DTFCD--
V(IJCFZIWO), and statement 12 of the
DTFSD--V(IJGFOZZZ). These module names
appear in the External Symbol Dictionary
of each of the respective logic module
assemblies.



Problem Program
M DTF's (Assqmbled Separately)
[ ]
OPEN CARDS, DISK —O P e — — —— — ———— — b~ DISK
GET  CARDS,(2) —=—|—=CARDS
. “-O--
: CARDS DTFCD DISK DTFSD
: DEVADDR=SYS004
AOLRTERERRPRRREY cecsesctcsensctasosscnancane EOFADDR=EOFCD
S I EETTERRRITTR IOAREAI=A] BLKSIZE=408
. WORKA=YES IOAREATI=A2 ccceveerenacess
: | SEPASMB=YES seseeee . IOAREA2=A3
: : T : IOREG= (2)
: : LABADDR=MYLABELS -+ --: .
: : | : RECFORM=FIXBLK :o
: : : RECSIZE=80 D
: : | : TYPEFLE=OUTPUT D
: : SEPASMB=YES :
I ! . ]
Al (Buffer Area) : | I : MYLABELS
n]]]]]]]]]ﬂ]]]]m]m]]]-.....; I I : (User'sRouﬁne)<-------:
I :
: I | ‘
y l | z
EOFCD (End-of-File Processing) A2 (Buffer Area) :
. I I muﬂmﬂmm[mﬂm. R R
: I |
. I I A3 (Buffer Area)
——————— ]
] |
CDMOD (Separately Assembied) SDMODFO (Separately Assembled)
(Logic for a Card File) (Logic for a Tape File)
. .
L[] [ )
L] [ )
L] L]
L[] *
Figure 47. Logic Modules and DTF's Assembled Separately (Example 3)
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R I T S ————— -
MAIN PROGRAM
EXTERNAL SYMBOL DICTIONARY PAGE 1
SYMBOL TYPE ID ADDR LENGTH LD ID
CDTODISK ED gl 000000 000090  Section definition.  Control section defined by START st .
CARDS R 2 External reference. .
DISK ER 03 External reference. } Defined by EXTRN statement.
L ——
T
 _ —_ —— _
EXAMPLE 3 PAGE 1
LOC OBJECT CODE ADDR1 ADDR2 STMT SOURCE STATEMENT DD200CT66 10/26/66
000000 1 COTODISK START O
000000 05CO 2 BALR 12,0 INITIALIZE BASE REGISTER
000002 3 USING #,12 ESTABLISH ADDRESSABILITY
000002 4100 CO036 00038 4 LA 13, SAVEAREA USE REGISTER 13 AS PDINTER TO SAVE
5 OPEN CARDS,DISK OPEN BOTH FILES
6+* SYSTEM CONTROL AND BASIC IO0CS 360N-CL-453 CHANGE LEVEL 2-0
000006 0700 T+ CNOP 0494
000008 ) 8+ DC OF*0*
000008 4110 CO7E 00080 9+ LA 19=C*$SBOPEN
00000C 4500 CO16 00018 10+1JJ00001 BAL 0,%+4+4%(3-1)
000010 00000000 11+ nC A(CARDS)
000014 00000000 12+ nc A(DISK)
000018 0A02 13+ svC 2
14 NEXT GET CARDS,(2) READ ONE CARDs MOVE TO WORK AREA
15+*% CHANGE LEVEL 2-0
00001A 5810 C086 00088 164NEXT L 1,=A{CARDS) GET DTF TABLE ADDRESS
00001E 1802 17+ LR 092 GET WORK AREA ADDRESS
000020 S58fF1 0010 00010 18+ L 15516(1) GET LOGIC MODULE ADDRESS
000024 45EF 0008 00008 19+ BAL 1498(15) BRANCH TO GET ROUTINE
20 PUT DISK WRITE ON DISK
21+* CHANGE LEVEL 2-0
000028 5810 COBA 0008C 22+ L 1,=A(DISK) GET DTF TABLE ADDRESS
00002C 58F1 0010 00010 23+ L 15+16 (1) GET LOGIC MODULE ADDRESS
000030 4SEF 000C 0000C 24+ BAL 14,12(15) BRANCH TO PUT ROUTINE
000034 47F0 CO18 0001A 25 B NEXT GO FOR NEXT CARD
000038 . 26 SAVEAREA DS 9D T2-BYTE SAVE AREA
27 EXTRN CARDS+DISK
000000 28 END CDTODISK
000080 585BC2D6D7C5D540 29 =C*'$$SBOPEN *
000088 00000000 30 =A(CARDS)
00008C 00000000 31 =A(DISK)
ey
Figure 48. Separate Assemblies, (Example 3) (Part 1 of 4)
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CARDS

DTFCD ASSEMBLY

CARDSC SO 01 000000 0000A0

LD 000000

IJCFZIWO ER 02

01  Label definition (entry point).

EXTERNAL SYMBOL DICTIONARY PAGE

SYMBOL TYPE ID ADDR LENGTH LD ID

Ssction definition, }Genemted by specifying SEPASMB=YES in DTFCD macro instruction.

Exct: 1 ref . G ponds to V- type add tant g ted in DTFCD.

000000

000000
000000
000006
000007
000008
00000C
000010
000011
000014
000015
000016
000017
000018
00001C
0006020
000028
00002C
000032
000032

000032
000034
000034
000038
00003C
000040
000044

000046
000048

000098

DISK ER 03 External reference. Defined by EXTRN statement.
EXAMPLE 3 PAGE 1
LOC OBJECT CODE ADDR1 ADDR2 STMT SOURCE STATEMENT DD200CT66 10/26/766

1 CARDS DTFCD DEVADDR=SYSO004, X
SEPASMB=YES, b
EOFADDR=EQFCD, X
T0AREAL=AL, X
WORKA=YES
2+% SYSTEM CONTROL AND BASIC I10CS 360N-CL-453 CHANGE LEVEL 2-0
3+ PUNCH * CATALR CARDS®
4+CARDSC  CSECT
5+ ENTRY CARDS
6t nC 0Dt
000080000000 T+CARDS  DC  X'000080000000% RES, COUNT,COM. BYTES,STATUS BTS
o1 8+ OC  AL1(1l) LOGICAL UNIT CLASS
04 9+ DC  ALI(4) LOGICAL UNIT
00000020 10+ nC A(IJCX0001) CCW ADDRESS
00000000 11+ DC  4X'00' CCB-ST BYTE,CSW CCW ADDR.
00 12+ oC  AL1(0)
000000 13+ oC VL3(IJCFZIWO) ADDRESS OF LOGIC MODULE
02 14+ oC X*02¢* DTF TYPE (READER)
01 15+ DC  AL1(1) SWITCHES
02 16+ DC  AL1(2) NORMAL COMM.CODE
02 17+ DC  AL1(2) CNTROL COMM.CODE
00000048 18+ DC  A(Al) ADDR. OF IOAREA1
00000034 19+ oC A(EOFCD) EOF ADDRESS
0200004820000050 20+1J4CX0001 CCW  21A1»X*20*,80
4700 0000 00000 21+ NOP O LOAD USER POINTER REG.
D24F D000 EO00 00000 00000 22+ MVC  0(B0»13),0(14) MOVE 10AREA TO WORKA
23414420001 EQU  *
24 USING #+14 ESTABLISH ADDRESSABILITY
25 EOFCD  CLOSE CARDS,DISK END OF FILE ADDRESS FOR CARD READER
26+* CHANGE LEVEL 2-0
0700 27+ CNOP 0,4
2g+EOFCD  DC OF 10!
4110 EO066 00098 29+ LA 1,=C*'$$BCLOSE"
4500 E012 00044 30+41JJC0002 BAL  Ov#+4+4%(3-1)
00000000 31+ DC  AICARDS)
00000000 32+ nC A(DISK)
0A02 33+ sve 2
34 €04
354% CHANGE LEVEL 2-0
OAOE 36+ svec 14
37 EXTRN DISK
38 Al DS 8oC CARD 1/0 AREA
39 END
585BC2C3D3D6E2CS 40 =C*$SBCLOSE®
L e
48. Separate Assemblies, (Example 3) (Part 2 of 4)
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B
DTFSD ASSEMBLY EXTERNAL SYMBOL DICTIONARY PAGE 1
SYMBOL TYPE ID ADDR LENGTH LD ID
DISKC SD 01 000000 000304 Section definition. er . _ . . .
D:SK LD 000000 01 [abel definition {entry point). }Genemted by specifying SEPASMB=YES in DTFSD macro instruction.
1J6F0ZZZ ER 02 External ref . Corresponds fo V- type add t generated in DTFSD.

RS ————

EXAMPLE 3 PAGE 1
LOC OBJECT CODE ADDR1 ADDR2 STMT SOURCE STATEMENT DD200CT66 10/26/66
1 DISK DTFSD BLKSIZE=408, X
SEPASMB=YES, X
10AREA1=A2, X
T0AREA2=A3, X
TOREG=(2), X
LABADDR=MYLABELS, X
RECFORM=FIXBLK, X
RECSIZE=80, X
TYPEFLE=0UTPUT .
2+% CONSECUTIVE DISK PROCESSING I0CS 360N-10-455 CHANGE LEVEL 2-0
3+ PUNCH * CATALR DISK!
000000 4+DISKC CSECT
54+ ENTRY DISK
000000 6+ oC cDeo*
000000 000080000000 T+DISK oC X'000080000000* CCB
000006 FF 8+ DC AL1(255) LOGICAL UNIT CLASS
000007 FF 9+ pC AL1(255) LOGICAL UNIT NUMBER
000008 00000068 10+ nC A(1J6C0001) CCB—-CCW ADDRESS
00000C 00000000 11+ pC 4X'00* CCB-ST BYTE,CSW CCW ADDRESS
000010 00 12+ DC AL1(O)
000011 000000 13+ 1] VL3(1JGFOZZZ) LOGIC MODULE ADDRESS
000014 20 14+ DC X*20* DTF TYPE
000015 49 15+ DC AL1(73) OPEN/CLOSE INDICATORS
000016 C4C9E2D240404040 le+ DC CLB'DISK* FILENAME
00001E 000000000000 17+ DC 6X*00' BCCHHR ADDR OF F1 LABEL IN VvTOC
000024 0000 18+ bC 2X*00* VOL SEQ NUMBER
000026 08 19+ DC X'08' OPEN COMMUNICATIONS BYTE
000027 00 20+ DC X*00* XTENT SEQ NO OF CURRENT EXTENT
000028 00 21+ 2194 X*00' XTENT SEQ NO LAST XTENT OPENED
000029 0000A0 22+ DC AL3(MYLABELS) USER'S LABEL ADDRESS
00002C 000000A4 23+ DC A(A2) ADDRESS OF I0AREA
000030 80000000 24+ DC X*80000000* CCHH ADDR OF USER LABEL TRACK
000034 0000 25+ pC 2X°00' LOWER HEAD LIMIT
000036 00000000 26+ DC 4X'00* XTENT UPPER LIMIT
00003A 0000 27+DISKS DC 2X'00*' SEEK ADDRESS-BS
00003C 0000FFOO 28+ DC X?'0000FFO0' SEARCH ADDRESS-CCHH
000040 00 29+ DC X'00* RECORD NUMBER
000041 00 30+ oC Xt00¢ KEY LENGTH
000042 0190 31+ oC H'400* DATA LENGTH
000044 00000000 32+ DC 4X¢00' CCHH CONTROL FIELD
000048 06 33+ DC ALL(6) R CONTROL FIELD
000049 00 34+ DC X'00* SWITCHES -
00004A OlgF 35+ oC H'399' SI2E OF BLOCK-1
00004C 0000000000 36+ DC 5X*00* CCHHR BUCKET
000051 00 37+ DC x'00°*
000052 OE29 38+ DC H*3625' TRACK CAPACITY CONSTANT
000054 5821 0058 00058 39+ L 2+88(1) LOAD USER'S IOREG
000058 000000AC 40+ DC A{A2+8) DEBLOCKER-INITIAL POINTER
00005C 00000050 41+ DC F*80* DEBLOCKER-RECORD SIZE
000060 00000238 42+ nC A(A2+8+400-1) DEBLOCKER-LIMIT
000064 0A 43+ oc AL1(10) LOGICAL INDICATORS
000065 000000 &4+ DC AL3(0) USER'S ERROR ROUTINE
000068 0700003A40000006 45+1JGC0001 CCW Te*=4696446 SEEK
000070 3100003C40000005 464 CCw X*31%,%-52,64,5 SEARCH 1D EQUAL
000078 0800007000000000 a7+ CCW 89%~890:0 TIC
-
e o o — —— . ———— — o ———————— —————— T ———— —— — —— ——— ————————— —————— . — — . " t— .t o st T i T— i, S e 4

Figure 48. Separate Assemblies, (Example 3) (Part 3 of 4)
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DTFSD (Continued)

EXAMPLE 3

LOC O0BJECT CODE ADDR1 ADDR2 STMT  SOURCE STATEMENT
000080 1D00023C00000198 48+ cCw
000088 3100003C40000005 49+ cCw
000090 0800008800000000 50+ CCW
000098 1E00009830000001 51+ CCwW
0000A0 52+1JJ20001 EQU
0000A0 05A0 53 MYLABELS BALR
0000A2 54 USING

55 * -

56 * .

57 LBRET

584% CHANGE LEVEL
0000A2 0A09 59+ svC
0000A4 60 A2 DS
00023C 61 A3 DS

62 END

X*1D*,A3,0,400+8 WRITE COUNT KEY AND DATA
X131%4DISKS+2464+5 SEARCH ID EQUAL
8y%¥-8,0,0 TIC

309%14891 VERIFY

*

10+0 INITIALIZE BASE REGISTER
*,10 ESTABLISH ADDRESSABILITY
USER'S LABEL PROCESSING ROUTINE
2 RETURN TO 10CS
2-0
9 BRANCH BACK 710 I0CS
408C FIRST DISK I/0 AREA
408C SECOND DISK I/0 AREA

CDMOD ASSEMBLY

SYMBOL TYPE ID ADDR LENGTH LD ID

EXTERNAL SYMBOL DICTIONARY

LOC OBJECT CODE ADDR1 ADDR2 STMT

2
3

73

1JCFZIWO SD 01 000000 000060 Section definition. CSECT name generated by CDMOD macro instruction.

EXAMPLE 3

SOURCE STATEMENT

PRINT
CDOMOD

END

. SDMODFO ASSEMBLY

SYMBOL TYPE ID ADDR LENGTH LD 1D

LOC OBJECT CODE ADDR1 ADDR2 STMT

NOGEN

DEVICE=2540,
SEPASMB=YES,
TYPEFLE=INPUT,
WORKA=YES

PAGE

DD200CT66 10/26/66

X X X

EXTERNAL SYMBOL DICTIONARY

I1J6F0ZZZ SD 01 000000 0001D4  Section definition. CSECT name generated by SDMODFO macro instruction.

EXAMPLE 3

SOURCE STATEMENT

PRINT NOGEN
SDMODFO

END

SEPASMB=YES

2

-]

Figure 48.

Separate Assemblies,

(Example 3)

(Part 4 of 4)
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The DTF assembly generates a table that
contains no executable code.

Each of the DTF tables is preceded by
the appropriate CATALR card. These two
object decks can be cataloged into the

relocatable library together with the logic
modules as follows:

// JOB CATRELOC

// EXEC MAINT
(DTFCD Assembly)
(DTFSD Assembly)
(CDMOD Assembly)
(SDMODFO Assembly)

/*

Alternately, the object decks from
these assemblies (DTF tables and logic
modules) can be furnished to the linkage
editor, along with the main program object
deck. The sequence is as follows:

// JOB CATALOG

// OPTION CATAL
INCLUDE
PHASE name,*
(Object deck, main program)
(Object deck, DTFCD assembly)
(Object deck, DTFSD assembly)
(Object deck, CDMOD assembly)
(Object deck, SDMODFO assembly)

/*

// EXEC LNKEDT

/&

Note: It is not necessary to remove the

CATALR card because the linkage editor
bypasses it.

DTF'S AND LOGIC MODULES ASSEMBLED
SEPARATELY, I/0 AREAS WITH MAIN PROGRAM
(EXAMPLE 4)

The main program is identical to that of
Example 3 except that the following four
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cards are inserted after the card marked

(2):

Al DS 80C
A2 DS 408C
A3 DS 408C
ENTRY Al,A2,A3 )

The separate assembly of logic modules
is identical to that in Example 3.

In the card-file assembly of Example 3,
replace the card marked (3) with the
following card:

EXTRN Al

Similarly, in the disk-file assembly of the
previous example, replace the cards marked
(4) and (5) with the following card:

EXTRN A2,A3

Figure 49 shows the separation of the logic
modules, DTF's and I/0O areas.

ASSEMBLING DTF'S AND LOGIC MODULES
SEPARATELY: I/0 AREAS, LABEL EXIT, AND
END-OF-FILE EXIT WITH MAIN PROGRAM
(EXAMPLE 5)

In addition to the changes described in the
previous example, the label exit and the
end-of-file exit may be assembled sepa-
rately. Figure 50 illustrates these sepa-
rate assemblies. The main program is
assembled as follows:

CDTODISK START 0
BALR 12,0
USING *,12
LA 13,SAVEAREA
OPEN CARDS,DISK
NEXT GET CARDS, (2)
PUT DISK
B NEXT
SAVEAREA Ds 9D
EOFCD CLOSE CARDS ,DISK
EOJ
MYLABELS .
LBRET 2
EXTRN CARDS ,DISK
Al Ds 80C
A2 DS 408C
A3 DS 408C
ENTRY Al,A2,A3,EOFCD,MYLABELS
END CDTODISK



Problem Program
*

L)
DTF's ( Assembled Separately )

[ ]
[ ]
OPEN CARDS,DSK— Q——-|— ———— — — — — —|— — DIsK
GET  CARDS,(2)
. — —(Q — — —4=CARDS
[ ] -
E CARDS DTFCD DISK DTFSD
DEVADDR=SY 5004
tetesesesessesssssrsssssnssasesssssosancsasss EOFADDR=EOFCD
: r -O- -I0AREAI=AI BLKSIZE=408
: | WORKA=YES — —|— — -(O-I0AREAI=A2
: SEPASMB=YES | ~|— ~O- —I10AREA2=A3
: | | IOREG= (2) ,
: | | . -+ -LABADDR=MYLABELS
: | | I i RECFORM=FIXBLK
: :  RECSIZE=80
: Al (Buffer Area) l | I :  TYPEFLE=OUTPUT
: (- --o- 4 bl . SEPASMB=YES
: A2 (Buffer Area) | I [
| | —f-0- — —— + — — — — S
: A3 (Buffer Area) : ' : : MYLABELS
: s «deem(User's Routi
| mmmm-—H-o— —— 4+ -——— o
: I :
i [ I
EOFCD (End-of-File Processing) I l
: |
: !
| :
-———————— — — — |
|
e ol
' LS
} {
CDMOD SDMODFO
{Logic for a Card File) (Logic for a Tape File)
° [ ]
. .
¢ .
® [ J

Figure 49. Logic Modules and DTF's Assembled Separately, I/0 Areas With Main
Program (Example 4)
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L
Prol:lem Program DTF's (Assembled Separately)
L ]
[ ]
OPEN  CARDS,DISK-O- — |— ———— — — — — — — — DISK
GET  CARDS, (2
. 0S¢ lo- — — —J4+cArDS
[ ]
: CARDS DTFCD DISK DTFSD
DEVADDR=5Y 5004
r———-————-—- —|— — —()-EOFADDR=EOFCD
- O — -10AREAT=AT BLKSIZE=408
| WORKA=YES — —|— — -(-10AREAI=A2
| | SEPASMB=YES | ~[— —O- —104AREA2=A3
[ | | IOREG= (2)
| ' | | | rO- LABADDR=MYLABELS
| | |  RECFORM=FIXBLK
RECSIZE=80
| Al (Buffer Area) | : | ' TYPEFLE=OUTPUT
| |- {-O - [ | SEPASMB=YES
I A2 (Buffer Area) I I I I |
]
| M- 0-— —— L ——— — - U —
I A3 (Buffer Area) |
| | - -0 —— 4 —— —— —— T
| :
1
O | |
{ I |
EOFCD (End-of-File Processing) l |
o
L ]
: | |
I |
] l
[ |
* +
{ {
CDMOD SDMODFO

(Logic for a Card File)

(Logic for a Tape File)

Figure 50.
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The file definition instructions are
separately assembled as follows:

Col. 72
CARDS DTFCD DEVADDR=SYS004, X
WORKA=YES, X
EOFADDR=EOFCD, X
SEPASMB=YES, X
IOAREAl=Al
EXTRN EOFCD,Al
END
DISK DTFSD BLKSIZE=408, X
TYPEFLE=QUTPUT, X
SEPASMB=YES, X
IOAREAl=A2, X
IOAREA2=A3
EXTRN  A2,A3,MYLABELS
END

The separate assembly of logic modules is
identical to that in Examples 3 and 4.

Comparison of the Five Methods

Example 1 requires the most assembly time
and the least linkage-edit time. Because
the linkage editor is substantially faster
than the assembler, frequent reassembly of
this program will require more total time
for program preparation than Examples 2
through 5.

Example 2 segregates the IOCS logic
modules from the remainder of the program.
Because these modules are generalized,
they can serve several different applica-
tions. Thus, they are normally retained
in the system relocatable library for ease
of access and maintenance.

When a system pack is generated or when
it requires maintenance, the IOCS logic
modules that are required for all applica-
tions should be identified and generated
onto it. Each such module requires a
separate assembly and a separate catalog
operation, as shown in Examples 2 through
5. Many assemblies, however, can be

batched together as can many catalog
operations.

Object programs produced by COBOL, PL/1,
and RPG require one or more IOCS logic
modules in each executable program. These
modules are usually assembled (as in Ex-
ample 2) during generation of a system
pack and are permanently cataloged into
the system relocatable library.

Example 3 shows how a standardized IOCS
package can be separated almost totally
from a main program. Only the imperative
IOCS macro instructions remain: OPEN,
CLOSE, GET, and PUT. All file parameters,
label processing, other IOCS exits, and
buffer areas have been preassembled. If
there are few IOCS changes in an applica-
tion compared to other changes, this method
reduces to a minimum the total development/
maintenance time. This approach also serves
to standardize file descriptions so that
they can be shared among several different
applications. This reduces the chance of
one program creating a file that is im-
properly accessed by subsequent programs.
In Example 3, the user need only be con-
cerned with the record format and the
general register pointing to the record.

He can virtually ignore the BLKSIZE,
LABADDR, etc parameters in his application
program, although he must ultimately con-
sider their effect on main storage, Jjob-
control cards, etc.

In Example 4, a slight variant of
Example 3, the I/O buffer areas are moved
into the main program rather than being
assembled with the DTF's. In Example 5,
the label processing and exit functions are
also moved into the main program. Examples
4 and 5 show how buffers and IOCS facili-
ties can be moved between main program and
separately assembled modules. If user
label processing is standard throughout an
installation, label exits should be
assembled together with the DTF's. If
each application requires special label
processing, label exits should be assembled
into the main program.
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APPENDIX D:

READING, WRITING

 AND CHECKING WITH NONSTANDARD LABELS

EXTERNAL SYMBOL DICTIONARY

LOC OBJECT CODE

003000

003208 0520

00320A

003232 47F0 2010

003272 47F0 2050

0032AE 47F0 208C

ADDR1 ADDR2 STMT
2
3
4
5

26
27

58
59

93
94

129
130
151
152

204
205
206
207
208
209
217
222
227
228
236
237
246
251
256
257
265
266
274
279
284
285
294
300
303

0321A

0325A

03296

SYMBOL TYPE ID ADDR LENGTH LD ID
PC 01 003000 O004EO

IJCFZIZO ER 02

1JFFZ2ZZ ER 03

1JFFB2ZZZ ER 04

IJDFZZZIZ ER 05
L o e e e e e e e e e =

TEST  CREATING AND PROCESSING NON-STANDARD LABELS

SOURCE STATEMENT

PAGE 1
_J
PAGE 1

0D200CT66 10/26/66

PRINT ON,NOGEN,NODATA NSTDO0004

START 12288 NSTDO000S

* NSTD0006
READER  DTFCD DEVICE=2540,DEVADDR=SYSIPT,BLKSIZEAB0, TYPEFLE=INPUT,  *NSTDOOOT
EOFADDR=ENDCARDs [OAREAL=10AREA NSTD0008

* NSTD0009
TAPEOUT DTFMT DEVADDR=SYS004»10AREAL=IOAREA,BLKSIZE=80, TYPEFLE=0UTPUT,*NSTD0010
LABADDR=LABELOUT,READ=FORWARD s FILABL=NSTD NSTDOO11

* NSTDO0O012
TAPEIN  DTFMT DEVADDR=SYS004,I0AREA1=IDAREAsBLKSIZE=80,TYPEFLE=INPUT, *NSTDOO13
EOFADDR=ENDTAPE yREAD=FORWARD, F ILABL=NSTD,RENIND=NORWDs *NSTDOO14
LABADDR=LABELIN NSTDOOL5

* NSTDOO16
TAPEIN2 DTFMT DEVADDR=SYS004,10AREAL=IOAREA,BLKSIZE=80,TYPEFLE=INPUT, *NSTDOO17
EOFADDR=ENDTAPE2 yREAD=BACK 5 FILABL=NSTD NSTD0018

» NSTD0019
PRINT  DTFPR DEVICE=1403,DEVADDR=SYSLST,10AREAL=10AREA,BLKSIZE=80 NSTD0020
y NSTDOO021
CONSOLE DTFCN BLKSIZE=80,DEVADDR=SYSLOGs I0AREA1=CAREA,RECFORM=FIXUNB, *NSTD0022
WORKA=YES NSTD0023

* NSTD0024
* NSTD0025
START  BALR 2,0 SET UP A BASE REGISTER NSTDO0026
USING *,2 NSTD0027

* %% ROUTINE TO WRITE TAPE NSTD0028
OPEN  TAPEOUT TO WRITE NSTD RECORDS NSTD0029

GETCARD GET  READER READ A CARD FROM THE CARD READER NSTD0030
PUT  TAPEQUT WRITE CARD IMAGE ON TAPE NSTD0031

8 GETCARD BRANCH AND GET ANOTHER CARD NSTDO0032

ENDCARD CLOSE TAPEOUT TO WRITE NSTD TRAILER LABEL NSTD0033
* ** ROUTINE TO READ TAPE FORWARD NSTD0034
OPEN PRINT, TAPEIN TO PROCESS NSTD LABEL NSTD0835

GETTAPE GET  TAPEIN GET A CARD IMAGE FROM TAPE NSTD0036
PUT  PRINT PRINT CARD IMAGE ON PRINTER NSTD0037

8 GETTAPE BRANCH AND GET ANDTHER TAPE RECORD  NSTD0038

ENDTAPE CLOSE TAPEIN PROCESS NSTD LABELS NSTD0039
% *x ROUTINE TO READ TAPE BACKWARDS NSTDO0040
OPEN  TAPEIN2 BYPASS NSTD LABELS NSTD0041

GETTAPE2 GET TAPEIN2 READ A TAPE RECORD NSTD0042
PUT  PRINT PRINT RECORD NSTD0043

8 GETTAPE2 BRANCH AND GET ANOTHER TAPE RECORD  NSTDOO44

ENDTAPE2 CLOSE PRINT, TAPEIN2 BYPASS NSTD RECORDS NSTD004S
CNTRL TAPEINZ+REW REWIND TAPE TO LOAD POINT NSTD0046

EO0J NORMAL END OF JOB NSTD0O047

* *% LABEL CREATION ROUTINE NSTD0048

LOC OBJECT CODE ADDR1 ADDR2 STMT SOURCE STATEMENT
003206 4900 22D2 0340C 304 LABELOUT CH  0,=X'00D6"
0032DA 4770 20F0 032FA 305 BNE TRAILOUT
0032DE D227 221C 21CC 03426 03306 306 MVC I0AREA(40) yHEADER
307 RITELAB EXCP DUTCCB
311 WAIT OuTCCB
317 LBRET 2
0032FA D227 221C 21F4 03426.033FE 320 TRAILOUT MVC  IOAREA(40)» TRATLER
003300 47FO0 20DA 03264 321 8 RITELAB
322 * »x LABEL PROCESSING ROUTINE
003304 4900 2202 034DC 323 LABELIN CH 0,=X'00D6"*
003308 4780 212C 0333 324 BE  HEADIN
325 TRAILIN EXCP INCCB
329
|~
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PAGE 2

DD200CT66 10/26/66

OPEN OR CLOSE

BRANCH IF CLOSE

MOVE HEADER TO 1/0 AREA

WRITE LABEL

WAIT FOR COMPLETION

RETURN CONTROL TO IOCS

MOVE TRAILER LABEL TO 1/0 AREA
BRANCH TO WRITE THE LABEL

OPEN DR CLOSE
OPEN TIME
READ A TRAILER LABEL

NSTD0049
NSTROO0SO0
NSTDOO51
NSTDO0052
NSTDO0053
NSTDOO0S4
NSTD0055
NSTDOOS6
NSTDO057
NSTD0O058
NSTD0059
NSTD0060

WAIT INCCB WAIT FOR 1/0 COMPLETION __NSTDOO61



003320 9101 2270 0347A
003324 4710 2164
003328 D527 221C 21F4 03426
00332E 4780 2102
003332 47F0 2152
00334A 9101 2270 0347A
00334E 4710 2168
003352 D527 221C 21CC 03426

003358 4780 212C

00336E 4800 22D4

003374 4040404040404040
003346 E4E2C50940D3ClC2
'0033D6 E4E2C5D940C8C5C)
0033FE E4E2C5D940E3D9C1
003426 4040404040404040

003496 0000

003498 0200342600000028
0034A0 0100342600000028
003208

0034A8 5B5BC2D6DTC5D540
0034B0 S5B5BC2C3D3D6E2CS
003488 00003000

0034BC 00003038

0034C0 00003090

TEST

LOC ORJECT CODE

0034C4 00003150
0034C8 000030F0
0034CC 00003486
0034D0 00003476
0034D4 00003180
0034D8 00003346
0034DC 0006

0034DE C5C6

0336F
033FE
0330C
0335¢

03372
033D6
03336

034DE

335
33¢
337
33g
339
340
344
350
351
352
353
354
360
363
364
367
368
369
370
371
372
373
384

395
396
397
398
399
400
401
402

ADDR1 ADDR2 STMT

403
404
405
406
407
408
409
410

™ INCCBFZ,X101¢
BO EXITEOF
CLC  10AREA(40),TRAILER
BE TRAILIN
B ERRLAB
HEADIN  EXCP INCCB
WAIT INCCB
™ INCCB+4,X%01"*
BO EXIT
CLC  I0AREA(40)yHEADER
BE HEADIN
ERRLAB  PUT  CONSOLE,LABELERR
EOJ
EXITEOF LH 09=CEF?
EXIT LBRET 2

* CONSTANTS
CAREA 0C
LABELERR DC

CL50* *

CYUSER LABELS DO NOT COMPARE.

ST FOR A TAPE MARK
BRANCH IF VES
COMPARE TRAILER LABEL
BRANCH TO GET ANOTHER RECORD

BRANCH IF LABELS DO NOT CONPARE

READ A HEADER LABEL
WAIT FOR COMPLETION
TEST FOR A TAPE MARK
BRANCH IF YES

DOES HEADER LABEL COMPARE
IF YESs BRANCH AND READ TAPE
PUT LABEL ERROR MESSAGE
TERMINATE J0B
INDICATE EOF TO 10CS
RETURN CONTROL TO 10CS

CONSOLE 1/0 AREA

INPUT/OUTPUT AREA
READ TAPE CCB
WRITE TAPE CCB

READ TAPE CCwW
WRITE TAPE CCW

HEADER bC CL40'USER HEADER LABEL!
TRAILER DC CL40'USER TRAILER LABEL'
I0AREA DC cL8o* !
INCCB ccs SYS004s INCCHW
ouTCccs CcCB SYS004,0UTCCW
INCCW cew X021y I0AREA,X*00',40
ouTCCW ccw X?01*910AREA,X'00',40
END START
=C'$$BOPEN *
=C*$$BCLOSE"
=A(READER)
=A(TAPEOUT)
SA(TAPEIN)

CREATING AND PROCESSING NON-STANDARD LABELS

SOURCE STATEMENT

=A(PRINT)
=A{TAPEIN2)
=A(0UTCCB)
=A(INCCB)
=A(CONSOLE)
=A(LABELERR)
=X'00D6*
=CYEF*

DD200CTé66 10/26/66

ABNORMAL END OF J0B,'*

NSTD0062
NSTD0063
NSTDOO064
NSTDO065S
NSTDO066
NSTDO067
NSTDO068
NSTD0069
NSTD0OO070
NSTDOO71
NSTDOO072
NSTDOO73+
NSTDOO74
NSTDO075
NSTDOO76
NSTDOO77
NSTDOO78
NSTDO079
NSTDO08O
NSTDOO81
NSTD0082
NSTD0083
NSTDOO84

NSTD008S

NSTDOO086
NSTDOO87

PAGE 3

Tape Output

Tape Inpu}t

(40 characters) E % (40 charocters) '§ *

€& E

- g g 2

USER HEADER LABEL i Data. .. - USER TRAILER LABEL o .

Notes: 1. 10CS wrote the first tapemark because the TAPEMARK =NO parameter was omitted.
2. I0CS always writes the topemark following the data.

3. 1OCS wrote the two topemarks after the user trailer label .

(40 characters) 'g < (40 characters) + _‘:-,

g 2 g £

© H

2 g 2 2

USER HEADER LABEL 2 Data... 2 USER TRAILER LABEL 2 L

Notes: 1. IOCS reads the first topemark or bypasses it if user labeis are not checked.
rk IOCS branches fo the user label address.

2. Upon te

ing the

d te
P

3: After the user reads the third tapemark he should issue a LBRET 1 and 1OCS will branch to the end-of-file address.
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INDEX

Addition of Records and Overflow Areas
(ISFMS) 57
Additional Macro Instructions:
SAVE, and RETURN 159-165
.AFTER
DAMOD 128
DTFDA 120
Alternate Tape Switching
ALTTAPE
DTFSR
Appendix A 166-169
Appendix B: Control Characters
Code 170-171
Appendix C: Assembling the Problem Program,
DTF'S, and Logic Modules 172-185
Appendix D: Reading, Writing, and Checking
Nonstandard Labels 186
ASA Codes (CTLCHR) 170
Assembling Macros 10-12, 15
Autolink Function 15, 16-17

CALL,

142

111

Basic and Queued Telecommunications Access
Methods 5, 9

Begin Definition Card (DTFSR) 111
BLKSIZE

DTFCD 73

DTFCN 929

DTFDA 120

DTFMT 86

DTFOR 101

DTFPR 83

DTFPT 77

DTFSD 93

DTFSR 111
Blocked Records 32, 34
Blockname (CCB Macro) 138

BSF (CNTRL) 37

BSR (CNTRL) 37

Bypassing Imbedded Checkpoint Records
on Tape 142

Bypassing Standard Tape Labels 29
CALL Macro 163
Called Program
Calling Program 160

CANCEL Macro 153

Card File (DTFCD) 73

Card Read Punch Codes (CNTRL Macro)
CATALR Card 15

CCB Format 140

CCB Macro 138

CDMOD Name 77

Chaining, Data 143

Channel Program, DASD File Protected
Device 143

Characteristics of a Paper Tape File
CHECK Macro 43

Checking DASD Extents 30

Checking DASD User Standard Labels

160

38

80

27, 30

Checking for Output Files, VTOC 26
Checking Nonstandard Labels, Tape 30
Checking Standard Labels, Tape 29

DOS Sup. and I/0 Macros

Checking User Standard Labkels, Tape
Checkpoint Bypassing on Tape 142
Checkpoint File 155

Checkpoint File, DTFPH Entries for
Checkpoint Header Format 142
CHECKPT

DTFSR 111
CHKPT (Checkpoint the Program) 153-

CHKPT (Information That Is and Is

Not Saved) 154
CHKPT Macro 154
CHKPT Macro, Use of 153

CHKPT on Disk, Tracks Required 155
CHNG Macro 40
CKPTREC

DTFMT 86

DTFSR 111

MTMOD 91

CLOSE (R) Macro (Completion) 70
Closing DASD Filed 70
Closing Tape Input File
Closing Tape Output File
CNTRL Macro 36-39
CNTRL Macro (Card Read Punch Codes)
CNTRL Macro (DAM)

Code Translation (Paper Tape Reader)
Command Chaining Retry 142
Compatibility of the Original and
The Present’ DOS 6

Communication Region 148-149
Communication Region Macro

71
71

Instructions 149
Completion 67
COMRG Macro 149
Console File (DTFCN) 99-100
CONTROL

CDMOD 76
DTFCD 73
DTFDA 120
DTFOR 101
DTFPR 83
DTFSD 93
DTFSR 111
ORMOD 105
PRMOD 85
SDMOD 97

Conventions, Macro Instruction 18

COREXIT

DTFOR 101
DTFSR 111
CRDERR
CDMOD 76
DTFCD 73
DTFSR 112
Creating a File or Writing Additional

Records on a File (DAM) 49
CTLCHR

CDMOD 76

DTFCD 73

DTFPR 83

DTFSR 113

PRMOD 85

29,

143

158

38

81

30



CTLCHR (ASA Codes) 170
CTLCHR (System/360 Codes)
Cylinder Index (ISFMS) 56
CYLOFL

DTFIS 129

170-171

DAM (Direct Access Method) 8

DAMOD Entries 128

DAMOD Name 129

DASD Extent Exit Return (LBRET Macro) 30
DASD Extents, Checking 30

DASD File Protected Device, Channel
Program 143

DASD File Protection 76

DASD File, Reopening 70

DASD Files, Closing 70

DASD Files, Opening 23-27

DASD Input File (Completion) 68

DASD Labels l166-167

DASD Operator Verification Table 158
DASD Output File (Completion) 68

DASD User Standard Labels, Checking 27, 30
DASD User Standard Labels,

Writing of 26, 30

Data Cell Drive, IBM 2321 (CNTRL) 39
Data Chaining 143

Declarative File Definition Macro 11-13
Declarative Macro Instructions 73-137
DELETFL
DTFSD 93
Detail Cards 17
DEVADDR
DTFCD 73
DTFCN 99
DTFMT 88
DTFOR 103
DTFPH 143
DTFPR 83
DTFPT 79
DTFSR 113
DEVICE
CDMOD 76
DTFCD 73
DTFDA 120
DTFIS 129
DTFOR 103
DTFPH 143
DTFPR 83
DTFSD 93
DTFSR 113
ORMOD 105
‘Direct Access File, Opening 23
Direct IOAREAl 45
Direct Access Method (DAM) 8
Direct Access Method (DTFDA) 120-128

Direct Access Module (DAMOD)
Parameters 128
Direct Linkage 159
Disk Storage Drive, IBM 2311 (CNTRL) 39
Document Reading, Reference Marks 106
DSKXTNT
DTFIS 129
DSPLY Macro 41
DTF Macro 11
DTF Table and IOCS Module, Linkage of 14
DTF Tables 10, 12
DTFBG Card (DTFSR) 111
DTFCD, Card File 73
DTFCD Entries 73-76

DTFCN (Console File) 99-100
DTFCN Entries 99-100
DTFDA Entries 120-128

DTFEN Card (DTFSR) 120

DTFIS Entries 129-136

DTFMT Entries 86-91

DTFMT (Magnetic Tape Files) 86

DTFOR Entries 101

DTFPH Entries 1l44-146

DTFPH Entries for Checkpoint File 144
DTFPR Entries 83-85

DTFPR (Printer File) 83

DTFPT Entries 77-80

DTFPT (Paper Tape File) 77

DTFSD Entries 92-97

DTFSD (Sequential DASD Files) 92
DTFSR Entries 111-120
DTFSR (DTFBG Card) 111
DTFSR (DTFEN Card) 120
DTFSR (Serial Device File)
DUMP Macro 153

105-120

Editing Logical IOCS Programs 15
EJD, CNTRL Mnemonic 39
End-of-Cylinder Indication (ERRBYTE) 120
End-of-Definition Card (DTFSR) 120
End-of-File Condition (Card

Reader) 73, 114
End-of-File Condition (Magnetic

Tape) 88, 114
End-of-File Condition (Sequential

Disk) 95, 114
End-of-File Record (DASD) 27, 51, 114, 167
End-of-Record Character (Paper Tape

Reader) 80, 81
End-of-Tape (Paper Tape Reader)
ENDFL Macro (ISFMS) 62

79, 114

EOFADDR
DTFCD 75
DTFMT 88
DTFOR 103
DTFPT 79
DTFSD 93

DTFSR 113
EOJ Macro 153
ERG (CNTRL) 37
EOR Character (Paper Tape Reader) 80, 81
ERRBYTE
DTFDA 120

ERROPT

DTFMT 88

DTFPT 79

DTFSD 93

DTFSR 114

MTMOD 91

SDMOD 97
Error/Status Code (ERRBYTE) 120
Error/and Wrong Length Record Conditions

(Paper Tape Reader) 82

ESETL Macro (ISFMS) 67

ESD CNTRL Mnemonic 39

Example of an Organized File (ISFMS)
EXCP Macro 141

EXIT Macro 151

Extent Card Information (XTNTXIT) 128, 146
Extent, Type 23, 25, 42

59-60

FEOV Macro 72

Index
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FETCH Macro 148 IJCxxxxx (CDMOD) 76

FILABL IJDxxxxxX (PRMOD) 86
DTFMT 88 IJExxxxx (PTMOD) 83
DTFSR 115 IJFxxxxx (MTMOD) 92
File Definition Macro Instructions IJGxxXxx (SDMOD) 98
(DTFs) 125-127 IJHxxxxxX (ISMOD) 137
File Definition Macros and IOCS Logic IJIxxxxx (DAMOD) 129
Modules Generation Macros 73-137 IJMxxxxx (ORMOD) 105
File Header Label (Tape) 168 Imperative Macro Instructions 20
File Labels (DASD) 166 INBLKS?Z
File Labels, User-Standard DASD 167 DTFSR 115
File Protection, DASD 6, 7 INAREA
File Trailer Label (Tape) 168 DTFSR 115
FilenameC 132 Indexed Sequential File Management
Files (DASD), Opening 23 System 9
Files (PIOCS), Opening 25-26 Indexed Sequential File, Opening 24-25
Files (Tape Input), Opening 29-30 Indexed Sequential Module (ISMOD)
Files (Tape Output), Opening 28, 29 Parameters  166-167
Files (Tape), Positioning 28 Indexed Sequential System (DTFIS) 129-136
Fixed Unblocked Records (Optical Indices (ISFMS) 55
Reader) 105 Information That Is and Is not Saved
Fixed Unblocked Records (Paper Tape (CHKPT) 154
Reader) 80 Initialization 20
Forced End-of-Volume: Tape Files 69 Interval Timer aqd User Exit Macros 150
Format, CCB 140 1/0 Area, Definition of 31
Format, Checkpoint Header 142 1/0 Files, Repositioning 155
Format, Keyword 17 IOAREAl, Direct Access 45
Format, Macro Instruction 17 IOAREAL
Format, Mixed 17 DTFCD 75
Format, Positional 17 DTFCN 99
Format 1 File Label 167 DTFDA 123
Format 2 File Label 167 DTFMT 88
Format 3 File Label 167 DTFOR 104
Format 4 File Label 167 DTFPR 83
Format 5 File Label 167 DTFPT 79
Formats, Standard File Labels DTFSD 95
(DASD) 166-167 DTFSR 115
FSF (CNTRL) 37 IOAREA2
FSR (CNTRL) 37 CDMOD 76
FTRANS DTFCD 75
DTFPT 79 DTFMT 89
Function, Autolink 15, 16-17 DTFOR 104
DTFPR 83
Generation of Module Names in DTF Tables DTFPT 79
and Logic Modules 14 DTFSD 95
GET Macro 31 DTFSR 116
GET Macro (ISFMS) 66 ORMOD 105
GET, Required DTF Entries 31 PRMOD 86
GETIME Macro 150 TOAREAL
DTFIS 129
HEADER=YES IOAREAR
DTFOR 104 DTFIS 133
DTFSR 115 IOAREAS 133
Header Card 17 I0CS Logic Module Generation Macro
Header Information, Optical Reader 21 Instructions 14
HINDEX - IOCS Module and DTF Table, Linkage of 14
DTFIS 129 IOCS Logic Modules, Definition of 10
IOREG
IBM 1442 or 2520 Card Read-Punch DTFCD 76
(CNTRL) 38 DTFIS 143
IBM 2311 Disk Storage Drive (CNTRL) 39 DTFMT 89
IBM 2321 Data Cell Drive (CNTRL) 39 DTFOR 104
IBM 2540 Card Read-Punch (CNTRL) 38 DTFPR 85
Identifier (ID), DAM 49 DTFPT 79
IDLOC DTFSD 95
DAMOD 128 DTFSR 116

DTFDA 123
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IOROUT
DTFIS 143
ISMOD 136
ISFMS (Indexed Sequential File Management
System) 9
ISFMS (Overflow Area Option) 58
ISFMS Workarea Requirements 136
ISMOD Entries 136-137
ISMOD Name 137

KEYARG

DTFDA 124

DTFIS 143
KEYLEN

DTFDA 126

DTFIS 134
KEYLOC

DTFIS 134
Keys (DAM) 49
Keyword Operands 17

LABADDR,
Use of 26-27, 28-30, 68-69,
DTFDA 126
DTFMT 89
DTFPH 144
DTFSD 95
DTFSR 116
Labels, Nonstandard (Tape Input
File) 30, 31, 169
Labels, Nonstandard (Tape Output File) 28
Labels, Standard (Tape) 28, 29
Labels, User-Trailer (DASD) 26-27
Labels, User-Trailer (Tape) 29, 68
LBRET Macro 30-31
LBRET Macro (Completion) 72
Link, Segquence 57
Linkage-Editing Preassembled Logic
Modules 16
Linkage of DTF Table and IOCS Module 14
Linkage Registers 160
LIOCS Declarative Macro Instructions,
Use of 11, 14
LOAD Macro 148
Logic Module Macro Instructions 14
Logical IOCS Functions 6
Logical IOCS, Physical IOCS vs 6
LTRANS
DTFPT 79

143-145

Machine Requirements 5

Macro Definition 10

Macro Instruction Conventions 18

Macro-Instruction Format 17

Macro Instructions, Declarative 73-137

Macro Instructions to Add Records to a
File by ISFMS 62

Macro Instructions to Load or Extend a
DASD File by ISFMS 61

Macro Instructions for Random
Retrieval by ISFMS 63

Macro Instructions for Sequential
Retrieval by ISFMS 64

Macro Similarities 6

Macro System 10

Macros for Self-Relocating Programs 11
Macros for Sequential Processing 31

Macros for Tape and Disk Work Files 42
Macros for the Optical Character Reader 41
Magnetic Tape Files (DTFMT) 86
Magnetic Tape, Repositioning 156
Magnetic Tape Unit Codes (CNTRL
Macro) 36-37
MARK, CNTRL Mnemonic 39
Master Index (ISFMS) 56

‘Mixed Format 17

MODNAME
DTFCD 75
DTFDA 126
DTFIS 134

DTFMT 89
DTFOR 104
DTFPR 85
DTFPT 79
DTFSD 95

Module, Definition of 10
Module Name, Standard 15
Module Name, User 15
MOUNTED

DTFPH 144
MSTIND

DTFIS 134
MTMOD Name 93
Multiprogramming Restrictions on Use

of Supervisor Macros 147

MVCOM Macro 149

Nonstandard Labels (LBRET Macro) 31
Nonstandard Labels (Tape Input

File) 30, 31, 169
Nonstandard Labels (Tape Output File) 28
Nonstandard Tape Labels 169, 186
Notation, Ordinary Register 18
Notation, Special Register 18-19
NOTE Macro (Work File) 44

NOTEPNT
DTFMT 89
DTFSD 95
MTMOD 91
SDMOD 97
NRECDS
DTFIS 134

OPEN (R) Macro 20-30
Opening DASD Files 23
Opening Direct Access File 24
Opening Indexed Sequential File
Opening PIOCS Files 25-26
Opening Sequential DASD 23
Opening Tape Input Files 29-30
Opening Tape Output Files 20-27
Operands, SDMODxX 98
Operator Verification Table, DASD 158
Optical Reader Files (DTFOR) 101

Data Acquisition and Manipulation 105

Record Formats 104

Reference Marks 105

Wrong Length Records 105

Using OPEN 21
Ordinary Register Notation 18
Organization of Records on DASD (ISFMS) 53
Original and Extended DOS, Compatibility

of 6

Other Files, Closing 72

24-25
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Other Files, Opening

OUAREA
DTFSR -

OUBLKSZ
DTFCD
DTFSR

OVBLKSZ
DTFPT

Overflow Area Option (ISFMS)

Paper Tape
Paper Tape
Paper Tape
Records)
Paper Tape

Parameter List Register

Parameters
CDMOD
MTMOD
ORMOD
PRMOD
PTMOD
SDMOD

PDUMP Macro
Physical IOCS (DTFPH)

21
117

75
117

79
58
File, Characteristics of 80
File (DTFPT) 77
Reader (Fixed Unblocked

80
Reader (Undefined Records)
150
and Names for
76
90-92
105
85-86
82

96-98

152

143-146

Physical IOCS Functions 6
Physical IOCS vs Logical IOCS 6

PIOCS Files, Opening
POINTR Macro
POINTS Macro
POINTW Macro

Positional

Positioning Tape Files

Preloading

Printer Codes
Printer File (DTFPR)
Printer (Punch and) Control

PRINTOV
DTFPR
DTFSR
PRMOD

PRMOD Name

Processing

Access Method

Processing

Sequential System

25-26

44
45
44

(Work File)
(Work File)
(Woxrk File)
17

28

Operands

18
(CNTRL Macro)
83

38
36

85
117
86
86
DASD Records by the Direct
45
DASD Records by the Indexed
53

Processing Records with Physical IOCS

138-146

Processing Records Sequentially 8,
Processing, 'Types of LIOCS 8,
Program Loading

11-12
148

Programming Considerations (Paper Tape

Reader)

PRTOV Macro

PTMOD Name

Punch and Printer Control

PUT Macro

PUT Macro (ISFMS)
Required DTF Entries

PUT,

82
40
83
36
33
66-67
33

Queued Telecommunications Access Method

(QTaM)

RDLNE Macro

READ
DTFMT
DTFSR
MTMOD

Read Backwards,

192

41

89

117

91

32

Tape 29,

DOS Sup. and I/0 Macros

81

73-120

READ Macro
READ Macro
READ Macro
READ Macro
Read-Punch,

(DAM) 50
(Work Files)
(ISFMS) 64
(Optical Reader) 41
IBM 1442 or 2520 (CNTRL)

43

Read-Punch, IBM 2540 (CNTRL) 39
READID
DTFDA 126
READKB, CNTRL Mnemonic 39
READKEY
DTFDA 126
RECFORM
CDMOD 76
DAMOD 128
DTFCD 75
DTFCN 99
DTFDA 126
DTFIS 134
DTFMT 89
DTFOR 104
DTFPR 85
DTFPT 80
DTFSD 95
DTFSR 117
ISMOD 136
MTMOD 91
ORMOD 105
PRMOD 86
PTMOD 82
Recommended Module Name for
CDMOD 76
DAMOD 129
ISMOD 137
MTMOD 92
ORMOD 105
PRMOD 86
PTMOD 83
SDMOD 98
Record Formats, Optical Reader Files

Record
Record
Record
Record
Record
Record
Record
Record
Record
Record
Record
Records,
Records,
Records,
Records,
Records,
Records,
RECSIZE
DTFCD
DTFCN
DTFDA
DTFIS
DTFMT
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