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PREFACE

Effective use of this Program Logic Manual
(PLM) requires an understanding of the con-
tents of the following manuals:

IBM System/360 Principles of Operation,
Form A22-6821

IBM System/360 Basic Programming Support

FORTRAN IV, Form C28-6504

IBM System/360 Basic Programming Support

FORTRAN Programmer's Guide, Form
C28-6583

ORGANIZATION OF THE MANUAL

The manual is divided into five parts.

The first part contains an introduction
that describes the overall structure of the
IBM System/360 Basic Programming Support
FORTRAN IV system. This introduction is
required reading for a basic understanding
of the system. The second part describes
the control segments for the system, while

the remaining three parts reflect the three

functions performed by the system.
Reference material for the PLM is -con-

tained in the appendices.

DEPTH OF DETAIL

This PLM provides a comprehensive under-

standing of the FORTRAN IV system down to
the routine/subroutine level.

USING THE MANUAL

A user of this manual should read the
introductory section to obtain an under-
standing of the overall structure of the
system. From the material presented in
that section, the user can determine the
functions accomplished by the various seg-
ments of the system.

The introduction to each segment gives
the overall logic of that segment, and
indicates the routine/subroutines associat-
ed with the different functions of the
segment.

Each routine/subroutine description
within a given segment provides the user
with a definition of the function and a
description of the method employed to
implement that function. A routine/
subroutine description, when necessary, is
accompanied by a corresponding flowchart.
Where possible, a name for the associated
portion of coding in the program listing is
placed on an individual block in the flow-
chart. This name gives a direct relation-

- ship between the flowchart and the program

listing.

In addition to flowcharts for routines/
subroutines, flowcharts are provided at
the introductory levels to supplement the
discussion of concepts and overall logic.

Copies of this and other IBM publications can be obtained through IBM

Branch Offices.
publication for readers' comments.
comments may be directed to:

| zBM Programming Publications, Rochester, Minnesota 55901

(© International Business Machines Corporation, 1965

A form has been provided at the back of this
If the form has been detached,
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PART 1: INTRODUCTION

This part contains a concise description
of the Basic Programming Support FORTRAN IV
system.

Part 1: Introduction 13



IBM SYSTEM/360 BASIC PROGRAMMING SUPPORT FORTRAN IV

IBM System/360 Basic Programming Support
FORTRAN IV operates independently of any
other programming system. The system is
comprised of segments - that reside on a
system tape. The segments are read into
main storage and executed, depending on the
function to be performed. The three system
functions are:

1. Compilation.
2. Object-time execution.
3. System modification.

The segments that are always required,
irrespective of +the type of processing
performed by the FORTRAN system, are the
FORTRAN System Director and the Control
Card routine.

In addition, the segments of the system
used for compilation are Phases 10, 12, 14,
15, 20, 25, and 30; for object-time execu-

tion, the FORTRAN relocating 1loader and
IBCOM; and for system modification, the
editor.

Chart 00 represents the overall logic
flow for the system and Figure 1 represents
the input/output flow for the system.

SYSTEM INITIALIZATION

The system is
action; pressing the
operator causes the
(IPL) to be read.
System Director
to, the system.

initiated by operator
IPL key. Thus, the

initial program load
IPL reads in the FORTRAN
from, and passes control

FORTRAN SYSTEM DIRECTOR

The FORTRAN System Director (FSD) con-
trols the various functions of the system.
It remains in storage during compilation,
object-time execution, and system modifica-
tion. Initially, the FSD reads in the
Control Card routine.

CONTROL CARD ROUTINE

The Control Card routine reads in con-
trol cards and determines, among other
things, whether:

14

1. A source program is to be compiled.

2. An object program is to be executed.

3. The system is to be modified.

4. A combination of functions is to be
performed (e.g., compile and execute) .

SOURCE PROGRAM COMPIIATION

Source programs written in the IBM
System/360 Basic Programming Support
FORTRAN IV language are compiled by the
segments on the system tape that constitute
the Basic Programming Support FORTRAN com-
piler.

The compiler segments are the FSD, the
Control Card routine, and the seven phases
(10, 12, 14, 15, 20, 25, and 30).

The FORTRAN compiler analyzes the source
program statements and transforms them into
an object program compatible to IBM
System/360. In addition, 1if any source
program errors exist, the FORTRAN compiler
produces appropriate messages. At the
user's option, a complete _listing of the
source program is produced and/or an object
deck is punched.

FORTRAN SYSTEM DIRECTOR (COMPILATION)

The FORTRAN System Director performs the
following functions during a compilation:

1. Handles the initialization
for a compilation.

2. Loads each phase of the
execution.

3. Fills the input/output (I/0) requests
of the various phases of the compiler.

4. Determines the point at which control
is to be returned to a phase after an
I/0 request of that phase is filled.

required

compiler for

Because a compilation is to be
formed, the FSD reads in Phase
passes control to it.

per-
10 and

PHASE 10

Phase 10 reads in each statement of the
source program and converts the statement
(unless it is a COMMON or EQUIVALENYE

-



statement) into intermediate text which is
used as input to subsequent phases of the
compiler. To allow this intermediate text
to be properly processed, certain informa-
tion must be known about the symbols in the
source statements. This information is
maintained in a dictionary and an overflow
table. For COMMON and EQUIVALENCE state-
ments, Phase 10 produces another type of
text which remains in storage to be proc-
essed by Phase 12. s

Upon completion of Phase 10 processing,
control returns to the FSD, which reads in
and passes control to Phase 12.

PHASE 12

Phase 12 primarily allocates storage to
symbols entered in the dictionary, overflow
table, COMMON text, and EQUIVALENCE text.
The storage allocated at this time dictates
where the various symbols will reside in
main storage during the execution of the
object program. The main storage reserved
for COMMON and EQUIVALENCE text is then
made available for subsequent phases.

Phase 12 punches loader input cards for
the object program and text cards for all
constants used by the program, if the DECK
option is specified. It writes these cards
on the GO tape (a temporary tape containing
any object program produced), if the GOGO
or COMPILE and GO options are specified.
If the MAP option is specified, all symbols
and their relative addresses are printed as
part of a storage map, as the addresses are
being assigned.

Upon completion of Phase 12 processing,
control returns to the FSD, which reads in
and passes control to Phase 14.

PHASE 14

Phase 14 reads the intermediate text
created by Phase 10 and replaces any poin-
ters +to dictionary information with infor-
mation accessed from the dictionary. Phase
14 converts intermediate text for FORMAT
statements to an internal code. At object-
time execution, this internal code is used
by the IBCOM routine (an object-time I/0
control program) to place input and output
records into the specified format. If
requested, the code is written on the GO
tape and/or punched on text cards.

reserved for the
sub-

The main storage
dictionary is then made available for
sequent phases.

Upon completion of Phase 14 processing,
control returns to the FSD, which reads in
and passes control to Phase 15.

PHASE 15

Phase 15 primarily translates arithmetic
expressions 1into approximate machine code;
that is, it produces the data necessary to
allow the text word to be converted to a
machine instruction by Phase 25.

Upon completion of Phase 15 processing,
control returns to the FSD, which reads in
and passes control to Phase 20.

PHASE 20

Phase 20 increases the efficiency of the
object program by decreasing the amount of
computation associated with subscript
expressions. Phase 20, if requested via
the DECK option, punches loader input cards
for any required 1library exponentiation
subprograms, for any references to IBCOM,
and for literals that are generated during
the phase in connection with array dis-
placement.

Upon completion of Phase 20 processing,
control returns to the FSD which, in turn,
reads in and passes control to Phase 25 or
30 depending on whether:

1. The COMPILE and GO, or NOGO
option is specified.
2. Any source program errors are found.

GOGO,

If the GO option is specified and source
program errors are found, the FSD passes
control to Phase 30. If no source program
errors are found, the FSD passes control to
Phase 25.

If the GOGO option is specified, the FSD
passes control to Phase 25, irrespective of
whether source program errors are found.

If the NOGO option is specified and
source program errors are found, the FSD
passes control to Phase 30. If no source
program errors are found, the FSD passes
control to the Control Card routine.

PHASE 25

Phase 25 analyzes the text produced by
the preceding phases of the compiler and
transforms that text, wherever necessary,

IBM System/360 Basic Programming Support Fortran IV 15
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Figure 1. I/0 Flow for IBM System/360 BPS FORTRAN (sheet 1 of 2)

16



PHASE 15
READ IN

PHASE 20

READ IN

PHASE 25 |
READ IN |
|
l
FORTRAN
SYSTEM
DIRECTOR
1
DECK OPTION
FHASE 25 SPECIFIED

CONTROL RETURNS TO
FSD. IF ERRORS OR
WARNINGS ARE TO BE
PROCESSED, FSD READS
IN PHASE 30

CONTINUED
FROM SHEET 1

FORTRAN
SYSTEM INPUT FROM PHASE 14
DIRECTOR WORK TAPE B
ARITH EXPRESSIONS

PHASE 15 TRANSFORMED
FORTRAN ESD/RLD CRDS TEXT CARDS
SYSTEM Do X PONEN ——»| FOR GENERATED
DIRECTOR TBCOM LITERALS

DECK OPTION e SN

SPECIFIED UNCH 1
PHASE 20 | ——————— COMPILE AND GO

TO BE PROCESSE

\\\\\\\\ MAP OPTION
SPECIFIED

SUBSCRIPT TEXT
OPTIMIZED

MAP OF
GENERATED
LITERALS
AND IMPLIED
EXTERNAL
REF

ERRORS

YES

NOW BY PHAS
30

PRINTER

TXT CRDS FOR

INSTRUCTIONS, FORTRAN
BRANCH LISTS, —— — —| SYSTEM
AND BASE VALUES DIRECTOR
PUNCH

PHASE 30
READ IN

RLD CRDS FOR UPON COMPLETION ERROR
BRANCH LISTS,BASE
OF PHASE 25, THE PHASE 30 MESSAGES
VALUES, AND AD- -
DRESS CONSTANTS OBJECT PROGRAM
HAS BEEN COMPLETELY ,
PUNCH PUNCHED l PRINTER
COMPILE CONTROL RETURNS
AND GO TO FSD
OBJEC
PRO- /GO TAPE
GRAM
MAP OPTION
SPECIFIED

PRINTER

OBJECT PROGRAM EXECUTION

LOAD CONTROL CONTROL CONTROL CARD ROUTINE
CARD - FIRST o CARD DETERMINES THAT AN
CARD OF OBRJ ROUTINE OBJECT PROGRAM IS TO
PROGRAM BE COMPILED.

CARD READER IF OBJECT PROGRAM

IS IN CARD READER
IT IS PUT ON GO TAPE

FORTRAN
—————— -1 SYSTEM
DIRECTOR
LOADER OBJECT PROGRAM @
READ IN READ IN AND
RELOCATED
FORTRAN
_______ LOADER — —=—— -1 SYSTEM
DIRECTOR
REFERENCED IBCOM NOTE: DATA CAN BE
LIBRARY SUB- READ IN EITHER IN THE. CARD
ggigR%ms READER OR ON TAPE.
PROGRAM IN=- p -
70 BATN DATA — —»{IN STORAGE. le— ——
PORAGE IBCOM OVER-
2 CARD READER LAYS LOADER
AFTER OBJECT PROGRAM IS
@ EXECUTED, CONTROL IS
RETURNED TO FSD
SYSTEM MODIFICATION
 \ CONTROL CARD ROUTINE
EDIT ggggROL DETERMINES THAT SYSTEM
CONTROL ROUTINE MODIFICATION IS TO BE
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Figure 1. I/0 Flow for IBM System/360 BPS FORTRAN (sheet 2 of 2)
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into the desired object code. It assembles

the entire transformed text into a card
format that is acceptable to the Basic
Programming Support FORTRAN loader. Thus,

the output of Phase 25 (and the compiler)
is an object program in the form of loader
input cards.

Upon completion of Phase 25 processing,
control returns to the FSD, which reads in
and passes control to Phase 30 if source
program errors are found. If no source
program errors are found, control is passed
to the Control Card routine.

PHASE 30

Phase 30 produces error and warning
messages signalled by error/warning indica-
tors set in the output text of any preced-
ing phase.

If no error or warning conditions are

encountered during the compilation, Phase
30 is bypassed. Upon completion of Phase
30 processing, control returns to the FSD.

COMPLETION OF COMPILATICN

At the completion of a compilation, the
FSD passes control to the Control Card
routine to read in any additional cards for
processing. If there are no additional
cards (i.e., another source program to be
compiled), the FSD either reads in the
relocating loader and passes control to it,
or displays an end of job message, and then
goes into a wait status, depending on the
option specified. If the GO or GOGO
options are specified, control is passed to
the loader. If the NOGO option is speci-
fied, an end of job message 1is displayed,
and a wait status is entered.

OBJECT PROGRAM EXECUTION

An object program generated by the
FORTRAN compiler 1is executed through the
use of certain segments on the system tape.
These segments are the FORTRAN System
Director, the FORTRAN Relocating Loader,
and the IBCOM routine.

18

FORTRAN SYSTEM DIRECTOR (EXECUTION)

The FORTRAN System Director performs the
following functions during object-time exe-
cution: )

1. Handles the initialization
for an execution.
2. Loads the FORTRAN loader

required

into main

storage.

3. Loads IBCOM into main storage after
the FORTRAN loader performs its
duties.

4, Fills the I/0 requests of the FORTRAN

loader and the IBCOM routine.

FORTRAN RELOCATING LOADER

The FORTRAN loader loads the main object
program and any associated object subpro-
grams into main storage from the GO tape
(or from the card reader). In addition, it
loads the required out-of-line subprograms
from the library on the system tape. This
produces a storage map of each object
program that is loaded, if the MAP option
is specified. Upon completion of the load-
ing, control passes to the FSD.

IBCOM

After the FORTRAN loader has been used,
the FSD loads the IBCOM routine from the
system tape over the FORTRAN loader. ¢he
IBCOM routine serves as the hub of the
FORTRAN input/output object code state-
ments. It is used by the object program as
an interface with the I1I/0 routines in the
FSD.

Although the I/0O routines in the FSD
perform the actual I/0 operations, IBCOM
sets up all required information. For
example, IBCOM converts any data to be read
or written by the FSD to its specified
format. IBCOM remains in main storage
until the conclusion of object-time execu-
tion.

COMPLETION OF EXECUTION

At the completion of object-time execu-
tion, control returns to the FSD from the
object program.



SYSTEM MODIFICATION

The Basic Programming Support FORTRAN
system may be tailored to fit the program-
ming requirements of a particular installa-
tion.

The editor, a segment of the FORTRAN
system, enables the user to revise one or
more segments of the system tape. This
revision (the addition, replacement, or
deletion of features as desired) is accom-
plished through the use of control cards
(also referred to as control statements) .

FORTRAN SYSTEM DIRECTOR (MODIFICATION)

The FORTRAN System Director performs the
following functions during a system modi-
fication:

1. Handles the initialization required
for a system modification.

2. lLoads the editor into main storage.

3. Fills the 1I/0 requests of the editor
in reading in the segments of the
system to be modified and writing out
the modified segments on the new sys-
tem tape.

.out the editing process.

EDITOR

After the FSD loads the editor into main
storage, the editor reads in the system
maintenance control cards (and any object

decks associated with them) and modifies
each segment of the FORTRAN system as
specified. The editor has control through-

The editing proc-
ess ends when there are no more control
cards to be read or when the editor encoun-
ters a control card indicating that no more
editing is to be done. Control 1is then
returned to the FSD.

COMPLETION OF SYSTEM MODIFICATION

At the completion of system modifica-
tion, control returns to the FSD from the
editor. If there is additional processing
to be performed in the job (e.g., compiling
a source program using the new system
tape) , the FSD gives control to the Control
Card routine. Otherwise, the FSD enters a
wait status.

IBM System/360 Basic Programming Support Fortran IV 19
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PART 2: SYSTEM CONTROL SEGMENTS

Control of the various functions of the
Basic Programming Support (BPS) FORTRAN IV
system resides within the FORTRAN System
Director (FSD). During the system func-
tions (compiiation, object-time execution,
and system modification), the FSD remains
in storage.

Initially, the FSD reads in the Control

Card routine to determine which system
function is to be performed.

Part 2: System Control Segments 21



FORTRAN SYSTEM DIRECTOR

The FORTRAN System Director (FSD) con-
trols the functions of the FORTRAN system.
The FSD remains.in storage during compila-
tion, object-time execution, and/or system
modification.

All communication between the various
segments of the system and the FSD is by
supervisor call (SVC) instructions. An SVC
instruction requests the FSD to perform a
certain operation. One SVC instruction is
reserved for the I/0 operations of the FSD.
(These operations include such things as
reading tape, writing tape, printing, and
punching.) Loading of the various segments
is also initiated by an SVC instruction.

A communications area exists within the
FSD. This area serves as a central gather-
ing point for comron information. The
contents of the communications area are
specified in the program 1listing supplied
by IBM for the FSD.

Chart 01, the FSD Overall Logic Diagram,
indicates the entrance to and exit from the
FSD and is a guide to the overall functions
of the FSD. :

I/0 OPERATIONS

The FORTRAN System Director (FSD) trans-
fers control to the I/O routines whenever
an SVC instruction, requesting an I/0 oper-
ation, is encountered. The I/0 operations
are explained in accordance with:

1. The functions supported.

2. SVC I/0 formats.

3. Data set designation.

4. Return to the user's program.

In general, the flow within the I/0
routines begins with an SVC instruction.
The co-ordination of I/0 devices and func-
tions is controlled by the device assign-
ment (referred to as a unit table on the
program listing provided by IBM for the I/0
routines). The I/O routines set up for
(SIODIR) and initiate (SIOGO) all the I/O
operations. They handle all I/O interrupts

22

(SNTPIN), provide for tape read and/or
write retry procedures (SRETRY), and under
certain conditions allow error recovery
procedures (SERP). The routines provide
the initial location of the device assign-
ment table if it 1is not already known
(SD1), set up for a set mode operation code
and CAW (SETMD), and set up for a check
operation (SD2). They set up simple con-
trol operations (SD5), data operations
(SD7), and print operations (SD74, SD741).

The I/0 routines construct a model for
the current call. This model consists of
12 bytes that contain all the information

necessary to process the current call.
After the model is fully developed, it
contains the CCW for the current I/O opera-
tion.

I/0 FUNCTIONS

The BPS FORTRAN I/0 routines support the
functions defined in Figure 2.

r
| FUNCTION

T 1
| EXPLANATION & CONSIDERATIONS |
!

———- -4

|This operation provides an|
|output facility £for -areas|
|that are to be handled as|
|data. Modifiers are speci-|

|fied in the call parameters.

I
I
!
|
| I
F - 1 1
|
|
|
|

+
|This operation provides an|
|input facility. Modifiers|
|are specified 1in the call]
| parameters. |
p=— 4 1
Control 3 |This facility is for opera-|
|tions not involving read or|
|write, such as irmediate]
| space, stacker select, set|]
|mode, etc. (operation codej
|]011).
+
|This facility is for
|tions not involving read or|
|write,  such as rewind, |
|space, write tape mark, etc.|
| (operation code 111).
L

P SR,

Control 7 opera- |

!
!
|
!
|
I
IL ——
I
I
|
I
!
L

|
J

Figure 2. I/O Functions (continued)



(continued)

FUNCTION

T - 1
| EXPLANATION & CONSIDERATIONS|
1 4

Print

— e e —— e o e e e e e e e e e g e o

+
Check (Wait) |This

T 1
|This operation provides a]

|facility for areas intended|
| for graphic material. It is|
|similar to the write cpera-|
|tion except that it allows|
| carriage control specifi-|
|cation for off-line work (as]|
|determined by the class of|
|device). The carriage con-|
| trol character is located in|
|the first kyte of the datal
|area. When the call is to a|
|graphic device, this charac-|
|ter controls the insertion|
|cf the appropriate|
| System/360 modifiers. When|
la call is to a non-graphic|
|device, the control charac-|
|ter 1located in the first]
|byte is written out as thej
| first data byte and thej
|modifiers specified in the|
|call parameter are used. |

operation provides thej
|facility to examine a desig-|
|nated unit for a busy condi-|
|tion, waiting if the unit is|
| busy, and interrogating the]|
| result. (This function is|
|automatically included in]
|WAIT calls.) Return is made|
|to Normal return, Unit|
| Exceptional Condition |
| return, or Error return, as|
|indicated in a data set con-|
|trol block within the device]
|assignment takle and deter-|
|mined by current conditions. |
|If no operation has Leen|
|initiated on the designated|
|unit since the last check of}
| the unit, direct normalj
| return is made. (See]
| "Return to User's Program.") |
1

-- i

The print facility is divided into]
| two sukfunctions, PRINT A

and PRINT B|

| (see Figures 12 and 13 respectively). |

|
L

I
1

Figure 2.

I/0 Functions

SVC I/0 FORMATS

The

the user is specified in

operation and data set desired by

an SVC instruc-

tion.
of all I/0 calls
routine

Form 228-6620-0
Page Revised 1/11/66
By TNL 728-2117

One SVC format is used as the basis
; however,
capabilities

additional 1I/O
can be introcduced Lty

parameters contained in an expansion of the

btasic format.
the use

These
of modifiers
operation code, specification of data

capabilities include
to the I/0 command
par-

ameters in indicated registers (rather than

in the data

set control block), and ten-

porary cancellation of overlapped orperation

on the data set designated bLy the
of the
defined in Figure 3.

The structure

call.
SVC I/0 formats is

r—
|NAME

T T
FORMAT |BYTES|EXPLANATION
+

P SR

-
|Base
| Format

0
<
(@]
=
N
[©)

0
g
tz
(9}

Start
of
Return

1
'|This format is

used|
|for all simple datal
|operations, that is|
| for operaticns that]
|do not involve com-|
|mand operation modi-|
|fiers; - this format]
|is wused for Check]|
|calls.*

|
| ]
| i
| Specify the type of]
|svc. |
| |
|Tag |
|Bits

and data
u-7
set

set.

give the|
|data reference|
| nurber (0 through|
115). i
] |
|A11 I/0 functions]|
|are defined for the|
| routines in this|
| byte. See Figure 4}
|for a definition of}
|this field. |
| |
|See "Return to|
|User's Progran™ for|
|a definition of this|
|field.

|

e ———— a
=3
o
0

|Expan-|
|sion A]

+
I
|
I
I
I
|
|
!
|
I
|
!
|
|
I
|
|
|
I
!
I
|
|
|
!
|
|
I
|
I
I
!
+
!
|
I
I
|
I
svC I/0]|
|
!
I
I
|
1

!
!
!
|
I
|
|
I
|
L

1

|This format is used
|for Control 3, Con-
|trol 7, and for any|
|operations requiring]|
| command modifiers.
|

| Sarre as
| format.
| .
| Same as for the base
| format.

1

|
|
v i
|
|

for the base

e s o . — — —— —

!
I
|
|
I
|
|T DS
|
|
1
3

Figure 3. SVC

I/0 Formats

(continued)
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(continued)

.
|NAME | ¥ORMAT
p-————- oo

|same as for the base]|
| format. |
| I
{This byte suppliesj]
|the command modifi-|
|ers for the current|
|operation. |
| |
|A and B are any pair|
|of registers con-|
| taining the wouffer|
|address (in A) and|
jthe byte count (in|
|B) . Both fields]|
|must be supplied if|
|either is supplied, |
|and register con- |
|tents will replace|
| current data param-|
|eters in the data]
|set control bilock.|
|&an A,B of 0 indi-|
|cates that the cur-|
| rent data parameters|
|are to be used. |
| I
| See "Return toj
|User's Program" for|
|a definition of this|
| field.
L

=

=

[

|Start
| of
| Return

41

b e e e e e e e e e e e e e e e e

— b s——

*¥ Data parameters (address of buffer area|
and Dbyte count) must exist in the UCB. |

[ e o e e e e e e S e SO . S e . . . M i e St . P e S S e M, . o . B S e

Figure 3. S8SVC I/O Formats

A detailed discussion of those fields of
the SVC formats peculiar to the BPS FORTRAN
I/0 routines is presented in the following
sections.

Operation Specification

Figure 3 indicates that all I/0 func-
tions are defined for the routines in the
specifier byte. This byte is structured as
follows: bits 0-3 are used for flags; bits
4-7 specify the operation. Figure 4
defines the contents of this bpyte.

24

r T T T " 1
| I | HEXA- I
| | BITS | DECIMAL| SIGNIFICANCE |
t $—-—1 -1 1
IFLAGS | | | |
| (bits | 0000]| 0 | (Reserved) |
[0-3)  fo———fmmmmm e PRE—— 4
| 10001 | 1 |Wait on this opera-|
| | | |tion. This flag may|
| | | | be combined with any|
| | | |other flag. |
| 10010 2 |Disregard incorrect|
| | | |length indication]
| | | | (ILI) now. May Dbe|
| | | | combined with any|
| | | |other flag. |
| 10100| 4 |Use data group now. |
1 b1+ 1 1
| 11100} C | (Illegal) |
| |1101] D | (Illegal) |
| |1110| E | (I1legal) |
L llllli F i(Illegal) !
______________________ i
|OPERA-| 0000 | 0 | (Reserved) |
| TIONS } 1 + 1
| (bits | 0001} |Write (data) |
|4-7) |0010]| 2 |Read |
: {00111 3 iControl 3 J

T - 1
| 10100] 4 | (Reserved) |
| {0101 5 | (Reserved) |
| |0110| 6 | (Reserved) |
! 3 - 1
| 10111 | 7 |Control 7 |
1 p-——=1-- {
| 11000] 8 | (Resexrved) |
I p—t === 1
| 11001 9 |PRINTA (write graphic]|
I 1 l ldata) }

T T 1
| 11010] A | (Reserved) ]
| 1011 B | (Reserved) |
| 11100} C | (Reserved) |
| ——-4 t -—{
| 1101 D | PRINTB (write graphic]
| I | | data) |
l -—==1 } 1
| 11110} E | (Reserved) |
| 1 1 1
| 1111 F |Check |
[, i____1 1 J

Figure 4. Contents of the Specifier Byte

Tag and Data Set Byte

The tag and data set  byte indicates
whether modifiers and/or the use of reg-
isters for data parameters are present in
the current call; it provides the unit
reference number. Figure 5 defines the
contents of this byte.



r T T 1
| | HEXA- I
| BITS | DECIMAL| SIGNIFICANCE |
-1 t {
10000 | 0 | Reserved) |
| 0001 1 | (Reserved) |
==t~ { {
10010 2 |Indicates whether or not |
| | |modifers are supplied and/or|
| | |data parameters for the data|
| | |group are contained in reg-|
| | |isters (Expansion 3). |
b—t- ! 1
|0011] 3 | Reserved) |
=+t t {
]0100] 4 |Contain the data set refer-|
|thru| thru |ence numbers (0 through 15) .|
0111} 7 | |
L L 1 y |
Figure 5. Contents of Tag and Data Set

Byte

DATA SET DESIGNATION

device assignment table (DAT). This table
is comprised of two sections: data set
table (DSTAB) and data set control blocks
(DSCB) . In the program listing provided by
IBM for the I/0 routines, DSTAB is referred
to as UTAB and DSCB as UCB.

DSTAB —- Data Set Table

- tial entry in DSTAB is a

DSTAB is an open end list, referenced
from the I/0 routines, and composed of one
6-byte block for each data set. The ini-
4-byte header
block; the 1last entry is a 2-byte message
data set identity block (see Figure 6) .

Each 6-byte block holds one assigned
physical device address, an amount rep-
resenting the byte offset of the associated
DSCB from the head DSCB, and the device

The correlation of I/0 devices and func- type identification in hexadecimal digits
tions is controlled through the use of the (3 bytes) .

T T T T 1

DATA SET | | | | I

REFERENCE NUMBER | NAME | STRUCTURE | | BYTES |

[ ] 1 i 4

T T ] T ] 1

| DSTAB | n+1 | Address of DSCBO | | 4 |

} 1 L 1 4 4

T T T T 1 1

0 | DSTABO | Device 0 Address | Offset 0 | Type | 6 |

4 4 1 1 4 4

T T T T T 1

1 | DSTAB1 | Device 1 Address | Offset 1 | Type | 6 |

4 e + $ } 1

. | I I | I |

4 [ 1 [ i J

] T T T T 1

. | I I | I I

L 4 [ 3l i | 1 i

v T T T T T L}

| . | | | ] | |

L i 4+ ] ] 4 3

r 1] T T T T 1

| n | DSTABn | Device n Address | Offset n | Type | 6 |

+ { T { $ t {

m | DSTABLh+6 | Data Set|Dev Addr | | | 2 |

L L L 1 L L _JI

NOTE: The "Type" field is further illustrated as follows: |

|

1] T L] T 1 l

I X X| XX |D]|M] |

' L L 1 L 4 '

| . |

Where: XXXX is four hexadecimal digits defining the type of devices, such as 2400 for]|

a 2400 series tape. |

’ |

D is one hexadecimal digit for a service type subclass, such as 24009 for aj

9-track tape. |

| ]

] M is reserved. ]

L i 4

Figure 6. Data Set Table Format

FORTRAN System Director 25



The U-byte header block holds the number
"of data sets in DAT (1 byte) and the
location of the start of the DSCB section
(3 bytes) . The 2-byte message data set
identity block holds the data set reference
number in the high order 5 bits and the
device address in the low order 11 bits.
Bit position 1 is reserved.

DSTAB is arranged in sequence according
to data set reference number, 0 through n,
and is so referenced by any SVC instruction
requesting an I/0 operation.

DSCB —-- Data Set Control Block

Each entry in DSTAB requires an asso-
ciated DSCB. The DSCB can vary in size
from a minimum of 22 bytes to a maximum of
44 bytes.

The DSCB describes the associated data
set (identified with the physical device
address in DSTAB) and the extent of opera-
tions to be performed on that device. The
DSCB also provides space for retaining any
history requisite +to the progress or con-
trol of those operations being performed on

tion recognition, and separate indication
(return) for unit exceptional condition,
and/or error conditions.

Figure 7 presents a general - description
of the contents of the DSCB. Discussion of
fields that require further explanation are
presented immediately following the figure.

DEVICE CODE BYTES: The bit configurations

of these bytes are as follows: Bits 0-4
contain the set mode modifier pattern for
7-track tape: ddmmm. Bits 5-7 contain the
expansion code for this unit: 001, Expan-
sion B. Bits 8-14 specify the device code
as follows:

Bit 8 Tape

Bit 9 Printer

Bit 10 Punch

Bit 11 Reader

Bits 12-14 are used for a subclass of
one of the above unit types.

Bit 15 contains the multiplex mode flag.

the device. The DSCB may also provide the Figure 8 illustrates the device code
optional capabilities of overlapped opera- assignment.
r T T Ll L] T 1
| | NAME | BYTES | EXPANSION| TOTAL | CONTENTS |
L 1 1 ] 4 +1 4
1) T T 1] 1 T 1
(DSCBO) |Device I 2 | | |Multiplex mode flag, device code, expansion]|
|Code | | | |code, set mode modifier pattern for 7-track]|
| | | | | | tape. |
1 [ i ] + d
T T T T T X i
+2 |Flags I 2 | | |Extent of operations to be performed. |
1 1 1 Il +1 4
T T T T T 1
+4 |Specifier| 2 | |The contents of these bytes is the same as the]|
| | | |SVC specifier byte. - |
[ 1 } | L 4
T T =T T T 1
| +6 |CCW | 8 | | |
L [ i 4 ] i |
L ) L] T T T 1
+14 |Check I | |DSCB check byte. ]
[ [ 1 i [ 4
T T T ] 1 1
+15 |Byte | 2 | | |This is the byte count for data group entries. |
|Count 1 | | | | |
(] [ [ 1 [l }
T T T T T . . 1
+17 |Buffer | 3 | | |This is the buffer address for data group|
| |Address 1] | | |entries. |
L 4 4 } [l 1 4
r T T T T T 1
| +20 |Error | 2 |&A 22 | 22 |Error mask bytes. |
| 4 i } ] 4
] ! ] ] T 1
| +22 |Sense | 6 | |Note: Minimum requirements. |
| |Bytes | I I | : I
L ] L ] 4 i 4
L} T T T 1) 1 1
+28 |Is0 014 8 | |
| PSW | |
1 ¥
+36 |CSW 8 |B 22 44 |Note: Requirement for overlapped operation.
L L
Figure 7. DSCB Format
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r T T T T - 1
| | | | | HEXA- |
|DEVICE |MODE |BITS 8-14| BIT |DECIMAL|
| | | ‘ | 15 | CODING|
b + + $ommm e 1
11052 | Multi-| | | |
|Printer |plex (0001 001 | 1 | 13 |
t 1 1 1 1 4
r T T T T 1
j1402 |Malti-| | | |
|Reader |plex 0010 000 | 1 | 21 |
t T e S 1
11402 |Multi-| | | |
| Punch lglex |0010 001 | 1 | 23 |
R 1 _ 1 1 4
r 1 T T 1
|1442 |Multi-| | | |
|Reader |plex 0011 000 | 1 | 31 |
b= ¥ + ommmmpm oo 1
{1442 | Multi-| i | |
| Punch lplex 0011 002 | 1 | 33 |
L - 1 4 R— _]_ _______ {
v T T T

|1443 |Multi-| | ] |
|Printer |plex 0100 001 | 1 | 43 |
[N 1 —_— e e e
1) T + + ‘I
|1403 | Multi-| | | |
|Printer |plex |0100 0121 | 1 | 47 |
k 4 1 [l + _______ "
{ T T T

| 2400 I | | | |
|9-Track |Burst |1000 000 | O | 80 |
| Tape Read | I | | I
N 1 1 4 +__ 4
I T + + 4
| 2400 | | | | |
|9-Track |Burst |1000 001 | O | 82 |
|Tape Write] | | | |
I KR _]. _____ 1 4 4
1) T i T R}
12400 | | | l |
|7-Track |Burst {1000 010 | O | 84 |
|Tape Read | | | | |
L 4 +_ 4 1 _."
] T T T

[2400 | | I | |
|7-Track |Burst |1000 011 | O | 86 |
|Tape Write] | | | |
L L L 1 ~d

Figure 8. DSCB Device Code Assignment

IDSCB _FIAG BYTES: Figure 9 illustrates the
structure of the DSCB flag bytes.

—_ —=—

T
BIT|SIGNIFICANCE |
1 i

T a
|Operation not checked; last]|
|oreration not yet interrogat-|
| ed.
|Wait-Check
|Reserved
|Chaining Flag o
|Retry - complete; all retries
|resulted in failure.

| Reserved

|Reserved

|Reserved

L

BYTE

DSCBp+2

F Wk o

I
S0 U

T
|

+
|
|
|
I
|
I
|
I
I
I
|

4

b e e e e e —— —— ———

Figure 9. DSCB Flag Bytes (continued)

Form Z228-6620-0
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{continued)
[ — T T

|RYTE |BIT|SIGNIFICANCE

|DSCBn+3| |Resexrved

| |No overlap: zero overlap per-|
| |missible and requires expan-|
| |sion B. |
|

|

|

PSR S

10 |SILI: disregard all incorrect]

|length indications from thisj|
lunit. ]
|11 |Reserved |
| Reserved |
|13 |Reserved |
|14 |Unit exceptional condition]|

] |return; user will accept unit|
| | exception return. |
|15 |Exror return; user will|
|

|accept error return. |
L : 1

L e p—
[R=Y
[ 8}

Figure 9. DSCB Flag Bytes

DSCB_CHECK BYTE: The kit configuration of

the DSCB check byte is illustrated in
Figure 10.

| T T - - 1
|BYTE |BIT|SIGNIFICANCE I
b-- $-——14 -- 1
|DSCBp+14| O |Program contrcl interrurt|
| | | (PCI) h |
| | 1 |Attention |
| | 2 |Incorrect length reccrd |
| | 3 |Error |
| | 4 |Exceptional conditicn |
| | 5 |Status report applies tc the|
| | |crevious call |
| | 6 |Reserved |
] | 7 |Busy; current operation has|
| | |not received device end, |
| | |reject, error, or exception-|
| | lal conditicn |
| S, N . J
Figure 10. DSCR Check Byte

ERROR MASK BYTES: The significance cf the

error mask bytes is exrlained in Figure 11.

m~ T T 1
| BYTE |BIT |SIGNIFICANCE |
——— 1 4 _— 1

T T 1
|DSCBp+20]0-3 |Second level retry count |
| s e -
| |4-=7 |First level retry count |
| S : E—
| |18-9 |Reserved |
l — 1-- -- 1
| 110 |Previous read errcr |
| b-—-——t !
| |11 |Not first entry |
I b + - i
| |12-15|Reserved |
L i i — J
Figure 11. Error Mask Bytes

FORTRAN System Director 27



Form Z28-6620-0
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CALLS TC A PRINTER

Due tc the reculiarities of a FORTRAN

print command (which is actually a write
graphic data command) the wuser should &ke
familiar with the following material on

FORTRAN printer carriage control characters
and data parameters for print calls.

FORTRAN' PRINTER CARRIAGE CONTROL CHARACTERS

Figures 12 and 13 define the carriage
control characters and their effect. PRIN-
TA writes after performing the indicated
carriage function (see Figure 12); PRINTB
writes ©before the carriage function is
performed (see Figure 13).

r T 1
| CHARACTER | EFFECT |ACTION |
t ¥ I -1
|0 (zero) |Doukble Space |Immediate space |
| | I'2; Writes |
L 4 —_— +___ —— 4
r T R . 1
| (blank) |Single Space |Immediate space |
I | |1; Write* |
e —————1- e
|+ (plus) |Print without|Immediate NOP; |
| | spacing |Write* |
R T .
11 |Print on | Immediate skip to|

| jfirst line |line 1 of the |
| |of next page |next page; Writex*|
41

pommmmmmod —————i

|*Write has no integral carriage moticn. |
L

- —_ -d

Figure 12. FORTRAN Printer Carriage Con-
trol Characters (PRINTA)

r T T - 1
| CHARACTER | EFFECT |ACTION |
——— S [P 4
|0 (zero) |Doukle Space |Write*, space 2 |
N B U S, _l
r T
| (blank) |Single Space |Write*, space 1 |
L 4
F $- 4= i
|+ (plus) |Print without|Writex* |
| | Spacing I |
L —_— 1 —_— o o o 2 e 2 e e e e o e e {
v T .
|1 |Print last | |
] |1ine then go | |
| ]to first line] |
| |of next page | |
b L ——mmet —
| *Write has no integral carriage motion. |
L -1

Figure 13. FORTRAN Printer Carriage

trol Characters (PRINTB)

con-
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DATA PARAMETERS FOR PRINT CALLS

In a print call, the data address points
to the carriage control character which is
contained in the byte immediately rreceding

the graphic data bytes. The byte count
includes the carriage control character
byte. In the fcllowing example:

120 characters for a rrint line
1 carriage control character

121

a kyte count of 121 is supplied to the I/O

routines.

Error Routines

If there is an error during a tape read
or write oreration, a given number of
retries will ke performed (according toc IRM
standards). If the retries are successful,
processing will continue. If they are not,
contrcl may ke returned to the wuser's
program (see "Return to User's Prcgrar") or
a wait PSW may be 1loaded (see "SRETRY
Routine").

Error recovery procedures may Or may nct
enable the user to recover the error manu-
ally from the console. For a discussion of
the ccnditions governing this fprocedure,
see "SERP Routine."

RETURN TO USER'S PROGRAM

Returns to the user's prograr from an
I/0 routine are made starting at the 1loca-
tion immediately following the SVC block.
The return can cccur in any one o¢f three
formats derending on the capatkilities kuilt

into the DSCB. Indication is given in the
DSCB if the return is a result of the
previous call rather than the current cne.
Figure 14 defines the types of returns.
ROUTINES
The routines of the FSD are:
1. FSD Initialization routine (DINT)
Chart AA.
2. FSD Load Segment routine (IDPH) Chart
AR.

3. Exit routine (EXIT) Chart AC.
4. I/0 routines (see "I/O Orerations")
Charts AE thrdugh AR.



oo s o v o s . n— ki ca— e —— b c— —a— ol wo— o]

r L L L T

| TYPE | RETURN AT| LOCATION | BYTES | WHEN USED

L 1 1 .

r T T -

| Type 1 | | End of SVC block Used when neither error nor except-
| | ional condition return is provided

| | Return All returns for in the DSCB.

! [l

1 ] T

| Type 2 | End of SVC block Used when either error or exceptional
| | Return Unusual return condition is provided for in the

| t + DSCB, but not when both are provided
| | +4 | Normal return for.

i 4 4 .

L} T T

| Type 3 | | End of SVC block Used when both error and exceptional
| | 4 condition returns are provided for in
| | Return Error return the DSCB.

|

| +4 Exceptional Con-

| dition return

|

| +8 Normal return

L L L L

Figure 14. Return to the User's Program

DINT Routine: Chart AA

The DINT routine performs the required
initialization.

ENTRANCE: The DINT routine receives
trol from IPL.

con-

CONSIDERATION: The DINT routine performs
the following initialization:

1. Associates the device upon which the
system tape resides with data set
reference number 0. (The system tape
is always referenced as data reference
number 0.)

2. Clears lower
registers.

3. Sets up the program, machine check,
and supervisor program status words
(PSWs) .

4., Sets an indicator in +the communi-
cations area that the FSD has control.

storage and the general

OPERATION: To establish the system tape
device as data set reference number 0, the
system tape device is placed into the data
set reference number 0 entry of the device
assignment table.

The system tape device address is deter-
mined when IPL is effected. This device
address is compared against each device
address in the device assignment table.
The following conditions can occur:

1. The system tape device is already
associated with data set reference
number 0.

2. The system tape device compares with a
device address associated with a data
set reference number other than 0.

The two device addresses are, there-
fore, switched.

3. The system tape device is not present
in the device assignment table. The
device address is, therefore, entered
in the data set reference number 0
entry of the device assignment table.

Lower storage and the general registers are

- then cleared.

The FSD constructs the program, machine
check, and supervisor PSWs and places them
in their appropriate 1lower storage 1loca-
tions. Included as elements in the various
PSWs are the following:

1. Program PSW: address of the routine to
be branched to if a program interrupt
occurs. :

2. Machine Check PSW: address of the
routine to be branched to if a machine
check interrupt occurs.

3. Supervisor PSW: address of that por-
tion of the FSD to be branched to when
one of the phases requests a certain
function of the FSD.

The FSD indicates that it currently has
control by setting a specific indicator in
the communications area. ’

EXIT: The DINT routine exits to the LDPH
routine.

LDPH Routine: Chart AB

The LDPH routine loads a segment of the
system, as required, for execution and
determines the point at which control is to
be received.
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. ENTRANCE : The LDPH routine initially
receives control from the DINT routine.
Subsequent to this initial entry, the LDPH
routine receives control from one of the
various segments of the system.

OPERATION: The load segment function of
the FSD is initiated by an SVC instruction
that can call for the load of a segment.
After the load operation is complete, the
FSD passes control to that segment.

Included in the load segment function of
the FSD for the compiler is a check to
insure that the punch device used to punch
the output of a particular phase is not
busy. If busy, the read of the next phase
is not issued by the FSD until the punch is
free. This insures that the contents of
the output buffers of a given phase are not
destroyed until the contents of the buffer
have been punched.

EXIT: The LDPH routine exits to the newly-
loaded segment.

Exit Routine: Chart AC

The EXIT routine determines the point of
return within a segment so the FSD can
return to the appropriate place after an
I/0 operation is performed.

ENTRANCE : The EXIT routine receives
control form an I/0 routine within the FSD,
after that routine has fulfilled the
request for some segment.

CONSIDERATION: The return address is det-
ermined from the address of the byte fol-
lowing the SVC instruction that requested
the I/0 operation. This address, which was
saved in the supervisor old PSW, may or may
not be the return address.

If a parameter list follows the SVC, the
saved address is the address of the first
parameter. If no parameter list follows
the SVC, the saved address is the return
address within the segment after its I/0
request has been fulfilled.

OPERATION: After an I/0 routine performs
its specified function, it returns control
to the EXIT routine to access the saved
address. The EXIT routine adds to that
address the number of bytes, if any, which
the parameter 1list following the SvC
instruction occupies. The resulting
address is the return point to the segment
that originated the I/0 request.

EXIT: The EXIT routine exits to the seg-
ment that originated the I/0 request.

30

SIODIR Routine: Chart AD

The SIODIR (I/O Director Base) routine
completes the initialization steps neces-
sary for all I/O operations.

ENTRANCE: This routine is entered whenever

an SVC instruction requesting an I/0 opera-

tion is encountered.

CONSIDERATIONS: The SIODIR routine is

OPERATION:

EXITS:

required for all I/O0 functions.

This routine requires that a specified
symbolic register hold the address of the
DSTAB header block, if the table is not
compiled with the I/0 routines.

The SIODIR routine sets up the
I/0 base register, return PSW, and gets the
initial DSTAB location.

The routine then determines if it is
being entered for the first time during the
current I/0 operation (external entry), or
for the second time (internal entry). If
entry results from an external call, the
routine saves the entry registers and call
return PSW, and sets the internal switch.
If entry results from an internal call or
when the operations resulting from an
external call have been performed, the
SIODIR routine extracts and saves the SVC
specifier byte and the data set reference
number, determines the DSTAB and associated
DSCB locations, and sets the DSCB referen-
ces.

If a check operation or any operations
other than those essential "to all 1I/0
functions are requested, the SIODIR routine
branches +to the appropriate routine to set
up those operations.

When all required I/0 operations are set
up, the SIODIR routine sets the suppress
incorrect length indication (SILI) flag (if
specified in the DSCB) into the CCW model
and sets up the I/0 interrupt new PSW.

The SIODIR routine exits to the
SIOGO routine. .

ROUTINES CALLED: During execution this

routine references the following routines:
sb1, Sp2, SD5, and SD7.

SIOGO Routine: Chart AE

ENTRANCE:

The SIOGO (I/0 Initiator Base) routine
initiates all I/0 calls.

The SIOGO routine 1is entered

from the SIODIR routine when that routine



completes its set-up functions; it may also
be entered from the SNTPIN and SRETRY
routines.

CONSIDERATIONS: The SIOGO routine is

required for all I/0 functioms.

OPERATION: The SIOGO routine determines if
the physical device has been checked and,
if not, branches to the SNTPIN routine to
check it.

The routine initiates a series of tests
to guard against an early burst mode
device. If the routine is operating in a
multiplex mode on a multiplex channel with
a multiplex device, and the new device is
not a multiplex device, the routine sets
the CCW model in reserve and branches to
the SNTPIN routine.

When a path is available, the CCW model
is brought in and the DSCB set up. The
SIOGO routine sets up the CCW and CAW, and
issues the Start I/0 (SIO) command to  the
device. After the SIO command is issued, a
series of operations, based on the condi-
tion codes set after the command-is issued,
are performed.

Condition code 2 or 3 causes the SIOGO
routine to set the CCW model into reserve
and transfer control to the SNTPIN routine.

If condition code 1 is found and the
busy bit is not present, control is trans-
ferred to the SNTPIN routine. If condition
code 1 is found and the busy bit is
present, the SIOGO routine sets the CCW
model in reserve and transfers control to
the SNTPIN routine.

If condition code 0 is indicated and the
routine . is not to wait for device end (in
which case control is transferred to the
SNTPIN routine), the SIOGO routine clears
the internal flag, restores the original
call return and entry registers, sets up to
return control to the user's program, and
returns control to it.

When a path is not available and the CSW
has not been stored, the CCW model is set
in reserve and control is transferred to
the SNTPIN routine.

EXITS: The SIOGO routine exits to either
the user's program or the appropriate loca-
tion in the SNTPIN routine.

ROUTINES CALLED: During execution, the
SIOGO routine references +the SNTPIN and
SETMD routines.

SNTPIN Routine: Chart AF

ENTRANCE:

OPERATION:

The SNTPIN (I/0 Interrupt Entry) routine
performs the analytic functions necessary
to handle I/O0 interrupts.

The SNTPIN routine is entered at
its initial location whenever an I/0 inter-
rupt occurs. It is entered at various
symbolic 1locations from the SIOGO, SRETRY,
SERP, and SD2 routines.

This routine establishes an I/0
base register (saving the environment if
the current entry is not intermnal) and sets
the DSTAB and DSCB references.

After storing the 1latest 1I/0 PSW and
latest CSW, the routine determines if the
operation has ended. If it has, a sense
command is issued to the current device;
the busy and multiplex flags are cleared;
and, if a retry is specified at this time,
control is transferred to the SRETRY rou-

tine.
When the retry indications have been
cleared (i.e., no retry specified) or if

the operation has not ended, tests for

minor interrupt conditions (attention bit,
program control interrupt-PCI, incorrect
length record, or unit exceptional

condition) are performed and the flag for
the appropriate indication(s) is set.

The SNTPIN routine then performs a ser-
ies of tests to establish the check opera-
tion status. These tests will ultimately
result in transferring control to the
appropriate location in the SIOGO routine
or enabling a wait. The following para-
graphs describe the possibilities.

When an immediate check is specified and
the device is still not busy, the residual
bit count is saved. Control is then trans-
ferred to the SERP routine to check for any
class of errors.

After control returns from the SERP
routine or if an immediate check was not
specified, a check is made for any error or
unusual condition which forces an immediate
return to the user. If any exist, result
area pointers are set in the communication
registers.

If the operation is ended and return to
the user is to be made, the intermal flag,
the device wait-check flag, the not-yet-
checked flag, and the device usage flag are
cleared. Checks are made for the presence
of a wait or reserve operation. If either
operation is present, the wait state will
be entered until termination of the current
operation. Return is made to the call that
requested the current I/0 operation, if
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neither a wait nor reserve operation is
present.

EXITS: This routine exits to either the
SRETRY, SERP, or the appropriate location
of the SIOGO routine.

ROUTINES CALLED: During execution
SNTPIN routine references the
SIOGO, SRETRY, and SERP routines.

SIODIR,

SD1 Routine: Chart AG

The SD1 routine extracts and saves four
items: the DSTAB header block location, the
address that points to the first physical
device, the number of devices, and the
initial DSCB location.

ENTRANCE: This routine is entered from the
SIODIR routine.

CONSIDERATIONS: The SD1 routine is entered
only during the initial entry to the SIODIR
routine. After this first and only use,
the entire routine is eliminated and cannot
be used without reloading the entire pro-
gram.

OPERATION: ' The SD1 routine determines if
the 1initial DSTAB location is already pre-
sent in the area designated to hold that
address, and exits if it is.

Otherwise, the routine obtains and saves
the DSTAB header block location. It then
extracts the number of data sets and the
initial DSCB location from the header block
and saves them. The header block location
is incremented by 4 and the result is saved
as the initial DSTAB location.

The SD1 routine makes a final test to
make certain that the initial DSTAB loca-
tion is present, and then exits.

EXITS: This routine exits to the SIODIR

routine.

SETMD Routine: Chart AH

The SETMD routine performs the set-up
functions for I/0 operations that require a
set mode operation code and CAW. It also
performs the set-up for I/0 operations
involving the use of FORTRAN printer car-
riage control characters at the start of
the data stream and for immediate eject
operations on the IBM 1442 punch.

ENTRANCE : The SETMD routine
from the SIOGO and SD74 routines.

is entered
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the-

CONSIDERATIONS: The use of this routine
requires the presence of the SIODIR rou-
tine.

OPERATION: After setting up the standard

FORTRAN 1I1I/0 CAW, the SETMD routine deter-
mines if seven track tape is being used.

When it is not, this routine effects a
series of branches to set up the printer
immediate control chain and the repetitive
punch on the IBM 1442 Card Read-Punch,
which does not have an automatic ejection
when punching is complete.

When seven track tape is being used, the
SETMD routine sets up the set mode modifi-
ers for the DSCB and CCW chain.

When the set mode modifiers have been
set up or after setting up for punch eject
operations on the 1442, the set mode
FORTRAN I/0O CAW is set up and the CCW
operation code 1is cleared and replaced by
the set mode operation code.

EXITS: This routine exits to the routine
that called it.

ROUTINES CALLED: During execution the
SETMD routine references routines SD741 and
SD743.

SD2 Routine: Chart AI

The SD2 routine determines if the cur-
rent operation is a check operation and, if
so, whether the device has already been
checked.

ENTRANCE: The SD2 routine is entered from
the SIODIR routine.

OPERATION: The SD2 routine determines if
the current operation is a check operation
and exits if it is not. If it is a check
operation, but the device has already been
checked, the SD2 routine branches to that
part of the SNTPIN routine that establishes
an exit path; otherwise it branches to that
part of the SNTPIN routine that checks for
minor interrupt conditions.

EXITS: This routine exits to the appropri-

ate location in the SIODIR or SNTPIN rou-
tine.

SD5 Routine: Chart AJ

This routine sets up the model for all
simple control operations; that is, for all
control operations whose entire function is



defined in the operation byte of the com-
mand.
ENTRANCE: The SD5 routine is entered from

the SIODIR routine.

CONSIDERATIONS: Control operation modifi-
ers are moved in from the SVC parameters.

OPERATICON: After clearing the data groug
flags, the SD5 routine determines if the
current I/0 call has an operation code of 3
(all operations not involving read or
write, such as immediate space or select
stacker) or 7 (all operations not involving
read or write, such as rewind tape). If
neither operation code is found, control is
returned to the SIODIR routine.

When either operation code 3 or 7 is
found, the aprropriate operation code is
placed into the CCW model.

The operation modifiers for simple con-
trol operations are then moved into the
model, along with a count of 1 and the SIII
flag.
EXITS: The SD5 routine exits to the SIODIR
routine.

SD7 Routine: Chart AK

This routine sets the proper parameters
for data operations into the CCW model.

ENTRAN E: The SD7 routine is entered from
the SIODIR routine.
CONSIDERATIONS: Data include
read, write, and print.

cperations

OPERATION: The SD7 routine sets the data
group flags and the data parameters (the
storage 1location at which the data is
found, and the kyte count).

The arpropriate data operation 1is then
set up in the CCW model by inserting
whatever modifiers are necessary, the pro-
per operation code, and making whatever
adjustmwents are necessary for a . particular

device (such as the special FORTRAN car-
riage control characters for the rprint
routine).
EXITS: exits to the SIODIR
routine.

This routine

ROUTINES CALLED:
routine references
tines.

During execution the SD7
the SD74 and SD72 rou-
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SD72 Routine: Chart AL

The SD72 routine extracts data paramet-
ers through SVC pointers.

ENTRANCE: This routine is entered fromr the
SD7 routine.

CONSIDERATIONS: This routine requires the
crresence of the SD7 routine.

Although this routine is not essential
for 1I/0 orerations, it must ke included if
any SVC formats include expansicn A for

providing data parameters in registers.

OPERATION: When the current call does not
include expansiocn A, or when it dces but no
rointers are supplied, the SD72 routine
transfers contrcl to the SD7 rocutine.

Otherwise, a work register is cleared
and the identities of the two registers
containing the pointers to the data raram-
eters (one register containing +the Ltuffer
address and the other the tkyte count) are
loaded into the work register.

The SD72 routine extracts the data
address span and the storage span; the data
address span is then reserved.

The routine then rositions the Lyte
count span, loads the save area pointer
into another register, and fcrms the rpoin-
ter to the Lyte count area ky adding the
save area pointer to the byte count span.

The SD72 routine sets the " kyte count
into the CCW model, forms the rointer to
the data address area, and sets the data
address into the model.

EXITS: The SD72 routine exits to the SD7
routine.

SD74 Routine: Chart AM

The SD74 (Print Operation Rase)
sets ur for a print operaticn.

routine

ENTRANCE: This routine is entered from the
SD7 rcutine.

OPERATION: The appropriate print oreration
is set ur using the SD742 routine fcr a
PRINTR operation and the SD743 rcutine for
a PRINTA ogeration. If the cperation is
not on a grarhic device, there is no
further rrocessing.

If the operation is on a graphic device,

the SD741 routine is used to adjust for the
FORTRAN contrel characters; the printer
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carriage control character is then set into
the model. If the unit is not a printer,
the console printer carriage control char-
acter is set into the model before the data
parameters are adjusted to omit the ccntrol
characters.

EXITS: This routine returns control to the
SD7 routine.

ROUTINES CALLED: During execution, the
SD74 routine references the SD741 routine,
the SD742 routine, and the SD743 routine.

SD741 Routine: Chart AN

This
operaticn for
characters.

routine performs an adjustment
any FORTRAN print control

ENTRANCE: This routine is entered from the
SD74 routine at entry point SD741 or from
the SETMD routine at entry point SD741B.

CONSIDERATIONS: This routine requires the
presence of the SD74 and SETMD routines.

All FORTRAN control characters are
entered in a FORTRAN control character
list. This list consists of 2 chains, one

for PRINTA and cne for PRINTB.

OPERATION: When the SD741 routine is
entered from the SD74 routine, the FORTRAN
control character list is searched sequen-
tially wuntil the FORTRAN control character
is found. A pointer is then set to that
control character. 1If the control charac-

ter is not found, the last character in the.

list is used. A return is then made.

When the SD741 routine is entered from
the SETMD routine, CCW chains and/or chain-
ing flags are set up according to the
following scheme.

A 4-CCW chain and chaining flag for:
PRINTA console printer

A 3-CCW chain for:
PRINTA rrinter skip
PRINTA console printer single space
PRINTA console printer doukle space
PRINTB console printer skip
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A 2-CCW chain and chaining flag fcr:
PRINTA printer single space
PRINTA rrinter double space
PRINTE console printer doukle srace

A special CCW for:
PRINTB rrinter skig

A 1-CCW for:
all cthers

EXIT: The SD741 routine returns contrcl tc
the calling routine.

SD742 Routine: Chart AC

The SD742 routine sets wur the FORTRAN
print contrcl character for the PRINTE
functiocn.

ENTRANCE: This routine is entered from the

SD74 rcutine.

CONSIDERATIONS: This routine requires the
rresence of the SD741 routine.

OPERATION: The SD742 routine deterrines if

the current request is for PRINTB.
is not, the routine returns contrcl tc the
SD74 routine. If it is, a rointer is set
to the PRINTB character list. A return is
then mwade.

EXIT: This routine returns contrcl to the
SD74 routine.

SD743 Routine: Chart AQ

This routine sets up the FORTRAN rprint
control character for the PRINTA function.

ENTRANCE : The SD743
from the SD74 routine.

rcutine 1is entered

CONSIDERATIONS: This rcutine requires the
presence cf the SD741 routine.

CPERATION: The SD743 routine determwines if
the current request is for PRINTA. If it
is noct, the routine returns control to the
SD741 routine. If it is, a rointer is set
to the PRINTA character list. A return is
then made.

EXIT: This routine returns ccntrcl to the
SD74 rcutine.

If it



SRETRY Routine: Chart AP

This routine performs error retry procedures
for tape devices.

ENTRANCE: The SRETRY routine is entered
from the SNTPIN routine.

CONSIDERATIONS: The SRETRY routine main-
tains two command chains. The clean chain
consists of three backspace commands, two
forward space commands and a transfer into
the fix chain. The fix chain first issues
a backspace command, then, depending on the
conditions found, sets an erase gap command
or request track in error into the FIXCCW;
it terminates by a TIC instruction to the
set mode CCW.

OPERATION: For illustrative purposes, the
operation of this routine has been divided
into three paths.

Path 1: If the current device is not a
tape, control is returned to the SNTPIN
routine.

The SRETRY routine determines if there
is a data check. 1If there is no data
check, processing continues at Path 2.

When the current routine entry is not
the first error, the retry counts are re-
stored and processing continues at Path 3.
Otherwise, a test is made to determine if
the tape is in write status; when it is,
the retry count is set to 3, and processing
continues at Path 3.

If the tape is not in write status, the
routine determines if a noise record has
been read and exits if it has. If a noise
record has not been read, it sets the read
indicator, sets the retry count to 10, sets
the tape clean count to 10, and continues
processing at Path 3.

Path 2: If this is not the first retry
attempt, or if this is the first retry
attempt but the load point indicator is not
set, control is returned to the SNTPIN
routine.

Otherwise, the SRETRY routine determines
if the third backspace in the clean chain
has been attempted. When it has not, the
tape clean count is reset to 10, and proc-
essing continues at Path 3.

When the third backspace has been
attempted, the control areas are cleared
and the CAW is set to forward space one
data record. The retry count is set to 10,
the retry and tape clean counts saved, and
the routine exits.
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Path 3: The control areas are cleared.
When both the retry and tape clean counts
are exhausted, an indication that the retry
is completed is made, and control is re-
turned to the SNTPIN routine. ’

When the retry count is exhausted, but
the tape clean count is not, the CAW is set
to the clean chain and the retry count to
10. If the retry count is not exhausted,
the CAW is set to the fix chain and a test
is made to determine if the previous read
error indicator is on. When that indicator
is not on, the fix CCW is set to "erase

gap. "

When the previous read error indicator
is on, or after setting the CAW to the
clean chain, the fix CCW is set for "request
track in error."

After the fix CCW has been set (for
request track in error or erase gap), the
retry and tape clean counts are saved and
the routine exits.

EXITS: This routine returns control to
that portion of the SIOGO routine that
issues the Start I/0 Command.

ROUTINES CALLED: During execution of the
SRETRY routine the SIOGO routine is
referenced.

SERP Routine: Charts AQ and AR

This routine prepares the system to per-
form error recovery procedures. It may be
used to check for error conditions or for
a condition code 3 occurring after an SIO
operation.

ENTRANCE: The SERP routine is entered
from the SNTPIN, SIOGO, or SRETRY routines.

CONSIDERATIONS: This routine is optional.
Its use requires the presence of the SRETRY
routine.

Four messages may be issued by this
routine. They are; FIA, FIC, FID, and FIS.

OPERATION: When the routine is used for
error detection, the channel failure and
unit check indicators are tested. If none
are on, a normal return is made. If any are
on, the error indicated is processed.

is known to exist, the

one of three general paths.
AQ) is for the condition
after an SIO operation, the

When an error
processing takes
The first (Chart
code 3 occurring
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second (Chart AQ) is for a channel failure
indication, and the third (Chart AR) is for
a unit check indication. All three paths
use a common routine procedure in case of
error. This procedure consists of setting
up and printing the proper message (FIA,
FIC, FID, or FIS), setting up the entry for
the external PSW and for SEREP, and moving
the unit address to a position in the FSD
area used by SEREP.

During object time, 2540 punch equipment
check retries are handled differently than
other error retries. 2540 punch- equipment
checks require the repunching of the last
two cards punched. Other errors require
reprocessing only one record, which can be
done within FSD. For 2540 punch equipment
checks, the return is set to the IBCOM
IB2540 routine for the retry.

EXIT: If the SERP routine does not return
control to the calling routine, an FIA,
FIC, FID, or FIS message is issued. The
routine then loads the wait PSW.
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*
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* * ¥ *o
* * NO % CHECK *. YES
* CLEAR MODEL *Xeeeeeese*s OPERATION
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.
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.
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*
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*o o FLAGS * ROUTINE *
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.
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.
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.
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* * *e o ¥ *  TO FORTRAN *
) *o ok * CTL CHAR *
Ko o I RHR N
*

FHREXREIHXHEER XK

: SET PRINTER %

*

* IN MODEL *

* *

TR KKK
|

Ve
F3 *q
o ¥ *o
o ¥ *e NO
¥o PRINTER ° ¥—
*q o ¥
*q o
He o¥
* YES

HERRHGIHHRNRERXXNN
ADJUST DATA #*

CTL CHAR *

%k %k ok Xk ok K

¥*
B3I I IR N X ENRR

v
HRERHTI R KR HER
* *
* RETURN *
*

3 3 3 36 3 I I 3 I X ¥ X3k

| chart AM. SD74 Routine

|

|
CARRIAGE * l
CTL CHAR *<

HREENRFLERAXEXXXRR
# SET CNSL PRTR *

* CARRIAGE *

>#* CTL CHAR *
* IN MODEL *
*

*
336363 I3 I I KK XK RHR

PARAMETERS * ’
TO OMIT *<

Form 228-6620-0
Page Revised 1/11/66
By TNL Z28-2117

FORTRAN System Director 51



Form Z228-6620-0

Page Revised 1/11/66

By TNL %28-2117

SD741
33K KB ] KRR KKK
¥  SET PRINTER
*  FOR FUORTRAN
* CONTROL
:CHARACTER LIST

% ok %k %k ok K

336 3 36 363 3 3 F I 3 K X H

C1 *e
*o
FORTRAN %,

D1 *.
o ¥ .
% LIST *.
%o COMPLETE
. .
¥* g o ¥
Ko o
* YES

i
|
I

HREHNE ] HHRRHRIHR R
* .

*
* SET PCINTER *
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At the beginning of any job (whether a
single job or a job within a multiple job),
the FORTRAN System Director (FSD) reads in
and gives control to the Control Card
routine. The Control Card routine reads in
control cards (also referred to as control
statements) , sets appropriate indicators in
the communications area, and determines
whether:

1. The system is to be modified.

2. BAn object program is to be executed.

3. A source program is to be compiled.

4. A combination of functions is to be
performed (e.g., compile and execute) .

Chart 02, the Control Card Routine Over-
all Iogic Diagram, indicates the entrance
to and exit from the Control Card routine
and 1is a guide to the overall functions of
the routine.

ROUTINES

The CCLASS routine (Chart AT) reads
control cards and determines the type of
function to be performed (e<ge., a
compilation) . Charts AU through AZ rep-
resent the various routines that process
the FTC, EDIT, LOAD, SET, JOB, and DATA
control cards.

CCLASS Routine: Chart AT

The CCLASS (Control Card Classification)
routine controls the processing of control
cards (also referred to as control
statements) used in conjunction with compi-
lation and execution.

ENTRANCE: The CCLASS routine receives con-
trol from the FSD.

CONSIDERATION: Any job is terminated by
either a DATA control card or an end of
data set. The DATA control card is used as
a flag by the CCLASS routine. In a compile
and execute job, there may be blank cards
between the source program and the input
data to be used during execution. In this
case, the CCLASS routine can quickly step
through the blank cards because a DATA
control card precedes any objeci-time data
cards.

CONTROL CARD ROUTINE .

For compile and execute jobs, all com-
piled source and object programs to be
executed are placed on the GO tape.

OPERATION: The operation of the CCLASS
routine is discussed in accordance with the
relative position of an input card to one
or more jobs.

Initial Entry Into CCILASS. Routine: Any
entry into the CCLASS routine prior to the
first compilation or execution immediately
causes a card to be read. The card may be
either a blank card, a control card, or the
first card of an object or source program.

The CCLASS routine ignores any blank
card and proceeds to read another card.

A control card causes the CCLASS routine
to give control to the appropriate Control
Card routine, which interprets the informa-
tion on the card and sets up the proper
directives for subsequent action.

The first card of an object program
causes the CCLASS routine to take one of
two options: (1) if the object program is
to be executed, each object program card is
written on the GO +tape, or (2) if the
object program is not to be executed, each
object program card is ignored.

The encounter of any other type of card
causes the CCLASS routine to assume  the
card is the first card of a source program.
Therefore, the FSD is called to load Phase
10 and begin compilation.

Subsequent Entry Into CCLASS Routine:

After a source program has been compiled,
the FSD returns control +to the CCLASS
routine which determines if a single or
multiple job is currently specified.

For a single job, the CCLASS routine,
upon receiving control after the compila-
tion, 1looks for a DATA control card. When
a DATA control card is read, control is
given to the CCDATA routine.

If the end of data set, or a card other
than a blank card, is encountered without
finding the DATA control card, the CCLASS
routine performs the following functions.
It prints a warning message indicating that
the DATA control card is missing, simulates
the DATA control card, and then returns
control to the FSD. The FSD either termi-
nates the job or calls the FORTRAN loader,
depending on whether or not the job 1is to
be executed.
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For a multiple job, the CCLASS routine
immediately reviews the contents of the
last card that was read to determine its
type. (The last phase has read a card that
now becomes the first card to be processed
by the CCLASS routine. This card is saved
in a buffer in the communications area,
which remains resident in main storage.)

The subsequent operation of the CCLASS
routine is similar to the operations per-
formed upon the initial entry into the
CCLASS routine.

EXIT: The CCLASS routine exits to the FSD
or to one of the control card routines.

CCJOB Routine: Chart AU

The CCJOB (Job Control Card) routine
interprets information supplied on the JOB
control card and transforms that informa-
tion into appropriate directives for the
FSD.

ENTRANCE : The CCJOB routine receives con-
trol from the CCLASS routine when a JOB
control card is encountered.

CONSIDERATIONS: The information on the JOB
control card is subsequently used by the
CCLASS routine to determine: (1) whether a
single or multiple job is specified, and
(2) the action taken following compilation.

OPERATION: The JOB control card is scanned
to determine the desired option. When an
option is determined, a corresponding indi-
cator is set in the communications area.

EXIT: When a blank field is encountered,
indicating that all specifications have
been examined, the CCJOB routine returns
control to the CCLASS routine. The CCJOB
routine may also be terminated if a speci-
fied option does not correspond with an
available option. If this occurs, an error
message is written, and control is returned
to the CCLASS routine.

CCFTC Routine: Chart AV

The CCFTC (FTC Control Card) routine
interprets information supplied on the FTC
control card and transforms that informa-
tion into directives for the FSD.

ENTRANCE: The CCFTC routine receives con-

trol from the CCLASS routine when a FTC
control card is encountered.
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CONSIDERATION: The information in the FTC

OPERATION:

control card is used by the FSD to deter-
mine action taken during and/or following
compilation.

The FTC control card is
scanned, field by field, by the CCFTC
routine to determine any specified option
or options. Appropriate indicators are set
in the communications area for performance
of the desired functions. -

EXIT: When a blank field is encountered,
indicating that all options have been exam-
ined, the CCFTC routine returns control to
the CCIASS routine. The CCFTC routine may
also be terminated if a specified option
does not correspond with an available
option. If this occurs, an error message
is written, and control is returned to the
CCLASS routine.

CCSET Routine: Chart AW

The CCSET (SET Control Card) routine
uses information supplied on the SET con-
trol card to temporarily modify the device
assignment table in main storage. The
device assignment table is wused in the
compilation of the source program. The
device assignment table on the system tape
is not modified by this routine.

ENTRANCE: The CCSET routine receives con-
trol from the CCLASS routine when a SET
control card is encountered. )

CONSIDERATIONS: The device assignment
table in the FSD contains a list of data
set reference numbers and a list of corres-
ponding addresses of the physical devices
to which these data set reference numbers
refer. (An input/output device is ref-
erenced by a data set reference number
which in no way implies a particular
device.) A specification within the device
assignment table specifies the type of
device and its physical address.

An arbitrary I/0 configuration, under-
stood by the compiler, exists for each
installation. Unless specific changes are
to be made to this configuration, the SET
card does not have to be specified. Dif-
ferent installations have different physi-
cal addresses and therefore call for dif-
ferent changes in the device assignment
table.

The SET option, requested by a control
card at compile time, is performed only for
that job. If permanent changes in the
device assignment table are required, the
EDIT option may be used. The EDIT option
recognizes the same SET card; however, a



new system tare with an altered device
assignment table is generated.

Another SET card option, LINE NUMBER, is
used to specify a 1line 1longer than 120
characters. During compilation, a count is
kept of the numker of characters indicated
in the FORMAT statement. If the count
exceeds 120, a warning message is issued.
If a rprinter with a 132-character line is
being used, the LINE NUMBER option allows
the normal 120-character line to extend to
132 characters.

OPERATION: The CCSET routine checks the
first option field. If the field is Lklank,
a return is made in the CCLASS routine to

read the next card. If the field is not
blank, a check is made for a line count.
If the field contains a 1line count, the

number is converted to binary and placed in
the communications area. If the line count

is not specified, the data set reference
number on the card is stored, and the
device assignment table in main storage is

searched for that data set reference num-
ber. If the number is not found, the new
data set refernce number is invalid and an
error message is produced.

The next ortion field is examined. If
this field is klank, the routine returns to
the CCILASS routine to read another card.
If +the field is not blank, checks are made
for a line numker and/or data set reference
number, and the information is processed as
previously described. If the word LINE is
misspelled, the routine assumes that the
field contains a data set refernce number.
If the assumed numker is not found in the
device assignment table, +the misspelled

word 1is treated as an invalid data set
refernce number, and an error message is
produced.

EXIT: When a blank field is encountered,
indicating that all sgpecifications have
been processed, the CCSET routine returns

control to the CCLASS routine.

CCLOAD Routine: Chart AX

The CCLOAD (LOAD Control Card) routine
interprets information on the LOAD control
card and transforms that information into
directives for the CCLOAD routine.

_ENTRANCE: The CCLOAD routine receives con-
trol form the CCLASS routine when a LOAD
control card is encountered.

CONSIDERATION: The information on the LOAD
control card is scanned by the CCLOAD
routine to determine certain object-tirme

information.
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OPERATION: The LOAD control card  is
scanned ky the CCLOAD routines to determine

any srecified option or options. Approprri-
ate indicators are set 1in the communi-
cations area to 1indicate the specifed

okject-time information.

EXIT: The CCLOAD routine passes control to

the FSD after any specified options have
kteen rrrocessed. The FSD either terminates
the job or calls the FORTRAN loader,

derending upon the condition of the GO or
NOGO flags.

CCEDIT Routine: Chart AY

The CCEDIT (EDIT Control Card) routine
allows permanent changes in certain aspects

of the system tape as contrasted to tem-
rorary alterations in system conditions
caused by the CCSET routine. The CCEDIT

routine accomplishes this by supplying user

information on altered conditicns to the
editor.
ENTRANCE: The CCEDIT routine receives con-

trol from the CCLASS routine when an
control card is encountered.

EDIT

OPERATION: The EDIT control card causes
the FORTRAN System Director to search the
existing system tape for the editor, load

the editor into main storage, and then pass
contrcl to the editor. Other than its
identification, the EDIT contrcl card is
not examined in this routine.

EXIT: The CCEDIT routine is terminated
when ccntrol is passed tc the editor.

CCUNIT Routine: Chart AY

The CCUNIT (UNITS Control Card) routine
prints out a descripticn of the device
assignwent takle indicating °‘the 1logical
unit number and its associated address.

ENTRANCE: The CCUNIT routine recéives con-
trol from the CCLASS routine when a UNITS
contrcl card is encountered.

OPERATION: The UNIT control card indicates
that a description of each of the 16 units
used is to ke printed with arprorriate
heading information. This printing occurs
each time a UNIT control card is encoun-
tered.

EXIT: The CCUNIT routine returns control
to the CCLASS routine.
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CCDATA Routine: Chart AZ

The CCDATA (DATA Control Card)
recognizes the end of the input data set
for the compiler and determines if an
execution 1is to be performed. It prepares
directives for the CCLOAD routine or for
the FORTRAN System Director job termina-
tion, accordingly.

routine
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ENTRANCE :

The CCDATA routine receives con-
trol from the CCLASS routine when a DATA
control card is encountered.

CONSIDERATIONS: The DATA control card

‘indicates

that there are no more cards to
ke processed by the CCLASS routine. Furth-
er, the DATA ccntrol card immediately pre-
cedes any data cards the wuser wmway have
accompanying his program.
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PART 3: COMPILATION

Source programs written in the IBM
System/360 Basic Programming Support
FORTRAN IV language are compiled by the
segments on the system tape that constitute
the Basic Programming Support FORTRAN com-
piler.

The FORTRAN compiler analyzes the source
program statements and transforms them into
an object program compatible to IBM
System/360. In addition, if any source
program errors exist, the FORTRAN compiler
produces appropriate messages. At the
user's option, a complete listing of the
source program is produced and/or an object
deck is punched.

The compiler segments consist of the two
control segments discussed in Part 2 and
the seven phases (10, 12, 14, 15, 20, 25,
and 30) to be discussed in this part of the
manual.
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PHASE 10

Phase 10 converts FORTRAN source state-
ments into input for subsequent phases of
the Basic Programming Support FORTRAN com-
piler. This input consists of intermediate
text, the dictionary, overflow table,
COMMON text, and EQUIVALENCE text.

Chart 03, the Phase 10 Overall Logic
Diagram, indicates the entrance to and exit
from Phase 10 and is a guide to the overall
functions of the phase. ‘

Intermediate text provides a format that
can be easily converted to machine language
instructions. This conversion requires
coded information about variables, con-
stants, arrays, statement numbers, in-line
functions, and subscripts. This coded
information, derived from the source state-
ments, is contained in the dictionary and
overflow table and referenced within the
intermediate text.

The COMMON text is a table of variables
which are assigned to the COMMON area by
the source program in COMMON statements.
The EQUIVALENCE text is a table of
EQUIVALENCE groups assigned by EQUIVALENCE
statements. The COMMON and EQUIVALENCE
text contain references to the dictionary.

i Each FORTRAN statement is classified as
» either a keyword statement, arithmetic
; statement function, or arithmetic state-
: mente.

The first symbol in the FORTRAN state-
ment is checked against a list of keywords
contained in the dictionary. If this sym-
bol is in the dictiomary, control is passed
to a subroutine whose address is in the
dictionary with the keyword. The keyword
subroutine makes entries to the intermedi-
ate text to indicate that this statement
requires special processing.

After these entries have been made,
control is passed to either an arithmetic
subroutine which processes arithmetic
expressions or a subroutine which gets the
next source statement.

If the FORTRAN statement does not begin
with a keyword, Phase 10 determines whether
the
ment function. If it does, control passes
to a subroutine which makes special entries
to the intermediate text and dictionary for
that statement function. Control is
returned to the arithmetic subroutine which
processes the arithmetic expression in the
statement.

70

statement defines an arithmetic state-

If the FORTRAN statement neither begins
with a keyword nor defines an arithmetic
statement function, it is an arithmetic
statement. Control is passed directly to
the arithmetic subroutine that makes the
necessary entries for an arithmetic state-
ment to the intermediate text, dictiomary,
and overflow table.

The errors checked in Phase 10 are only
flagged in the intermediate text. No error
messages are transmitted to the operator
during Phase 10.

CHAINING

The technique used by the FORTRAN com-
piler to arrange and retrieve items entered
in the dictionary and overflow table is
called chaining. Items are chained so less
time 1is required to locate the necessary
information. :

A chain 1is composed of a number of
related entries. Each entry consists of an
item and its related fields. One specific
field within each entry points to some
related entry, but not necessarily to the
one that is physically adjacent in storage
(See Figure 15).

(2) |3 [ ] (5) | (6)
AB | C |DC | EFG[HIJ
9 [7] 68

(0 1(8) (9
NO [POR|[ X

()]
ENTRY A
POINTER | 3

Figure 15. Example of Chaining

The lower line in Figure 15 is a pointer
to the next entry in the chain. For
example, entries 1, 3, and 9; 2, 4, and 7;
and 5, 6, and 8 form separate chains. The
common characteristic of these chains is
that each item in the specific chain is
composed of the same number of characters.
Items can be grouped and entered on a
separate chain by any characteristic (e.g.,
alphabet, length, or number) that would
divide the table. Division of a long chain
into several smaller chains saves time that
would be used to search one long chain.

AT

! The thumb index, which contains the
iaddresses of the first entry for each

S
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%chaln, is directly related to the charac-
teristic that separates items into chains.
?There is an entry in the thumb index for
feach characteristic that defines a separate
hain. By first determining the charac-

eristic of an item, that item is found or
“placed in the proper chain by use of the
;thumb index.

DICTIONARY

y contains names, con-
ta set reference numbers. A
of alphabetic and numeric

characters, the first of which must be
alphabetic. A name can be any of the
ﬂfo}%gylngw\ﬁ oy SO P sove: ST

1. Variable. In the statement:

R R

ALPHA=BETA+GAMMA-2.0-X123X

the variables ALPHA, BETA, GAMMA,
X123X are names.

and

2. Keyword. In the statement:

ek RN
DIMENSION A (10,5)
the keyword DIMENSION is a name.

3. Array., In the precedlng statement, A
is -the name of the array.

4. In-line function. 1In the following

statement:

A=ABS (B)

the in-line function ABS is a name. -
In the statement:
REWIND J
J is entered into the dictionary as a
variable name, not as a data set reference
number.
In the statement:
REWIND 3
3 is a data set reference number. The
compiler distinguishes a data set reference
number from an integer constant by the
context in which it is used. For example,
in the statement:
I=1I-3

3 is an integer constant because it is used
in an arithmetic expression.

Operation

The dictionary is organized as a series
gﬁ 15 chains and a thumb index. Each
taddress in the thumb index points to the
jbeginning of a different chain. There are
%11 chains organized on the basis of name
élength. For example, all names with a
f{length of one Binary Coded Decimal (BCD)
/character are placed in the first chain,
tall names with a length of two BCD charac-
iters in the second chain, and so on.

% Keywords and in-line functions are names
%and the dictionary includes them as perman-
‘ent residents of their respective chains.
gKeywords and in-line functions are present
fwhen the dictionary is first established in
-main storage. Names assigned by the user
are placed in their respective dictionary
chains as the source program is processed
by Phase 10.

Chains 7 through 11 are reserved for
keywords that range in 1length from 7
through 11 characters, (e.g., FUNCTION,
DIMENSION, EQUIVALENCE, etc.). No wuser

name is placed in these chains.

The four remaining chains in the dic-
*tlonary are used for real, integer, and
fdouble precision constants and data set
:reference numbers; each has its own chain.

The search for a constant "or data set
reference number entry in the dictionary is
accomplished by determining what the symbol
is. If the symbol is a constant, Phase 10
determines the mode (real, integer, or
double precision) and finds the proper
address in the thumb index. This address
directs Phase 10 to the beginning of the
correct chain. If the symbol is a data set
reference number, the address in the thumb
index takes the compiler to the data set
reference number chain. After the correct
chain is determined, the compiler can fol-
low the chain addresses in the dlctlonary
to search for the correct entry.

DICTIONARY ENTRY:
contains from five to
address and size
Figure 16).

Each dictionary entry
seven fields. The
fields are optional (see

r v T T T T 1
|Chain|Usage|Mode Type|Image|Address|Size |
| | | | | |

2 | 1 |4 |8 | n | 2 |2 |

|

|

|bytes|byte |bits|bits|bytes|bytes |bytes

L L L1 1. i 4 J
4
In-line
Function

Code

Figure 16. Dictionary Entry Format
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Chain:

During Phase 10 this field contains

the address of the next entry in the chain.

The value 0001 in this field indicates
last entry in the chain.
chain, a search is made to see if there

the
By following the
is

a dictionary entry for the current item.

If no dictionary entry

is made, one is

assembled for this item and appended to the
proper chain.

An

illustration of chaining in the dic-

in-line function names are the
first entries in their respective chains
and precede names assigned by the user. . In
the chain for 1length 2, the keywords IF,
GO, and DO precede any entry of names
assigned by the user. The thumb index for
the length 2 chain points to the entry for
IF. The chain address for the IF entry
points to the entry for GO.

words and

tionary is shown in Figure 17. All key-
THUMB INDEX DICTIONARY
r r T T T 1
— address of X address of |usage, mode, type|IF|address of}
b r—J »| GO |for IF | |IF routinel
address of IF L T L —— 1
i i
|address of END|}— r T T 1
t { |address of |usage, mode, type|GO|address of|
| . | DO |for GO | |GO routine|
' . | L 1 1 L J
| . | —
% ll r 1 T T 1
| address of | |address of |usage, mode, type|DO|address of|
| EQUIVALENCE I XY |for DO | |DO routinej
} ‘J' L L 1 4 d
|address of | > .
| 123.625 | .
L J .
' r T T T 1
| 0001|usage, mode, type|EQUIVALENCE |address of |
> |for EQUIVALENCE | | EQUIVALENCE |
| | | | routine |
L L L L J
r T T 1
|address of |usage, mode, type|XY|
—> 72 |for XY 1 1
L 4 L d
1
r T T 1
| 0001}usage, mode, typel|X |
> |for X | |
L. 4 J
r . T T 1
|address of |usage, mode, type|123.625]
o Jnext real |for 123.625 | |
“|constant | | |
L 1 i J
]
r T T T L 1
|address of |usage, mode, type|ZZ|address of | |
»|next name |for ZZ (array) | |subscript |size of}
|of length 2| | |information|array |
L L . L L L d
Figure 17. Dictionary and Thumb Index Format
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Usage: The usage field indicates charac-
teristics of the symbol. Usage is dis-
cussed later in this section.

Mode: The mode field contains a hexadeci-
mal character denoting integer, real, or
double precision mode. The codes for these
modes are:

5 : integer
6 : double precision .
7 : real
e: The type field contains a hexadeci-
mal character denoting a constant, array,

function, or variable. Refer to Figure 25
for the code for these items. The mode and
type codes are contained in one byte and
used together in most cases.

Image: The image field is the BCD card
image of the symbol. It ranges in length
from 1 through 11 characters.

Address: This optional field contains the
address of a subroutine if the symbol is a
keyword. It may also be a pointer to the

dimension entry in the overflow table if
the symbol is an array. If the symbol is
an in-line function, the first byte of the
address field contains the code for the
particular in-line function. The second
byte of the address field is not entered
for in-line functions.

e s A A T i |
'8ize: This optional field is used only for
 arrays and contains the size, in bytes, of!
an array. This size is found by multiply-:

ing the dimensions of the array by the:
length, in bytes, of each item. The length:
is 4 for real or integer mode and 8 for.
{double precision mode. . RR—— |

The fields in a dictionary entry contain
the mode/type, address, and size associated
with a symbol, plus the symbol itself.
Sstill, if the compiler is to produce
machine language programs, other informa-
tion is necessary.

The usage field contains a bit code to
indicate characteristics of each item to
the compiler. (See Figure 18).

v R ) ) 1
|Usagel| | |
|Field| Condition | Bit |
|Bits | | Status |
" t 1
| |Mode not defined | 0 |
| O |Mode has been defined | 1 |
pm—mt $ {
| |Type not defined | 0 |
| 1 |Type has been defined | 1 |
L 1 [ 4
L} T T a
| |variable not in COMMON | 0 |
| 2 |variable is in COMMON | 1 |
[ } 1 3
v T T 1
| |Variable not equated | 0 |
| 3 |variable is equated | 1 |
t t + 4
| 4 |Not used in Phase 10 | |
bt ¢ {
| 5 |Root Indicator for Equatej| 1 |
I 1 + d
] 1] T 1
| |No Double Precision | 0 |
| 6 |Double Precision | 1 |
bt } {
| |Punch ESD Card | 1 |
L L i 4

Figure 18. Format of Usage Field

Bit 0 indicates the mode of a symbol has
been defined. The mode of a symbol is
defined only when:

1. The name is mentioned in an
mode definition statement.

2. The name is entered for the first time
into the intermediate text.

explicit

Any time a variable is used in a FORTRAN
statement, its mode is determined and a
mode code inserted in the dictionary. If
the mode has not been defined, it may
change. The mode cannot be redefined if
bit O has been set to 1. When the symbol
is encountered again, its entry is found in
the dictionary and the mode bit is checked.
Assume the following statements occur in
sequence:

REAL A, B, C,

INTEGER I, J, A

In the first statement, A is explicitly
defined as a real symbol. In its dictiona-
ry entry, the mode field contains the code
for real. Bit 0 in the usage field is set
to 1, indicating that the mode has been
defined. The second statement attempts to
redefine A as an integer. The mode bit
(bit 0) is again tested to determine if the
mode has been defined previously. Because
it has been defined, an error condition is
noted.

Bit 1 indicates whether the symbol type
has been defined. Type is defined when:
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An array is defined by a DIMENSION
statement.

2. The names in COMMON or explicit speci-
fication statements are dimensioned.

3. A name is included in an EXTERNAL
statement. ,

4. A subprogram name is defined in a §
SUBROUTINE or FUNCTION statement; the j
type for dummy variables in these
statements is not defined.

5 A variable is entered for the first .

time in the intermediate text.

Assume the following
sequence:

X = A(I,B)

XYZ = A

In the first statement, A is defined as
the name of a FUNCTION subprogram. If this
is the first time A is encountered in the
program, the code for a FUNCTION subprogram
is inserted in the type field of its
dictionary entry. At the same time, bit 1

is set to 1 indicating that the type of A
has been defined. The second statement
indicates that A is a variable. Because
bit 1 is set to 1, Phase 10 does not

attempt to redefine A, but merely uses the
type code that was established in the first
statement. An error condition does exist
because the program attempts to use A as
both a FUNCTION subprogram name and a
variable. The error condition, however,
will not be noted until Phase 15.

Bit 2 indicates whether the variable is
in the COMMON area. This bit is required
for Phase 12 when storage is - allocated.

Bits 3, 5, and 6 are not set during
Phase 10. They are set and used by Phase
12 when EQUIVALENCE and COMMON statements
are processed. Bit 6, the double precision
bit, is set only for equated variables.
The function and operation of these bits is
explained in Phase 12. .

Bit 7 is set to 1 by Phase 10 for
symbols used as in-line functions or exter-
nal references. If bit 7 is set to 1 and
the type code denotes an external symbol,
an ESD card is punched in Phase 12. ESD
cards are not punched for in-line func-
tions.

OVERFLOW TABLE

The overflow table produced by Phase 10
contains dimension, subscript, and state-
ment number information.
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statements occur in}j

Operation

& The overflow table is constructed with
' the same chaining technique as the dic-
tionary. The overflow table is composed of
11 chains. Three chains are reserved for
array information; the first chain contains
all arrays with one dimension, the second
with two dimensions, and the third with
three dimensions. Three additional chains
are reserved for subscripted variables; the
first chain contains information for all
variables with one subscript, the second
{ with two subscripts, and the third with
% three subscripts. L

; The last five chains contain statement
: number information. All statement numbers
7 ending in 0 and 1 are contained in the
i first chain. The remaining chains contain
+ statement numbers ending in 2 and 3, 4 and
5, 6 and 7, and 8 and 9, respectively.

Dimension Information

The format for these entries, (see Fig-
ure 19) is different from the dictionary
format. The general form for defining 1-,
2- and 3-dimensional arrays is:

ARRAY (D1)
ARRAY (D1,D2)
ARRAY (D1,D2,D3)

where D1, D2, and D3 are integer constants.

The dimension information for 1-,

and 3-dimensional arrays is:

2-,

T
|Chain 1 |Length
L

T
2 |Length

L

e e

r 1
|Chain D1*Length|
L 4

r 1] L] L) T 1
|Chain | 3 |Length |D1*Length|D1*D2*Length|
L L L i L ]

Format of Dimension Information
in Overflow Table

Figure 19.

Every entry made in the overflow table
for dimension information has a chain field
with the same function as the chain field
in the dictionary. It links the entries
with the chain. The second field in a
dimension entry contains the number of
dimensions in that array. A 1-dimensional
array has the number 1 in this field. The
third field contains the 1length of each
element in the array. If the entries in an
array are double precision, this field
contains the mnumber 8 because a double



precision number is
the array is real or integer, this field
contains the number 4. These three fields
are the only entries for 1-dimensional
arrays, but are entered for all arrays.

exactly 8 bytes. If

For 2- and 3-dimensional arrays, another
field is added. D1 represents the first
dimension. The product, D1*Length, is an
indexing factor used in the later phases of
the compiler and in the object program.
The use of this factor is explained in
Appendix C. If a real array is defined
with the statement:

DIMENSION A (20,10)

this field contains the product
80 (4%x20 = 80) . The length of a real number
is U4; the first dimension is 20.

If the array is 3-dimensional, an addi-
tional field, D1*D2*Length is added. This
field is another indexing factor used in
later compiler phases and the object pro-

Dictionary Entry for Array

gram. If the array is A (20, 10, 5) and is
again composed of real numbers, this field
contains the number 800 since D2 represents
the second dimension.

When a DIMENSION or explicit specifi-
cation statement that defines an array is
read from the source'deck, Phase 10 makes
entries to both the dictionary and the
overflow table. The name of the array is
entered in the dictionary along with a
pointer to an entry in the overflow table.
The size of the array is entered and the
type code is set to represent an array or a
dummy array.

Assume the name ARRAY is defined as real
and the statement:

DIMENSION ARRAY (4,3,2)
is read. Phase 10 makes entries in the

dictionary and overflow table, as illus-
trated in Figure 20.

Chain Usage Mode/Type Symbol Pointer Size
2 1 1 5 2 2
bytes byte byte bytes bytes bytes
01000000/ real array ARRAY 96
\ ' A 4
size of array
type is
fixed
address of dimension
information in
overflow table
Dimension Entry in Overflow Table
Chain | 3 | 4 | 16 | 48 |
4 4 \
number of
dimensions
Length
D1*Length
D1*D2*Length
Figure 20. Entries to Dictionary and Overflow Table
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Subscript Information

The second type of information entered
in the overflow table is subscript entries
for subscripted variables (see Figure 21).
Each field is two bytes in length. These
subscript variables can be in any one of
the following forms, for 1-, 2-, and
3-dimensional variables, respectively.

VAR (C1#V1+J 1)
VAR (C1#V1+J1,C2%V2+J2) .
VAR (C1#V1+J1,C2%V2+J2,C3%V3+J3)

In the general form above, Ci1, C2, C3,
J1, J2, and J3 are integer comnstants; V1,
V2, and V3 are integer variables. VAR is
any array defined either by a DIMENSION,
COMMON, or explicit mode specification
statement.

The entries in the overflow table bear a
resemblance to the format in a subscript.

r T T -
[Chain [C1 |p (V1)
L L 4

S |

T T

lc2 |pv2) |

1 L J

r
|Chain |C1 |p (V1)
L

- T T T T T T ]
Chain !c1 !p(V1) |c2 !p(VZ) 1C3 ILp(V3) ,'

Figure 21. Format of Subscript Information

The symbols, p(1l), p(v2), and p(V3)
represent pointers to the integer varia-
bles, V1, V2, and V3, which are entered in
the dictionary. The offset, a constant
indexing factor used to find the correct
element in an array for a particular sub-
script expression, is computed using the
integer constants J1, J2, and J3 and is
placed in text. (Refer to Appendix C for
an understanding of Array Displacement Cal-
culation.) These constants are not entered
in the dictionary or the overflow table.

Assume the subscripted variable, ARRAY
(2,2%1I-1,J) 1is encountered in a source
statement. Furthermore, assume that the
names ARRAY, I, and J have already been
entered in the dictionary, and ARRAY is
defined as DIMENSION ARRAY (4,3,2). For
the subscripted variable ARRAY (2,2*I-1,J),
the following entry (see Figure 22) is made
to the overflow table in Phase 10.
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r

[Qhain

o o |2 |pm@m |1

lp @] |
y W\

No variable in
1st subscript

Constant that multiplies
variable in 2d subscript

|Address of dictionary entry for
integer variable in 2d subscript

jConstant that multiplies integer
|variables in 3d subscript |

Address of dictionary entry for
integer variable in 3d subscript

b

Figure 22. Overflow Table Entry

Only subscripts that contain at least
one integer variable in a subscript param-
eter are entered in the overflow table. No
integer variable is used to compute the
first subscript parameter; consequently,
the entries referring to the first sub- "
script parameter in the overflow table are
both zero. Notice that the names for the
integer variables in the second and third
subscript parameters are not included, but
the addresses of their dictionary entries
are inserted in the entry. If the sub-
scripted variable is ARRAY (2,1,1), the
indexing is completely taken care of by the
offset and no entry is made to the overflow
table.

Statement Number Information

The third type of entry made to the
overflow table is for statement numbers.
Any statement number encountered in the
source statements is entered in the over-
flow table. The format of the entry is:

Chain Usage Packed Statement Number

3 bytes

T
!
[
|
|
L

| 2 bytes| 1 byte
L

TR S—
R S

The statement number is obtained from
the source statement and its Extended
Binary Coded Decimal Interchange Code
(EBCDIC) format 1is changed to the packed
decimal format. A search is made of the
proper chain. The first time the statement
number is encountered, an entry is made in
the overflow table and certain bits are set
in the usage field (see Figure 23). The



usage field is primarily used for error
checking in Phases 12 and 14.

1 |Statement No. referenced
1

r T

| Usage]|

|Field| Condition Bit
|Bits | Status
'.____

| |Statement No. undefined 0
| O |Statement No. defined 1
L ]

1 T

| |Statement No. not referenced 0
| 1
t

T
2 |End DO
1

T

|Statement No. of specifica-
3 |tion (e.g.; DIMENSION)

1

——

+
4 |Sstatement No. of FORMAT
1

+
|Statement No. denotes DO
5 |nesting errors
4

}
6 |Not used in Phase 10
]

e el s o e i O —

i e e e mE t e e = —

+
7 |Not used in Phase 10
1o

Statement Number Information in

Figure 23.
’ Usage Field

Bits 0 and 1 denote whether the state-
ment number is defined by a statement, and

if the statement number is referenced,
respectively. The statement:

112 A=B

sets bit 0 to 1. It has no

effect on bit 1. The statement:

GO TO 112

sets bit 1 to 1.
bit 0.

It has no effect on

Bit 2 is the indicator set to define the

end of a DO 1loop. This bit is set for
error checking. GO TO, COMPUTED GO TO,
PAUSE, RETURN, STOP, IF, FORMAT, and DO

statements are not permitted to end a DO
loop. This condition is checked in Phases
10 and 14. Bit 2 is also used in later
phases to check for proper nesting of DO
loops.

Another statement number error checked
in Phase 10 is a "backward DO" (i.e., the
statement ending the DO loop is sequential-
ly in front of the statement that defines
the DO). The program would be written as
follows:

10 CONTINUE

DO 10 I=I,1000

The statement that defines the DO loop
follows the statement that is supposed to
end the loop. If Phase 10 tries to set bit
2 to 1 (denoting an END DO) and bit 0 is
set to 1 (denoting that the statement
number has been defined) an error exists.

Bit 3 is set to 1 to indicate that this
statement number defines a specification
statement.

Bit 4 indicates the statement number of
a FORMAT statement. If the statement num-
ber defines a FORMAT statement, bit 4 is
set to 1. No statement except a FORMAT
statement will set this bit to 1.

Bit 5 is set by Phase 15 to indicate DO
nesting errors.

Bits 6 and 7 are not used.

OFFSET CALCULATIONS

The offset, a constant, is computed by
Phase 10 and used as an indexing factor by
Phase 25. The offset is not entered in the
dictionary or overflow table. It is com-
puted using the following formulas:

Offset = [J1-1] *Length
Offset = [(J1-1) + (J2-1) #D1] *Length
Offset = [(J1-1) + (J2-1) *D1+ (J3-1) *D1*D2] *

Length

for one, two, and three subscripts, respec-
tively.

Length is the length of each element in
the array. If the elements of the array
are integer or real, Length equals four.
If they are double precision, Length equals
eight. Assume ARRAY is dimensioned as
ARRAY (4,3,2) and is real, therefore its
Length is four. Then, the offset computa-
tion for the subscripted variable ARRAY
(2,2#%1-1,J) is:

Offset = [(2-1) + (—1-1) *U+ (0-1) *4%3] *4
Offset = [1+ ((-2) *U4) + ((-1) ¥12) ] *4
Offset = [1-8-12 *U]

Offset = [F19] * 4

Offset = -76

In the example, ARRAY (2,1,1) with ARRAY
composed of real numbers, the offset is
different even though the two subscripts
refer to the same array.
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Offset = [(2-1) +(1-1) *4+ (1-1) *4*3] *4
Offset = [1+0+0] *4
Offset = 4

The offset is contained in the inter-
mediate or EQUIVALENCE text. The offset is
used then in the computation of an indexing
factor to find the correct element in the
array for a particular subscript expres-
sion.

Intermediate Text

Intermediate text is written in Phase 10
as input to the other phases of the Basic
Programming Support FORTRAN compiler. The
format for the intermediate text consists
of three fields which contain an adjective
code, a mode/type code, and a pointer to
information in the dictionary or overflow
table.

The following example illustrates the
intermediate text entry format:

[} T Ll L]
|Adjective |Mode/Type | |
| Code | Code | Pointer |
b ¢ $ {
| 1 byte | 1 byte | 2 bytes |
L 1 L J

The basic entry in the text is generally
four bytes or one word long. This format
is modified for the following special
entries:
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1. Subscripted variables.

2. FORMAT statements which do not conform
to this basic entry and are discussed
later in this phase.

3. Array size.

4, Number of arguments.

5. STOP or PAUSE statements.

The adjective code (see Figure 24) indi-
cates the type of statement within the
intermediate text. If the first symbol in
a FORTRAN statement is a keyword, control
is given to a subroutine which processes
that statement. The keyword must be
flagged so that subsequent phases can com-
pile the correct machine language instruc-
tions. The subroutine that processes the
keyword statement moves the adjective code
for this keyword to the intermediate text.

If the first symbol does not indicate a
keyword statement, Phase 10 determines
whether this statement defines an arithmet-
ic statement function or an ordinary
FORTRAN arithmetic statement and moves the
proper adjective code to the intermediate
text. Figure 24 contains the adjective
codes and their use.

Adjective codes are also used to rep-
resent delimiters in a FORTRAN statement.
Delimiters such as:

+ - / % ** () or ,

are individually assigned a unique adjec-
tive code which denotes the type of opera-
tion to be performed.

The second byte in an intermediate text
entry is the same as the modestype code
inserted in the dictionary to describe a
symbol. The mode/type code (see Figure 25)
denotes the mode of the symbol and the
manner in which it is used.
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N | | | |
h\ | | | |
} + t 1 + t +
0 . ( 1) = |* |# END |ILLEGAL|+ |- | * / ** FUNC( |
| | ARGU~ MARK [ ' | | |
| | | | MENT | | | | | |
| | | | no | | | | |
1 i + } 4 } i 1 J
T T T T T T T T 1
1 |AOP |UNARY | saop SIZE OF |END | | MvCe 1o I
| MINUS | ARRAY |MARK | | | | | QUOTE
: + 1 : t ¥ ¥
2 IN-© |ARITH- | | |
STM |LINE |METIC 1M 3 BLANK |
FUNC |IF | |
+ t
3 1 | |
4 } [l
T T T
4 . |s | BCO | | |
+ +
5 T | LCR | S M INTEGER
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T T T
B END CALL |ASF, ARITH | BEGIN END |RETURN |STOP |PAUSE |ARITH |IMP ERROR |WARNING |
i |1/0 70 | | |IF DO MESS- |MESS- |
|LIST LIST | AGE AGE |
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© Subject to change in later phases
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g The third and fourth bytes in an inter-

mediate text entry constitute an address

- which points to a symbol in the dictionary
or to a statement number entry in the

Loverflow table. These bytes may also con-

ftain an integer constant (less than U4096)
of a DO statement and not the address of
its dictionary entry.

For example, a typical entry for a
FORTRAN arithmetic statement is the inter-
mediate text for this statement:

CIRCUM=2.0#%3.14159*%RADIUS

Phase 10 would write the intermediate text
shown in Figure 26.

T T L] 1
Adjective |Mode/Type | |
Code |Code | Pointer |
b + + 4
|arithmetic|real | |
|statement |variable | |
(B5) | (7R) | p (CIRCUM)
+ + :
= |real |
| constant | |
(06) | (75) ip(2.0)
+ +
* |real |
| constant |
(0C) | (75) lp (3.14159)
+ + 1
* |real | |
|variable | |
(0C) !(7A) lp(RADIUS) J
T 1 1
end mark | |internal statement |
| (16) |00 | number |
L L J
Figure 26. Format of Intermediat Text

Entries

In Figure 26, the numbers in parentheses
from the first two columns refer to the

actual adjective and modestype codes that
appear in the intermediate text. The end
mark entry indicates to other phases that

this

entry for this FORTRAN statement.

is the end of the intermediate text

The

hexadecimal characters 00 represent a blank

text entry. The items in the pointer field
point to the dictionary. An internal
statement number is assigned to each

FORTRAN statement before it is processed.

the
in Figure

217.

intermediate text entries are as shown

r T T 1
|Adjective |Mode/Type | |
|Code |Code | Pointer |
’ —+ t {
|arithmetic|real | |
|statement |variable |p (A) |
F + t {
|= 100 10000 |
1 ] 4
T T 1
|real | |
unary - |variable |p(B) |
4 [ i
T 1) 1
| |internal statement |
{end mark |00 | number |
L L L J
Figure 27. Intermediate Text Entries for a

Unary Operation

Zeros are used to fill the second entry
because no symbol follows the equal sign.

Statement Number Entries

Statement numbers are entered in inter-
mediate text in a manner similar to entries
for a variable in a statement
10.14) . When the statement is defined by a
statement number, the statement number
entry is entered in the intermediate text
before any other entries are made for the
statement itself. The statement:

(see Figure

101 A=B

is the data used to form the intermediate
text shown in Figure 28.

r T T a
|Adjective |Mode/Type | |
|Code |Code | Pointer |
1 ] 4

T T 1

statement |statement | |
number | number |p (101) |
: 4 { 1
arithmetic|real | |
|statement |variable |p(d) |
¥ : {

|real | |

= |variable |p (B) |
¢ - {

| |internal statement |

end mark |00 | number |
L L 4 J

Intermediate Text Entries for
Statement Numbers

Figure 28.

If a statement number is used in a
statement itself, such as: )
DO 101 I=M,N,3

the text entries are as shown in Figure 29.
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T Y 1 points to the dimension information for the
Adjective |Mode/Type | | array A. This information is necessary for
Code | Code | Pointer | processing subscripts in other phases.
4 I}
T 1
statement | |
DO number lp(101) |
+ i r T T 1
| integer | . | |Adjective |Mode/Type | |
blank | variable |p(I) | |Code |Code |Pointer |
' $ it t t {
integer | | | |real | |
= variable |p(M | |arithmetic|subscripted| |
t 4 | statement |variable ip (A) |
integer | It + + 1
’ | variable |p(N) | | SAOP 100 |Offset |
¢ ¢ { L t {
| immediate | | | p (subscript A) |p (dimension A) |
’ | constant |3 | b T + .|
H 1 |real | |
| internal statement | |1= |variable |p (B) |
|]end mark |00 number | b + + 4
L = I |real I |
Figure 29. Intermediate Text Entries for a | * | constant |p(2.0) |
DO Statement 3 + + {
| | |internal statement|
|end mark |00 | number
L 4 ‘ d

The third parameter in this DO statement
is the integer constant 3. The constant 3
is not entered in the dictionary, but is
inserted in the address field of the inter-
mediate text as the number 3. This is done
to save dictionary space and to optimize
instructions in the object program.

Subscripted Variable Entries

When a subscripted variable is used, the
format of the intermediate text entries
changes; three pointers are needed instead
of the wusual one. The second pointer
points to the subscript information for the
variable; the third points to dimension
information for the array. For example, in
the statement:

A(X1,J,K)=B*2.0

the entries shown in Flgure 30 are made to
the intermediate text.

The first line contains the pointer to
the dictionary entry for the subscripted
variable A. In the second line SAOP is a
special adjective code which is inserted in
the intermediate text to indicate to other
phases of the FORTRAN compiler that a
subscript calculation is necessary. The
pointer field in the second 1line contains
the offset.

The third line contains two pointers to
entries in the overflow table. The first
points to the subscript information for
this subscripted variable A; the second
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Intermediate Text Entries for
Subscripted Variables

Figure 30.

If the subscripts do not contain any

variables, only the extra pointer to
DIMENSION information is included. For
example, the statement:

B=A (2,1,1)

where A is dimensioned as A (4,4,4), would

be entered in the
shown in Figure 31.

intermediate text as

r T L] 1
|Adjective |Mode/Type | |
| Code |Code | Pointer |
b -+ 4 1
|arithmetic|real | |
| statement |variable |p (B) |
F + : {
! |real | I
|= | subscripted|p (8) |
| |variable | |
L [} 4 4
r T T 1
| SAOP |00 |Offset |
F L + {
10000 |p (dimension A) |
t T - |
| | |internal statement|
|end mark |00 | number |
L L L J
Figure 31. Intermediate Text Entries for
Constant Subscripts
After the initial calculation of the

offset, no additional information is neces-
sary because the offset represents a con-
stant indexing factor. No pointer to sub-
script information is necessary because the



subscript information is used to calculate
an indexing factor for variable subscripts.

Format Entries

Another change in the format of the
intermediate text is caused by the FORMAT
statement. Phase 10 makes little change to
the FORTRAN card image of a FORMAT state-
ment. Every FORMAT statement must have a
statement number, which is converted to
intermediate text and an entry for it must
be made to the overflow table. The keyword
FORMAT is then encountered and control is
given to the keyword subroutine which proc-
esses FORMAT statements for Phase 10. This
subroutine:

1. Inserts the adjective code for a
FORMAT statement in the intermediate
text.

2. Gets the entire card image, excluding
the statement number and identifi-
cation field (columns 73 through 80),
and the EBCDIC image for that card in
the intermediate text.

3. Inserts the EBCDIC image for that card
in the intermediate text.

An end mark entry is then made with an
internal statement number in the pointer
field.

The statement:
12 FORMAT (F20.5,16)

would then produce the intermediate text
illustrated in Figure 32.

v T L}
Adjective |Mode/Type | |
Code |Code | Pointer |
[ 1 i
1§ ) 1
| statement |statement | ; |
number number |p (12) , |
+ T i
FORMAT ( 13 12 |
+ 1
0 |- |5 Iy
1 [ [
T ] 1)
I |6 h |blank |
1 L L 1
ALL, CARD COLUMNS TO COLUMN 72
L] k]
| |internal statemen
end mark |00 | number :
L 1

L m
Figure 32.

Intermediate Text Entries for a
FORMAT Statement

The FORMAT information is
characters
of the characters

held in BCD
for the intermediate text. All
on the FORMAT card,

immediately after the ' keyword  FORMAT
through card column 72, are moved to inter-
mediate text.

Errors

Any errors or warnings detected in Phase
10 are flagged in the intermediate text.
The second byte in the end mark entry in
the intermediate text is reserved for this
action. If Phase 10 detects an error in a
statement, the hexadecimal 01 is inserted
in this byte. The next entry in the
intermediate text contains an error/warning
adjective code (see Figure 33) . An error
number is placed in the mode/type field by
a general error subroutine. The pointer
field contains the same internal statement
number as the end mark entry.

r T T 1

|Adjective |[Mode/Type | . |

|Code |Code | Pointer

L I 4 X

1] T T

| | |internal statement

|end mark |01 number

% 1

r T

| |error internal statement

|exrror code|number number

L. 4 ]

Figure 33. Intermediate Text Entries for
an Error

Internal Statement Numbers

Phase 10 assigns an internal statement
number to each FORTRAN statement as it is
read into main storage. This number, which
differs from the user statement number, is
assigned whether or not intermediate text
is written for this statement. If +the
statement is DIMENSION, REAL, INTEGER,
DOUBLE PRECISION, or EXTERNAL, no inter-
mediate text is written. However, these
statements are assigned an internal state-
ment number, and gaps may exist in the
internal statement numbers of the inter-
mediate text. Similarly, if an error
occurs, . two successive entries in the
intermediate text may have the same inter-
nal statement number.

Intermediate Text Output

The intermediate text is written omn a
tape output data set and used as input to
subsequent phases of the FORTRAN compiler.
The buffer size is computed in the Control
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© Card routine. Both the dictionary and the
overflow table remain in main storage for
subsequent phases. The overflow table
begins with the highest available location
and extends down toward low addressed main
storage. The dictionary origin depends on
the size of the buffers and extends up
toward the overflow table.

COMMON and EQUIVALENCE Text

For COMMON and EQUIVALENCE statements,
Phase 10 writes another type of text which
‘remains in main storage to be processed by
iPhase 12. The following COMMON text is
.composed of two fields, each two bytes in
dength for each variable entered in the
COMMON area at object time.

r T
|2 bytes |2 bytes
L 1

b e s e el

v T
| pointers |1length
L L

The first field contains the address of
the dlctlonary entry for fhat varlable, and
the second field contains the ‘length of its
name in EBCDIC characters. For example,
the statement:

COMMON A,B,CONU4Z

would cause this COMMON text:

Pointer Length

lp @ I 1 |
- i

p (B) l 1 l
T 1

p (CON4Z) | 5 |
4 4

The length is needed to determine in
what chain the variable is entered in the
dictionary.

A FUNCTION or SUBROUTINE subprogram name
must be defined in the first card of a
FORTRAN source program. The Phase 10 sub-
routine for processing FUNCTION and SUBROU-
TINE statements is not required after the
first card is processed. The COMMON text
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‘three fields, each two bytes

is written in the area that would have been
occupied by this Phase 10 subroutine.

The EQUIVALENCE text is composed of
long. Every
group of equated symbols is preceded by a
header entry. The first field contains an
adjective code representing an EQUIVALENCE
statement. The second field contains
binary zeros, and the third contains the
number of equated variables.

The format for the header entry is:

r T T
|2 bytes |2 bytes |2 bytes
1 4 4
T T
iadjective | | number of
| code | 0000 |entries |
L L L J

A detail entry is made for each variable
in an EQUIVALENCE group. The first field
is a pointer to the dictionary entry for
the variable. The second field holds the
size of the variable in bytes, or the size
of the array in bytes if the variable is

dimensioned. The third field contains the
offset, if this particular variable is
subscripted, or zeros if it 1is not sub-
scripted.
The format for the detail entry is:

r L] T 1
|2 bytes |2 bytes |2 bytes |
F——- $-- t 1
|pointer |size |offset or |
| | | 0000 |
L L L J

For example, the statements:

EQUIVALENCE
EQUIVALENCE

a2,1),8(1),0, M3,2),1)

(XEM,Y, ZETA)

where A, B, C, XEM, Y,
and I are integers; and the arrays are
dimensioned as A(5,5), B(10), and M(10,5)
to produce the EQUIVALENCE text shown in
Figure 34.

and ZETA are real; M

All arrays must be defined before they
can be used in an EQUIVALENCE statement or
any other statement. The DIMENSION routine
is overlaid with the text for the
EQUIVALENCE statements.
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i Entry I Entry | Reason ] Entry | Reason
929 ] 0 | (header entry) i 3 | (mumber of entries)
P (A) 100 | (detail entry array size in bytes) E ) | (offset) !
i p (B) ! 40 | (detail entry array size in bytes I 0 | (offset) j
i P (C) ] 4 | (detail entry size of a real) i 0 | (mo subscript) }
29 0 | (header entry) i 2 | (number of entries)
! P (M) ! 200 | (detail entry size of array) i 80 | (offset) I
i p(I) I 4 | (detail entry size of an integer) i 0 | (no subscript) i
99 0 | (header entry) i 3 | (number of entries)
p (XEM) l 4 | (detail entry size of real) i 0 | (no subscript)
p (Y) T 4 | (detail entry size of real) i 0 | (no subscript) Ny
p (ZETA) 4 | (detail entry size of real) 1' 0 | (no subscript) j

. Figure 34. EQUIVALENCE Text

STORAGE MAP

The storage map for Phase 10 is shown in

Figure 35.

L]
|
L
T
|

COMMUNICATIONS REGION

FORTRAN System Director

ra———

I/0

PHASE 10

|
L
r
|
I

COMMON/EQUIVALENCE TEXT

OUTPUT BUFFERS
(for intermediate text)

DICTIONARY

——— ks cumn e, axlitn. ez . s, w—

f
|

e E e n

OVERFLOW TABLE

J

Dimension/Header
Routines

Variable

16 to ‘64K

K=1024

Figure 35. Storage Map for Phase 10

Entry for EQUIVALENCE Statements

SUBROUTINES

The introduction to Phase 10 has dis-
cussed the input and output in Phase 10.

Five forms of data are developed from
source statements:

1. Dictionary.

2. Overflow table.

3. Intermediate text.
4. COMMON text.

5. EQUIVALENCE text.

To develop this data, 3 types of subrou-
tines (mainline, keyword, and utility) are
used in Phase 10.

The mainline subroutines divide state-
ments into three classes: arithmetic state-
ments, keyword statements, and arithmetic
statement functions. The mainline subrou-
tines also process arithmetic expressions
and statements and define arithmetic state-
ment functions. These are covered in
charts BB through BF.

The keyword subroutines supervise the
processing of statements beginning with
FORTRAN keywords. In fact they may process
the entire keyword statement. These are
covered in charts BJ through BW.

The utility subroutines called by main-
line or keyword statements enter symbols in
the dictionary, overflow tables, and inter-
mediate  text; convert numbers; call
input/output devices; process subscripts,
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and end marks, etc. These subroutines are
covered in charts CB through CR.

Subroutine CLASSIFICATION: Chart BB

; Subroutine CLASSIFICATION performs the
following functions:

1. Initializes program switches to proc-
ess another statement.

2. Processes any statement number that
may define this statement.

3. Determines if this statement begins
with a keyword. If it does, gives
control to the correct keyword subrou-
tine.

4., Gives control to subroutine ARITH if
the statement does not begin with a
keyword.

ENTRANCE : Subroutine
receives control from:

CLASSIFICATION

1. Phase 10 HOUSEKEEPING subroutine.

2. Subroutine ARITH after the entire
FORTRAN statement has been processed.

3. A keyword subroutine if it has proc-

' essed the entire statement.

OPERATION: In initialization, the byte
called FUNISW is set to binary zero, 1 is
added to the internal statement number, and
the parentheses count is set to zero.

The bits in FUNISW represent the follow-

a

READ/WRITE statement
Subscripted variable
Immediate DO parameter
Literal DO parameter

IF statement

Statement number

Arithmetic statement function
I/0 unit

NoOoOUNEWN=O P

66 00 00 40 40 00 00 a0

Subroutine GETWD retrieves a new state-
ment from the buffer area. If the first
five columns contain a statement number,
the overflow table is scanned and the
address of statement number overflow table
entry is returned to CLASSIFICATION. This
address is entered in the intermediate text
along with the statement number adjective
and mode/type codes.

If the first symbol (other than any
possible statement number) is a keyword,
control is passed to the subroutine which
processes that particular keyword state-
ment. If the statement does not begin with
a keyword, control is passed to subroutine
ARITH.

86

EXIT: Subroutine CLASSIFICATION exits to:

1. Any of the various keyword subroutines
that process the statement under con-
sideration.

2. Subroutine ARITH.

3. Subroutine ERROR if an error has
detected.

been

SUBROUTINES CALLED: During execution, sub-
routine CLASSIFICATION references subrou-
tines GETWD, LABLU, CSORN, and WARNING.

Subroutine ARITH: Charts BC, BD, BE

Subroutine ARITH determines whether the
statement defines an arithmetic statement
function, and if a function is called with
the statement. ARITH makes the entries for
arithmetic expressions +to the dictionary,
intermediate text, and overflow table by
calling other subroutines.

ENTRANCE: Subroutine ARITH is entered

from:

1. Subroutine CLASSIFICATION if the
statement does not begin with a key-
word.

2. Subroutine ASF after the delimiter =
is encountered in an arithmetic state-
ment function.

3. Keyword subroutines if the keyword
statement contains an arithmetic
expression.

4. Subroutine READ/WRITE to analyze the
1/0 list.

CONSIDERATION: Subroutine ARITH is divided

ARITH Part 1 scans the
statement for symbols and delimiters and
enters the symbols in the dictionary.
ARITH Part 2 determines if there are any
subscripted variables or referenced func-
tions on the right of the = sign. ARITH
Part 3 makes the entries to the intermedi-
ate text. ARITH Part 2 and Part 3 process
the delimiters that are found by ARITH Part
1.

into three parts.

Each of the three flowcharts associated
with subroutine ARITH represents the speci-

fic functions performed by subroutine
ARITH.
EXIT: Subroutine ARITH exits to:

1. Subroutine ASF.

2. Subroutine GO TO.

3. Subroutine END MARK CHECK.

4. Subroutine ERROR if an
detected.

error is



- Subroutine ARITH Part 1

Subroutine ARITH Part 1 prepares to
insert the adjective code for an arithmetic
statement in the intermediate text. it
determines if this statement defines an
arithmetic statement function or if a sub-
scripted variable appears left of the equal
sign. ARITH Part 1 scans the statement for
symbols and delimiters.

ENTRANCE : Subroutine ARITH Part 1 is
entered from:

1. Subroutine CLASSIFICATION if the
statement does not begin with a key-
worde.

2. Subroutine ASF to process the arith-
metic expression to the right of the =
sign.

3. Subroutine subroutines
word statement contains an
expression or an I/0 List.

4., Subroutine ARITH Part .3 to
another symbol.

if this key-
arithmetic

fetch

OPERATION: The adjective code for an
arithmetic statement is moved to a buffer

by subroutine PUTX, which fills the inter-
mediate text output buffers.

An arithmetic statement function is
defined by checking the following condi-
tions:

1. The following delimiter
parenthesis.

2. The name has not been dimensioned.

3. No executable statements have been

is a 1left

processed. If these conditions are
satisfied, ARITH Part 1 calls subrou-
tine ASF.

The first entry for this statement, if
it is not defining an arithmetic statement
function, is entered in the intermediate
text using subroutine PUTX in ARITH Part 1.
ARITH Part 1 alternately scans the state-
ment using a translate and test instruction
issued by subroutines GETWD and SKPBIK.
Any symbol in the arithmetic
other than a delimiter is scanned by ARITH
Part 1 and entered in the dictionary. If
the symbol is a delimiter, control is
passed to ARITH Part 2.

CONSIDERATION: Phase 10 determines if any
executable statements have been processed
by checking the executable switch. The
switch is set on when the first executable
statement of the program is processed. It
is not set off for the remainder of the
phase.

EXIT: Subroutine ARITH Part 1 exits to:

1. Subroutine ASF, if an arithmetic

statement

statement function is defined.

2. Subroutine ERROR, if an error is
detected.

3. Subroutine ARITH Part 2 to begin proc-
essing a delimiter.

SUBROUTINES CALLED: During execution ARITH
Part 1 calls subroutines:

1. SKPBIK to get a delimiter.

2. SUBS to process a subscripted varia-
ble.

3. PUTX to make entries to the intermedi-
ate text. .

4. GETWD to access a symbol.

5. CSORN to make entries to the diction-

ary.

Subroutine ARITH Part 2

ARITH Part 2 determines if any sub-
scripted variables or referenced functions
follow the = sign and calls the appropriate
subroutine. ARITH Part 2 then gives con-
trol to the correct routine in Part 3 to
process the current delimiter.

ENTRANCE: Subroutine ARITH Part 2 is
entered from subroutine ARITH Part 1.

OPERATION: If the delimiter following the
symbol is a left parenthesis, the symbol
must either be an array or function name.
If the dictionary entry for the symbol
indicates an array, the symbol is assumed
to be a subscripted variable. Otherwise,
it is assumed to be the name of a function.

ARITH Part 2 wuses the byte placed in
register 2 by the translate and test
instruction in Part 1 to index a branch
list in order to get to the correct delimi-
ter routine in ARITH Part 3. This same
byte is inserted in the adjective code to
represent the delimiter.

CONSIDERATION: The first delimiter (not a
blank) that appears after the first varia-
ble is assumed to be the = sign. It is

. checked by subroutine ARITH.

EXIT: ARITH Part 2 exits to:
1. Subroutine ARITH Part 3 to process a
delimiter.
2. Subroutine ERROR if an error is
detected.

SUBROUTINE CALLED: During execution ARITH

Part 1 calls SUBS if a subscripted variable
is recognized.
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. Subroutine ARITH Part 3

Subroutine ARITH Part 3 processes delim-
iters and makes entries to intermediate

text.

ENTRANCE : Subroutine ARITH Part 3 is
entered by subroutine ARITH Part 2.
OPERATION: If a decimal point is used as a
delimiter, the symbol must be a floating-

point constant. This subroutine must then
get and convert the number.
the

A left parenthesis increments

parentheses count.

An equal sign is usually found as the
first delimiter in an arithmetic statement
after a subscripted or nonsubscripted vari-
able. An = sign used in this manner is
merely inserted in the intermediate text in
ARITH Part 2 and is never processed by
ARITH Part 3. If the statement contains an
= sign in any other position, it is the
delimiter for an implied DO in a READ/WRITE
statement.

A right parenthesis decrements a paren-
theses count, and checks whether the count
has reached zero or become negative.

An end mark gives control to subroutine
END MARK CHECK. If the last symbol proc-
essed was a subscripted variable, control
is given directly to END MARK CHECK because
the subroutine SUBS has made all entries to
the intermediate text.

Asterisk checks whether an asterisk
immediately preceded this asterisk to sup-
ply the adjective code for exponentiation
operation.

A plus, minus checks if the + or - sign
follows another delimiter. If it does, it
is assumed to be a unary operation.

CONSIDERATIONS: In ARITH Part 3, entries
are made to the intermediate text through
the 1logical block ARIT30. If the last
variable is subscripted, no entries are
made in the subroutine ARITH for the last
variable. The subscript subroutine SUBS

makes all the intermediate text entries
necessary for the subscripted variable.

EXIT: Subroutine ARITH Part 3 exits to the
following subroutines:

1. ARITH Part 2 after all entries have
been made.
ERROR WARNING if an error is detected.
GOTO after processing the arithmetic
expression in an IF statement.
4. DO after processing an implied DO in

an.I/0 statement.

5. END MARK CHECK
detected.
ARITH Part 1 to get another symbol.

20
3'

if an end mark is
6.

SUBROUTINES CALLED: During execution sub-
routine ARITH Part 3 calls subroutines:

1. GETWD to access a number for a liter-

al.

2. CSORN to enter a decimal number in the
dictionary.

3. PUTX to make entries in the intermedi-
ate text.

Subroutine ASF: Chart BF

Subroutine ASF processes the parameters
of an arithmetic statement function defini-
tion wuntil the delimiter = is encountered.
All symbols and delimiters which follow are
processed by subroutine ARITH (see Figure
36) .
ENTRANCE: Subroutine ASF is entered from:

1. Subroutine ARITH Part 1 if it deter-
mines that the current statement

defines an arithmetic statement func-
tion.

2. Subroutine END MARK CHECK to complete
processing an arithmetic statement
function definition.

CONSIDERATIONS: An arithmetic statement

function must be defined in a user . program
before it is called in an arithmetic state-
ment.

The symbols used to define the paramet-
ers in an arithmetic statement function may

L L] L} T T

| Statement | SuM| (A,B,C) =| A+B+C+2.0|#

| | N —

| Subroutines | CLASSIFICATION | ASF | ARITH |END MARK CHECK

| that process | | |

| the statement | ARITH | | |ASF (processes end |

! | | ! |mark text entry) |
i N L L J

Figure 36.
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be used in the main program. They do not
carry the same meaning as they do in the
statement function definition. For exam-
ple:

DIMENSION A (20)

SUM (A) = (A+2. 3) #3. 14

Both statements contain the name A. In
the first statement A is defined as an
array by use of a DIMENSION statement. In
the second statement A is a dummy variable
used to define the operations on the param-
eter passed to the function SUM, when the
user calls the function SUM in a normal
arithmetic statement. For all other state-
ments in the main program, A is an array
with 20 elements. However, the mode can be
set by a specification statement.

OPERATION: Before subroutine ARITH deter-
mines that a statement defines an arithmet-
ic statement function, it sets an adjective
code to represent an arithmetic statement.
If ARITH determines that the statement is
an arithmetic statement function defini-
tion, subroutine ASF changes the adjective
code to represent an arithmetic statement
function.

Subroutine ASF searches the dictionary
for a symbol that defines a parameter to
determine if that symbol has
previously. If it has, ASF defaces the
previous entry -so that it can not be
recognized. The address of this previous
entry is saved, and the name of the param-
eter used to define the function is entered
in the dictionary.

If that symbol has not been defined
previously, it is entered in the dictionary
and the modes/type field is set to indicate
that the symbol is a dummy variable.

Subroutine END MARK CHECK returns to ASF
if the switch indicating the processing of
an arithmetic statement function definition
is set on. The switch is then turned off.
2All defaced entries are restored to their
original image using the previously stored
addresses. The original entries are then
recognized by subsequent searches of the
dictionary. The entries made for defining
the operations in the arithmetic statement
function are then defaced so subsequent
searches of the dictionary will not recog-
nize the symbols used to define parameters.

EXIT: Subroutine ASF exits to the follow-
ing subroutines:
1. ARITH Part 1 to process the statement
to the right of the = sign.
2. END MARK CHECK after the original

been defined

entries in the dictionary are re- -
stored.

3. ERROR if an error is detected.

SUBROUTINES CALLED: During its execution
subroutine ASF references subroutines:

1. CSORN to search for and make entries
in the dictionary.

2. GETWD to access symbols.

3. SKPBIK to access delimiters.

Subroutine GOTO: Chart BJ

Subroutine GOTO determines if the state-
ment 1is an unconditional or computed GOTO
statement. If the statement is an uncondi-
tional GOTO, the statement number is
entered in the intermediate text. If the
statement is a computed GOTO, the list of
statement numbers is scanned and entered in
the intermediate text and overflow table.

ENTRANCE: Subroutine GOTO receives control
from the following subroutines:

1. CLASSIFICATION.
2. ARITH Part 3 to process the statement
number for IF statements.

CONSIDERATION: A GOTO statement may begin
with either the words GO TO, or the word
GOTO. Subroutine CLASSIFICATION recognizes
either form.

OPERATION: After the keyword has been
checked, subroutine GOTO determines whether"
this statement is a computed GOTO. If the
delimiter following the letters TO is a
left parenthesis, subroutine GOTO assumes
the statement is computed GOTO. Any delim-
iter, other than a blank, between the
letters TO and the (first) statement number
is not accepted. :

A library subroutine is used by the
object program to execute a computed GOTO
statement. The first intermediate text
entry for a computed GOTO contains the
adjective code for a computed GOTO, the
type code for a library function, and the
library identification number for the com-
puted GOTO subroutine in the pointer field.

Subroutine GOTO 1is entered after the
arithmetic expression for the IF statement
is processed by subroutine ARITH to process
the 1list of statement numbers in the IF
statement. The IF switch tells subroutine
GOTO that the statement currently being
processed is an IF statement.

EXIT: Subroutine GOTO exits to the follow-
ing subroutines:
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1. END MARK CHECK when the end mark is
encountered.
2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine GOTO references subroutines:

1. GETWD to access symbols in the
statement.

2. LABLU to process statement numbers.

3. PUTX to make entries to the intermedi-
ate text.

4., CSORN to make entries in the diction-

source

ary‘
5. WARNING/ERRET if a warning is detect-
ed.

Subroutine DO: Chart BK

Subroutine DO scans the DO statement and
makes  entries to the intermediate text,
dictionary, and overflow table. Subroutine
DO also processes the parameters for an
implied DO in a READ/WRITE statement.

ENTRANCE : Subroutine DO receives control
from subroutines:

1. CLASSIFICATION.
2. ARITH Part 3 to process an implied DO
in an I/O list.

OPERATION: An error, a backward DO, occurs
if the statement number definition for the
end of the DO loop precedes the DO state-
ment. If statements occurred in the
FORTRAN program in the following sequence,
this condition would exist.

20 A=B

-

DO 20 I=1,10

The switches for an immediate DO param-
eter are set on and off when subroutine DO
calls CSORN (see description of subroutine
CSORN, Chart CG) .

Subroutine DO is also entered when sub-
routine ARITH is processing a READ/WRITE
statement. If an implied DO is found in a
READ/WRITE statement, subroutine DO will
process the parameters. An implied DO is
formed when a program attempts to perform
an I/O operation on a number of elements
from an array without listing all of them
in an I/0 list. For example, the statement
READ (3,1, @&(I),I=1,100) contains an
implied DO. The elements of the array A
are to be read with this I/0 statement.

EXIT: Subroutine DO exits to the following
subroutines:
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1. END MARK CHECK when the end mark is
sensed.

2. ARITH if subroutine DO is processing
an implied DO of a READ/WRITE state-
ment.

3. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine DO references subroutines:

1. GETWD to access symbols and delimi-
ters.
2. LABTLU to process overflow
- entries for statement numbers.
3. PUTX to make entries in the intermedi-
ate text.
4. CSORN to process dictionary entries.

5. SKPBIK to access delimiters.

table

Subroutine SUBIF: Chart BL

Subroutine SUBIF enters the IF adjective
code 1in the intermediate text and gives
control to other subroutines to process the
arithmetic expression and the 1list of
statement numbers following the expression.

ENTRANCE: Subroutine SUBIF is entered from
subroutine CLASSIFICATION.

OPERATION: Subroutine SUBIF sets the IF
switch to control the processing of other
subroutines which process portions of the
IF statement. The IF switch is contained
along with other switches in the byte
called FUNISW (see CLASSIFICATION) .

Subroutine ARITH processes the arithmet-
ic expression, and subroutine GOTO process-
es the list of statement numbers.

EXIT: Subroutine SUBIF exits to:

1. Subroutine ARITH to process the arith-
metic expression in an IF statement.

2. ERROR, if an error is detected.

SUBROUTINES CALLED:
routine SUBIF calls:

During execution sub-

1. Subroutine SKPBLK to access a delimi-
ter.

2. Subroutine PUTX to make entries in the
intermediate text.

Subroutines CALL, FUNCTION/SUBRTN: Chart BM

Subroutine CALL

Subroutine CALL gets the name of the
subprogram and passes control to subroutine
ARITH to process the arguments.



ENTRANCE: Subroutine CALL is entered from
subroutine CLASSIFICATION.

OPERATION: Since the arguments in a CALL

statement may be arithmetic expressions,

subroutine CALL uses‘ subroutine ARITH to

process the parameters that are passed to

the user SUBROUTINE during the execution of

the object program.

EXIT: Subroutine CALL exits to:

1.  Subroutine ARITH Part 2 to process the
arguments of a CALL statement.

2. Subroutine ERROR, if an error is
detected.

SUBROUTINES CALLED: During execution sub-
routine CALL references the following sub-
routines:

1. PUTX to enter the CALL adjective code
in the intermediate text.

2. GETWD to access the subprogram name.

3. CSORN to enter the name in the
dictionary.

Subroutine FUNCTI ON/SUBRTN

Subroutine FUNCTION/SUBRTN processes the
header cards for FUNCTION and SUBROUTINE
subprograms. It makes entries to the
intermediate text and dictionary for the
subprogram name and the parameters passed
to the subprogram.

ENTRANCE : Subroutine FUNCTION/SUBRTN is
entered from subroutines:

1. CLASSIFICATION.
2. INTEGER/REAL/DOUBLE if a statement
such as REAL FUNCTION A (B,C) is used.

OPERATION: Subroutine FUNCTION/SUBRTN is
entered at two points. The first entry
~point is used if the program defines a
SUBROUTINE. If FUNCTION/SUBRTN is entered
at this point a switch is set to indicate
that the statement is the header card for a
user SUBROUTINE. The logic flow for FUNC-
TION and a SUBROUTINE at this time become
the same. The second entry point is used
if the subprogram is FUNCTION.

A test is made to check whether this is
the first card of the source program. If
not, an error condition exists. The inter-
nal statement number must equal 1 if this
is the first card processed. TINE

The switch for a SUBROUTINE is tested in
order to enter the correct adjective code.
If the switch indicates that this is a
SUBROUTINE subprogram definition, the deli-
miter following the subprogram name is

tested. If it is an end mark, the subpro-
gram definition is valid, because a SUBROU-
TINE subprogram may have no parameters. A
FUNCTION subprogram definition is not valid
if it has no parameters.

Subroutine FUNCTION/SUBRTN scans the
list of arguments and enters them into the
dictionary and intermediate text. It uses
subroutines GETWD and CSORN. The only
valid delimiters are a comma to separate
the arguments and a right parenthesis to
conclude the scan. The type codes for
arguments in the subprogram are not entered
here; they are defined implicitly or expli-
citly in the subprogram. Since arguments
can be arrays, space is reserved in the
dictionary entries for array information.

EXIT: Subroutine FUNCTION/SUBRTN exits to
the following subroutines:

1. END MARK CHECK if an end mark is
encountered.
2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine FUNCTION/SUBRTN references subrou-
tines:

1. GETWD to access symbols in the state-
ment.

2. CSORN to make entries in the diction-
ary.

3. SKPBIK to access delimiters
statement.

4. PUTX to make entries in the intermedi-
ate text.

in the

Subroutine READ/WRITE: Chart BN

Subroutine READ/WRITE analyzes the sym-
bol representing the data set reference
number and the FORMAT statement number in a
READ/WRITE statement, and enters them in
the intermediate text, dictionary, and
overflow table. Subroutine ARITH then
processes the list in the READ/WRITE state-
ment.

ENTRANCE: Subroutine READ/WRITE receives
control from subroutine CLASSIFICATION.

OPERATION: When subroutine READ/WRITE is
entered, it assumes the read/write opera-
tion will be in BCD mode. It enters the
BCD adjective code into ADJ, and later it
determines if the operation is in BCD or
binary.

Subroutine READ/WRITE sets a switch to
indicate that this is a READ/WRITE state-
ment. This switch is tested in subroutine
ARITH Part 3 when subroutine ARITH process-
es the READ/WRITE list. It is wused in
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connection with the implied DO for the
READ/WRITE statement.

Subroutine READ/WRITE does not check the
validity of the data set reference number
specified in the READ/WRITE statement. It
blindly enters it into the dictionary if it
has not already been entered, and enters
its dictionary address into the intermedi-
ate text.

Subroutine READ/WRITE determines if the
operation is BCD or binary by the manner in
which the statement is formed. The state-
ment:

READ (3, 1) HOG, TOAD , SHARK, LUNCH

is a statement instructing the object pro-
gram to read in the BCD mode, while the
statement:

READ (3) PAUL, CHUCK ,FOO

directs that the read be
mode.

in the binary

When the subroutine READ/WRITE deter-
mines that the second delimiter is a right
parenthesis instead of a comma, it changes
the BCD adjective code entered in ADJ to a
binary adjective code.

EXIT: Subroutine READ/WRITE exits to sub-
routines:

1. ERROR if an error has been detected.
2. BARITH Part 1 to begin processing the
READ/WRITE variable list.

SUBROUTINES CALLED: During execution sub-
routine READ/WRITE references the following
subroutines:

1. SKPBLK to access delimiters.

2. GETWD to access symbols in the state-
ment.

3. CSORN to enter symbols in the diction- *
ary.

4. PUTX to make entries in the intermedi-
ate text.

5. ILABLU to process the FORMAT statement
number.

Subroutine CONTINUE/RETURN, STOP/PAUSE:
Chart BO

Subroutine CONTINUE/RETURN

Subroutine CONTINUE/RETURN makes
single intermediate +text entry for
CONTINUE and RETURN statements. .

the
the
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ENTRANCE: Subroutine CONTINUE/RETURN is
entered by subroutine CLASSIFICATION.

OPERATION: The entrance to
CONTINUE/RETURN for a CONTINUE statement
checks for a statement number. If there
was no statement number, a warning is
issued.

subroutine

A RETURN statement is used to return
control to the main program from a FUNCTION
or a SUBROUTINE subprogram. If this state-
ment is in a main program, an error condi-
tion exists. ‘

Neither +the CONTINUE nor
statement enters a pointer in intermediate
text. Both the pointer and mode/type
fields for their intermediate text entries
are set to 0.

the RETURN

EXIT: Subroutine CONTINUE/RETURN exits to
subroutine END MARK CHECK.

SUBROUTINES CALLED: During execution sub-
routine CONTINUE/RETURN references subrou-
tines GETWD, WARNING, PUTX, and SKTEM.

Subroutine STOP/PAUSE

Subroutine STOP/PAUSE enters the adjec-
tive code and any number used to identify
the halt into the intermediate text. This
number is not entered in the dictiomary.

ENTRANCE: Subroutine STOP/PAUSE is entered
from subroutine CLASSIFICATION.

There are two intermediate text entries
made for STOP and PAUSE statements. The
first entry contains the STOP or PAUSE
adjective code with zero in the entries for
the modes/type and pointer fields. If there
is a halt number , it is entered in the
pointer field of the second intermediate
text entry. If there is no halt number the
second entry will contain zeros.

EXIT: Subroutine STOP/PAUSE exits to sub-
routines:

1. END MARK CHECK.
2. ERROR if an error is detected.

SUBROUTINES CALLED: Subroutine STOP/PAUSE

calls subroutine:

1. GETWD to access symbols and delimiter.

2. PAKNUM to pack the halt number.

3. PUTX to make entries to the intermedi-
ate text.

4. SKPBIK to get the end mark.



Subroutine BKSP/REWIND/END/ENDFILE: Chart

Subroutine DIMENSION: Chart BQ

BP

Subroutine BKSP/REWIND/END/ENDFILE makes
the intermediate text and dictionary
entries for the REWIND, BACKSPACE, END, and
ENDFILE statements.

ENTRANCE: BKSP/REWIND/END/ENDFILE receives
control from subroutines:

1. CLASSIFICATION
SPACE, REWIND,
recognized.

2. END MARK CHECK if the end of data set
in the card reader is sensed and the
END card has not been read.

if the keywords BACK-
END, oxr ENDFILE are

OPERATION: The intermediate text entries
for the BACKSPACE, REWIND, END FILE, and
ENDFILE statements are the same except for
the adjective codes. The END FILE and
ENDFILE keywords mean the same. The com-
piler accepts either form. The subroutine
enters either the address of the dictionary
entry for a data set reference number or
the address of a name symbolizing the data
set reference number in the intermediate
text for the I/0 statements.

When subroutine CLASSIFICATION recog-
nizes the keyword END, it is not determined
whether this statement 1is an END or END
FILE statement. When CLASSIFICATION passes
control to this subroutine after recog-
nizing the word END, subroutine
BKSP/REWIND/END/ENDFILE checks if the next
symbol is the word FILE.

-~ If this was an END statement signifying
end of the program, subroutine
BKSP/REWIND/END/ENDFILE sets a switch to
indicate +to subroutine END MARK CHECK that
the END card has been read. When END MARK
CHECK senses an end of data set at the
input device, it gives control to
BKSP/REWIND/END/ENDFILE to set a switch
simulating that an END card has been read.

EXIT: Subroutine BKSP/REWIND/END/ENDFILE
exits to subroutines:

1. END MARK CHECK.
2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine BKSP/REWIND/END/ENDFILE references
subroutines:

1. CSORN to process entries in the
dictionary.

2. GETWD to access symbols and delimiter.

3. PUTX to make entries to the intermedi-

ate text.

ENTRANCE:

executable

EXIT TO:

Subroutine DIMENSION scans the list of
symbols for DIMENSION, COMMON, INTEGER,
REAL, and DOUBLE PRECISION statements. It
determines if variables are subscripted,
calls subroutines to process the subscript,
and changes the mode in the dictionary when
an explicit mode defines the mode of a
variable. In any one of the above state-
ments, an array may be defined and subrou-
tine DIMENSION makes entries in the over-
flow table and dictionary for the array.

Subroutine DIMENSION is entered
by subroutines:

1. CLASSIFICATION.
2. COMMON to process the list of varia-
bles placed in COMMON.
3. INTEGER/REAL/DOUBLE PRECISION to proc-
ess the list of variables.
OPERATION: A sequence error occurs if an
or EQUIVALENCE statement is
processed before the DIMENSION statement is
read.

The scan is similar to the scan used in
subroutine ARITH, but it is much simpler
because there are only three legal delimi-
ters, the comma and the 1left and right
parentheses.

A multiple switch is set to determine
the type of statement being processed. It
is set in the subroutines COMMON and
INTEGER/REAL/DOUBLE which transfer control
to subroutine DIMENSION.

Subroutine DIMENSION exits to
subroutines:

1. END MARK CHECK.

2. COMMON in order that entries
made in the COMMON text.

3. ERROR if an error is detected.

may be

SUBROUTINES CALLED: During execution sub-

routine DIMENSION references subroutines:
1. GETWD to access symbols
ters.

2. RCOMMA to skip redundant commas.

3. SKPBIK to access delimiters.

4. CSORN to process dictionary entries.
5. DIMSUB to calculate array sizes.

6. WARNING/ERRET to process warnings.

and delimi-

Subroutine EQUIVALENCE: Charts BR, BS

Subroutine EQUIVALENCE creates the
EQUIVALENCE text. The +two flow charts
associated with subroutine EQUIVALENCE rep-
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resent specific functions performed by sub-

routine EQUIVALENCE. Each is discussed
separately.
ENTRANCE : Subroutine EQUIVALENCE receives

control from subroutine CLASSIFICATION.

EXIT: Subroutine EQUIVALENCE exits to sub-
routines:

1. END MARK CHECK.
2. ERROR if an error is detected.

Subroutine EQUIVALENCE Part 1

This part of subroutine EQUIVALENCE
scans the EQUIVALENCE statement, getting
the variable names and delimiters. It also
makes both header and detail entries for
the EQUIVALENCE text.

ENTRANCE: Subroutine EQUIVALENCE Part 1 is
entered by subroutines:

1. CLASSIFICATION.
2. EQUIVALENCE Part 2 when a name is
subscripted.

OPERATION: The EQUIVALENCE text is written
in the area that orginally contained sub-
routine DIMENSION. When an EQUIVALENCE
statement is processed, a switch is set to
forego the processing of any  DIMENSION
statements that follow the EQUIVALENCE
statement. Subroutine DIMENSION is over-
laid by EQUIVALENCE text. This switch is
never reset during Phase 10.

The EQUIVALENCE text contains a header
entry and a detail entry for each element
in the EQUIVALENCE group. The entire group
must be scanned before the header entry is
made because it contains a count equal to
the number of variables in the EQUIVALENCE
group. After the right parenthesis defin-
ing the end of this group is encountered,
the element count is inserted in the header
entry.

EXIT: Subroutine EQUIVALENCE Part 1 exits
to subroutines:

1. END MARK CHECK.

2. ERROR if an error is detected.

3. EQUIVALENCE Part 2 to process a sub-
scripted variable.

SUBROUTINES CALLED: During execution sub-
routine EQUIVALENCE Part 1 references sub-
routines:

1. SKPBIK to access delimiters

2. GETWD to access symbols and delimiters
3. CSORN to process dictionary entries

4. WARNING/ERRET to process warnings.
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Subroutine EQUIVALENCE Part 2

EQUIVALENCE Part 2 processes the sub-
script information for any subscripted
variable which is a member of an
EQUIVALENCE group.

ENTRANCE: Subroutine EQUIVALENCE Part 2 is
entered from subroutine EQUIVALENCE Part 1
to process a subscripted variable.

OPERATION: The offset is computed using
the numbers in the subscripted variable in
the EQUIVALENCE statement and the informa-
tion for the array entered in the overflow
table by subroutine DIMENSION.

The offset for 3-dimensional variables
is computed using the following formula:

Offset=[ (J1-1) + (J2-1) D1+ (J3-1) D1*D2] *Length

where: J1, J2, and J3 are constants in the
subscripted variable A (J1, J2, J3) entered
in the EQUIVALENCE group. The constants
Length, Di*Length, and D1*#D2*Length, are
computed when the DIMENSION statement is
processed by subroutine DIMENSION and
stored in the overflow table. When
EQUIVALENCE Part 2 collects each subscript,
it subtracts 1 from each and multiplies it
by the appropriate constant in the overflow
table. The products of this multiplication
are added into an accumulator until all
subscripts for this variable are exhausted.

Valid subscripts for variables in an
EQUIVALENCE group contain no variables.
Subscripted variables may have one sub-
script for 1-, 2-, and 3-dimensioned varia-
bles, or the same number of subscripts as

there are dimensions in its DIMENSION
statement. For example, in the array
A(5,5,5, A(2,2,2) and A (32) represent the

same element.

EXIT: Subroutine EQUIVALENCE Part 2 exits

to subroutines:

1. EQUIVALENCE Part 1 to enter the sub-
scripted variable into the EQUIVALENCE
text.

2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine EQUIVALENCE Part 2 references sub-
routines:

1. GETWD to access and delimi-

symbols
i ters.
2. INTCON to convert EBCDIC numbers to
binary numbers.
3. SKPBIK to access delimiters.



Subroutine COMMON: Chart BT

The function of subroutine COMMON is to
direct the processing of COMMON statements
and to enter names in the COMMON text.

Subroutine COMMON receives con-
CLASSIFICATION or

ENTRANCE :
trol from subroutines
DIMENSION.

CONSIDERATION: Subroutine COMMON uses sub-
routine DIMENSION to do the bulk of the
processing for the COMMON statements. It
sets a program switch to indicate to sub-
routine DIMENSION that this is a COMMON
statement. After subroutine DIMENSION col-
lects the symbols, COMMON enters them in
the COMMON text. COMMON statements may be
used in place of a dimension statement to
define an array.

OPERATION: The executable switch is
checked to see if any executable statement
‘or EQUIVALENCE statement is processed. Iif
there has been an executable or EQUIVALENCE
statement processed, a sequence error is
detected.

After subroutine DIMENSION retrieves
each name in the COMMON statement from the
dictionary, control returns to subroutine
COMMON. The address of the entry in the
dictionary along with the 1length of the
name are entered in the COMMON text. The
length of the name is entered in order to
search the chain in the dictionary for the
name.

EXIT: Control is passed from subroutine
COMMON to subroutines:

1. DIMENSION to process entries in the
COMMON statement.

2. ERROR if an error is detected.

Subroutine FORMAT: Chart BU

Subroutine FORMAT enters the adjective
code for a FORMAT statement in the inter-
mediate text. Then the card image immedi-
ately beyond the word FORMAT, extending
through column 72, is moved in one byte BCD
characters to the intermediate text. If a
continuation card is required to complete
the FORMAT statement, the image from column
7 of the continuation card through column
72 is moved to the intermediate text.

ENTRANCE: Subroutine FORMAT receives
trol from subroutine CLASSIFICATION.

con-

OPERATION: Subroutine GETWD sets an end
mark in the first column beyond the 1last
non-blank character in the card. Because

subroutine FORMAT moves all the characters
beyond the word FORMAT through column 72 to
the intermediate text, the end mark set by
GETWD is blanked, and an end mark is placed
in column 73 by subroutine FCRMAT.

Subroutine CLASSIFICATION has made an
entry in the overflow table for the state-
ment number that refers to the FORMAT
statement, but it did not adjust the usage
field to indicate that this was the state-
ment number for a FORMAT statement. Sub-
routine FORMAT, using the pointer that was
supplied when the statement number was
found or entered in the overflow table,
adjusts the usage field to indicate that
this statement number refers to a FORMAT
statement.

Subroutine FORMAT then moves the image
of the FORMAT card, byte by byte, to the
intermediate text. It moves the characters
up to and including the end mark which is
placed in column 73. When the end mark is
encountered, it is moved to the intermedi-
ate text. But the output pointer is not
updated, so that if . a continuation card
were required to complete this statement,
the character in column 7 would overlay the
end mark. If there are no continuation
cards or if this is the last one, the end
mark remains in the intermediate text to
signal to other phases that it is the end
of the image of the FORMAT statement.

If there are no more continuation cards
(or if none exist) , the end of the FORMAT
statement has been reached. When entries
are made byte by byte, as in subroutine
FORMAT, there 1is a good possibility that
the entries did not stop on a full word
boundary. All other intermediate text
entries must begin on a full word boundary.
The output pointer is then adjusted to a
full word boundary to satisfy the format
for the intermediate text and the end
statement entry is made.

EXIT: Subroutine FORMAT exits to subrou-
tine END MARK CHECK, where the entry for
the end statement is made. .

SUBROUTINE CALLED: During execution, sub-

routine FORMAT references subroutines

1. PUTX to make entries to the intermedi-
ate text.

2. GET to read cards.

3. WARNING/ERRET if a warning is detect-
ed.

Subroutine EXTERNAL: Chart BV

i

Subroutine EXTERNAL scans the
placing each name on the card

card,
in the
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dictionary and typing it as an extermal
symbol. It sets the appropriate bit in the
usage field of the dictionary, indicating
that an ESD card must be punched for this

symbol.

ENTRANCE: Subroutine EXTERNAL receives
control from subroutine CLASSIFICATION.

OPERATION: All external symbols must be
defined before any executable statements
are encountered. If the executable switch

is on, subroutine EXTERNAL cannot define
external symbols. All symbols entered as
- external symbols must be names, otherwise

subroutine EXTERNAL detects an error. A
constant cannot be an external symbol.

EXIT: Subroutine EXTERNAL exits to subrou-

tines:

1. END MARK CHECK when the end mark is
encountered.
2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-
routine EXTERNAL references subroutines

1. GETWD to access symbols and delimi-
ters.

2. CSORN to enter names in the diction-
ary.

3. RCOMA to bypass redundant commas.

Subroutines INTEGER/REAL/DOUBLE: Chart BW

Subroutine INTEGER/REAL/DOUBLE sets the
mode for the statement and exits to subrou-
tines DIMENSION or FUNCTION/SUBRTN.

ENTRANCE :
receives
CATION.

Subroutine INTEGER/REAL/DOUBLE
control from subroutine CLASSIFI-

OPERATION: The mode for this statement is
inserted in a work area. Any variable that
appears later in the statement being proc-
essed is assigned the mode explicitly stat-
ed in the first mname in this statement.
The first name always is REAL, INTEGER, or
DOUBLE.

The first of two switches set in subrou-
tine INTEGER/REAL/DOUBLE indicates to sub-
routine FUNCTION/SUBRTN that it was entered
from INTEGER/REAL/DOUBLE and the mode is
explicitly defined. When subroutine
FUNCTION/SUBRTN enters the mode of the
subprogram it checks this switch to see if
an explicit mode has been defined. The
second switch is set for subroutine
DIMENSION, indicating that it was entered
from subroutine INTEGER/REAL/DOUBLE.
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Subroutine INTEGER/REAL/DOUBLE may exit
to one of two subroutines. If +the next
symbol is the word FUNCTION, it exits to
subroutine FUNCTION/SUBRTN to define the
function that follows the word FUNCTION.
For example:

REAL FUNCTION RAF (A,B,I)

defines the function RAF as a real func-
tion. The mode and type of the parameters
are not defined until they are used in a
statement other then the header card. 1If
the next symbol is not the word FUNCTION,
control is passed to subroutine DIMENSION,
because an array may be defined explicit
mode statement. For example:

DOUBLE PRECISION A, TOAD, HERBIE (20)

defines a double precision array HERBIE
composed of 20 elements.

EXIT: Subroutine INTEGER/REAL/DOUBLE exits
to the following subroutines:

1. DIMENSION.

2. FUNCTION/SUBRTN if the name after the
specification keyword is the keyword
FUNCTION.

3. ERROR if an error is detected.

SUBROUTINES CALLED: During execution sub-

routine INTEGER/REAL/DOUBLE references sub-
routines:

1. GETWD to access
ters.
2. WARNING/ERRET to process warnings.

symbols and delimi-

Subroutine HOUSEKEEPING: Chart CB

ENTRANCE:

OPERATION:

Subroutine HOUSEKEEPING enters informa-
tion into the communication area, primes
input buffers, and sets the beginning
addresses for the dictionary and overflow
table.

Subroutine HOUSEKEEPING is
entered from the FORTRAN System Director
after the FSD has loaded Phase 10.

Subroutine HOUSEKEEPING enters
the following information:

1. Indication to FSD that Phase 10 is in
control.

2. Address of output buffer, COMMON text
area, EQUIVALENCE text area, and thumb
index.

The dictionary is located initially at
the end of the Phase 10 subroutines. Sub-
routine HOUSEKEEPING must move it to allow
storage for the intermediate text output



buffers. The size of the output buffers is
calculated from information in the communi-
cations area (supplied by the Control Card
routine) ; then, the beginning address of
the dictionary is calculated.

The resident dictionary is moved to this
location, and the addresses in the thumb
index are modified to reflect +the new
location of the dictiomnary.

Subroutine HOUSEKEEPING sets the address
of the dictionary and overflow table in
registers. It primes the input buffer by
calling the FORTRAN System Director to read
in the first two cards in the card reader

while the communications area is being
initialized.
EXIT: Subroutine HOUSEKEEPING exits to

subroutine CLASSIFICATION to process the
first source statement.

SUBROUTINES CALLED: Subroutine HOUSEKEEP-
ING references the FORTRAN System Director
to read the first two source cards.

Subroutine GETWD: Chart CC

Subroutine GETWD scans the card for
names, constants, data set reference num-
bers, and delimiters. If the end mark for
a card is sensed, GETWD reads a new card,
prints it, sees if the card is a continua-
tion card, and adjusts the pointers and
register +to process the continuation card.

ENTRANCE: The utility subroutine GETWD is
referenced by subroutines EXTERNAL,
REAL/INTEGER/DOUBLE, CLASSFICATION, ARITH,
GOTO, CONTINUE/RETURN, STOP/PAUSE,
BKSP/REWIND/END/END FILE, SUBS,
EQUIVALENCE, DO, ASF, READ/WRITE, CALL,
FUNCTION/SUBRTN, DIMENSION, DIM90, END MARK
CHECK, SKPBLK, SKTEM, FORMAT

OPERATION: When subroutine GETWD is
entered, it assumes that Phase 10 has
already started processing a card. A poin-

ter, set for the card, checks for a blank
card position. If it is blank, the pointer
is advanced. If the position is not blank,
it saves the pointer for a length calcula-
tion.

After the first non-blank character is
found, the compiler executes a translate
and test instruction. The table for this
instruction is set so the instruction stops
on any special character (including blanks)
except $. The translate and test instruc-
tion inserts the address at which it
stopped in general register 1, and the
non-zero byte in the table which caused it
to stop in general register 2. The address

in general register 1 is used to calculate
the 1length of +the symbol, and initialize
GETWD the next time it 1is entered. The
byte in general register 2 is the adjective
code for the delimiter and it is also used
to index the branch table in ARITH Part 2.

Subroutine GETWD has two return points.
The normal return is used if the length of
the symbol just scanned is greater than
zero. This implies that the symbol scanned
is a name, constant, or data set reference

number. The second return is the zero
return which is wused if the symbol has
length of zero (i.e., the translate and

test instruction stopped at the same posi-
tion at which it began). A delimiter is at
the position that the translate and test
instruction began and ended its scan.

If an end mark 1is encountered as a
delimiter, subroutine GETWD calls subrou-
tine GET to read another card. The read
area 1is double buffered (i.e., it can
process a card in one buffer, while a card
is being read into the second buffer). If
an end mark is encountered in buffer 1,
GETWD calls subroutine GET to read a card
into buffer 1, and prepare the pointers to
process the card in buffer 2. At the same
time the card is being read into buffer 1,
the card in buffer 2 is printed. If this
card was a comments card, subroutine GETWD
calls subroutine GET to read a card into
buffer 2 when the card reader is available.

While the card that is about to be
processed 1is being printed, it is scanned
four bytes at a time for the first signifi-
cant (non-blank) character from column 73
toward column 1. The end mark is placed in
the column immediately to the right of that
significant character. ’

Subroutine GETWD checks the card being
processed. If it is a continuation card,
subroutine GETWD sets the pointers and
registers so the calling subroutines never
know a continuation card has been read.
Register 2, which receives the function
bytes of the translate and test instruc-
tion, is set to blank and the pointer that
is stored after each translate and test
instruction is set to point to column 6 of
the card. The card is then processed from
the point at which GETWD was entered.

EXIT: Subroutine GETWD exits to the sub-

routine that called it.

SUBROUTINES CALLED: During execution sub-

routine GETWD references subroutines:

1. GET to read a card.
2. PRINT to print a card image.

Phase 10 97



Subroutines SKPBLK, SKTEM: Chart CD

Subroutine SKPBLK

When a subroutine expects to find a
delimiter, it «calls subroutine SKPBLK to
skip blanks until it finds another delimi-
ter. If a name, constant, or data set
reference number is encountered' before a
delimiter, an error message is entered in
the intermediate text.

ENTRANCE: The utility subroutine SKPBLK is

referenced by subroutines ARITH Part 1,

SUBS, EQUIVALENCE, DO, SUBIF, READ/WRITE,

FUNCTION/SUBRTN, DIMENSION.

EXIT: Subroutine SKPBLK exits to:

1. The subroutine that called it.

2. Subroutine ERROR if a symbol that is
not a delimiter is encountered.

SUBROUTINES CALLED: During execution sub-
routine SKPBLK references subroutine GETWD.

Subroutine SKTEM

When a subroutine expects to find an end
mark, it calls subroutine SKTEM, which
skips the remaining symbols of the card
until it finds an end mark. An error has
already been noted when this subroutine is
called.

ENTRANCE: The utility subroutine SKTEM is
referenced by subroutines END MARK CHECK,
ERROR, and CONTINUE/RETURN.

EXIT: Subroutine SKTEM exits to the sub-
routine that called it.

SUBROUTINES _CALLED: During execution sub-
routine SKTEM references subroutines GETWD.

Subroutine SYMTLU: Chart CE

Subroutine SYMTLU determines if the sym-
bol has been entered on a chain in the
dictionary. If the symbol has not been
entered, subroutine SYMTLU enters it in the
dictionary and returns the address of the
entry to the calling subroutine (CSORN) .
If the symbol has been entered, it returns
the address of the entry to the calling
subroutine.

ENTRANCE: The utility subroutine SYMTLU is
referenced by subroutine CSORN.
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OPERATION:
name length determines the proper chain.

If the symbol is a name, the
The length of the symbol is determined by
subroutine GETWD and used by subroutine
SYMTLU to find the proper address in the
thumb index, so that the correct dictionary
chain may be searched. The symbol is
entered in the chain with a chain address,
mode, type, possibly an address, and possi-
bly an array size. The usage field is set
by the subroutine that referenced CSORN.

If the symbol is not a name, it is
entered on one of the chains for real
constants, integer constants, double preci-
sion constants, or data set reference num-
bers. If it 1is a constant, its mode is
determined by subroutine LITCON. Phase 10
distinguishes - a data set reference nuniber
from a constant by the context in which the
number is used.

If the symbol has already been entered,
SYMTLU makes no changes in the entry. The
subroutine which has called SYMTLU adjusts
the mode, type and usage fields of the
entry if necessary.

RESTRICTION: Subroutine SYMTLU will reject
any attempt made to enter any name greater
than six characters. The chains for
lengths 7 through 11 are reserved strictly
for FORTRAN key words. No user name can be
entered in these chains.

EXIT: Subroutine SYMTLU exits to subrou-

tines:

1. CSORN the subroutine that called it.
2. ERROR if an error is detected. '

Subroutines LABLU, PARKNUM, LABTLU: Chart CF

Subroutine LABLU

Subroutine LABLU is entered only if the
calling subroutine expects the symbol. it
receives from subroutine GETWD to be a
statement number. It calls other subrou-
tines to pack the statement number and
enter it into the overflow table. Subrou-
tine LABLU selects the correct chain for
the statement number to be entered in the
overflow table.

ENTRANCE: Subroutine IABLU is referenced
by subroutines CLASSIFICATION, GOTO, and
DO.

OPERATION: Subroutine LABLU sets a switch

indicating to other subroutines that the
symbol they are processing is a statement
number. The switch is reset by LABLU
before control returns to the subroutine
which called LABLU.



EXIT: The utility subroutine LABLU exits
to the subroutine that called it.

SUBROUTINES CALLED: During execution sub-
routine LABLU references subroutines:

1. PAKNUM to pack the statement number.
2. LABTLU to process the overflow table.

Subroutine PAKNUM

Subroutine PAKNUM either packs a state-
ment number prior to the search of the
overflow table or packs the number used to
jdentify a PAUSE or a STOP. PAKNUM also
checks for errors.

ENTRANCE : The subroutine PAKNUM is ref-

erenced by subroutines LABLU and
PAUSE/STOP.
RESTRICTIONS: Any statement number or halt

number is illegal if it is greater than
five characters or contains any alphabetic
characters. Subroutine PAKNUM checks both
of these conditions.

EXIT:
to:

The utility subroutine PAKNUM exits

1. The subroutine that called it.
2. Subroutine ERROR if an error is
detected. )

Subroutine LABTLU

Subroutine LABTLU enters all information
into the overflow table. It searches for
and enters, if necessary, all statement
numbers, subscript information, and
dimension information. :

ENTRANCE: The utility subroutine LABTLU is
referenced by subroutines SUBS, DIMSUB, and
LABLU. :

CONSIDERATICN: A switch is set in subrou-
tine LABLU to indicate a statement number
to LABTLU. .

OPERATION: Subroutine LABTLU first gets
the correct address for the beginning of a
chain in the overflow table. Then it
searches the contents of each entry in the
overflow table, comparing the assembled
entry against each entry in the chain for
that type of entry until it finds the entry
for that symbol or the chain ends.

If an entry is not found, it attaches
the entry to the end of the chain. The
switch indicating a statement number is

OPERATION:

tested so that the correct compare instruc-
tions can be used while LABTLU is searching
the table. It is also tested in order that
the correct move instructions are executed

in moving the entry into the overflow
table.
EXIT: Subroutine LABTLU exits to:
1. The subroutine that called subroutine
LABTLU.
2. Subroutine ERROR if an error is
detected.

Subroutines CSORN, INTCON: Chart CG

Subroutine CSORN

The functions of subroutine CSORN are:

1. To determine if the symbol is a name,
constant or a data set reference num-
ber and to call the proper subroutines
to process the symbol.

2. To determine how to enter the paramet-
er in the intermediate text if a
constant is a DO parameter.

ENTRANCE: Subroutine CSORN receives con-
trol from subroutines CLASSIFICATION, ARITH

Part 1, BKSP/REWIND/END/ENDFILE,
STOP/PAUSE, GOTO, ARITH Part 3, SUBS,
EQUIVALENCE, DO, ASF, READ/WRITE, CALL,

FUNCTION/SUBRTN, DIMENSION.

Subroutine CSORN first deter-
mines if the symbol is a name or a constant
by checking the first character. If the
symbol 1is an integer constant, subroutine
CSORN checks a switch for the context in
which the symbol is used. It may be a data
set reference number.

By checking another switch CSORN deter-
mines if an integer constant is a DO
parameter and determines the magnitude of
the constant. If the constant is less then
4096, it can be carried in the displacement
field of an instruction and directly ‘in the
pointer field of an intermediate text
entry. It will not be entered on a chain
in the dictionary. A constant greater than
4096 cannot be entered in the intermediate
text or the displacement field of an
instruction, and must be entered on a chain
in the dictionary.

CONSIDERATIONS: DO parameters 1less than

4096 are entered in the object program in
the displacement field of a 1load address
instruction. Otherwise, storage has to be
allocated for the constant.
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EXIT: Control is passed from subroutine
CSORN to the subroutine that referenced it.

SUBROUTINES CALLED: During execution, sub-
routine CSORN references the following sub-
routines:

1. LITCON to convert EBCDIC numbers to a
format that can be used internally.
2. SYMTLU to make entries in the diction-

ary.

Subroutine INTCON

Subroutine INTCON calls a subroutine to
convert integers in subscript expressions
to binary numbers.

ENTRANCE: Subroutine INTCON receives
trol from subroutines SUBS, DIM90.

con-

OPERATION: INTCON checks whether integer
constants are properly located within the
subscript expression and calls LITCON to
convert a decimal number to a binary con-
stant.

EXIT: Control is
INTCON to:

passed from subroutine

1. The subroutine that referenced it.
2. ERROR if an error is detected.

SUBROUTINES CALLED: During execution, sub-
routine INTCON references subroutine LITCON
to convert numbers to an internal format.

Subroutine LITCON: Charts CH, CI, CJ

The functions of subroutine LITCON are:

1. To convert any numeric constants to a
format that can be used internally.

2. To convert double precision and real
constants to double-precision
floating-point numbers.

3. To convert integer constants to binary
full word numbers.

ENTRANCE : Subroutiné LITCON receives con-
trol from CSORN, INTCON

OPERATION: Subroutine LITCON is divided
into three parts, each with its own func-
tions and objectives. Each part 1is dis-
cussed separately.

EXIT: Control 1is passed from subroutine

LITCON to the subroutine that referenced
it.
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Subroutine LITCON Part 1

Subroutine LITCON Part 1 is entered only
if the first character of a symbol is a
number or a decimal point. LITCON Part 1
scans the constant, examining each charac-
ter. If the character is numeric, it is
added to a binary accumulator to form the
number. If the character is a delimiter,
control is passed to LITCON Part 2 and
appropriate action is taken. :

ENTRANCE: Subroutine LITCON Part 1
receives control from CSORN, INTCON, LITCON
Part 2.

CONSIDERATION: Subroutine GETWD maintains
two pointers. The first points to the
first character of the symbol. The second
points to the delimiter which stopped the
translate and test instruction.

For example,

123.456 236E7
t ot t t

123.456E+3 236E7+
t ot t t

If the number is an integer, the pointers
refer to the first digit of the constant
and the delimiter which defines the end of
the constant. For example:

123456
+ t

14589+
t t

OPERATION: When subroutine LITCON Part 1
is entered, a register is cleared. It is
used to build a binary constant. The first
pointer furnished by subroutine GETWD is
used to scan the constant. This pointer
will be incremented by 1 each time LITCON
Part 1 must examine another character. If
the character is not a digit, control is
given to LITCON Part 2 to process that
character.

If the character is a digit the contents
of the register are multiplied by 10 and
the digit is added to the register. If a
decimal point is encountered in the scan,
control is given to LITCON Part 2 which

sets a decimal indicator on and returns to
Part 1. Using this indicator as a program
switch, a count is maintained to indicate

the number of decimal places to the right
of the decimal point. This number is used
in LITCON Part 3 to normalize the constant.

If an E or D is encountered in the scan,
the register is saved and cleared by LITCON



Part 2. The same register is
LITCON Part 1 to build the exponent.

used by

EXIT:
LITCON

Control is passed from sukroutines

Part 1 to LITCON Part 2.

| Subroutine LITCON Part 2

Subroutine LITCON Part 2 processes any
character not a digit, that is encountered
by LITCON Part 1 while it is scanning the
symbol.

ENTRANCE: Sukroutine LITCON Part 2
receives control from LITCON Part 1 and
LITCON Part 3.

OPERATION: LITCON Part 2 sets indicators
used as program switches for the three
parts of LITCON. It sets one indicator if

a decimal point is encountered in the scan
of a symbocl. Another indicator is set if
the characters D or E are encountered in
the scan. Either of these characters indi-
cates that this constant is exponentiated.

When a D or E is recognized, LITCON Part
2 stores the binary number that was in the
register used by Part 1, and clears the
register so the LITCON Part 1 may accumu-
late the expcnent.

Subroutine LITCON exits through Part 2
when the entire number is converted to a
fixed- or floating-point number. The poin-
ters used by GETWD to scan the remainder of

the statement must ke updated so that both
are fixed on the character immediately
following the 1last character of the con-

stant.

EXIT: Control is rpassed from subroutine

LITCON Part 2 to subroutines:

1. LITCON Part 1.

2. LITCON Part 3.

3. The subroutine that referenced sukrou-
tine LITCON.

| Subroutine LITCON Part 3

Subroutine LITCON Part 3 is entered only
if the constant is a real or double preci-
sion number. It converts the mantissa and
characteristic generated from Parts 1 and 2
to an internal doukle precision number.

LITCON
subroutine

Part 3
LITCON

Subroutine
control from

ENTRANCE :
receives
Part 2.

CONSIDERATION: All
precision constants

real or double-
are converted into
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double-precision, floating-roint numbers.
When LITCON Part 3 was entered, one part of
LITCON converted the mantissa tc a binary
nurber and stored it in main storage. The
second rart of LITCON converted the exro-
nent to a kinary number and rlaced it in a
register. A count of the nurker of decimal
rlaces had also keen kept.

OPERATION: LITCON Part 3 uses these three
kinary nurbers to form a doukle-precision
normalized floating-point constant. Fer
the constant, 23.456+06, Parts 1 and 2
would place the binary expression of the
decimal integer 23456 in a storage loca-
tion, the binary integer 6 in a register,
and a count 3 in another location.

The mantissa must ke handled as an
integer because the computer cannct place a
rhysical decimal point in a field. The
number 23.456 takes the form cf 23456 with
a count of 3 decimal places.

The hexadecimal equivalent of 23456 is
| sBAO.

If the mantissa is treated as an inte-
ger, some adjustment must ke made to the
exponent. The decimal count is subtracted
from the original exponent. 1In our example
the exponent 1is changed to 3 and the
decimal count is cleared.

23.456%106=23456%103
23.456E+06=23456E+03

The expcnent is changed from +6 to +3.
If the result of the subtraction is nega-
tive, a switch is set to indicate a nega-
tive result, and the result - is set to its
aksclute value.

Ur to this point, then, we have a
| hexadecimal wantissa 5BA0 and a deciral
expcnent, 3. A double word is then esta-

klished in storage; the first kLyte contains

"the hexadecimal numker U4E, and the rest of
the bytes contain hexadecimal zerocs. That
doukle word is:
4E00000000000000

The sign bit is set to zero. The
hexadecimal mantissa is then "ored" to the
seccnd word of this doukle word. Oour
doukle word then becomres
4E00000000005BA0) , ¢

In hexadecimal notation this means
.00000000005BA0) ,¢* 1614

Actually, the double word is an unncr-

malized System/360 floating-point constant.
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Characteristic U4E, 1is the exponent 14 in
excess 64 notation. This is explained in
the System Reference Library publication,

IBM System/360 Principles of Operation,
Appendix C.

To normalize the constant, the doukle
word is added to a double floating-point
register, which contains floating-point
zero. The result of this operation is:
445BA00000000000

or
.5BA0 * 164
Finally, the decimal exponent must ke

used to adjust this double word. A switch
is set to indicate a positive or negative
exponent, and the exponent is set to its
absolute value. If the exponent is nega-
tive, the double word is divided by the
value 10 ** exponent. If it was positive,
the doukle word is multiplied by the value,
10 ** exponent.

LITCCN Part 3 uses a takle with
floating-point values for various expcnents
of 10. In our example the exponent 3
indicates a value of 1000 in the decimal
number system. Using the table, Part 3

finds that 1000 is 3E8 in the hexadecimal
system. This hexadecimal number is con-
verted to a floating-roint constant and
used to multiply the numker that is cur-
rently in the doukle floating-point reg-
ister, 445BA00000000000. The result of

this multiplication would be:
47165E90000000000

or
.165E900 * 167
Then,
23.456E+06=47165E90000000000,

and the floating-point number is converted
to an internal machine constant.

EXIT: Control is
LITCON Part 3 to:

passed from subroutine

1. The subroutine that called subroutine
LITCON if an error is detected.

2. Subroutine LITCON Part 2 to exit from
sukroutine LITCON.

Subroutine SUBS: Chart CL

Subroutine SUBS processes all subscript-
ed variables in arithmetic expressions,

102

to the dic-
and the intermedi-

making the necessary entries
tionary, overflow takle,
ate text.

ENTRANCE :
sukroutines

Sukroutine SUBS is referenced Ly
ARITH Part 1 and ARITH Part 2.

OPERATION: Sukroutine SUBS rrocesses vari-
akles with one, two, or three subscripts.
The subscrirts must conform to the general
FORTRAN sukscrirt expression:

C1*V1+J1

where C1 and J1 are unsigned integer
stants, and V1 is an integer variatle.

con-

The overflow table entry for a sub-
scripted variakle is assembled in the over-
flow buffer. Just fkefore «ccentrol is
returned tc the calling routine, the ccn-
tents of the overflow kuffer are inserted
in the overflow table kty use of sukroutine
LABLTU.

Constants of the form J1 are stored-in
main storage until contrcl is about to ke
given to the calling sukroutine. The off-
set is then computed using these cocnstants
and the dimension information entered for
this array in the overflow takle, when the
array was defined by a DIMENSION statement.

The offset 1is then entered in the inter-
mediate text.

EXIT: The utility sukroutine SUBS exits
to:

1. The subroutine which has called it.

2. Subroutine ERROR if an error is
detected.
SUBROUTINES CAILED: During execution suk-

routine SUBRS references subrcutines:

1. GETWD to access
ters.

2. INTCON to process integer constants.

3. SKPBLK to access delimiters.

4. CSORN to process dictionary entries.

5. LABTLU tC process overflcw takle
entries.

symbols and delimri-

Sukroutines DIMSUB, DIM90: Chart CM

Sukroutine DINMSUB

Sukroutine DIMSUB scans the subscrirt
rorticn of a statement that is dirwensioning
an array. It also inserts the dirensicn
information into the overflow takle entry
and the size of the array in the dictionar-
y.



ENTRANCE: The utility subroutine DIMSUB is
referenced by subroutine DIMENSION. :

OPERATION: The type code is set to rep-
resent an array because Phase 10 has now
determined that this statement defines an
array.

Subroutine DIMSUB uses another subrou-
tine, DIM90, to actually compute the con-
stants entered in the overflow table.

EXIT: Subroutine DIMSUB exits to:

1. The subroutine that called it.

2. ERROR if an error has occurred.

sub-

SUBROUTINES CALLED: During execution
routine DIMSUB references subroutines:

1. DIMGO to compute constant.
2. WARNING/ERRET if an error is detected.

Subroutine DIM90

Subroutine DIM90 computes the constants,
D1*L and D1*D2%*L, which are inserted in the
overflow table, and the size of the array
(D3*D2*D1*1L) which is inserted in the size
field of the dictionary where the general
form for the array is: :

ARRAY (D1,D2,D3)

ENTRANCE: The utility subroutine DIM90 is
referenced by subroutine DIMSUB.

OPERATION: Subroutine DIM90 uses GETWD and
INTCON to get the integer and convert it.
Then for the first subscript it computes
the product D1*L and saves the result. If
the array has only one dimension, this
product is the size of the array. If there
is more than one dimension for this array,
the product D2*D1*L is computed. If the
array has only two dimensions, that is the
size of the array. If there is another
dimension for the array, the product
D3#D2#D1*L is computed. This product is
the size in bytes of a 3-dimensional array.
For information concerning the format of
these entries in the overflow table, see
the introduction to Phase 10.
EXIT: Subroutine DIM90 exits to:
1. The subroutine that called it.
2. Subroutine ERROR if an error is
detected.

SUBROUTINES CALLED: During execution sub-
routine DIM90 references subroutines:

1. GETWD to access symbols and delimi-
ters.

2. SKPBIK to access delimiter.
3. INTCON to process integers.

" Subroutine END MARK CHECK: Chart CN

Subroutine END MARK CHECK calls subrou-
tine PUTX to write the end mark entry for
the majority of FORTRAN statements. It
also tests for the card reader end of data
set or if the END card has been read. Part
of END MARK CHECK is used to find redundant
commas. ‘

ENTRANCE: Subroutine END MARK CHECK
receives control from subroutines EXTERNAL,
CONTINUE/RETURN, STOP/PAUSE, GOTO, ARITH
Part 3, EQUIVALENCE, DO, ASF, CALL,
FUNCTION/SUBRTN, DIMENSION.

OPERATION: Subroutine END MARK CHECK is
composed of two distinct sections. One
section with entry points RCOMA, RCOMA1,

RCOMA2, and RCOMA3 is entered if no inter-
mediate text is writtem for this statement.
It is entered by subroutines processing
COMMON, EQUIVALENCE, DIMENSION, REAL, INTE-
GER, DOUBLE PRECISION, and EXTERNAL state-
ments. It enters the second portion from
the first portion of subroutine END MARK
CHECK, only if a warning message must be
issued.

A portion of the first section issues
warning messages when used as a subroutine
to skip redundant commas. The return to
the subroutine that called it returns to a
program step above the call instruction.
The compiler then stays in a loop until all
redundant commas have been skipped.

The first section of END MARK CHECK sets
off all type switches used to direct Phase
10 through explicit specification state-
ments.

The second portion of subroutine END
MARK CHECK has entry points EOSR, EOSR1,
EOSR2, EOSR2A, and EOSR3. This section is
entered if intermediate text is written for
this statement.

This portion of subroutine END MARK
CHECK calls subroutine ASF if the arithmet-
ic statement function switch is set. Sub-
routine ASF then resets dictionary entries
and defaces those made to define the state-
ment function arguments.

EXIT: Subroutine END MARK CHECK éexits to:

1. Subroutine CLASSIFICATION to process
another source card entry.

2. The subroutine that called it if entry
was made at block RCOMA.

"3. Subroutine ASF to finish processing an
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arithmetic statement function.

4. FORTRAN System Director to load Phase
12.

5. Subroutine BKSP/REWIND/END/ENDFILE to
simulate an end card being read.

SUBROUTINES CALLED: During execution sub-
routine END MARK CHECK references subrou-
tines:

1. GETWD to access symbols and delimi-
ters.

2. SKTEM to skip to the end mark.

3. PUTX to make entries to the intermedi-
ate text.

4. WARNING/ERRET
ed.

if a warning is detect-

Subroutine PUTX, PUTBUF, PUTRET: Chart CO

Subroutine PUTX makes entires to the
intermediate text buffer area, consisting
of an adjective code, type code, and an
address pointing to an entry either in the
dictionary or the overflow table. If a
buffer area is full, PUTX gives control to
the FORTRAN System Director in order to
write a tape record and free the buffer.

Subroutines PUTBUF and PUTRET are parts
of PUTX which are used for specific func-
tions in some Phase 10 subroutines. PUTBUF
is called by subroutine END MARK CHECK to
output the buffers at the end of Phase 10
execution.

PUTRET is called by subroutines not
making standard text entries (e.g., FORMAT
statements) to the intermediate text buf-
fers to check if a buffer area is full.

ENTR NCE: The utility subroutine PUTX is
referenced by

ARITH Part 1,

BKSP/REWIND/END/END FILE, GOTO, ARITH Part
3, DO, SUBIF,

READ/WRITE, CALL, FUNCTION/SUBRTN,
CONTINUE/RETURN, STOP/PAUSE, FORMAT, END
MARK CHECK

OPERATION: When the translate and test
instruction senses the first delimiter in
the statement under consideration, that
delimiter is placed in DELIM. PUTX then
moves the contents of ADJ to the intermedi-
ate text buffer area, and then moves the
contents of DELIM to ADJ. Subroutine ARITH
Part 1, subroutine ASF, or a keyword sub-
routine uses a special adjective code for
the first intermediate text entry for that
statement. These codes are moved directly
to ADJ.

Subroutine PUTX is entered at different
points depending on the information the
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calling subroutine has to enter. imn the
intermediate text. One entry point exists
in PUTX for a subroutine that has a state-
ment number to be entered in text, a
separate entry point exists for a subrou-
tine that has an adjective code to be
entered, etc.

Subroutines SYMTLU and LABTLU place the
address of the dictionary or overflow table
entry in a general register. PUTX moves
that pointer from the general register to
the intermediate text.

The type code is moved directly to the
intermediate text from the mode/type field
in the dictionary of overflow table.

EXIT: Subroutine PUTX exits to the subrou-
tine that called it.

SUBROUTINES CALLED: The utility subroutine

PUTX will reference the FORTRAN System
Director to write the output buffers on
tape.

Subroutines ERROR, WARNING/ERRET: Chart CP

Subroutine ERROR

Subroutine ERROR creates the intermedi-
ate text entry for an error messagee.
Errors are not printed in Phase 10.
Entries which indicate to Phase 30 that an
error message should be printed are made to
the intermediate text. The remainder of
the statement in which the error occurred
is not processed. An indicator is set in
the Communications area so that the other
phases of the compiler know an error has
occurred.

ENTRANCE: The utility subroutine ERROR is
referenced by subroutines EXTERNAL,
INTEGER/REAL/DOUBLE, CLASSIFICATION, ARITH
Part 1, ARITH Part 2, ARITH Part 3,
CONTINUE/RETURN, STOP/PAUSE,

BKSP/REWIND/END/ENDFILE, GOTO, SUBS, SYM-

TLU, EQUIVALENCE Part 1, EQUIVALENCE Part
2, DO, PAKNUM, LABTLU, ASF, SUBIF, INTCON,
READ/WRITE, FUNCTION/SUBRTN, COMMON,

DIMENSION, DIMSUB, DIM90, END MARK CHECK.

OPERATION: The intermediate text entry for
an error message 1is the error adjective
code, an error number which is inserted in
the position normally occupied by a
mode/type code, and the internal statement
number of the statement in which the error
was detected.

The error number is retrieved in an
unusual manner. When an error condition is
found in any of the statements processed by



Phase 10, a branch is taken to an instruc-
tion in a table of branch instructions.

Each of these branch instructions rep-
resents a particular error message. All of
the instructions are branch and link

instructions +to the subroutine ERROR. Sub-
routine ERROR makes use of an address
constant which is the address of the begin-
ning of the branch table.

The branch table 1list in Phase 10
appears as follows:

ERR1 BAL 13,ERROR
ERR2 BAL 13,ERROR
ERR3 BAL 13,ERROR

ERR27 BAL 13,ERROR

The subroutine which branches to a point
in the branch table determines the nature
of the error, and which error message is to
be generated. If the calling subroutine
has determined that this is error #27, it
will issue this instruction:

BC 15, ERR27

When the computer executes the instruc-
tion 1located at ERR27 it branches to sub-
routine ERROR and saves the address from
which it branched to ERROR in register 13.
Each instruction in the branch table places
its address in register 13, and each branch
instruction has a particular error message
associated with it.

If the beginning address of the branch
table (the address of the instruction
labeled ERR1) is 1loaded as an address
constant in subroutine ERROR, the error
message number can be computed by subtract-
ing the beginning address from the address
loaded into the register by the branch and
link instruction, and then dividing by &.
The length of a branch and link instruction
is one word or 4 bytes.

A program switch is set any time subrou-
tine ERROR is entered. If an error has
occurred in statements of the program writ-
ten by the user, the compiler knows that it
cannot compile the program properly. It
does mnot generate the machine language
coding necessary to run the object program.
Instead, if the GOGO option is not on,
after Phase 20 is completed, it enters
Phase 30 which will use the error entries

in the intermediate text +to print error
message.
EXIT: Subroutine ERROR exits to subroutine

END MARK CHECK.

SUBROUTINES CALLED: During execution sub-

routine ERROR references subroutine PUTRET
to see if the intermediate text output
buffers are full.

Subroutine WARNING/ERRET

ENTRANCE:

OPERATION:

Subroutine WARNING/ERRET enters a warn-
ing or an error message in the intermediate
text. Subroutine WARNING/ERRET attempts so
recover and continue processing the state-
ment, whereas subroutine ERROR goes direct-
ly to subroutine END MARK CHECK and aborts
the rest of the statement from the compila-
tion.

Subroutine  WARNING/ERRET is
entered to generate a warning message by
subroutines CLASSIFICATION, CONTINUE/RETURN
BKSP/REWIND/END/ENDFILE, GOTO ARITH Part 3,
EQUIVALENCE Part 1, DIMENSION, DIMSUB, END
MARK CHECK. Subroutine WARNING/ERRET is
entered to generate an error message by
subroutine DIMSUB.

A warning does not force the
compilation to be ended at Phase 20 as an
error does. The compiler generates the
object coding for the FORTRAN source pro-
gram, and then calls Phase 30 to process
the warning messages that were entered in
the intermediate text during Phase 10. 7:\
warning would occur if a statement such as:

DIMENSION, A (20),B(2,2,2)

were processed by Phase 10. The comma
between the names DIMENSION and A is redun-
dant.

The same problem for error and warning
messages processed by subroutine
WARNING/ERRET does not develop as it did in
subroutine ERROR. The error or warning
message number is inserted in a register.
The contents of the register are then
stored in the intermediate text entry for
that error or warning message.

Every time subroutine WARNING/ERRET is
entered when a warning has occurred, a bit
is set on in the Communications area to
indicate that at least one of the source
statements has a condition which merits a
warning message. If this switch is on,
Phase 30 is called after Phase 25 has been
completed to process any warning messages
placed in the intermediate text.

If subroutine WARNING/ERRET is called
because an error has occurred, the same
switch set by subroutine ERROR is set.
This switch indicates to the compiler not
to call Phase 25 to assemble the machine
language instructions. Instead, Phase 30
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is called at the end of Phase 20 to process
the errors.

When an attempt is made to re-enter the
subroutine that called WARNING/ERRET, the
intermediate text messages normally entered
for errors must be saved until the state-
ment has been completely processed. A bit
is set in the communications area to indi-
cate that entries for warnings and errors
must be made to the text. When the end of
statement is reached, subroutine END MARK
CHECK tests this bit and enters the entries
for warnings and errors to the intermediate
text after the end statement entry has been
made to the intermediate text.

EXIT: Subroutine WARNING/ERRET exits to
the subroutine that called it.

Subroutine PRINT: Chart CQ

Subroutine PRINT assembles a line to be
printed and calls the FORTRAN System Direc-
tor to print the line.

ENTRANCE : The utility subroutine PRINT is
referenced by subroutine GETWD.

OPERATION: Subroutine PRINT always prints
the card image of the card, and the inter-

nal statement number that has been assigned
to this statement by subroutine CLASSIFICA-
TION. The internal statement number has
been assigned to this statement before it
is processed.

Subroutine PRINT through use of a Super-
visor Call instruction calls the FORTRAN
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System Director to print a line. The FSD
will then call the I/0 routine that com-
mands the printer.

EXIT: Subroutine PRINT exits to the sub-

routine that called it.

SUBROUTINES CALLED: During execution sub-

routine PRINT references the FORTRAN System
Director to print a source card.

Subroutine GET: Chart CR

ENTRANCE:

Subroutine GET reads a new card image
and switches the buffers in the double
buffering scheme.

Utility subroutine GET is ref-
erenced by subroutine GETWD.

OPERATION: Subroutine GET calls the
FORTRAN System Director to read cards.
Control may be returned to subroutine GET
by two exits. The first is for normal
processing. The second exit is used if the
last card has been read from the card
reader. A switch is turned on signifying
the end of file for the card reader.

EXIT: Subroutine GET exits to the subrou-
tine that call subroutine GET.

SUBROUTINES CALLED: During execution sub-
routine GET references the FORTRAN System
Director to print a source card. Text is
written for this statement.
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