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SECTION 1 - INTRODUCTION

ABSTRACT

This manual is a design document that describes the internal design of the COBOL compiler
for the CDC 64/6600. It has several major sections that describe the design from different
points of view:

Section 2 describes the form of the processor itself and the methods of producing,
changing and operating with it within the SCOPE operating system and describes
techniques used broadly throughout the compiler, describing in some cases, the
way the source information is processed by different parts of the compiler.

Section 3 describes the major parts of the compiler, glvmg all the processing in
-~ roughly the order in which it occurs.

Section 4 contains the format descriptions of internal tables in one place,
showing the ways in which information is encoded.

Section 5 describes the various outputs of the compiler.

Section 6 describes routines that are used by object programs during execution
time (by calls from the subprogram library).

REFERENCES

This document presupposes that the reader is famlhar with the 64/6600 computers, the
ASCENT assembly language for them, the SCOPE 2.0 and 3.0 operating systems, and the
- COBOL language as described in the External Reference Specifications for this compiler

(12/9/66).

DESIGN OBJECTIVES

PRIME OBJECTIVES

1. Early delivery

2. Modularity

3. Reliability

4., Ease of maintenance
5. Object code efficiency

CA138-1
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The structure, internal design, and scheduling of implementation stresses these objectives
in the order listed. /"7

The large memory capacity available in the 64/6600/computer makes new techniques feasible
that will result in processing speeds in excess of 6000 statements per minute for normal
COBOL source code on the 6600 (assuming source input to the compiler, compiler prmtmg,
and relocatable instruction output are not I/O limited).

External Design Obiectives

The language to be implemented is. covered in the External Reference Specifications
(12/9/66). The system provides the data processing user with a complete system for his
needs, including report writing, linkage to 64/6600 SORT/MERGE, and the facility to link
COBOL object code with relocatable subroutines.

Hardware Conficuration

The COBOL system operates on the minimum hardware configuration required by 64/6600
SCOPE Version 3.0. (25K of words of core storage will be available to the compiler, plus
disk and tape storage.) Additional core and peripheral equipment may improve compiler
capacity.

Implementation Language and Operating Systems

The compiler is written in the COMPASS language. It produces relocatable binary output
for loading by the 64/6600 SCOPE system.

64/6600 COBOL operates under 64/6600 SCOPE, Version 3.;.

~"Object time input/output for COBOL programs is provided by the 64/6600 SCOPE system.
' The COBOL compiler generates appropriate linkage to utilize SCOPE.

64/6600 COBOL generates appropriate linkage to 64/6600 SORT/ MERGE, providing the,
SORT facility within the COBOL system.

‘Operator Communication

Th2 COBOL compiler requires no communication with the computer operator. Any equip-
ment or files that are not available when the compiler needs them will cause the termination
of the compilation run.

CA138-1
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Tape assignments, tape-label handling, tape changing, file searching, and similar functions
requiring communication with the computer operator are performed by the SORT/MERGE
and SCOPE systems.

COBOL statements ACCEPT, DISPLAY, and STOP literal communicate with the operator
by means of the standard 64/6600 SCOPE operating system's communication facilities.

Any unexpected arithmetic errors result in error termination of the COBOL object program.
The reason for the termination is printed in the user's control listing.

Programmer Communications (Diagnostics)

Information supplied to the compiler by the programmer, i.e., such as compiler options
and location of library data, is provided to the COBOL compiler from standard 64/6600
SCOPE control cards, by means of the 64/6600 SCOPE operating system.

Diagnostic information about the source program is available at four levels, which may
optionally be printed on the user's listing. These four levels are as follows:

. Non-DOD messages

. Precautionary diagnostics
. Errors

. Fatal errors

EN IO R

‘Normally, non-DOD and precautionary diagnostics are not printed in the user's listing
format.

General Performance

The primary objective is to provide a COBOL system in which heavy emphasis has been
placed on modularity, reliability, and ease of maintenance. Object code efficiency consis-
tent with the speed and power of the 64/6600 has been achieved consistent with a sound
compiler design. No special optimization pass was employed in an effort to approach
""hand coded" efficiency.

COMPILER STRUCTURE

COMPILER LAYOUT

The following pages describe the overlay format of the compiler. The corhpiler is con-
structed in overlays so that maximum control can be utilized to minimize the space needed
for the compiler routines. (See Figure 1-1.) SCOPE rules limit overlays to two levels,

primary and secondary overlays.

‘The compiler is placed in absolute form on the system library.

CA138-1
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The compiler is designed so that a number of "open-ended'" tables are located in one big
area at the end of available memory. Since the SCOPE loader allows the compiler access
to any area within the field length (fl) specified on the JOB card, the open-ended tables are
located above the program load area and below the field length. Obviously, certain amounts
of surplus core must be furnished by the user before any significant table work can be done.
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SECTION 2 - PROCESSING TECHNIQUILS

TWO-PASS APPROACH

The compiler makes two passes over the Procedure Division code. The first pass consists
of the preliminary processing of statements and procedures to establish their references to
the Data Division and to each other--or to other compilations. Output from the first pass is
a symbol table for procedure names and references, and encoded syntax items in a format
which is often referred to as "Trees." The first pass places the syntax items on the disk.

The second pass generates object code and creates relocatable binary elements, placing
them on a file ready for subsequent loading and execution by the user.

SYNTAX ANALYSIS

GENERAL

The COBOL compiler consists of several parts. Those parts which are concerned with the
scan of the COBOL source code are written in a specially designed source language, the
syntax language; this language is processed into a pseudo-machine code in the 6600. An
interpretative routine, the Syntax Analysis Driver (SAD) executes this pseudo-code during
a COBOL compilation. A part of the compiler written in this language can be called a
"subprocessor.' Each subprocessor (there are two) undergoes a preprocessing to convert
from the syntax language to an octal format acceptable to the 6600 assembler. This pre-
processing is done by a separate routine written in the COBOL language. This octal format
as output from the preprocessor, is put into loadable form by the assembler. Tigure 2-1
illustrates this process and the operation of this subprocessor during a COBOL compilation.

' The preprocessor is a routine written in the COBOL language whose input is a

SUBPROCESSOR written in syntax language. It converts this to assembly language. This
SUBPROCESSOR is then assembled into binary psuedo code for the 6600. The routine SAD
and all the necessary routines it uses, including SCAN, DIAG, and certain special punctua-
tion processors, are also assembled. '

During operation of the compiler, the source language is processed by the SUBPROCESSOR
into an encoded form for use by other parts of the compiler. The SUBPROCESSOR exists as
pseudo code that is interpreted by SAD. This technique permits the ‘ntroduction of a large
number of operations into the syntax language, each defined by a subroutine that executes it.

SYNTAX TABLE LANGUAGE STRUCTURE
‘Each separate syntax language SUBPROCESSOR (there are two in CDC COBOL) is called a

syntax table. Each syntax table consists of named scctions of variable length. Each sec-
tion consists of fixed length entries that are numbered-within the section. Each such entry
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This line can then be further
vided into two half-entries, each of which has four fields. Three of these fields are of
one type and can be called "action" fields.

The fourth field in each half-entry (or half-line)

1d. The name of the section and the number of

the entry are also written on the line. A line is written in the following form:

Section
Name

Entry
Number

Action Fields

[

Branch
Field

Action Fields

Branch
Field

]

Left Half-Entry

Pseudo-Computer Operation (SAD)

The pseudo-computer
Different type instructions, however,
action fields. The form of these instructions is shown in Table 2-1.

Right Half-Entry

can be thought of as having eight instructions per entry ("'word').
are actually generated for the branch fields and the

Table 2-1. Pseudo Instructions - Syntax Language
Source Form Encoded Form
Field Explanation Op Address Operation Performed
» | Subroutine name 0 Subroutine number Execute the subroutine.
o
—i
5‘ Dnnn nnn is a diagnostic number, 2 Diagnostic number Issue the diagnostic,
.§ $aaa aaa is a reserved word 4 Lexicon entry number Scan next word for this entry,
5 (in lexicon).
<

Section name 6 Section location Execute the section,

YES 7 1 Return from this section
skipping to next half-entry
after calling instruction.

ﬁ NO 7 0 Return from this section to
o next instruction after calling
b instruction,
i
S | nn Entry number must be in 5 Entry number (in Go to first instruction in
A this section, table) numbered entry.
1 2 Return from this instruction
to second half instruction
after the calling instruction.
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The process of "executing" a subroutine or section of the table (pseudo code) involves a
transfer of control remembering the calling location. A return is made either to the next
instruction (PARAM = 0) or to the first instruction of the nth half word after that
(PARAM = n). The NO return from an execution section (of pseudo code) corresponds to
PARAM = 0 while the YES return corresponds to PARAM = 1.

Use.of the Syntax Language

The syntax language has the ability to be recursive (a section can be executed from within
itself, directly or indirectly). It was primarily designed for one particular line format that
is the one most commonly used in the CDC COBOL syntax tables. In this form, the first
action field is called the "look for' field. It can be a $ field (look for a reserved word), a
section-name field (look for some specific type of source word or words), or a subroutine
name (look for a particular type word). The remainder of the left half-entry contains '""NO-
action' fields; the right half-entry contains "YES-action" fields. The "look-for' field is
expected to produce a skip to the right half-entry if the thing sought is found; otherwise,
sequential return is made to do the NO-actions. The NO-action and YES-action fields do
not execute skips, allowing control to pass to the following branch field which transfers
control. These branch fields are sometimes called the NO-GO-TO and YES-GO-TO fields,
reéspectively.

DETAILED OPERATION OF SAD
The flowchart in Figure 2-2 describes the Syntax Analysis Driver.

Subrouﬁnes Used by SAD

There are several external subroutines called by SAD that deal directly with SCAN's working
storage. They are listed below with brief explanations of each:

1. IMPKEYW--Calls SCAN2 then checks bits 8 and 7 of the lexicon number of the
current character string for 11, which identifies the word as an imperative key
word. If true, the NOSCNFL is set, and a return to SADYES is made; otherw1se,

return is to SADNOSN.

2. SIMPKEY--Calls SCAN2 then checks bits 8, 7, 6 of the lexicon number for a
setting of 111, which indicates a key word that sometimes is imperative and some-
times is-conditional. If true NOSCNF'L is set and return is made to SADYES;
otherwise, return is to SADNOSN.

3. KEYWORD--Calls SCAN2, then checks bit 9 of the lexicon number obtained from

SCANZ2 for a setting of 1, which indicates a key word that can introduce a new
statement. If true, return is to SADYES; otherwise, return goes to SADNOSN.
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0 Jump on
Subroutine List EXIT
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2 )
EXIT
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EXIT N 3
\
To SADNO ot sed]

4
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SAD5S

v To SCAN
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@
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7
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Figure 2-2. Syntax Analysis Driver (SAD) Flowchart (1 of 2)
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4, ACCT--Turns on the conditional comma test flag CONCOMA for subsequent testing,
then goes to SADNO.

5. DCCT--Clears the CONCOMA flag to zero to discontinue conditional comma
testing, then goes to SADNO.

-6. CCT--Conditional Comma Test. Checks the CONCOMA flag. If ON, transfer is
made to the COMMA subroutine; otherwise, the NO return (JP SADNO) is made to
SAD. : '

7.  COMMA--Clears COMAFLG to allow a comma as punctuation before the previous
words then checks the XTENDMD flag. If OFF, the SEMIFLG is cleared to allow
comma and semicolon to be used interchangeably before the previous word.
Otherwise, the SADNO return is made.

8. SEMICOL--First checks SCNOTNW flag to see if semicolon is legal before the
next word. If ON, return to SADNO is made; otherwise, the SEMIFLG is cleared
and XTENDMD is checked for ON. If ON, return to SADNO is made; otherwise,
the COMATLG is cleared to allow interchangeable use of comma and semicolon
before the previous word. Then return is to SADNO.

9. A--Checks the necessity and/or legality of column 8 beginnings. If COL8FLG is
ON, it is cleared. If zero, a diagnostic is issued and return is made to SADNO.

10. SNC--Set to Next Card. Sets SKIPOPS to 2, which causes SCAN2 upon subsequent
_ entry to skip to the next source card begmmng

11. SBW--Set Back of Word. Sets the NOSCNFL to enable a reexamination of the
previous word returned by SCAN.

12, SCNANW--Semicolon not allowed. Next word sets the SCNOTNW to disallow
semicolon use before the next word.

13. NONNLIT--Checks CWIC for 2, which describes a non-numeric literal just
returned by SCAN. If true, return is to SADYES; otherwise, return is made to
SADNOSN.

14, NUMBER--Calls SCAN2 then checvks CWIC = 3. If true, the last character string
from SCAN2 was a numeric literal and return is made to SADYES; otherwise,

returns to SADNOSN.

15. NAME--Calls SCAN2 then checks CWIC = 0 which describes a name of some type.
If true, goes to SADYES; otherwise, returns to SADNOSN.
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Figure 2-2. Syntax Analysis Driver (SAD) Flowchart (2 of 2)
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16. INTEGER--Calls SCAN2 then checks CWIC = 3 and PNTLOC = 0, which indicates
‘ an integer. If CWIC =3 and PNTLOC > 0, indicates a decimal literal; conscqucntly
returns to SADNOSN. If integer, return is made to SADYES.
17. SNW--Clear NOSCNTL to enable skipping current word, then returns to SADNO.
SCAN2 AND LEXSRCH
The SCAN2 program separated the next available character string from the source program
and forms and identifies a source "word." SCAN2 obtains source cards from the source
input file one block at a time when needed. As it inspects each character in a string it
classifies it into one of five categories and stores the "word'" in a sequential set of cells:
(CURNWD, left-justified with the word length count as the high-order character in
CURNWD + 0). The word descriptor 12-bit code is right-justified in CWIC.
SCAN2 is constructed to have entry points:
1. To obtain next word.
Calling sequence:
RJ SCAN2 (Normal)
or
JP SCAN (Syntax Analysis Driver)
~2. To reexamine thg previous character string.
Calling sequence:
SX6 1
SAG NOSNT'L (Set No SCAN)

(Then use same call as in A.)

3. Special entry used by INCLUDE verb processing.
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SCAN2 is also able tfo:
1. Skip to the beginning of the next logical source card.
Calling sequence:

SX6 2
SA6  SKIPOPS
(Then call SCAN2 as in A.)

2. Skip past the next period followed by a space and give no diagnostic messages if
invalid character conditions are sensed prior to the period.

Calling sequence:
SX6 1
SAG6 SKIPOPS
(RJ SCAN2 or JP SCAN.)

When SCAN2 is asked to obtain a word, it obtains the next word bounded by blanks or
punctuation. As words are obtained, the left delimiters '," and ";" are sensed and the
flags COMAFLG and SEMIFLG set nonzero accordingly, so that the subsequent entry to
SCAN2 can test the correctness of the punctuation. If the structure or character usage in
the word is illegal, SCAN2 puts out diagnostics via DIAG. The type of words that may be
obtained are as follows:

‘1. Non-numeric Literal

A non-numeric literal is bounded by quotation marks as shown below:
n(;é)n

Quotation marks are # signs in the 6400 DISPLAY CODE. The literal not including
the quotation mark is stored in CURNWD. The length of the literal is available.

2. Numeric Literal

A numeric literal is composed of all numeric characters, with or without a leading
sign and/or decimal point. A decimal point may not be at the right end. The
entire literal, both integral and fractional parts, but not the decimal point will be
stored at CURNWD. The sign indication, decimal position and total length is
available on exit. ‘
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3. Lexicon Words
Lexicon words are found by looking up the words in the lexicon list. The corre-
sponding lexicon control word containing an assigned lexicon code number is avail-
able on exit. The =, *, **, /, +, and _ are recognized as lexicon words when they
have a space on either side.

4., Name
Name may be of the following types:
a. All words not found in the lexicon list.

b. Words with illegal character (by default).

c. Words with trailing hyphen, imbedded hyphens or leading hyphen on
non-numeric words.

5. Period, (and)

The following three characters are treated as separate words by the Syntax
Analysis Driver (SAD):

( as the left delimiter, causes return to SAD.

) as the right delimiter causes a character backspace and the string
recognized previous to the ) is identified and return is made.

as the ‘right delimiter causes a backspace to itself, and exit is made.

The LEXICON contains a list of COBOL reserved words. A separate LEX list is allocated
for each division analysis with the reserved words pertinent to that division. An attempt
has been made to recognize all illegal uses of reserved words throughout compilation. This
causes some LEXICON overlays to contain the same words, but different LEXICON numbers.

The 12-bit descriptor code found in CWIC upon return from SCAN2 is either the associated
lexicon number (if a reserved word), or one of the special control numbers 000 through 004
as follows:

000 Name (or string with invalid character).
001 "Not in" jump return.

002 Non-numeric literal.

003 Numeric literal.

CA138-1



CONTROL DATA CORPORATION ° DEVELOPMENT DIV ° SOFTWARE DOCUMENTY

DOCUMENT CLASS Internal Reference Specifications ' PAGE NO__2-10
PRODUCT NAME 64/6600 COBOL Compiler

PRODUCT NO. CO43 VERSION_1.0 and 2.0 _MACHINE SERIES __64/6600

Special syntax analysis external subroutines examine numeric literals and names for
specific types. For example: '

1. Literals
- a., Unsigned

b. Signed

c. Infeger or Decimal (PNTLOC = 0)
2. Names

a. File name

b. Report name

c. Routine name

d. Subroutine name

e. SWITCHNAM

f.  Other (data name)

SCAN?2 returns the following specific information on exit:
1. LEXICON number or control code number in CWIC.

2. Left delimiters occurrence flags for "," and ";". These flags are COMATFLG and
SEMIFLG. '

3. . Sign +1 or -1 in cell SNG; SGN=0 if unsigned.

4. Point location (numeric only). The cell PNTLOC is zero if no decimal point, or a
positive integer denoting disposition of the actual decimal point from the rightmost
end of the decimal literal.

5. Character count of string in CHARCNT (in binary).

6. Number of words of CURNWD containing character string in bits 59-54 of
CURNWD + 0.

7. A margin usage indicator COLSFLG.
SCAN2 exits one of two ways: if called by the Syntax Analysis Driver via:

JP SCAN
SCAN RJ SCAN2
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a test is made upon return to SCAN + 1 to compare the PARAM and the lexicon number of
control code found in CWIC. If these two match, X4 is set to 1 and a yes jump is made (JP
SADYES). Otherwise, the no jump (JP SADNO) is made.

The second exit from SCAN2 simply returns to the calling external subroutine where CWIC
is tested for content.

Special flags are .given to SCAN2 in the following cases:
1. PICTURE
SCAN2 uses CHAR to extract the picture, one character at a time, and stores them
one char/word in PICTEMP (in Picture Encoding Routine). No diagnostics are
issued for illegal characters and the optional word IS, if used, will be bypassed
with no action required by the syntax driver routine. See Picture Processor
Description, Section 3, for details.

2. INCL2

- SCAN2 jumps to a special INCLUDE routine, REPLACE, which does the replacing
while compiling the INCLUDE sections or paragraphs from the COBOL library.

3. INCL1

SCAN2 jumps to the PASSI INCLUDE processor, which makes one full pass ’over
the INCLUDED section or paragraph in the COBOL library and sets up the REPBY
table for REPLACE.

4. COPYFLG

COPY FROM LIBRARY sets this ﬂag to inform SCAN2 to duplicate source from the
COBOL library.

Upon entry to SCAN2, NOSCNTL is checked for the reexamination option. If OFF, the -
previous left punctuation is checked for correctness. Diagnostics are issued for incorrect
","and '";" as left delimiters. The starting word column is then checked for correct ~
A and B margin beginning columns. Diagnostics may be issued accordingly.

The source card images are given to OUTPUT for subsequent source listing. CHARBRK sets
up the source input card image for CUTPUT.
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SCAN2 is the control routine for the subordinate SCANNER routines listed below which
perform specific functions:

1. Character Getter Routine--CHAR (MACROQ)

" CHAR is a MACRO that generates in-line code to load up the next input source
character. The CHAR MACRO looks as follows:

CHAR
SA4 B5 B5 = CHARBUF+N = COLUMN
SB5 B5 + B6 B6 = -1
NZ X4, *+2
+ RJ ENDCRb GET NEXT CARD AND RETURN THE NEXT

CHAR IN X4, RIGHT JUSTIFIED.

A byte of 00 in X4 indicates end-of-card. ENDCRD is then called to read in the
next card and to CHARBRK into CHARBUF.

ENDCRD performs the necessary hyphenation and beginning column usage tests and
issues diagnostics accordingly. Column 7 is check for a blank. If blank, Column 8
is checked for nonblank. If nonblank, COL8BE4 is set and B5 is set to Column 8

. and exit is made. If Column 8 is blank, ENDCRD positions to the last column
checked first nonblank and returns a blank in X4 and B5. If any of the Columns 9,
10, or 11 were nonblank, a diagnostic is issued.

If Column 7 is a hyphen, CHAR positions to the first nonblank character and loads
it into X4, If any column between Column 7 and 12 is nonblank, a diagnostic is
issued before exit is made.

If something otliet than a blank or hyphen occurred in Column 7, a diagnostic is
issued and Column 8 is checked for nonblank. If nonblank, COLS8I'LG is set and B5
is positioned to Column 12. Return is then made.

An end-of-card sensed while in the NON-NUMERIC LITERAL mode causes

73-(last column)=N blanks to be stored in CURNWD to compensate for any logical
blanks of a continued literal that were suppressed by 2RC (card-to-disk routine).
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2. Non-Numerical Literal Getter--NNLIT

SCAN2 calls NNLIT to store all non-numeric literals triggered by a left quote or

apostrophe in CURNWD. It, in turn, uses CHAR to feed one character at a time

for storage in CURNWD until it finds a right quotation mark followed by a period,
- space, comma, or semicolon.

This routine truncates (on the right) any literal longer than 255 characters. The
quotation marks bounding the literal are neither stored nor counted in the character
count. :

CHARBRK is called by ENDCRD to get.the next source card from either the
CHTEMP (normal) or CTEMP2 (Includes and Copies) buffer and breaks it down
into one character buffer CHARBUF. When the source block buffer is near empty,
SRCRDGT is called to read in the next block, thus keeping a full buffer for the
SCAN2 routine. If OUTADD # FRSTOUT (OUT of 00 byte) upon entry to CHARBRK,
the previous source card is sent to the OUTPUT buffer for listing. Printing one
card behind always necessitates a listing of the last card before end-of-file action
is taken. '

A missing leading quote on a continuation card of a non-numeric literal causes a
diagnostic to be issued and processing continues.

3. Word Getter Routine-~-NUMLIT

_ This routine controls the analysis of all words other than pictures and non-numeric
literals. It decides if a word is a numeric literal, LEXICON word, or name. It
checks for invalid character combinations. Within the word getter routine, there
are two subroutine sections, DISCODE and STORIT. '

DISCODE examines and identifies each character. The word type is determined
and hyphenation is detected and processed.

STORIT stores-each legitimate character of the string in CURNWD and test for a
maximum of 30 characters. Words greater than 30 characters are truncated on

the right and a diagnostic is issued.

Operators, left and right parentheses, and periods are identified instantly and
stored in CURNWD. The appropriate LEX number is stored in CWIC.

Numeric literals are identified and 003 put in CWIC.

Alphanumeric words are tagged as names (000 in CWIC).
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Alphabetic words are tested by LEXSRCH for possible match to a reserved word.
If a match is found, LEXSRCH returns to INLEX in NUMLIT. Otherwise, the
NOTIN return to NUMLIT is taken.

Character strings with invalid character combinations are tagged as names.

Before exiting from NUMLIT, the last word of the stored character string is left-
justified in CURNWD and is blank-filled on the right.

SCAN2 employs SRCRDGT to read in the next block of source .inp'ut cards. SRCRDGT
utilizes the File Manager system for its I/O.

Separate LEXICON lists are allocated for the ID-DD and the Procédure Division. LEXDATA
and LEXPROC are each divided into four parts.

Part IV is an indexed jump list of 32 words. The low-order addresses of the first 28 words
contain the jump addresses in Part I of the one word LEXICON subsets, e.g., ONEA,
ONEB, ..., ONEZ, SPEC. The 27th word contains SPEC, which is the subset of COBOL
special characters.

Part I is the actual list of one-word reserved subsets arranged in alphabetical order with
respect to the subset headings. The elements are arranged in order of predicted descending
frequency within each subset; this arrangement optimizes the linear word search.

Part II is the list of two-word reserved word entries (> 10 characters). They are arranged
in order of predicted descending frequency. No attempt has been made to jump to any par-
ticular subset of the two~-word entries due to the relatively few entries for comparison.

Part III is a constant section containing the corresponding lexicon numbers for the one- and
two-word entries of the reserved word list. They are grouped four 12-bit numbers per
word, left-justified in each quadrant. ‘

LEXSRCH examines the subset of the LEXICON corresponding to the word length and first
letter of the candidate for reserved word identification. If a match is found, the lexicon
number is ascertained and returned in CWIC for future PARAM comparison in SCAN or a
syntax table subroutine which had called SCAN2, '

A cell called LEXOVLA, in CONTROL, reflects the absolute address of the current
LEXICON list referenced by LEXSRCH assembled in SCAN2.

Table 2-2 illustrates the format of the lexicon table.

Note: The last four cells are needed by the LEXSRCH routine to establish LIMITS for its
searches. ' ‘
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Table 2-2. Lexicon Table
ONEA 1 A A a
1
1
ONEZ 1 Z A A
SPEC 1 N A
R
L ]
.
1 / a a
ENDEX 1 kA a
TWUWDS 2 w o] A [o] D paY
E N T R 1 S A A A
2 etc.
2 E D A F A T A
(o] A W O R S A A
LEXNRS 00005 01725 00002 01602
00003 01601 00001 00006
.
.
L ]
LEXPROC ONEA
+1 [} ONEB
.
L]
L]
+25 ONEZ
C 426 SPEC
+27 ENDEX
+28 ONEA
+29 LEXNRS
+30 LEXPROC
+31 TWUWDS
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LEXDATA and LEXPROC are identical lists of the reserved words. Nonzero lexicon
numbers are assigned to the words of each list if the words are legal in the ID-DATA Divi-
sion or Procedure Division respectively; otherwise, a zero lexicon number is assigned.
LEXSRCH senses incorrect reserved word usage by finding a match in the list whose lexicon
number is zero. Upon return to SCAN2, a diagnostic is issued stating that for this Division
there is either:

1. Incorrect reserved word usage, or
2. Illegal CDC reserved word usage.

Certain words in the reserved word list are marked as nonstandard COBOL '65. When they
are used as optional, precautionary diagnostic "NON-STANDARD RESERVED WORD USAGE"
will be issued.

The lexicon numbers consist of a coded 12 bits of which:

Bitll=1 If the reserved word is not DOD COBOL '65 standard.

Bit 9=1 If the reserved word in a sentence separates such as ELSE
END . DECLARATIVES PROCEDURE, etc. or is a key word.

Bit 8=1 If the reserved word is a key word signaling a new statement.
Bit 7=1 If the key word can be imperative.
Bit 6=1 If the key word can be conditional.

Delimiter Handling

The structure of the COBOL lanGLtage coupled with the method of 6600 COBOL syntax
analysis requires a different approach to certain delimiter tests.

1. Normally the syntax analysis table does not indicate a left-punctuation test. If left
punctuation has appeared, a diagnostic message is issued the next time SCAN gets
- a new word.

2. The syntax analysis table indicates places in the language where a ','" or ;" is
allowed. This can be implemented by causing SCAN to cancel the fact that a''," or
";" has appeared, so that a diagnostic message will not be issued when SCAN is
entered to get the next word.
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3. Some parts of the syntax table (in order to save repetition of the code in the table),
sometimes allow "," and sometimes not. This condition is handled by the routine
CCT (Conditional Comma Test). Normally the '"," is not allowed (in which case no
attempt is made to cancel the fact that a '"," has appeared) but when an indicator
has been turned on by ACCT (Allow Conditional Comma Test), CCT cancels the

fact that a ','" has appeared so that a diagnostic message is not issued. The rou-
tine DCCT (Disallow Conditional Comma Test) returns the indicator to OFF
(normal).

4. At places in the language where THEN has occurred, it is necessary to disallow a
";" to the right. SCNANW (Semicolon Not Allowed Next Word) sets a flag that pre-
vents the fact that a '";'" has appeared from being canceled. The flag remains set
until the time SCAN exits with a new word.

5. The DOD rules are very strict as to where a "," and where a '";" is allowed; how-
ever, many programmers use the ",'" and ";" interchangeably. The following
usage is allowed in 6600 COBOL: '

When the X option if OFF (so that extended diagnostics are not required)
every place in the syntax table that indicates that either a "," or a ";" is
allowed, cancels both indicators (one for ', and one for '; ") so that the
two punctuation signs may be used mterchanoeably

6. Starting in Column 8, certain words must appear. Normally a diagnostic message
is.issued when a word starts before Column 12 the next time SCAN2 is entered to
get a word. However, if "A" is indicated, a diagnostic is issued if it does not
begin in Column 8, and the fact that it begins prior to Column 12 is canceled.

-

Copy (From Library)

Library Copies are made from a random file whose name is specified by the S-parameter
on the COBOL control card. This file is written by COPYCL (see Appendix C). ITEMCOP
is called by SCAN2 when the COPYFLG is set after the E. O.S. is detected on the COPY
clause, to integrate the copied source statements at this time.

ITEMCOP searches the COPYCL random file index for a data-name-3 match. If not found,
ITEMCOP requests SCAN2 to skip to the next source item. If found, the disk location is
input to SCAN2's input routine, which reads the copy item symbolic source into CTEMP2.
Compilation of the data-name-3 item proceeds from this buffer while its level numbers, if
data-name-3 was not an 01 item, are qualified by the level-number gradient of the data-name
to which the COPY clause is subordinate.

© CA138-1
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Nested copy's from LIBRARY are allowed up to five levels. Overlapping copies or copies
including themselves, are not, of course, allowed. Nested copies utilize the same common
input buffer, CTEMP2. CHTEMP buffer pointers and random access disk address informa-
tion is kept in a pushdown list to be used in unnesting the copies. UNNESTC is called to
position to finish the previous nested copy, if present, or to return to the source input to
continue normal compilation.

INCLUDE Procedure Processing

There are two phases to the INCLUDE procedure processing. The first phase stores the
section and/or paragraph name of the library element in PNBUF and PQBUF. Then the
REPLACING (item) BY pair, if present, is analyzed and replacement pair clusters are con-
structed into a table named REPBY. If no replacing option is used, a default replacement
pair consisting of the library paragraph name vs. the section and/or paragraph name to
whlch the INCLUDE procedure is subordinate.

The second phase has two subphases. The first subphase consists of a call to ITEMCOP,
with INCL1 set to nonzero, to search the RANDOM file, specified by the S-parameter on
the COBOL compilation control card, for the request item named by PNBUF/PQBUF. If
not found, a diagnostic is issued and the INCLUDE section or paragraph is ignored. If
found, the named record is read into CTEMP2. ITEMCOP positions past the headers to
the first procedure in the item and jumps to SADYES.

Subphase two of the second phase passes over the library record constructing word clusters,
similar to those produced during phase one, pass over the replacing pairs, for each char-
acter string. These clusters are formatted as shown in I3 and are written out on a sequen-
tial binary file naimed DDINCL. When an EOR is sensed in the library element, the file is
rewound and the INCL2 flag is set totell SCAN2 to call REPLACE to check for replacing
while compiling the cluster from DDINCL.

REPLACE will read a cluster from DDINCL and compare it to the replacement pairs in the
table REPBY. If the cluster and all of its qualifiers (if any) match any left-string of quali-
fiers of a replacement pair in REPBY, then the right string of the REPBY pair is substi-
tuted for the string of clusters in DDINCL. ‘

The REPBY table is fixed-length, and therefore, may overflow if the REPLACING (item) BY
option is too long. If an overflow should occur, a diagnostic will be issued and the whole
INCLUDE procedure will be ignored.

The following list of SCAN2's working storage is saved in the INCLUDE clusters.

CWIC (lexicon or pseudo-lexicon number)

. Delimiter flags (COMATLG, SEMIFLG, COL8FLG, COL8BE4, and PUNFLAG)
Point location (PNTLOC)

. Sign (SGN (2 bits))

> W N
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a. 0= not signed
b. 1=+ signed
c. 2=- gigned

5. Beginning column of word ( COLUMST)
6. Number of characters in string (CHARCNT)

The following formats show the left- and right-replacement clusters and the Pass 1 library

source clusters: :

REPLACING (ITEM) BY LEFT CLUSTER FORMAT (REPBY)

Link to First Link to First
Word 1 Word of Word of Next
Replacement Entry Replace String

6 k‘7 8 1 18

12 6

PNT=- | COL- | CHAR Link to Next

Word 2 }CWIC | DELIM LOC |UMST| CNT 7 Replace Entry

/NL

ZOO o

CURNWD
(Words 3-28)
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INCLUDE PASS 1 CLUSTER FORMAT

12 6 2 6 7 8 1 18
S .
: PNT- | COL- CHAR- Link to Next
Word 1 CWIC | DELIM A Gl 1oC | UMST | CNT [/} Pass 1 String

B

CURNWD
(Word 2-27)
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REPLACING (ITEM) BY RIGHT CLUSTER FORMAT
(INTERSPERSED WITH REPBY)

(INCRT) |

S Link to Next Use
PNT- COL- CHAR-~
Word 1 CWIC DELIM G . Replacement
N LoC UMST CNT . in String
12° 6 2 6 1 8 1 18

Create by
LDWDFX

CURNWD
(Word 2-27)
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COMPILER /O INTER FACE

The compiler performs I/0 through the File Manager furnished in the SCOPE system. This
causes compiler use of File Environment Tables (FET) similar to those generated for object
code. :

All printer output is buffered by BLOCKIO and output to the output logical file name specified
by the L-option on the COBOL control card. BLOCKIO uses WRITOUT to buffer its input. )
 The output CIO buffer can be written out at any time by an RJ to FLUSH, which does a
WRITER on the output file. Registers A5 and A7 are destroyed by either a call to BLOCKIO
or FLUSH. Page ejection and header printout is controlled by BLOCKIO.

The format requirements for printer images given to BLOCKIO are as follows: (See printer
formats in Section 5.)

1. Carriage control character as first character. (This character is not printed.)

2. End-of-line terminator.
The standard OUTPUT EOL is at least two zero bytes (six bits/byte). If the first
of the two zero bytes is the rightmost byte of the last word of the printer image,
then a whole word of zero bytes must follow to complete the EOL requirement.

3. No zero bytes between CC and EOL (i.e., inclusive image must be display coded).

4, bLi,ne image < 136 characters.
It should be noted that if the images are > 136 display characters, the PP OUTPUT
routine will use the 137th, 273rd, ... character for the carriage control characters
that are not printed.

The CALL to BLOCKIO is as follows:

RJ BLOCKIO
VFD A30/BUFFER,N30/M

where
BUFTER is relocatable label address of printer image being output,
and

M is number of whole words .of display-coded printer image. M should include
EOL terminator.

CA138-1



CONTROL DATA CORPORATION ° DEVELOPMENT DIV o ‘SOFTWARE DOCUMENY

DOCUMENT CLASS Internal Reference Specifications ' PAGE NO_2-23
PRODUCT NAME 64/6600 COBOL Compiler
PRODUCT NO. C0O43 VERSION_ 1.0 and'2.0 MACHINE SERIES __64/6600

The CALL to FLUSH is as follows:
RJ  FLUSH

There are four main compiler CIO buffer areas. They are used for source input/output
procedure division TREEOUT/TREEIN, and the Assembler relocatable binary output.

The buffer size of these buffers is determined by the field length of the compilation (assum-

- ing a minimum of 53000g). Each buffer occupies 1/8 of the core space between 50000g and
the top of the field length. The CIO areas begin at a location half way between 500008 and the
field length, and run to the end of the field length. The remaining one half of the area is
utilized by extending the top of the PNT.

DIAG - DIAGNOSTIC OUTPUT ROUTINE

The diagnostic message output routine retrieves the diagnostic English error message
requested by the call and outputs the message to the output file. (See Table 2-3.)

The calling sequence to DIAG consists of the following:

RJ DIAG
DATA N
where

N is the message number.
Registers A5 and A7 are destroyed by DIAG.

The maximum diagnoStic number is 999. If the number exceeds this limit, a diagnostic is
included and issued by DIAG itself. Diagnostic messages have a 10-word maximum length.

The printer-line image for the messages includes the following: (See format in Section 5.)
o 4
1. Attention-getting field of asterisks ** *%*,

2. A 3-digit decimal diagnostic message number within the asterisks. Each number
is unique for every spot in the compiler routines where an error can be detected.

3. A 2-digit card column indicator prefaced by a special character 'cc'. This number

specifies the card column of the word or position of syntax where the error is
sensed. If cc=0, the message applies to the previous card.
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Table 2-3. Sample Diagnostic Table Format

DAGNOS1 | DL €000 DL €001
DL C002 DL C003
DL Cc004 - DL C005
:
DL C096 DL C097
DL co9s | DL €099
C000 A A
€001 X A I N € O R R E C
T A S T A R T I N G
A € O L U M N A B E
F O R E A C O L U M
N 1 2 A A A A A A A
Cco002 s
€009 A
A

A 1-letter indicator from the followihg list:

a. C - Fatal error with no execution possible..
b. E - Serious error with probable execution of part of the object code.

c. T - Trivial precautionary message (extended).

d. U - Non-DOD error condition message (extended).

An English language error comment. (To conserve space, several diagnostic
numbers may use the same error message; consequently, the printed number is

more specific than the message.)

Source line number, indicating the line in the vicinity of the error. (Most error
messages will print interspersed in the programmer listing, but some error
messages will print before and some after the source line to which they apply.)
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An X—parametei' on the COBOL control card determines which degree of diagnostics is
printed. ' :

Ranges for the diagnostic numbers for the different compiler segments are as follows:

OVERLAYS 0,0 and 1,0 1- 99
OVERLAYS 1,1 thru 1,4 100 - 499
OVERLAYS 1,5 thru 1,6 500 - 799
OVERLAYS 2,0 thru 2,3 800 - 999

- Diagnostic overlefy elements (of which there are 10) containing < 100 diagnostic messages
per element will be loaded in conjunction with the various passes of the compiler. Their
absolute locations (relative to RA) are stored in the CONTROL working storage in the cells

- named DAGLOC1, DAGLOC2,,, DAGLOC9, DGLOCI10. '

DIAG first determines in which overlay the requested diagnostic resides. Then the first
word of the message is loaded and the degree key is checked for possible extended degree.

If the degree of the potential diagnostic is either T or U, a special flag XTENDMD is
. checked. If this flag is set, the U and T diagnostic is printed. If not, exit is made from
the DIAG routine with no diagnostic issued. All C and E diagnostics are output.

Appendix D contains a list of compiler diagnostic messages.
TREE OUTPUT (TREEOUT) SUBROUTINE

The Tree Output (TREEOUT) subroutine is used for interphase I/0. Each time TREEOUT
is called, one tree is written to disk. Each time a section number changes (0-49 is con-
sidered no change), the previous logical record is terminated and a new logical record is
started. The calling sequence to TREEOUT is:

. Load X4 Priority Number (0-99)
.- Load B4 with length of tree

Load B5 with base address of tree
RJ TREEOUT

O DN =

CA138-1
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The format of the trees as they are written to disk is shown in Figure 2-3.

L1+1
Ly
L1+1
A
' Lo+l 1
A
L2+1 Ii
4
Lo+l
! 3 *1
A
Lg

Figure 2-3. Tree to Disk Format

‘s

is the length of

. This pictorial diagram represents a logical record of three trees. L1

tree 1, etc.

The word immediately preceding the one pointed to by register B5 is destroyed by
TREEOUT. Registers preserved by TREEOUT are:

1. . X0, X1, X2, X3
2. B1, B2, B3, B6

After the last tree has been ivritten, it is necessary to terminate TREEOUT outputs to the
disk by performing the following call;

RJ- PHASEND
Register preservation is the same as indicated above for TREEOUT.

A flowchart of TREEOUT appears in Table 2-4.
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TREE OUT PHASEND

( ENTER ) { ENTER )

CHGED

Writer On Writer on RANFILE

Save Registers RANFILE Recall

Has
Priority Number Compute Priority Write Out on
Changed ? Number Sequence File
| OUTPT
) Set Drum Addr,
Set RANFILE of Sequence File Write Out on Seq, Writer on
Wk-Storage Word to Go In File Recall Sequence File
GOBAK
EXIT
Write Out RANFILE Store it Reset Pointer
Load Pointer
EXIT
Priority Loaded
in X6

NOTEND

Add 1 to Pointer

Compute Position
for bit Imbedding

in PRIND,
Store it Back in Store Previous
Pointer in RANFILE + 7

Figure 2-4. TREEOUT Flowchart
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TREE INPUT (TREEIN) SUBROUTINE

The Tree Input (TREEIN) subroutine is used for interphase I/O. See Figure 2-5. Each
time TREEIN is called, one tree is returned. There are two exceptions:

1. If a priority change, no tree will be returned; instead, special end of priority exit
will be taken with the number of the next priority given in X1.

2. If there are no more trees to be input, X1 will contain a negati've number.
The calling sequence is:
+ RJ TREEIN
+ Priority change return
+ New tree return
Upon exit, B2 contains the address of the new tree. Registers preserved are:

X3 and B1.

TABLE HANDLING

The use of a number of "open-ended" tables are made by various compiler routines. The
Data Name table and the Procedure Name table are the two most prominent tables because
they are each used commonly by several phases of the compiler. However, many other
open-ended tables are also used.

The compiler is designed .so that all such tables are located in one big area at the end of
available memory. Since the SCOPE loader allows the compiler access to any area within
‘the field length (fl) specified on the JOB card, the open-ended tables are located above the
program load area and below the field length. Obviously, certain amounts of surplus core
must be furnished by the user before any table work can be done. :

Only two open-ended tables can be built at any one time. One begins at one end of available
.core area and the other begins at the opposite end. The combined length of these tables is
limited by one table's extension into a table extending from the other end, in which case
every part of available table space is used. Should such a limit be reached in the COBOL
compiler, the compilation will be aborted.

Although only two open-ended tables should be ""growing' at one time; once a table's maxi-
mum extension is determined, another open-ended table may begin from that point, contin-
uing in the same direction. Also, if a table is no longer nceded, a new table can begin in
its spot. The tables have been carefully designed to make maximum use of the area.
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TREE IN

ENTRY

FTM1

Set Disc Add

of SEQFILE

In Rec Req/
Return Info. Wd.

First Time
Thru ?

Set Wk-Stg from
Next Wk-Stg Pointey Turn on End

on RANFILE, iori
Read In RANFILE to Priority Flag
Get One Tree

Was a Tree Set SEQFILE
Read ? Wk-Stg Area

Save Last Word

for Next Read Read In on

Set B2 to Point SEQFILE

to Tree Top

Set Pointer to
EXIT Top of Buffer
Set Amt. Read

Pick Up Priority
Indicator Word

Pick Up Priority
Flag (0 Initially)

Pick Up
Bit Pointer
(51 Initially)

Figure 2-5. TREEIN Flowchart (1 of 2)
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Add1 1o
Priority Flag
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Inidcator
Left 1

Mask Off
———— Right Most
Bit of PRIND

Any
More Disc
Addresses in
This Buf-
End Priority fer ?
and Special

End Job

UTADD

1

Does
Priority
Flag Match That
in Buffer
Word

No

idd 1 to Pointer

Read SEQFILE
Set Pointer to
Top of Buffer
Set Amt, Read

Set Up to
Send 1 Wd.
Up RANFILE

Set End
Priority Flag

Store This Wd.
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Pointer

End
Priority
Flag On ?
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EXIT
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Reset SEQFILE
~—=- Disc Address to With New One

Top of File

Figure 2-5. TREEIN Flowchart (2 of 2)
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Specifically, the Data Name table will begin at the top end of Pass 1B or 1E, whichever is
longer, and extend it upward toward RA + FL. When Pass 2 is loaded, it will be allowed to
overlay the DNT as the table is no longer needed. Since Pass 2 will need the Procedure
Name table, it is not overlayed and is placed above the DNT, extending from the top of the
table area downward. The report tables are not needed in Pass 2 and may be overlayed.
The DNT length will be determined when the report tables start and thus the latter extend
from the former in the area building up towards the top. The Procedure Name table is not
started until the length of the report tables is known and extends from the top down toward
the completed tables. The PNT is limited by the high end of either the report table or
Pass 2, whichever extends the highest. All of these tables exist during Pass 1E.

Several more open-ended tables are used by certain passes. TFor example, after the report
table length has been determined in Pass 1B, subsequent passes build tables upward from
the end of the report tables for "local use.'" After Pass 1E, open-ended tables also extend
down from the PNT. Tables not named here, and required for the use of more than one
pass, are coordinated so as to not overlay or be overlayed by a "local' table. After

Pass 1G, extension upwards is not from the report tables, but from the end of Pass 2 code.

Limited table space is always available to smaller passes between its length and the begin-
“ning of the file tables.

Table 2-4 outlines how the table might be stored during the first pass. Indented items do
not have a 6-bit identifier.

The initial method used to find entries in the data table is to use a. HASH table as an index.
As each entry is placed in the data table, its three words of name (30 characters maximum)
are hashed as follows:

The three words are added together, ignoring overflow. The resulting sum is equal to its
.two halves. The resulting value is multiplied by the binary equivalent of 1/511. The first
nine bits to the right of the decimal point of the above product is the position in the HASH
table of the location of the data table entry. The HASH table will consist of a possible 511
entries. If an entry to the HASH table finds another entry there already, the new data table
entry will be linked to the already existing data table entry referenced by the HASH table or
to the last link of previous duplicates. Thus strings of entries may be established for
‘duplicate hashing results.

The address of the first word of data name is to be in an address register for the HASH
subroutine. The resulting pointer will be in an increment register.

The HASH subroutine will generate a 9-bit hash number from data words, using word one or
words one and two of the input data. ‘
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Table 2-4. First-Pass Table Storage

Contents of Table Contents of Table
HL EDD
NM EDD2-3
SNI EP
HL HL
NM NM
FD . CN
FD2-27 DDL
HL HL
NM NM
FD CN
FD2-27 DDL
HL DDL
NM HL
GDD NM
GDD2-3 sc
HL HL
NM NM
EDD sC
EDN2-3 GDD
HL GDD2-3
Tt HL
EDD NM
EDD2-3 RD
ssr RD2-00
HL HL
NM NM
GDD . RG
GDD2-3 RG2-7
HL RE
NM RE2-7
RN RE
HL RE2-7
NM RG
GDD RG2-7
GDD2-3 RE
EDD RE2-7
EDD2-3 HL
DDL NM
DDL PD
DDL HL
DDL NM
HL PD
NM PR
EDD PR
EDD2-3 ete
EP
DDL
Legend:
HL -~ Hash link EP - Encoded PICTURE
NM - Name SSC - Subscript coefficient (OCCURS)
GDD - Group data descriptor CN - Condition name (88)
EDD - Elementary data descriptor PD - Procedure def.
DDL - Data division literal PR - Procedure ref.
PDL - Procedure division literal FD - File table
SNI - Special name item RD - Report descriptor
SC - Source copy RG - Report group
RN - Renames (66) RE - Report elementary
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The initial method used to find entries in the data table is to use a HASH table as an index.
As each entry is placed in the data table, its three words of name (30 characters maximum)
are hashed as follows:

The first three words are added together, ignoring overflow. The resulting sum is equal to
its two halves. The resulting value is multiplied by the binary equivalent of 1/511, The
first nine bits to the right of the decimal point of the above product is the position in the
HASH table of the location of the data table entry. The HASH table will consist of a possi-
ble 511 entries. If an entry to the HASH table finds another entry there already, the new
data table entry will be linked to the already existing data table entry referenced by the
HASH table or-to the last link of previous duplicates. Thus strings of entries may be
established for duplicate hashing results, '

The address of the first word of data name is to be in an address register for the HASH
subroutine. The resulting pointer will be in an increment register.

The HASH subroutine will generate a 9-bit hash number from data words, using word one or
words one and two of the input data.

The calling sequence is:

RJ HASH
Return

where register B7 contains the location of a buffer containing the hash data words. The
first character of the first word of the buffer must contain the length in words of the data
item. If the name or HASH data does not completely fill the last word, blanks should be
used to fill the rest of the last word in the item's buffer for display code information and
zeros used as filler for binary information.

The return will be to the word following the call with the result in register B7.
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The HASH table itself is entered using the HASH result as an index to the table. The HASH
table entry format is: '

0 Assembler Pointers PNT Location DNT Location

6 18 18 18

The DNT field will also be used by the assembler during Pass 2 assemblies.
The compiler data table format is constructed so that each data item has a pointer to.the
next more dominant item in the hierarchy and also a pointer to other items having the same

name which in turn will point to the name itself. Also, each item includes its level number.

A typical data division is shown in Figure 2-6.

T A
|

N Name D 00 Level o 01 Level -
Box 1 -1 Box 2 i Box 3
4 L
Name C - 01 Level 02 Level
> Box 4 ” Box 5 Box 6

4 |
|

Name B 02 Level 02 Level
. Box 7 -~ Box 8 (e Box 9

4 1
| |

Name A 03 Level 03 Level 03 Level
” -Box 10 Box 11 Box 12 Box 13

Y

Figure 2-6. Example of Data Division
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Suppose it is desireci to. locate A of B of D:
1. Start at the name A (Box 10).
2. Listall A items as candidates (Box 11, 12, 13).
3. | Go "up" the hierarchy from one of thé candidates (Box 11 to Box 8).

‘4,  Go "around the circle' through all the items of like name until the name (Box 7) is
located. .

5. See if this name is next in the list of qualifiers (A of B of D). If it is, step to the
next name in the qualifier list. (It is, so we step to D).

6. Go "up" the hiérarchy again ('same as Steps 3, 4, 5). This time the next name in
the qualifier list (D) does not match the name "up'" the hierarchy. In this case, do
not step to the next qualifier but do go "up" the hierarchy (same as Steps 3, 4, 5)
(to Box 2).

7. A candidate is disqualified if the hierarchy is exhausted before the list of quahflers
is used up.

8. Otherwise, a candidate is retained.

In the example Box 11 and Box 12, both afe retained, but Box 13 is disqualified. (B, the
first qualifier, would not be found before the hierarchy is exhausted.)

If no candidates are retained, the item is not defined.
If one candidate is retained, the item is correctly defined and referenced.

If two or more candidates are retained, the item is ambiguously referenced (as in
Figure 2-6).

In testing to determine if the name and its qualifying names is defined, it is not necessary to
actually compare all the names encountered along the way. In locating A of B of D, setup a
table consisting of a pointer to the HL item for each of the names A, B and D. Use the HASH
table to find each pointer. Start with the dominant item for one of the A items (Box 8 via 11)
and find the location of the HL item for its name. Compare this location with the one from
the table for B. If equal, continue up the dominance and down the table. If not equal, hold
your position in the table and continue up the dominance. '
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ITEMCOP - RANDOM FILE ITEM SEARCH ROUTINE

Purpose

ITEMCOP reaches the random file named by the S-parameter for the item specified by
a COPY or INCLUDE from library statement. (See Figures 2-7 and 2-8.)

Calling Sequence

1. For.COPIES:
a. COPYDNT - absolute address of last qualifier of item requested.

b. LEVCOPY - level number of item.
0 - nonrecord copy.
1-88 - record copy.

¢c. COPYFLG - set nonzero.
2. For INCLUDEs:
a. COPYDNT - absolute address of procedure or section name.
b. LEVCOPY - set to -1,
c. COPYFLG - set nonzero.
d. INCL1 - set nonzero.

Routines Called

DIAG, SAD, SCANZ2

Operation

ITEMCOP reads the random file index (if not already open). The requested record name
is hashed and its cotrresponding record disk address is placed in INCOPY+6. If the disk
address is zero, the record does not exist on the random file, and a diagnostic is issued. .
Exit is then made to SADNO. Otherwise, the named record is read from the random file.
If the name of the record matches that of the requested record, INCL1 is checked for
INCLUDE. If it is an INCLUDE request, INCLOOD positions to the first procedure of
the requested paragraph and returns to SADYES. If INCL1 is zero, QUALCHK positions
to the first compliable word of the COPY item. If a record COPY, the level number of
the LIBRARY item is returned in binary in NEWLEVN. QUALCHK returns to SADYES.
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If the name of the record read does not match that of the requested record name, the
linkage word (word 1 of the record) is checked for nonzero, If zero, the element
requested, is not in the random file, and a diagnostic is issued and the SADNO exit .
is taken. Otherwise the nonzero link address represents the absolute disk address
of the next record with the same hash index.
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SECTION 38 - COMPILER COMPONENTS

CONTROL ROUTINE

A general control routine (CONTROL) exists in the compiler to load the overlay passes and
to furnish communications between them. The overlays have no other access to code in
other overlays or higher level overlays. Initialization routines are required for the syntax
ovei‘lays and the assembler overlay. The main overlay contains the control routine, sev-
eral general subroutinges; and some subroutines to take snapshot-type dumps, etc.

The general flow is as follows:

Calculate initial limits for data table locations
Load SCAN overlay

Load Pass 1A

Go to Pass 1A for initialization

Go to SCAN overlay for processing
Load Pass 1B

Go to Pass 1B for initialization

Go to SCAN overlay for processing
Load Pass 1C

10. Go to Pass 1C for processing

11. Load Pass 1D

12, Go to Pass 1D for processing

13. Load Pass 1E :
14. Go to Pass 1E for initialization
15.- Go to SCAN overlay for processing
16. Load Pass 1F

17. Go to Pass 1F for processing

18. Load assembler overlay

19. Go to assembler overlay for initialization
20. Load Pass 1G

21, Go to Pass 1G for processing

22, Load Pass 1H

23. Go to Pass 1H for processing

24. Load Pass 2

25. Go to Pass 2 for processing

26. Clean up

00 -3 O O i W N =

©

Table values in the CONTROL routine include:

FTBASE Location of file tables base
DNTBASE Location of data name table base
RTBASE Location of report tables base
AFTBASE’ Location of accept file tables base
UPTOP Location of end of "up' tables’

DOWNBOT Location of end of ""down' tables
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PNTBASE
PAS2TOP
DAGLOC1
DAGLOC2
DAGLOC3
DAGLOC4
DAGLOCS
DAGLOC6
DAGLOC7
DAGLOCS
DAGLOC9
XYZ
SYNSTRT
SYNSUBJ
SCANOV
LEXOVLA
EAT
DAGLOCY
DGLOC10
SCNSNAP
SNAPSET

CA138-)

Location of Procedure Name Table base
Location of top of Pass 2

Location of diagnostics 000-99

Location of diagnostics 100-199

Location of diagnostics 200-299

Location of diagnostics 300-399

Location of diagnostics 400-499

Location of diagnostics 500-599

Location of diagnostics 600-699
Location of diagnostics 700-799

Location of diagnostics 800-899

Location of syntax tables (current)
Location of first entry in syntax table
Location of subjump table

Location of SCAN overlay entrance
Location of lexicon list

Location of 64-word external access table
Location of diagnostics 800-899

Location of diagnostics 900-999

Flag* to indicate snapshot dumps in SCAN (debug aid)
Flag* to indicate snapshot dumps in the current phase

*Set by CONTROL upon interpretation of control card parameters.
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CONCRDI - CONTROL CARDS INTERPRETER SUBROUTINE

Purpose

CONCRDI is called by control to analyze the COBOL compilation control card and
‘encode its compilation parameters. (See Tigure 3-1.) '

Calling Sequence

CONCRDI is entered by a return jump.

Routines Called

RJ CONCRDI
DIAG

Limitations

This routine is the first executed subroutine of the compiler, therefore, it saves and
restores no registers. A parameter, either side of connecting = sign, exceeding seven
alphanumeric characters causes a control card error job abortion before control is
transferred to control. Parameters other than those specified in the Equipment Ref~
erence Specification cause COBOL abortion. '

Operation

CONCRDI begins paramecter encoding when it reaches a left parenthesis. It identifies
the left-hand option mnemonic and then passes over the equal sign, if any, and stores
the right-hand parameter (Ifn or o) in the corresponding table space in CONTPRM. If
the right parameter of an option is not specified, the appropriate default parameter is
set in its place. This process continues from left to right until either a period or right
parenthesis is scanned, thus terminating the encoding and initiating the setting of nec-
essary listing option flags specified by the L option,

If no parameters are specified CONCRDI returns directly to CONTROL upon sensing a
period control card terminator.
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3
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CONCRDI Flowchart (1 of 3)
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Figure 3-1. CONCRDI Flowchart (2 of 3)
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Character =
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Figure 3-1. CONCRDI Flowchart (3 of 3)
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IDENTIFICATION, ENVIRONMENT, AND DATA DIVISION

SYNTAX

The Identification, Environment, and Data Divisions are analyzed by means of a syntax
table in theory, not unlike the Procedure Division syntax table. The first three divisions
of a-COBOL source program must adhere to stringent syntax rules: only certain kinds of
statements may appear within any division and section. Therefore, the Identification,
Environment, and Data Division syntax table might be thought of almost as a linear search
for allowable syntax within a given division or section.

For instance, once a file description (FD) is encountered, the syntax table looks for specific
allowable words or clauses that must follow. If an encountered source word is not any of
the anticipated words, or is not a section header, then the syntax table issues an appropri-
ate diagnostic, i.e., "Compiler Out of Synchronization' and attempts to get back in syn-
chronization by one of several methods:

1. Skipping past the next period.
2. Searching for a keyword in cc 8.
3. Skipping to the next word.

If an encountered source word is one of the anticipated words, appropriate subroutines are
performed to process the word and/or current item.

A brief description of syntax table proceséing follows, assuming the reader has familiarized
himself with the SYNTBLE writeup in Appendix B and under Syntax Analysis in Section 2.

The syntax table items are in alphabetical order, with the first level of analysis beginning
with MSTRCON. The syntax levels of processing and structure are shown in TFigure 3.2 .

The syntax table begins executing table items at the main level of processing MSTRCONO1.
This table item '"performs" the table item IDNTDIV (second level of processing). IDNTDIV
searches for allowable Identification Division COBOL source words. If the word is found,
processing returns to the next higher level and the subroutines and/or diagnostics in the
yes-action field are performed. If the anticipated word is not found, processing returns and
the subroutines vand/ or diagnostics in the no-action field are performed. '

Both the no- and yes-action fields of MSTRCONO1 proceed to MSTRCONO2 which "performs"
the table item ENVDIV, returning to perform the subroutines and/or diagnostics in the no-
or yes-action field. Processing continues in a similar manner fo the completion of Data
Division processing. '

CA138-1
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PASS 1B AND ELEMENTS

PASS 1B employs several buffers or tables to facilitate the processing of an item. In
certain cases, all pertinent information about a single item is stored in these buffers until
the item is ready to be processed, after which the buffer is zeroed in preparation for
another item. A description and format of the main buffers used in Pass 1B is shown in
TFigures 3-3, 3-4, and 3-5, and in Table 3-1.

The SELECT buffer is used to store pertinent information about a file-name that is
“"Selected" in the File-Control paragraph.

59 SELECT 543210
SELECT optional file lfli.lg's;eié i?ijeiif optional
. . h.o. bit on if assign
+1 assign option option was accepted
+2 not used
. . . h. o. bit on if file-name
+3 subject of renaming option is subject of a reﬁamiug
option
“+4 not used
+o . alternate areas integer 6 bits ;.lge.rr?a?l;iez (;gltlggé:cd
P TN - 1.0. 12 bits = converted
+6 file~limit integer 12 bits file-limit integer
1.0, bit on if random
+1 _ o access mode 1. 0. bit off if sequential
- 1 1l o. 18 bits contain pointer
+8 symbolic key 18 bits to EOM of symbolic key
data-name
. . 1. 0. 18 bits contain pointer
+9 actual key 18 bits to EOM of actual key
data-name

Tigure 3-3. Select Buffer
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The IOCTL buffer is used to store pertinent information about a file-name used in the
I/O-Control paragraph.

IOCTL

I0CTL End of Reel logical Status
+1 Records Rerun Integer 30 bits
+2 Records Rerun logical status

Figure 3-4. IOCTL Buffer

The FDBUFT buffer is used to store pertinent information about a file-name used in a file
description in the File Section paraOTaph.

FDBUFF
+1
+2
+3
+4

+5

. CA138-1

FDBUFF

standard
omitted
f l— data-name

label records

value of (current clause)

number of data names in Data
Records Clause

report repoits clause

v

value of ID

value of Ending-Tape-Label-Identifier

100 if standard
010 if omitted
011 if data-name

PAGE NO_3-10

001 if ID 100 if Reel-Number
010 if Date- Written 101 if Retention-
011 if Edition- Number Cycle
110 if Ending-
Tape-Label-

Identifier

1. 0. bit on if value of 1D
clause specified

1. 0. bit on if value of End-of-Tape-
Label-Identifier specified

Figure 3-5. FDBUTT Buffer
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The SQASHBU buffer is used to process the current or previous item. Actually, a double
buffering technique is employed, with two SQASHBU buffer areas defined. SQASIHBU indexed
by B3 references the current item. SQASHBU indexed by B4 references the previous item.
(See Table 3-1.) '

Pass 1B is comprised of subroutines that handle the Identification, Environment, and Data
Divisions. Tables 3-2, 3-3, 3-4, and 3-5 list all of Pass 1B's subroutines, with a brief

description of each.

RG Checks Done in Pass 1B

Several special checks and actions are made in Pass 1B on items in the Report Section.
Diagnostics are given in appropriate situations. Further checking of the items in the
Report Section is done in Pass 1D and Pass 1II. Many of the normal Data Division checks
are made on report items in addition to the checks discussed below:

XRDCK 1) Check line bosition from PAGE clause in RD item.
| a) Heading position (H) must be > 1. Ifno H, set to 1.
b) First detail position (FD) must be > H. If no FD, set to H.
c) Last detail position (LD) must be > FD. If no LD, set to I.

d) Tooting position (F) must be > LD, Ifno F, set to LD. If no
F or LD, set both to page limit.

_e) Page limit must be > F.

SYNTG61 2) The COPY clause can only appear on an RD or 01 item. The
object of the copy can he in the source program or the library for
an 01, but can only be in the library for the RD.

XRECK 3) . -Every 01 level item in the Report Section must have a TYPE
clause and be subordinate to an RD which was listed in the
RETPORTS clause of an FD.

XRECK:- 4) The NEXT GROUP clause can only appear on an 01 level item.

XRECK 5) An 01 item with a type designation of DETAIL or DE must have a
data name following the level humber.

DCKPRE 6) The SELECTED option of the SOURCE clause can appear at the
group level only. : ' ‘

CA138-1
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