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1.0 INTRODUCTION
1.1 SCOPE

This General Design Specification is intended to define the common properties and characteristics of
Central Processor models, Central Memory models, and Input/Output units which constitute major
firmware/hardware components of the CDC CYBER 180 product line.* See table 1.5-2.

Included in this model-independent specification is the description of the Virtual Memory Mechanism
commonly applicable to these major system components.

The use of italic font in this specification is explained in section 1.6, Model Differences: Machine
States.

1.2 APPLICABLE DOCUMENTS

1.2.1 Control Documents

CYBER 180 Architectural Objectives/Requirements, Doc. No. ARH1688
CYBER 180 Configuration Notebook, Doc. No. ARH3386

CYBER 180 IT Assembler ERS, Doc. No. ARH3945

CTI Interface Specification, Doc. No. ARH2948

DFT/OS Interface Specification, Doc. No. ARH6853

Q 1.2.2 Reference Documents

- CYBER 180 Clock System Specifications, Doc. Nos. 11896089/11896090
- CYBER 180 Performance Monitoring Facility Interface Specification
- CYBER 180 Processor/Memory Transmission Scheme Specification

CYBER 170/173 Engineering Specification, Doc. No. 19063000
CYBER 180 ECS Coupler Interface Requirements Specification, Doc. No. 11896624
CYBER 170 I/O Channel Transmission Circuit Specification, Doc. No. 19063800

* 1In this internal specification, the term CYBER 180 also extends to components of the CYBER 900
product line.

O
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1.3 CONFIGURATIONS

The architecture shall allow flexibility in the interconnection of the basic computer system elements.
These elements shall consist of central processors, central memories and 1/O units.

This specification addresses the ability to connect various system elements together, but does not
define supported configurations.

For the purpose of this specification, the processors will be referred to as the five models PO, P1, P2,
P3 or THETA processor. The central memory units will be referred to as the models MO, M1, M2, M3,
or THETA memory. The Input/Output units will be referred to as the models 10, I1, 12, 14 or I4C. The
systems will be referred to as S0, S1, 52, S3, or THETA.

A comprehensive list of system configurations is shown in table 1.5-2.

1.3.1 Interelement Transfer Paths

All data transfers between two central processors or between the I/O Unit and a central processor
shall be via central memory. Transmission of data between central memories M2, M3 or THETA and
the I2 or 14 Unit shall occur over logically compatible, 64-bit wide interfaces. The electrical interface
and clocking are not necessarily compatible between all central memories and IOU models.

1.3.2 Interelement Clock

A detailed description of the clock system is included in the Clock System Specification listed in
paragraph 1.2.2.

1.3.3 Interelement Connection Alternatives

Each processor shall provide one processor port (termed the local processor port) to access the central:

memory within its system. P2 shall also provide one processor port (termed the external processor
port) to access a central memory in another system. Both processor ports on P2 shall be designed to
interface to a standard memory port (4.1.7). The requirement for two processor ports on the P2 is
implemented by providing both ports directly from the processor.

The I2 and 14 shall also be designed to interface to a standard memory port. An 14 attached to port 3
of a memory need not support the cache invalidation for C170 central memory writes (7.2.4) nor the
C170 Exchange Request (7.12).

M3 and THETA memory ports 0 and 2 shall be appropriately designed (with regard to performance

requirements) to interface the local processor port for P3 and THETA respectively. M3 and THETA
memory ports 1 and 3 and all M2 memory ports shall be standard memory ports. Of these standard
memory ports, port 3 of each memory shall not only be a standard memory port but also shall be
capable of interfacing an element which is not within the same EMC boundary as the memory. The
other standard memory ports may assume that the element attached is within the same EMC

boundary as the memory.

An SO or S1 system and elements therein are not required to directly interface any other elements on
other systems.

These interconnection requirements are summarized in table 1.3-1. Note that any required
resynchronization of clocks shall be performed by the element connecting to the standard memory port
rather than by the memory.
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CYBERPLUS
MEMORY  PORT P2 P3 THETA PROC. 12 14/14C] & MAP V
{0 (std) | Yes (local)
M2 {1 (std) Yes*
2 (std) | Yes (local) 1
L 3 (std) || Yes (ext'1) Yes
( 0 Yes (local)
M3 {1 (std) Yes* Yes*
2 Yes (local)
| 3 (std) Yes | Yes
[0 Yes (local)
THETA {1 1 (std) Yes*
MEMORY| 2 Yes (local)
L 3 (std) Yes

*This 10U must be inside the same EMC boundry as the memory.
Table 1.3-1. Interelement Connection Alternatives

Interconnection alternatives between the 12, 14, CYBERPLUS or MAP V and central memories M2,
M3 or THETA shall include options for one way electrical distances of one or two clock cycles of
propagation delay.

There shall be a special processor termed the Maintenance Control Unit (MCU) which will form part
of the I/O unit. Each of the central processors shall provide a Maintenance Channel (6.0) interface for
the MCU. The MCU shall serve as the programmable maintenance facility for these processors.

1.4 GENERAL TIMING CONSIDERATIONS

Within each processor, instruction execution shall be "conceptually serialized." Although .central
memory and register references may occur out of order, (to whatever degree required by a processor’s
model-dependent implementation in the achievement of its cost/performance goals), the results from
each of the associated instructions, as observed by the processor performing their execution, shall be
the same as if such instructions were actually executed in a serialized fashion (i.e., each instruction’s
execution would be completed before the execution of any subsequent instructions would begin). The
single exception to this concept shall occur in the case of self-modifying programs as stated in
paragraph 2.1.2 of this specification.

Processor operations shall be further serialized, as observed by other processors, only to the extent
that the function referred to as "serialization" is included within the execution of certain instructions
as described in section 2.6 of this specification.

Program interruptions shall occur between the execution of instructions, and with timing precision
relative to the cause of such interruptions, to the extent specified in section 2.8 of this specification.
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1.5 SYSTEM ELEMENTS

Each element on CYBER 180 has two registers-which identify that element uniquely. These registers
are the Element Identifier (EID) and the Options Installed (OI). They are used during system
initialization to determine the mainframe configuration. These two registers shall be constructed
such that software shall not be able to change their contents.

Also discussed in this section are microcode naming conventions and system configuration
information.

1.5.1 Element Identifiers (EID)
The EID has the following format:

32 40 48 63

Element No. Mode1 No. Serial No.

The element number identifies the equipment as a processor, memory, IOU, etc. Element number
assignments are as follows: '

00  central processor
01 central memory
02 input/output unit

The hexidecimal model number further catagorizes elements. For example, a processor could be a P2, 7N
as distinguished from a P1 or a P3. See Table 1.5-2. S

The serial number field is written in packed decimal notation (see 2.3.2.2). In this way, the console
displays the literal EID.

SERIAL NO. I PACKED DECIMAL EQUIVALENT (48-63)

0101 0000 0001 0000 0001
1019 0001 0000 ooo1 1001
0110 0000 0001 0001 0000
1489 0001 0100 1000 1001
1490 0001 0100 1001 0000

Table 1.5-1. Typical Serial Numbers

See table 1.5-2 for a list of supported system configurations.

x‘\‘ -
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1.5.2 Options Installed (OI)

The OI identifies the options installed on a given element. Examples are: channels and barrels on the
IOU; cache or control store extensions on a processor; various memory increments on memory; various
processor/memory/IOU configurations on the S1 system. The exact bit definitions of the OI are model-
dependent and are specified in the appropriate engineering specification for each element. The range
of central memory is shown in table 1.5-3.

1.5.3 Microcode Naming Convention

M

It

Mrrstxx

First character of the seven digit name to be M (microcode) to distinguish this name from
the prior naming convention which used U.

Hexidecimal numeric field (00-FF) to indicate the model number of the processor for which
this microcode is intended.

Alphanumeric configuration descriptor to indicate on a model-dependent basis different
microcodes with different capabilities.

Alpha descriptor to indicate specific microcode memory within the processor for which this
microcode file is intended.

Alphanumeric field to indicate the level of the microcode.

01 to 99 for released levels.
AA, AB...for specific "patches” to specific levels of microcode.
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1.5.4 Configuration Guidelines

The specific microcode (rr and s) required for a specific processor is completely specified by the
processor Model Number and Options Installed register. The required level (xx) of this microcode is
not specified by anything within the processor.

The model number for a processor will change whenever hardware changes (as opposed to switch
settings) are required within the processor such that the resulting processor is "different” from its
predecessor model in a manner not achievable by the addition or deletion of options or FCOs.

Additional model numbers must be specified via an approved DAP.

The maintenance channel must be able to read the Options Installed register without any microcode
support because the OI register helps specify which microcode will be loaded.

The setting of a bit in the OI may require a number of changes or other switch settings to provide the
- capability indicated. (For example, the setting of "C170 state available" on the second THETA
processor might require recabling the cache invalidation buss to the second processor.)

When a capability is added to a processor which requires a different microcode, the impact may require
including the ability to manually switch the associated bit in the OI register.

The addition of a capability which will be a permanent change to that processor merely requires that
the OI be appropriately altered, not necessarily switchable. Any capability which must be switched

periodically in or out will require an appropriately switchable bit in the OI register. No bits in the OI
register will be software alterable.

Additions to the OI register must be specified via an approved DAP. This DAP must include a
statement as to whether the bit requires a switch or may be "hard-wired".

Dynamic degradations of the processor as part of soft-fail procedures do not change the OI register.

The VMCL defines the environments in which a processor may execute. It does not define which
microcode shall be loaded by the initialization software. For this reason, the VMCL does not need to
be available via the maintenance channel until after the microcode has been loaded.
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1.5.5 Systems Supported

The CYBER 180 systems supported by Control Data are itemized in table 1.5-2. The range of central
memory capacities by CM model number is itemized in table 1.5-3. See section 1.6 for a list of systems
supporting C170 state only, C180 state only, and dual C170/180 state operations.

The following
s3 =
S3CR =

$3 Cost Reduced

annotation is used in this table:
$3 Sn = System n

Pn = Central Processor n

S3CR- = S3 Cost Reduced Minus Mn = Central Memory n

S3CR-- = S3 Cost Reduced Minus Minus In = Input/Output Unit n

$3s = 538

Element 00 Element 01 Element 02
System CPU 0 (model)|CPU 1 (model)|CM (mode1)|I0U 0 (model)]IOU 1 (model)
(optional)* (optional)

S0~ 930-A |PO- (58) MO- (58)]10- {5B)
S0- 930-B |PO- (5D) MO~ (50){10-~ (5D)
S0- 930-11}P0- (53) MO- (53)}10- (53)
S0 930-31{P0 (52) MO (52)|10 (52)
SOe~ 932-A |POe- (sC) MOe- (5C)|10e- (5C)
SOe- 932-B |PQe- (5F) MOe- (5F) | 10e- (5F)
SOe- 932-11|P0e- (55) MOe- (55)|10e- (55)
SOe 932-31{P0e (54) MOe (54)|10e (54)
SOe 932-32|P0e (54) [POe* (54) |MOe (54)|10e (54)
S1 Slowedt P1 Slowed(10) M1 Slowed (10){11 Slowed(10)
S1CR- 810 |PICR- (14) M1CR- (14){I11CR- (14)
S1CR- 810A |PICR- (14) M1CR- (14)[I11CR- (14)
S1CR-S 8158 [PICR-S  (15) MICR-S (15)|I1CR-S  (15)
S1- 815 |Pl1- (11) M1- (11)411- (11)
Sl 825 (Pl (12) M1 (12)|11 - (12)
S1CRS 8255 |[P1CRS (186) M1CRS (16) ] I11CRS (16)
SICR 830 |PICR (13)|P1CR (13) [MICR (13)|I1CR (13)
S1CR 830A |PICR (13)|P1CR (13) |MICR (13)|I1CR (13)
s2 835 |P2 (20) M2 (20) (12 (20)

* 932-32 is a dual processor system only.
t A1l S1 Slowed systems, model number 10, have been upgraded to model 11 or 12.

Table 1.5-2. Systems (part 1 of 3)
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The following annotation is used in this table:

S3 = S3 Sn = System n
S3CR. = S3 Cost Reduced
S3CR- = S3 Cost Reduced Minus

S3CR-- = S3 Cost Reduced Minus Minus

Pn = Central Processor n
Mn = Central Memory n
In = Input/Output Unit n

$3$ = §3S I4AC = 14 (air-cooled)
Element 00 Element 01 Element 02
System CPU 0 (model)|CPU 1 (model)| CM (mode1) | 10U 0 (model)|IOU .1 (model)
(optional)* {optional)

S3CR-- 840 |P3CR-- (34) M3CR (31)12 (20)

S3CR-- 840 |P3CR-- (34) M3CR (31)|14 (40)

S3CR-~ 840A |P3CR-- (34) M3CR (31)[14 (40}|14 (40)

$38-- 840S |P3S-- (37) M3CR (31)]14 (40)

$3- 845 (P3- (31) M3 (30) {12 (20)

$3- 845 |P3- (31) M3 (30) )14 (40)

$3- 845 |P3- (31) M3CR (31)112 (20)

$3- 845 |P3- (31) M3CR (31)114 (40)

§38- 845S |P3S- (35) M3CR (31){14 (40)

S3CR- 850 |P3CR- (33) M3CR (31){12 (20)

S3CR- 850 |[P3CR- (33) M3CR (31)]14 (40)

S3CR- 850A |P3CR- (33) M3CR (31)j14 (40)(14 (40)

S3 855 |[P3 (30) M3 (30)|12 (20)

$3 855 {P3 (30) M3 (30)|14 (40)

S3 855 |P3 (30) |P3CR (32)] M3CR (31))12 (20) SN

S3 855 |P3 (30) |P3CR (32)} M3CR (31)|14 (40) e ”@

S3s 8555 |P3S (36) M3CR (31)]14 (40)

S3CR 860 |P3CR (32){P3CR (32)| M3CR (31)]12 (20)

S3CR 860 |P3CR (32) |P3CR (32)| M3CR (31)[14 (40)

S3CR 860A [P3CR (32) M3CR (31){14 (40) 114 (40)

S3CR 870A [P3CR (32)|P3CR* (32)] M3CR (31)114 (40)i14 (40)

* 870A is a dual processor system only.

Table 1.5-2. Systems (part 2 of 3)

‘A‘[’ ‘\\\\
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The following annotation is used in this table:

S3 = S3 Sn = System n

S3CR = S3 Cost Reduced Pn = Central Processor n

S3CR- = S3 Cost Reduced Minus Mn = Central Memory n

S3CR-- = S3 Cost Reduced Minus Minus In = Input/Output Unit n

Element 00 Element 01 Element 02
System CPU 0 (model) CPU 1 (model) | CM (mode1) | 10U 0 (model)]I0U 1 (model)
(optional)* {optional)

PIP3~ 960-11 {PIP3- (38B) PIM3 (34)|14AC (40){14C (44)
PIP3- 960-11S|PIP3- (38) PIM3 (34)]14s (42))14C (44)
PIP3- 962-11 |PIP3- (38) PIM3 (34)]14C (44)|14C (44)
PIP3 960-31 |PIP3 (3A) PIM3 (34)]14AC (40)[14C (44)
PIP3 960-31S|PIP3 (34) PIM3 (34) 1148 (42)]14C (44)
PIP3 960-32 |PIP3 (3A) |PIP3* (3A)| PIM3 (34) | 14AC (40)|14C (44)
PIP3 960-32S|PIP3 (3A)|PIP3* (3A)| PIM3 (34)]14S (42)]14C (44)
PIP3 962-31 |PIP3 (34) PIM3 (34)|14C (44)]14C (44)
PIP3 962-32 |PIP3 (3A) |PIP3* (3A)] PIM3 (34)|14C (44){14C (44)
Theta 930 (40) (40)| 16K ECL (40)|14 (40) 114 {40)
Theta 990 (40) (40)| 64K CMOS (41)[14 (40) 114 (40)
Theta 990 (40) [(w/dp)t (41)] 16K ECL (40)]14 (40)]14 (40)
Theta 9380 (40) | (w/dp)t (41)] 64K CMOS (41)]14 (40) |14 (40)
Theta 990 |(w/dp)t (41)](w/dp)t (41)] 16K ECL (40)]|14 (40) {14 (40)
Theta 990 |(w/dp)t (41){(w/dp)t (41)] 64K CMOS (41)|14 (40)]14 (40)
Theta 990E |{w/dp)t (41) 64K CMOS (41)(14 (40)[14/14C(40/44)
Theta 995 |(w/dp)t (41) | (w/dp)t* (41)] 64K CMOS (41)|14 (40){14/14C(40/44)
Theta 830E |(w/dp)t (41) 256K CMOS (42)]14 (40) | 14/14C(40/44)
Theta 995E {(w/dp)t (41) | (w/dp)t* (41)[256K CMOS (42)114 (40) I4/14C(40/44)
Theta 992-31 (42) (42) (256K CMOS (42)|14C (44)|14C (44)
Theta 992-32 (42)} * (42)|256K CMOS (42)]14C (44)114C (44)
Theta 994-31 (44) (44) 256K CMOS (42)|14AC (40)114/14C(40/44)
Theta 994-32 (44)] * (44)}256K CMOS (42)|14AC (40) {14/14C(40/44)
Theta-E- 2000S-1xx|{wo/vect)} (46)|(wo/vect)} (46) DRAM  (46)]|14CE (46) | 14CE (46)
Theta-E  2000V-1xx|(w/vect)  (48)|(w/vect)  (48)| BIMOS (48)|14CE  (46)|14CE  (48)

* The 960-32, 960-32A, 962-32, 992-32, 994-32 and 995E are dual processor systems only.
t Theta CPU model 41 includes the high performance double precision floating point unit.
} Theta-E Minus CPU model 46 does not include vector instructions.

Table 1.5-2. Systems (part 3 of 3)
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Table 1.5-3 states the capacitiés in megabytes (MB) of the Central Memories listed in Table 1.5-2.

Model System Mem. Chip Mem. Range
{11; M1- 815 64K 2-8 MB
11)  M1- 815 256K 16-32 M8
{12; M1 825 84K 2-8 MB
12) M 825 256K 16-32 MB
{13; MICR 830 84K 2-16 MB
13) MICR 830/830A 256K 16-64 M8
(14)  MICR- 810 64K 2-16 M8
14)  MICR- 810 256K 16-64 MB
14)  MICR- 810A 256K 8-64 MB
(15) MICR-S 8155 64K 2-8 MB
(16)  MICRS 8255 64K 2-8 M8
(20) M2 835 16K 4-16 M8
(30) M3 . 845/855 16K 4-16 M8
(31)  M3CR 840/840A/840S 256K DRAM 16-128 MB
(31) M3CR 845/8455 o " MB
(31)  M3CR 850/850A o " MB
(31)  M3CR 855/8555 . o. " MB
(31)  M3CR 860/860A/870A "o " MB
(34) PIM3 960/962 1M DRAM 64-256 MB*
(40) Theta 990 , 16K ECL 8-32 MB
(41)  Theta 990/990E /995E 84K CMOS 16-128 M8
(42) Theta 990E/995E/992/994 256K CMOS 64-256 MB
" (46) Theta-E- 2000S 1M DRAM 128-512 MB
(48) Theta-E 2000V 256K BIMOS 128-256 MB
(52) Mo 930-31 256K 8-64 MB
(52) MO 930-31 M 64-128 MB
(53)  Mo- 930-11 256K 8-64 MB
(53) Mo- 930-11 M 64-128 MB
(54)  Moe 932-31/-32 256K 8-64 MB
(54)  MOe 932-31/-32 M 64-128 MB
(55)  MOe- 932-11 256K 8-64 M8
(55)  MOe- 932-11 M 64-128 MB
(sB)  Mo- 930-A 256K 8-16 M8
(5C) Mo- 932-A 256K 8-16 MB
(s0)  Mo- 930-B 256K 8-16 MB
(5F)  Mo- 932-8 256K 8-16 MB

* 962-11 comes with a 32 MB capacity.

Table 1.5-3. Central Memory Capacities
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1.6 MODEL DIFFERENCES

The following difference between models shall be noted.

Machine States

All of the CYBER 180 mainframes (with the exception of the 815S and 825S) support the C180 state
machine, the definition of which constitutes the majority of this specification. Some mainframes also
execute CYBER 170 code (or contain a C170 state machine). Chapter 7 describes the C170 state
machine. Because references to the C170 state machine appear in other chapters as well, all C170
specific material is printed in italics to aid the reader. These two are the only supported machine
states and are assigned identifiers as specified in 2.5.1.12.

C170 State
The following systems support C170 state operations:

S1 (810, 815, 825, 830) Note: 8158 and 8258 are C170 state only.

S2 (835)

S3 (840, 845, 850, 855, 860, 870)

PIP3 (960) [Note: the PIP3 model 962 is a C180 state system only]
Theta (990 and 990E)

Only the SICR processor (model number 13) supports concurrent C170 execution in dual processor
systems. (See 7.14.)

CMU

The S1 and S3 execute the C170 Compare Move Unit (CMU) instructions (Op codes 464 through 467) in
the hardware. All other models having C170 State detect these as Unimplemented Instructions. (See
7.3.1.) - '

Performance Monitoring Facility (PMF)

Initially, PMF was required as an option on all C180 models. Subsequently this requirement was
removed from all models except THETA (990, 990E), where it remains a standard feature. For
THETA-E, the PMF is included neither in the standard system nor as an option; however, the PMF
has been documented for THETA-E as a tool for development and manufacturing. Some early
non-THETA models may still exist that were manufactured with the PMF option. (See 2.11.)
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Bounds Register

‘The CYBER 180 architecture originally specified a 64-bit Bounds Register. This is the format found
in all processors of the S1 (810-830), S2 (835), S3 (840-870), and THETA (990, 990E).

This 64-bit register has 4 bits reserved for the Bit Vector for Port Bounds, 16 bits reserved for the
Upper Bounds, and 16 bits reserved for the Lower Bounds. Figure 1.6-1 illustrates the 64-bit Bounds
Register format.

0 34 3132 47 48 63

Not assigned Upper Bounds Lower Bounds

LBit Vector for Port Bounds (bit 0 indicates port 0, etc.)
Figure 1.6-1. Bounds Register (64 bits)

Setting a bit in the Bit Vector for Bounds confirms the corresponding port in the following way.
Writes are inhibited for all addresses greater than or equal to the Upper Bounds or less than the
Lower Bounds. An Uncorrectable Error Response (table 4.2-1) is returned and an entry is placed in
Uncorrected Error Log 1. A read operation is not tested for bounds.

The 16 bits of the Upper Bounds and Lower Bounds represent bits 36 through 51 of the Real Memory
Address (RMA bits 34 and 35 are reserved). This provides a maximum bounds of 256 megabytes with
the address bounds represented in modulo 4K bytes.

The S0 (930), PIP3 (960, 962), and all subsequent processors use the Bounds Register format defined
in section 4.6.

Debug on the Branch on Condition Register

The debug test on the Branch on Condition Register instruction has been temporarily removed from
the 840, 845S and 855S processors. It shall be reinstated as soon as microcode space permits. (See
2.1.2.2, Appendix D [D-10], and Appendix G [G-5]). .
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Memory Configuration Switches

Memory configuration switches as specified in paragraph 4.4.4 are implemented in the following
central memory models only:

M1l Models 10, 11,12, 13, 14

M3 Models 30, 31

M2 Model 20 THETA Model 40
No other models contain these switches.

Central Memory Port Assignments

Model | Port Number | Type Assignments

MO 0 Nonstandard | 10
1 Nonstandard | 10
2 Nonstandard | Processor
3 Nonstandard | Processor

M1 0 Nonstandard Frimary Processor - Pl
1 Nonstandard | 11(Interface A)
2 Nonstandard | Optional Processor - Pl
3 Nonstandard | I1(Interface B)

M2 0 Nonstandard | Primary Processor - P2
1 Standard 10U
2 Nonstandard | Optional Processor - P2
3 Standard *(21 address bits)

"M3 0 Nonstandard | Primary Processor - P3
1 Standard 10U
2 Nonstandard | Optional Processor - P3
3 Standard *(27 address bits)

THETA 0 Nonstandard | Primary Processor - THETA
1 Standard 10U
2 Nonstandard | Optional Processor - THETA
3 Standard *{27 address bits)

*

External port available for MAP-V, CYBERPLUS or other future
hardware meeting the Standard Memory Interface reguirements.

Table 1.6-1. Central Memory Port Assignments

Standard Memory Port Interface
The standard port shall be capable of accepting memory requests as follows:

M2 - one request every 56 ns
M3 - one request every 64 ns
PIP3 - one request every 80 ns

THETA - one request

every 64 ns
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Page Table Length Register

There are two versions of the PTL Register as described in 2.5.1.4. All C180 models have the 8-bit
PTL except as noted below, all of which have the 14-bit PTL:

S0-E (932)

PIP3 (960, 962)

THETA-E (997)

and all subsequent systems

Monitor Condition Register, Bit 48

MCRA48 is implemented either as DUE Software Flag or as Detected Uncorrectable Error, as described
in 2.8.1.1 and shown in Table 2.8-1.

CPU models 10-14, 20, 30-37, 3A, 3B, 40-41 and 50-53 (see Table 1.5-2) implement MCR48 as Detected
Uncorrectable Error. See 2.8.1.1.2. Within this group, CPU models 3A, 3B, 40 and 41 have
implemented Stop on Error along with MCR48. See 2.8, Group 0. On these four models, MCR48, if
set on Stop on Error, indicates that an uncorrected, nonretryable error condition has been detected.
On processor restart, the Maintenance Processor restores MCR48 to the definition specified in
2.8.1.1.2.

All other CPU models implement MCR48 as DUE Software Flag. See 2.8.1.1.1.

Vector Instructions

Vector instructions are implemented only on Theta systems. System models 990 and 995 implement
only the standard vector instructions as listed in table 2.12-1. System model 997 implements both the
standard and the extended vector instructions as listed in table 2.12-1.

Global Key and SPI Identifier

The following systexfxs implemented a global key lock mechanism defined in this document prior to
DAP ARH5792: ’

S1 (810, 815, 825, 830)

S2 (835)

S3 (840, 845, 850, 855, 860, 870)
PIP3 (960, 962)

Theta (990 and 990E)

DAP ARH5792 specified a simplified key lock structure as defined in 3.6.3.1. This redefines the global
key field in the P register as the SPI identifier. The models listed above support the SPI field as a
subset of the original key lock definition.

S0 systems (930) support neither the global key lock mechanism nor the SPI identifier field.

The SO0-E (932), Theta-E (997), Vanguard, and all subsequent models shall support the SPI field as
defined in 2.5.2.29.
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Instruction Stack Purge

Several of the sub-ops (specifically k=4 through 6, and k=C through E) of the Purge Buffer
instruction (Op. 05) have been changed during the course of the C180 product line development.
While these were changed in a manner to preserve compatibility at the time of the change, there are
some performance considerations for any situation utilizing the k=4, purge instruction stack sub-op.
Additionally, any future changes in this instruction require careful consideration of these differences.

ksu-op | so | st | sz | s3 | THETA |  THETA-E

0-2 Per Specification

3 Per Specification

4 . Purge Inst Stack

As if k=7

5-6 No-op

7 Per Specification
8-8 Per Specification
C-E As if k=F* No-op

F Per Specification

*Local Privilege is required
Table 1.6-2. Purge Buffer Instruction Sub-Ops

Ring Number Zero

The 932 and the Theta-E do not test for ring number zero at any point. All other models perform the
ring number zero test as specified in paragraphs 2.2.1.6, 2.2.1.7, 2.6.1.4, 2.6.1.5, 2.8.1.13, and 3.2.1.1.
No future C180 models will perform the ring number zero test.

SFSA Pushdown

Theta-E is the only C180 processor to contain an implementation of the Stack Frame Save Area
(SFSA) Pushdown as described in section 2.9.4. The SFSA Pushdown in Theta-E stores the P register,
the VMID and the SFSA Descriptor.

Short Warning

On the Theta-E, the Short Warning bit (MCR50) is permanently forced to zero. MCR50, therefore,
cannot be set implicitly by an environmental failure or explicitly by the Branch on Condition Register
instruction or by exchanging to a process having MCR50 set in the exchange package. Environmental
failures on Theta-E are managed by the Service processor.

All C180 models other than Theta-E have implemented the Short Warnmg bit as per the description in
section 2.8 and elsewhere in this specification. .
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2.0 PROCESSOR

Central processor models P1-P3 and Theta shall provide the means for reading and translating each of
the instruction codes contained in the instruction repertoire, as well as performing the corresponding
execution of these instructions as defined by the descriptions contained in this specification.

In order to accomplish instruction fetch and execution, each processor shall additionally provide the
means for referencing central memory. Central memory references shall be performed in virtual mode,
which shall include the address translation and protection facilities as described in Sections 3.0
through 3.6 of this specification.

2.1 GENERAL DESCRIPTION

For the purposes of this specification the operation codes from the instruction repertoire shall be
divided into four groups of instructions referred to as the General Instructions, the Business Data
Processing Instructions, the Floating Point Instructions, and the System Instructions. In addition to
central memory, addressed in virtual mode, the execution of the instructions within the first three of
these instruction groups, namely the General, BDP, and Flt. Pt. Instructions, shall require the means
to reference general containers referred to as the P Register, the A Registers, and the X Registers.
Also, the means for detecting and indicating exceptional conditions, which may occur in the course of
executing these instructions, shall be provided in accordance with the appropriate instruction
descriptions contained in this specification.

The fourth group, namely the System Instructions, shall additionally require the means to reference
special containers referred to as the Processor State Registers, Process State Registers, and Memory
Maintenance Registers in accordance with the appropriate descriptions contained within sections 2.5,
2.6, and 4.5 of this specification, respectively.

2.1.1 General Registers
The means for referencing a total of 33 General Registers shall be provided.
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2.1.1.1 P Register

The Program Address Register, referred to simply as the P Register, shall consist of 64 bits, numbered
from left to right, beginning with bit position 00. Conceptually, the P Register shall contain the
Process Virtual Address, PVA, of an instruction in central memory during the time it is read,
interpreted, and executed by the processor. Similarly, the P Register shall contain a Key to central
memory during each instruction’s execution. The contents of the P Register shall be formatted as
follows: where the RN (Ring Number), SEG (Segment) and BN (Byte Number) fields are individually
described within section 3.2 of this specification, and the Key field is described within paragraph 3.6.3,

and SPI in section 2.5.2.29 of this specification.

Bits 0, 1, 8 and 9 of the P register shall be set to zeros by the software responsible for generation of
exchange packages. Any software writing the P register via the maintenance access is responsible to
write zeros in bits 0, 1, 8 and 9. Failure to provide zeros either in the exchange package or via the
maintenance access write or via a copy instruction shall result in undefined operation.

0 |2 8 |10 16 20 32 63

(] SPI 00 Key RN SEG BN

2 6 2 6 4 12 32
<- - PVA ----mmmomoocnconmeaon >

The processor shall provide zeros for bits 0, 1, 8, and 9 when the P register is read or stored into the
exchange package or into the Stack Frame Save Area (SFSA). Bits 32 and 63 are copied from the
input on loads of P and copied into output on stores and reads of P. See table 2.1-2.

2.1.1.2 A Registers

The sixteen A Registers, referred to as the A0 Register through the AF Register (using hexadecimal
notation), shall consist of 48 bits each, identical in format to the rightmost 48 bits of the P Register as
just previously described.

Note: Although these address registers are intended for general use in explicitly supplying such
PVA’s as may be required for branch (jump) and operand references to central memory, an aggregate
of five A Registers, (namely, AO through A4), shall be implicitly utilized during CALL instruction
executions as described in section 2.6 of this specification.
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' 2.1.1.3 X Registers

The sixteen X Registers, referred to as the X0 Register through the XF Register (using hexadecimal
notation), shall consist of 64 bits each with their bit positions numbered from left to right, beginning
with bit position 00, as follows:

00 31132 63

X Register Left (32 bits) X Register Right (32 bits)

|< §4-Bit X Register --- 5|

The 64-bit contents of an X Register may be treated as a logical quantity, a signed binary integer, or a
signed floating point number. Bit string, byte string, 32-bit halfword (right-justified in bit positions
32 through 63), and 64-bit word operations shall be provided for the contents of the X Registers.

Store operations to Xk left (XkL) shall not alter Xk right (XkR) and store operations to Xk/X0/X1 right
shall not alter Xk/X0/X1 left.

Note: Although these operand registers are intended for general use in explicitly supplying such
operands as may be required for accomplishing the execution of a majority of instructions, the first
two X Registers, (namely, X0 and X1), shall be implicitly utilized during certain instructions which
require additional input arguments or execution results. In these cases, Register X0 Right shall
normally be used to supply additional input parameters to instruction execution and Register X1
Right shall be utilized to receive additional results from instruction execution. Whenver applicable,
the instruction descriptions contained in this specification will fully define all register utilizations
which shall be implicit in nature, including those cases in which the contents of Register X0 shall be
interpreted as consisting, partially or entirely, of zeros.

2.1.2 Programming Restrictions

Programmed modification of the instructions comprising a stored program in central memory may
lead to undefined results for instructions in the instruction stack (buffer). On exchange operations,
the instruction stack is cleared as described in paragraph 2.8.5.
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2;1.3 Instructions

Instructions shall be 16 bits or 32 bits in length, according to one of the four formats described in the
following subparagraphs.

2.1.3.1 Formats jkiD and SjkiD

Operation Code b k i D

8 4 4 4 12

Operation S J k i D
Code

5 3 4 4 4 12

Nonvector instructions: the j, k and i fields shall provide register designations, the D field shall
provide either a signed shift count, a positive displacement or a bit-string descriptor, and the S field
shall provide a suboperation code.

Within the BDP instruction group, one or two descriptors shall be appended to instruction format
jkiD. (See section 2.3.)

Vector instructions: the j, k and i fields shall provide register designations (A registers containing the
starting address of a vector or X registers containing an immediate operand) and the D field
containing both the length of the vector operation and the broadcast selection.

2.1.3.2 Format jk

Operation Code J k-

8 4 4

For this 16-bit instruction format, the j field shall provide a register designation, a suboperation code,
or an immediate operand value and the k field shall provide a register designation or an immediate
operand value. Within the BDP instruction group, two descriptors shall be appended to this
instruction format. (See section 2.3.) :

2.1.3.3 Format jkQ

Operation Code J k Q

8 4 4 16

For this 32-bit instruction format, the j and k fields shall provide register designations, suboperation
codes, or an immediate operand value. The 16-bit Q field shall provide a signed displacement or an
immediate operand value.
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2.1.3.4 P Address Access

The P address may produce any of the four exception conditions described below. The P exception
testing and handling on exchange operations is described in paragraph 2.8.8. The following
paragraphs and table 2.1-1 describe the exception testing for sequential instruction fetches and for
C180 branch instruction and Trap operations:

Invalid Segment

Four operations (Return, Inter-segment Branch, Call Indirect, Trap) are capable of generating a new
segment number for P. When any of these four attempts to load P with an invalid segment number,
an Invalid Segment shall be recorded; the instruction or operation shall be inhibited and the
corresponding program interruption shall occur.

Access Violation

For the purpose of establishing central memory access validation, the reading of every instruction
shall be an Execute type access. When specifically included within an instruction’s description, the
appropriate central memory access, performed for the purpose of fetching the instruction to be
subsequently executed, shall be execute validated. Execute type accesses shall use the ring number
contained in the P Register for access validation. The access validation procedure, which requires the
classification of central memory accesses into read, write, execute, and call types, is described in
section 3.6 of this specification.

Four operations (Return, Inter-segment Branch, Call Indirect, Trap) are capable of generating a P
with an access violation. When any of these four attempts to do this, an Access Violation shall be
recorded, the instruction or operation shall be inhibited and the corresponding program interruptions
shall occur.

Address Specification Error

With the exception of the 9X instructions, when any of the instructions or operations listed in table
2.1-1 attempts to write a byte number having bit 32=1 into P, an Address Specification Error shall be
recorded, this instruction or operation shall be inhibited and the corresponding program interruption
shall occur. For all 9X instructions, the processors shall be allowed to either inhibit or complete
execution as necessary to maximize performance. If no clear performance or cost advantage is present
for either solution, the processor shall inhibit the 9X instructions for bit 32=1 Address Specification
Errors.

Instruction accesses shall be confined to byte addresses which are 0, modulo 2. (The 32-bit
instructions are not restricted to be in a single central memory word.) Four operations (Return, Inter-
segment Branch, Call Indirect, Trap) are capable of generating a P with bit 63=1. When any of these
four attempts to do this, an Address Specification Error shall be recorded, the instruction or operation
shall be inhibited and the corresponding program interruption shall occur.

When any of the instructions or operations listed in table 2.1-1 writes an address having bit 32=0 into
P while another parcel or BDP descriptor associated with the new instruction sets bit 32, the branch
operation shall complete and the Address Specification Error shall be recorded as part of the
attempted fetch of the new instruction.
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" Page Table Search Without Find

When any of the instructions or operations listed in table 2.1-1 writes an address into P such that the
corresponding page is not in memory, the processors shall be allowed to either inhibit or complete the
branch operation as necessary to maximize performance. The entries in table 2.1-1 represent the

current implementation.

When any of the instruction or operations listed in table 2.1-1 writes an address into P such that the
first parcel of the new instruction is in memory but another parcel or BDP descriptor associated with
the new instruction is not, the processor shall complete the branch operation and the Page Table
Search Without Find shall be recorded as part of the attempted fetch of the new instruction.

KEY:

INHIBIT
COMPLETE
(SEE NOTE)
INSTRUCTION
04 ALL ALL ALL ALL - "pr2 -
RETURN - - - - ALL | P38 ALL
b3
ALL - rip2 -
sﬂ::frnvs - ALL | P30 ALL
?:TER-SEGMENT ALL ALL ALL ALL - r1p2 -
BRANCH - - - - ALL r3.6 ALL
90-9E
P = P1.P2 -
AN AL r2r30| A | P36 | A
oF
P - P1P2 -
EFCONDITION REG. P2P38| ALL | P36 | AL
BO ALL - P1,p2 -
CALL RELATIVE - AL | 3,6 ALL
B4 ALL - P1,P2 -
COMPARE SWAP - ALL p3,6 ALL
85 ALL ALL ALL ALL - P1P2 -
CALL INDIRECT - - - - aLL | P38 ALL
- ALL ALL ALL ALL - P1p2 -
TRAP - - - - ALL | P38 ALL
INHIBIT  — P IN EXCHANGE PACKAGE OR STACK FRAME SAVE

AREA WILL POINT AT THE BRANCH INSTRUCTION.
COMPLETE -~ P WiLL POINT AT THE DESTINATION INSTRUCTION,

*Fi{nal P has bit 32«0 but the address of a
latter portion of the instruction or of the
BDP descriptor has bit 32«1.

Table 2.1-1. P Exception Testing
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2.1.3.6 Unused Bits

a. Instructions
When one or more bits from an instruction are unused, i.e., their value(s) and associated
function(s) are not specified within the instruction description, the execution of these
instructions shall not be affected by the values of these bits. However, it is recommended
that such bits are equal to zeros.
b. Processor Registers and Process Registers
Table 2.1-2 summarizes definitions for the unused bits in processor and process registers.
Note that this table describes loading and storing operations for:
Copy Instructions
Maintenance Access Read/Wntes
Exchange Operations
Stack Frame Save Area References
Notes for Table 2.1-2
a. UNUSED/ZERO - These bits are unused (ignored by the processor) and are defined in such

a manner as to ensure that these bits will be zero when read while allowing several different

hardware implementations. The writing of any value other than zero into these bits by the

software shall cause undefined operation with respect to the subsequent value of these bits.

The processor shall always provide zero when reading these bits (assuming that the

previous write into these bits consisted of zero). This definition allows the following

hardware implementations:

1. The unused bits are copied into register locations when the registers are written and
then read out on register reads. -

2. The unused bits are not implemented in hardware and zeros are provided when the
registers are read with regeneration of parity.

b. UNUSED/ZERO* - These bits are identical to the above definition except that some systems
have the following implementation:

1. These unused bits are not implemented in hardware and zeros are provided along with
the original parity when the registers are read. This implementation can in effect cause
parity errors on the read when the unused bits were not written as zeros.

c. UNDEFINED - These bits have no specified state.

d. "__"- The operation indicated by the column is not applicable to the entry for this row.

e. COPY - These bits copy out on a read whatever was last written into them.

f. ONES - These bits will always be ones on a read regardless of previous writes.

g ZEROS - These bits will always be zeros on a read regardless of previous writes.

h. REQ-ZERO - These bits are required to be zero or the processor operation will be undefined.
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COPY FROM
STATE STATE
REGISTER

WRITE VIA
MAINT.
ACCESS

READ VIA
MAINT.

ACCESS

STORE INTO
EXCHANGE
PACKAGE

READ FROM
EXCHANGE
PACKAGE

STORE INTO

READ FROMM
SFSA SFSA
{CALL/TRAP)

{RETURN}

PROCESS
INTERPRETATION

PROCESSOR STATE REGISTERS
KEYPOINT BUFFER POINTER

BITS 0-15 UNUSED/ZERO | UNUSED/ZERO | UNUSED/ZERO
UNUSED/ZERO /ZERO

ZERQ

BITS

UNL

ERO

UNL > o
UNL 0 { UNL 0
UNUSED/ZERO
UNUSED/ZERO
UNL

61-63
JOB PROCESS STATE (JPS) BIT 32
BITS 60-63
MONITOR PROCESS STATE (MPS) ::T 32

UNUSED/ZERO
UNUSED/ZERO
UNUSED/ZERO

0

4

TS 60-63
PAGE TABLE ADDRESS BIT 32 UNUSED/ZERO*
BITS 33-51 COPY
BITS 52-63 UNUSED/ZERO
VMCL BITS 50-83

PMF REG 22817 1 .

cory
UNUSED/ZERO
ZERO

cory
UNUSED/ZERO
ZERO

121 .

IGNORED
ZERO
IGNORED
ZERO
IGNORED
ZERO
IGNORED
SEE 25.1.3

SEE 25.1.3
ZERO

REG 22BITS 3-23
BYTES 4,5 WHEN NOT USED L
BYTES 6,7 L
LEFTMOST BIT OF BYTES 9.11,13,15 UNL

ERO!

PROCESS STATE REGISTERS

P REG BIT5 0,1,8,
BIT 32,63

# REG BITS 2-7

USER MASK REGISTER BITS 0-6

UNTRANSLATABLE POINTER BITS 32,61-63

TRAP POINTER BITS 32,61-63

DEBUG LIST POINTER BITS 32,61-63

A REGISTERS BIT

ZERO
COPY
REQ-ZERO
ONES
cory

coPy
cory

REQ-ZERO
ONES

CcoPY
CoPY

UNUSED/ZERO*

32
SEGMENT TASLE ADDRESS BIT 32
B8IT 61,62,63

UNUSED/ZERO"® | UNUSED/ZERO*
UNL

EXCHANGE PACKAGES

UNUSED/ZERO*
UNUSED/ZERO

€180 EXCHANGE PACKAGE - C180 P
UNUSED BITS LISTED IN

RARAGRAPH 2.5.20
€180 EXCHANGE PACKAGE - C170 P!

UNUSED BITS DESCRIBED IN
SECTION 7.4

€170 EXCHANGE PACKAGE
UNUSED BITS DESCRIBED IN
SECTION 7.5

STACK FRAME SAVE AREAS
SFSA - C180 PROCESS - TRAP

COoPY
UNUSED/ZERO*
UNL

ZERO ZERO
CoPY cory
REQ-ZERO
ONES

COPY
ONES

WGNORED

coPY COPY

Y
UNUSED/ZERO*
UNL

UNDEFINED

UNDEFINED

ZERO

ASE, IF NON-ZERO
ASE, IF NON-ZERO
ASE, IF NON-ZERO
IGNORED

ZERO

IGNORED

UNDEFINED | IGNORED

UNUSED BITS DESCRIBED IN
PARAGRAPH 2.5.4.1
$FSA - C180 PROCESS - CALL

UNDEFINED | IGNORED

UNUSED BITS DESCRIBED IN
PARAGRAPH 2.5.4.1
$FSA - C170 PROCESS - TRAP

UNUSED BITS DESCRIBED IN
SECTION 7.4

Table 2.1-2. Unused Bits

CONTROL DATA PRIVATE

N

\ !
L



DOC. ARH1700

CONTROL DATA CYBER 180 MIGDS REV. AC

DATE July 15, 1988

Architectural Design and Control PAGE 29

2.1.3.6 Nomenclature

Throughout the instruction descriptions contained in this specification, the following conventions
shall be used with respect to nomenclature.

a.

The expressions "Register Aj" and "the Aj Register” shall be used interchangeably to denote
the 48-bit A Register specified by the 4-bit j field from an instruction. Thus, "Aj" shall
denote one of the sixteen A Registers, A0 through AF (in hexadecimal notation)
corresponding to j field values of 0 through 15 (in decimal notation), respectively.

The 4-bit k field from an instruction shall be interpreted in a manner identical to the j field
(as just described) with respect to the interchangeable expressions "Register Ak" and "the Ak
Register." ‘

The expressions "Register Xj" and "the Xj Register” shall be used interchangeably to denote
the 64-bit X Register specified by the 4-bit j field from an instruction. Thus, "Xj" shall
denote one of the sixteen X Registers, X0 through XF (in hexadecimal notation)
corresponding to j field values of 0 through 15 (in decimal notation), respectively.

The 4-bit k field from an instruction shall be interpreted in a manner identical to the j field
(as just described) with respect to the interchangeable expressions "Register Xk" and "the Xk
Register."

With respect to the X Registers, the terms "Left" and "Right" shall be used to denote the
leftmost and rightmost 32-bit positions, respectively. Thus, "Register Xk Left" shall denote
the leftmost 32-bit positions, 00 through 31, of the Xk Register and "Register Xk Right" shall
denote the rightmost 32-bit positions, 32 through 63, of the Xk Register.

Parentheses shall be used within instruction names to denote "the contents of."

Units of information shall be referred to as bytes (8 bits), parcels (16 bits), halfwords (32
bits) or words (64 bits) with the following numbering conventions (always numbered
consecutively from left to right):

Bits 00 -—|08 --=[16 --=+{24 --=|32 --+|40 ~-+[48 --=|56 -~
Bytes 0 1 2 3 4 5 6 7
Parcels 0 1 2 3
Halfwords 0 1
Word 0

foo ---- e — 63|

Note: Alphanumeric (including decimal) and floating point data formats are illustrated in
sections 2.3 and 2.4, respectively of this specification.

Bits within registers are numbered consecutively from left to right with the rightmost bit
always equal to 63. For CYBER 170 bit numbering, see 7.2.1.
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2.71.4 Address Arithmetic

Address arithmetic operations, referred to as "indexing” and "displacement,” shall be performed on
signed, 32-bit integers using two’s complement addition without overflow detection.

2.1.5 Address Exception

When the leftmost bit of the BN field, (position 32), in any PVA is equal to a one at the time it is used
to access central memory, an Address Specification error shall be recorded, the central memory access
shall be inhibited, and the corresponding program interruption shall occur. See subparagraph 2.8.1.5
of this specification.

2.1.6 Instruction Reference Numbers

Prior to the assignment of operation codes, each instruction was identified by a three-digit reference
number. These reference numbers are shown in this specification now only for historical continuity.

Appendix A lists CP instructions in reference number sequence. All other tabulations, however,
emphasize the operation code of the instruction, which has become the preferred instruction
identifier.

2.1.7 Zero Field Length

The following instructions make memory references controlled by a field length. When the controlling
field length is zero, these instructions are no-ops. All of the normal address exception detection for
data fields (including the field with zero field length) may but need not be performed. This address
exception detection includes: Access Violation, Invalid Segment, Address Specification Error, and Page
Fault as described in section 2.8.1.

The normal debug scan for addresses associated with data fields (including the field with zero field
length) shall be performed as per section 2.7.2.

Load/Store Multiple (Op. 80, 81)

Decimal Sum, Difference, Product, Quotient (Op. 70, 71, 72, 73)
Decimal Scale and Scale Rounded (Op. E4, D5)
Decimal Compare (Op. 74)

Numeric Move (Op. 75)

Byte Compare and Compare Collated (Op. 77, E9)
Byte Scan While Nonmember (Op. F3)

Byte Translate (Op. EB)

Move Bytes (Op. 76)

Move, Compare, Add Immediate Data (Op. F9, FA, FB)
All Vector Instructions (Op. 4X-5X)
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2.2 GENERAL INSTRUCTIONS

For the purpose of this specification, the instructions comprising the General Instruction group shall
be further classified, according to function, as described by the titles for paragraph numbers 2.2.1°
through 2.2.10 of this specification. '

2.2.1 Load and Store

This subgroup of instructions shall provide the means for transferring data, in the form of a single bit,
a byte string, a 64-bit word, or multiple 64-bit words between one or more registers and one or more
locations in central memory as specified by the individual operation codes.

For the purpose of establishing operand access validity for the associated central memory read and
write accesses, the ring number used for validation shall be the value of the ring number contained in
bit positions 16 through 19 of the associated A Register. ‘

The central memory operand access type for the Load Bytes to Xk from (P) displaced by Q, (Op. 86)
shall be execute-access (see subparagraph 2.2.1.4). For all other load and store instructions in this
subgroup, the central memory operand access types shall be read-access for any instruction which
loads an A or X register, and write-access for any instruction which stores an A or X register.

Instructions which transfer data from one or more registers to central memory, (namely, Store
instructions), shall not alter the contents of any register which serves as a source of the data to be
transferred to central memory.

2.2.1.1 Load/Store Bytes, Xk; Length Per S

a. Load Bytes to Xk from (Aj displaced by D and indexed by XiR), Length per S
DSjkiD  (Ref. 001)

b. Store Bytes from Xk at (Aj displaced by D and indexed by XiR), Length per S
DSjkiD  (Ref. 003)

Operation: These instructions shall transfer a field of bytes between Register Xk and a byte field in
central memory with the direction of transfer determined by the operation code. The length of the
byte field in central memory shall be determined from the instruction’s S field as follows:

Load Bytes... @ S =0-7 Length = 1-8
Store Bytes... S =8-F Length = 1-8

The bytes in Register Xk shall be right-justified, so that the appropriate leftmost byte positions in
Register Xk shall be cleared for load instructions with lengths less than eight, and the appropriate
leftmost byte positions within the Xk Register shall not be transferred for store instructions with
lengths less than eight.

Addressing: The beginning (the leftmost byte position) of the byte string in central memory shall be
determined by means of the PVA obtained from the Aj Register, modified by byte item counts as
follows:

Displacement and Indexing: The 32-bit halfword obtained from register Xi Right and the 32-bit
quantity obtained by left-extending the D field with zeros shall be added to the rightmost 32 bits of the
PVA obtained from the Aj Register. In this context, the contents of the X0 Register shall be
interpreted as consisting of all zeros.
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2.2.1.2 Load/Store Word, Xk

a. Load Xk from (Aj displaced by 8*D and indexed by 8*XiR)
A2jkiD (Ref. 005)

b. Load Xk from (Aj displaced by 8*Q)
82kQ (Ref. 006)

c. Store Xk at (Aj displaced by 8*D and indexed by 8*XiR)
A3jkiD  (Ref. 007)

d. Store Xk at (Aj displaced by 8*Q)
83jkQ (Ref. 008)

Operation: These instructions shall transfer a word between Register Xk and a word location in
central memory. The direction of transfer shall be determined by the operation code.

Addressing: The item location in central memory shall be determined by means of the PVA obtained
from register Aj modified by a 32-bit quantity calculated as follows:

Displacement and Indexing: The 32-bit halfword obtained from register Xi Right shall be shifted left 3.

bit positions, end-off with zeros inserted; the 12-bit quantity obtained from the D field of the
instruction shall be expanded to 29 bits by extending zeros on the left and shall then be shifted left 3-
bit positions with zeros inserted on the right. The two 32-bit quantities resulting from these
operations shall then be added to the rightmost 32 bits of the PVA obtained from the Aj register. In
this context, the contents of register X0 shall be interpreted as consisting of all zeros.

Displacement: The Q field from the instruction shall be expanded to 29 bits by means of sign
extension and shall then be shifted left 3-bit positions with zeros inserted on the right. The 32-bit
result shall then be added to the rightmost 32 bits of the PVA obtained from the Aj register.

Notes: Unless the PVA from the Aj register consists of a byte address which is 0 modulo 8, an Address
Specification error shall be detected, the execution of the instruction shall be inhibited, and the
corresponding program interruption shall occur. See subparagraph 2.8.1.5 of this specification.
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2.2.1.3 Load/Store Bytes, Xk; Length Per X0

a. Load Bytes to Xk from (Aj diéplaced by D and indexed by XiR), Length Per X0
A4jkiD (Ref. 009)

b. Stores Bytes from Xk at (Aj displaced by D and indexed by XiR), Length Per X0
Ab5jkiD  (Ref. 011) v

Operation: These instructions shall transfer a field of bytes between Register Xk and a byte field in
central memory with the direction of the transfer determined by the operation code. The length of the
byte field in central memory shall be determined by adding one to the value of the rightmost 3 bits
contained in Register XO0.

In all other respects, these operations shall be identical to those described in subparagraph 2.2.1.1 of
this specification.

2.2.1.4 Load Bytes Xk; Length Per j

Load Bytes to Xk from (P displaced by Q), Length per j
86jkQ (Ref. 013)

Operation: This instruction shall transfer a field of bytes from central memory to register Xk. The
length of the byte field in central memory shall be determined by adding one to the value of the
rightmost 3 bits of the j field from the instruction. The byte(s) loaded into Register Xk shall be right-
justified so that the appropriate leftmost byte position(s) in Register Xk shall be cleared for lengths
less than eight. ‘

Addressing: The beginning (the leftmost byte position) of the byte field in central memory shall be
determined by expanding the Q field to 32 bits by means of sign extension and then adding the result
to the rightmost 32 bits of the PVA obtained from the P Register.

Notes: The read operation for the field of bytes from central memory shall be tested for access
validity as if it were an instruction fetch, thus requiring execute-access rather than read-access
validity.

The read operation for the field of bytes from central memory shall not be tested for read access.
Testing for execute access could be tested but need not since instruction execution already has tested
this.
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2.2.1.5 Load/Store Bit, Xk

a. Load Bit to Xk from (Aj displaced by Q and bit-indexed by XOR)
88jkQ (Ref. 014)

b. Store Bit from Xk at (Aj displaced by Q and bit-indexed by XOR)
89jkQ (Ref. 015)

Operation: These instructions shall transfer a single bit between Register Xk Right, bit position 63,
and a bit position in central memory, with the direction of the transfer determined by the operatlon
code. Additionally, the load instruction shall clear the Xk Register in its leftmost 63 bit positions, 00
through 62.

Addressing: The byte in central memory, containing the bit position to be loaded from or stored into,
shall be addressed by means of the PVA contained in the Aj Register modified as follows: The 32-bit
halfword obtained from Register X0 Right shall be shifted right three bit positions, end-off with sign
extension on the left, and the Q field from the instruction shall be expanded to 32 bits by means of
sign extension. These two 32-bit results shall then be added to the rightmost 32 bits of the PVA
obtained from the Aj Register.

Bit Selection: The bit position within the addressed byte in central memory shall be selected by means
of the rightmost three bits obtained from Register X0 Right, bit positions 61 through 63. Values from
0 through 7 for these three bits shall select the corresponding bit position, 0 through 7 within the
central memory byte.

Notes: The instruction which transfers a bit to central memory shall accomplish the associated
central memory operations in a nonpreemptive manner, i.e., the byte containing the bit to be stored
shall be read, modified in the appropriate bit position to the extent required, and then written such
that no other accesses from any port to the addressed byte shall be permitted between these read and
write accesses. When clearing a synchronization "lock” with this instruction, preserialization is
required. This should be achieved by issuing a "Test and Set Bit" instruction (124) immediately prior
to the Store Bit. Since the 124 instruction postserializes, this sequence effectively preserializes the
clearing of the "lock."

For the instruction which transfers a bit to central memory, operand access validation shall consist of
write access validation only.
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'2.2.1.6 Load/Store Address, Ak

a. Load Ak from (Aj displaced by D and indexed by XiR)
AOjkiD (Ref. 016)

b. Load Ak from (Aj displaced by Q)
84jkQ (Ref. 017)

c. Store Ak at (Aj displaced by D and indexed by XiR)
AljkiD (Ref. 018)

d. Store Ak at (Aj displaced by Q)
85jkQ (Ref. 019)

Operation: These instructions shall transfer six bytes between the Ak register, right-justified, and a
six byte field in central memory, with the direction of transfer and the addressing of central memory
determined by the operation code.

Addressing: For the A0 and Al instructions, the leftmost byte position of the six byte field in central
memory shall be addressed by means of the PVA initially contained in register Aj, modified by byte
item counts in a manner identical to that described in section 2.2.1.1. =

For the 84 and 85 instructions, the leftmost byte position of the six byte field in central memory shall
be addressed by means of the PVA initially contained in Register (Aj), modified in its rightmost 32-bit
positions by the addition of the 32-bit quantity obtained by left extending the sign of the 16-bit Q field
from the associated instruction.

Special Load Conditions: The instructions which load Register Ak shall unconditionally transfer only
the rightmost 44 bits of the six byte field from central memory to bit positions 20 through 63 of
Register Ak. ’

When the instructions which load Ak are executed, the larger value of 1) the leftmost 4 bits of the six
byte field from central memory, 2) the leftmost 4 bits in bit positions 16 through 19 of the Aj Register,
and 3) the R1 field contained in the 4-bit positions 08 through 11 of the segment descriptor associated
Xi:th the PVA obtained from Register Aj, shall be transferred to bit positions 16 through 19 of Register

(For the format of a segment descriptor and the definition of its R1 field, see paragraphs 3.3.1 and
3.6.2 of this specification, respectively.)

Ring Number Zero Test: [See section 1.6 for a list of the C180 models that do not perform this test.]
When the leftmost 4 bits of the six byte field from central memory are all equal to zero, a Ring Number
Zero condition shall be detected and, following the completion of the associated Load instruction’s
execution, the corresponding program interruption shall take place. See subparagraph 2.8.1.13 of this
specification.
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2.2.1.7 Load/Store Multiple

a. Load Multiple Registers from (Aj displaced by 8*Q), Selectivity Per XkR
80jkQ (Ref. 020)

b. Store Multiple Registers at (Aj displaced by 8*Q), Selectivity Per XkR
81jkQ (Ref. 021)

Operation: These instructions shall transfer data between the general registers and central memory
with the direction of the transfer determined by the operation code. Central memory address
formation and general register selections shall be performed as follows:

Address Formation. The beginning address in central memory, of the contiguous word locations to
~ which, or, from which, as determined by the operation code, the designated transfers shall take place,
shall be formed by means of displacement addressing. The 16-bit Q field from the instruction shall be
expanded to 29 bits by means of sign extension, these 29 bits shall be shifted left three bit positions
with zeros inserted on the right, and this 32-bit shifted result shall be added to the rightmost 32 bits of
the PVA initially contained in the Aj Register. The resulting PVA shall be used as the beginning
address of the word field in central memory referenced by these instructions.

Register Selection. Selectivity of transfers between general registers and central memory shall be
accomplished by interpreting the rightmost 16 bits initially contained in Register Xk Right as four
fields of 4 bits each in the following manner:

<====--------- Register Xk Right ------------- >
48 51152 55156 59160 63
4 4 4 4
1 1 t t
t 1 t Number of the last X Register
1 t t to be transferred
1 1 1
t 1 Number of the last A Register
1 1 to be transferred
-t 1
t Number of the first X Register to be transferred
1

Number of the first A Register to be transferred

When the first register number is greater than the associated last register number, none of the
registers from the corresponding A or X Register groups shall be loaded or stored.

Transfers between registers and central memory shall begin with the A Register Group and end with
the X Register Group to the extent that the Registers within these groups are designated by the
rightmost 16 bits of Register Xk Right. A positive offset, applied to the PVA designating the first word
location of the central memory field, shall begin with zero and shall be increased by eight for each
designated transfer as it is accomplished during the course of instruction execution.
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The relationship between the bits contained in positions 48 through 63 of Register Xk Right, the 16
registers contained in each of the general register groups A and X, and the positive offset values
applied to the beginning address of the word field in central memory, are illustrated in figure 2.2-1 for
the case in which all 32 Registers are transferred.

The leftmost 16 bits of the word locations in the central memory field, which are associated with A
Registers to the extent designated, shall not be used by the instruction which loads multiple registers
and shall be cleared by the instruction which stores multiple registers.

Special Load A Conditions: The instruction which loads A Registers shall unconditionally transfer
only the rightmost 44-bit positions 20 through 63 of each appropriate word from central memory to
the corresponding bit positions of the designated A Registers.

As part of the execution of the Load Multiple instruction, the larger value of 1) the 4 bits in bit
positions 16 through 19 of each appropriate word from central memory, 2) the leftmost 4 bits in bit
positions 16 through 19 of the Aj Register, and 3) the R1 field contained in the 4-bit positions. 08
through 11 of the segment descriptor associated with the PVA obtained from Register Aj, shall be
transferred to bit positions 16 through 19 of each of the appropriately designated A Registers.

Ring Number Zero Test: [See section 1.6 for a list of the C180 models that do not perform this test.]
With respect to the designated A Registers, when all 4 bits in positions 16 through 19 of any associated
word from central memory are equal to zero, a Ring Number Zero condition shall be detected and,
following the completion of the Load Multiple instruction’s execution, the associated program
interruption shall occur. See subparagraph 2.8.1.13 of this specification.

Notes: For both of these operation codes, unless the PVA initially contained in the Aj Register
consists of a byte address which is equal to 0, modulo 8, an Address Specification error shall be
detected, all transfers associated with the execution of these instructions shall be inhibited, and the
corresponding program interruption shall occur. See subparagraph 2.8.1.5 of this specification.

“For the instruction which loads multiple registers, (reference number 20), the PVA resulting from the
addition of (Aj) and the Q field from the instruction, shall constitute the only Data Read argument for
this instruction with respect to a Debug List Scan operation. (See paragraph 2.7.2.)

For the instruction which stores multiple registers, (reference number 21), the PVA resulting from the
addition of (Aj) and the Q field from the instruction shall constitute the only Data Write argument for
the instruction with respect to a Debug List Scan operation. (See paragraph 2.7.2.)
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General  Positive Offset to (Aj)
Register displaced by 8*Q
J S S e I V] 0
t A3 8
1 A4 16
t A5 24
t A6 32
1 A7 40
1 A8 48
1 A9 56
1 AA 64
1 AB 72
1 AC 80
1 AD 88
1 “ bbb bbb AE 96
1 N
/ \ / \
48 51|52 55|56 59{60 63
Register
0010/0000{1210j1111 Xk Right
Il i
! i
@ b dp st wss s+ X0 104
1 X1 112
1 X2 120
1 X3 128
{ X4 136
i X5 144
i X6 152
{ X7 160
! X8 168
{ X9 176
i XA 184
{ X8 192
- l XC 200
l XD 208
i XE 216
-o-o-ona-.»d-‘-o-‘xf-' 224

Figure 2.2-1. Register Selectivity Correspondence

(Applicable only to
Load/Store Multiple)
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2.2.2 Integer Arithmetic

Integer arithmetic operations shall be performed on words and halfwords contained in Register Xk and

Register Xk Right, respectively, as described in the following subparagraphs.

Binary integers contained in the X Registers shall consist of signed, two’s complement, 32-bit or 64-bit
quantities. The leftmost bit, (in position 00 for 64-bit integers and in position 32 for 32-bit integers),
shall constitute the sign bit. Positive quantities shall consist of a sign bit in the zero state with the 31
or 63 contiguous bits immediately to the right of the sign bit, expressing the magnitude of the number.
Negative quantities shall be expressed as the two’s complement of their positive representations,
resulting in a sign bit in the one state. Conceptually, the two’s complement of a binary integer shall
be formed by adding one to its one’s complement representation. (Conceptually, the one’s complement
of a binary integer shall be formed by subtracting it, bit-for-bit, from another number consisting

entirely of one bits).

00j01 63

S

Register Xk: 64-bit integer
00 31/32{33 63
1111171011111147) s

Register Xk Right: 32-bit integer

The ranges in magnitude, M, covered by binary integers in each of the two fixed point formats, shall be

as follows:

32-bit Integer: =231 <M < 231-1 64-bit Integer: =263 <M < 263-1
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2.2.2.1 Integer Sum, Xk

a. Integer Sum, Xk replaced by Xk plus Xj
24jk  (Ref. 022)

b. Integer Sum, Xk replaced by Xj plus Q
8BjkQ (Ref. 143)

c. Integer Sum, Xk replaced by Xk plus j
10jk  (Ref. 166)

These instructions shall obtain a 64-bit addend from the initial contents of Register Xj, or from the 16-
bit sign-extended Q field of the instruction, or from the 4-bit zeros extended j field of the instruction,
as determined by the operation code. The 64-bit addend thus derived shall be added to the 64-bit word
initially contained in Register Xk or Xj, as correspondingly determined by the operation code, and
shall transfer the 64-bit sum to Register Xk. Each 64-bit word shall be treated as a signed two’s
complement integer.

When the augend and addend are identically signed, and their addition produces a sum with a sign
opposite that of the addend and augend, an Arithmetic Overflow condition shall be detected. When
the corresponding user mask bit is set and the trap is enabled, instruction execution shall be inhibited
and program interruption shall occur. See subparagraph 2.8.3.10 of this specification.

2.2.2.2 Integer Difference, Xk

a. Integer Difference, Xk replaced by Xk minus Xj
25jk  (Ref. 023)

b. Integer Difference, Xk replaced by Xk minus j
11jk  (Ref. 167)

These instructions shall obtain a 64-bit subtrahend from the initial contents of Register Xj or from the
4-bit zeros extended j field of the instruction, as determined by the operation code. The 64-bit
subtrahend thus derived shall be subtracted from the 64-bit word initially contained in Register Xk
and the difference shall be transferred to Register Xk. Each 64-bit word shall be treated as a signed
two’s complement integer.

When the minuend and subtrahend are oppositely signed and the subtraction produces a difference
with a sign opposite that of the minuend, an Arithmetic Overflow condition shall be detected. When
the corresponding user mask bit is set and the trap is enabled, instruction execution shall be inhibited
and program interruption shall occur. See subparagraph 2.8.3.10 of this specification.
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2.2.2.3 Integer Product, Xk

a. Integer Product, Xk replaced by Xk times Xj
26jk  (Ref. 024)

b. Integer Product, Xk replaced by Xj times Q
B2jkQ (Ref. 168)

These instructions shall obtain a 64-bit multiplier from the initial contents of Register Xj, or from the
16-bit sign-extended Q field of the instruction, as determined by the operation code. The 64-bit
multiplier thus derived shall be taken times the 64-bit word initially contained in Register Xk or
Register Xj as determined by the operation code. The result of this multiplication shall consist of a
128-bit intermediate product, algebraically signed. The rightmost 64 bits of this intermediate product
shall be transferred to the Xk Register.

Unless the leftmost 65 bits of the properly signed intermediate product are all in the same state, an
Arithmetic Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, instruction execution shall be inhibited and program interruption shall occur. See
subparagraph 2.8.3.10 of this specification.

2.2.2.4 Integer Quotient, Xk

Integer Quotient, Xk replaced by Xk divided by Xj
27jk  (Ref. 025)

This instruction shall divide the 64-bit word initially contained in the Xk Register by the 64-bit word
initially contained in the Xj Register. Provided the divisor is not equal to zero, the results of the
division, consisting of a 64-bit quotient algebraically signed, shall be transferred to Register Xk.

When the divisor is equal to zero, the contents of Register Xk shall not change and a Divide Fault
condition shall be detected. When the corresponding user mask bit is set and the trap is enabled,
instruction execution shall be inhibited and program interruption shall occur. See subparagraph
2.8.3.8 of this specification.

For the case in which -263 is divided by -29, the quotient result shall have the form of -263, an
Arithmetic Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, instruction execution shall be inhibited and program interruption shall occur. See
subparagraph 2.8.3.10 of this specification.

Note: The division shall produce a quotient result which, in its absolute form, shall not have been
rounded upwards. Thus, when the absolute value of the quotient result is concatenated to a single
zero bit, that quantity shall be equal to or less than the absolute value of the quotient computed to one
additional bit of precision in the rightmost position. Moreover, when the absolute value of the
quotient result is increased by one and concatenated to a single zero bit, that quantity shall be greater
than the absolute value of the quotient computed to one additional bit of precision in the rightmost
position.
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2.2.2.5 Half Word Integer Sum, XkR

a. Integer Sum, XkR replaced by XkR plus XjR
20jk  (Ref. 027)
b. Integer Sum, XkR replaced by XjR plus Q
8AjkQ (Ref. 028)
c. Integer Sum, XkR replaced by XkR plus j
28jk  (Ref. 029)
Operation: These instructions shall obtain a 32-bit addend from the initial contents of Register Xj

Right, from the 16-bit sign extended Q field of the instruction, or from the 4-bit zeros extended j field
of the instruction, as determined by the operation code.

The 32-bit addend thus derived, shall be added to the 32-bit halfword initially contained in Register Xk
Right or Register Xj Right, as determined by the operation code and the sum shall be transferred to
Register Xk Right. Each of these 32-bit halfwords shall be treated as signed two’s complement
integers.

When the augend and addend are identically signed, and their addition produces a sum with a sign
opposite that of the addend and augend, an Arithmetic Overflow condition shall be detected. When
the corresponding user mask bit is set and the trap is enabled, instruction execution shall be inhibited
and program interruption shall occur. See subparagraph 2.8.3.10 of this specification.

2.2.2.6 Half Word Integer Difference, XkR

- a. Integer Difference, XkR replaced by XkR minus XjR
21jk  (Ref. 030)
b. Integer Difference, XkR replaced by XkR minus j
295k  (Ref. 031)

Operation: These instructions shall obtain a 32-bit subtrahend from the initial contents of Register Xj
Right or from the 4-bit zeros extended j field from the instruction, as determined by the operation
code.

The 32-bit subtrahend thus derived shall be subtracted from the 32-bit halfword initially contained in
Register Xk Right and the difference shall be transferred to Register Xk Right. Each of these 32-bit
halfwords shall be treated as signed two’s complement integers. When the minuend and subtrahend
are oppositely signed and the subtraction produces a difference with a sign opposite that of the
minuend, an Arithmetic Overflow condition shall be detected. When the corresponding user mask bit
is set and the trap is enabled, instruction execution shall be inhibited and program interruption shall
occur. See subparagraph 2.8.3.10 of this specification.
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2.2.2.7 Half Word Integer Product, XkR

a. Integer Product, XkR replaced by XkR times XjR
22jk  (Ref. 032)

b. Integer Product, XkR replaced by XjR times Q

| 8CikQ (Ref. 033)

These instructions shall obtain a 32-bit multiplier from the initial contents of Register Xj Right or
from the 16-bit sign extended Q field of the instruction, as determined by the operation code.

The 32-bit multiplier thus derived shall be taken times the 32-bit halfword initially contained in
Register Xk Right or Register Xj Right as determined by the operation code. The result of the
multiplication shall consist of a 64-bit intermediate product, algebraically signed. The rightmost 32
bits of this intermediate product shall be transferred to Register Xk Right.

Unless the leftmost 33 bits of the properly signed intermediate product are all in the same state, an
Arithmetic Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, instruction execution shall be inhibited and program interruption shall occur. See
subparagraph 2.8.3.10 of this specification.

2.2.2.8 Half Word Integer Quotient, XkR

Integer Quotient, XkR replaced by XkR divided by XjR
23jk  (Ref. 034)

This instruction shall divide the 32-bit halfword initially contained in Register Xk Right by the 32-bit
halfword initially contained in Register Xj Right. Provided the divisor is not equal to zero, the results
of the division, consisting of a 32-bit quotient, algebraically signed, shall be transferred to Register Xk
Right.

When the divisor is equal to zero, the contents of Register Xk shall not be changed and a Divide Fault
condition shall be detected. When the corresponding user mask bit is set and the trap is enabled,
instruction execution shall be inhibited and program interruption shall occur. See subparagraph
2.8.3.8 of this specification.

For the case in which =23! is divided by =29, the quotient result shall have the form of -23!, an
Arithmetic Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, instruction execution shall be inhibited and program interruption shall occur. See
subparagraph 2.8.3.10 of this specification. '

Note: The division shall produce a quotient result which, in its absolute form, shall not have been
rounded upwards. Thus, when the absolute value of the quotient result is concatenated to a single
zero bit, that quantity shall be equal to or less than the absolute value of the quotient computed to one
additional bit of precision in the rightmost position. Moreover, when the absolute value of the
quotient result is increased by one and concatenated to a single zero bit, that quantity shall be greater
than the absolute value of the quotient computed to one additional bit of precision in the rightmost
position.
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2.2.2.9 Integer Compare

a. Integer Compare, Xj to Xk, result to X1R
2Djk  (Ref. 035)

b. Integer Compare, XjR to XkR, result to X1R
2Cjk  (Ref. 036)

Operation: These instructions shall perform an algebraic comparison of the signed, two’s
complement, binary integer initially contained in Register Xj to the signed, two’s complement, binary
integer initially contained in Register Xk. These compared values shall consist of 64 bits or 32 bits
(right-justified in positions 32 through 63) as determined by the operation code. In this context the
contents of the X0 Register shall be interpreted as consisting entirely of zeros.

Results: When the comparison finds these quantities equal, Register X1 Right shall be cleared in all

32 bit positions. When the comparison finds the quantity obtained from Register Xj greater than the
quantity obtained from Register Xk, Register X1 Right shall be cleared in bit positions 32 and 34
through 63, and shall be set in bit position 33. When the comparison finds the quantity obtained from
Register Xj less than the quantity obtained from Register Xk, Register X1 Right shall be cleared in bit
positions 34 through 63 and shall be set in bit positions 32 and 33.

2.2.3 Branch

The instructions within this subgroup shall consist of both conditional and unconditional branch
instructions.

Each conditional branch instruction shall perform a comparison between the contents of two general

- registers. Then, based on the relationship between the results of that comparison and the branch
condition as specified by means of the instruction’s operation code, each conditional branch
instruction shall perform either a normal exit or a branch exit.

Normal exit: When the results of a comparison do not satisfy the branch condition as specified by the
operation code, a normal exit shall be performed. A normal exit for all conditional branch instructions
shall consist of adding four to the rightmost 32 bits of the PVA obtained from the P Register with that
32-bit sum returned to the P Register in its rightmost 32-bit positions.

Branch exit: When the results of a comparison satisfy the branch condition as specified by the
operation code, a branch exit shall be performed. A branch exit shall consist of expanding the 16-bit Q
field from the instruction to 31 bits by means of sign extension, shifting these 31 bits left one bit
position with a zero inserted on the right, and adding this 32-bit shifted result to the rightmost 32 bits
of the PVA obtained from the P Register with the 32-bit sum returned to the P Register in its
rightmost 32-bit positions.

Unconditional branch instructions shall perform branch exits according to the appropriate instruction
descriptions contained in subparagraphs 2.2.3.5 and 2.2.3.6 of this specification.
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2.2.3.1 Conditional, X

a. Branch to P displaced by 2*Q if Xj equal to Xk

| 94jkQ (Ref. 037)

b. Branch to P displaced by 2*Q if Xj not equal to Xk
95jkQ (Ref. 038)

c. Branch to P displaced by 2*Q if Xj greater than Xk
96jkQ (Ref. 039)

d. Branch to P displaced by 2*Q if Xj greater than or equal to Xk
97jkQ (Ref. 040) '

Each of these instructions shall perform an algebraic comparison of the 64-bit word obtained from
Register Xj to the 64-bit word obtained from Register Xk. Each of these 64-bit words shall be treated
as signed, two’s complement, binary integers. The contents of Register X0 shall be interpreted as
consisting entirely of zeros.

These instructions shall perform a normal exit or a branch exit in the manner previously described in
paragraph 2.2.3 of this specification.

2.2.3.2 Conditional, X Right

a. Branch to P displaced by 2*Q if XjR equal to XkR
90jkQ (Ref. 041)
b. Branch to P displaced by 2*Q if XjR not equal to XkR
91jkQ (Ref. 042)
c. Branch to P displaced by 2*Q if XjR greater than XkR
92jkQ (Ref. 043)
d. Branch to P displaced by 2*Q if XjR greater than or equal to XkR
93jkQ (Ref. 044)

Each of these instructions shall perform an algebraic comparison of the 32-bit halfword obtained from
Register Xj Right with the 32-bit halfword obtained from Register Xk Right. Each of these 32-bit
halfwords shall be treated as signed, two’s complement, binary integers. The contents of Register X0
shall be interpreted as consisting entirely of zeros.

These instructions shall perform a normal exit or a branch exit in the manner previously described in
paragraph 2.2.3 of this specification.
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2.2.3.3 Branch and Increment

Branch to P displaced by 2*Q and increment Xk if Xj greater than Xk
9CikQ (Ref. 045)

This instruction shall perform an algebraic comparison of the 64-bit word initially contained in
Register Xj with the 64-bit word initially contained in Register Xk. Each of these 64-bit words shall be
treated as signed, two’s complement, binary integers. With respect to the Xj Register only, Register
X0 shall be interpreted as consisting entirely of zeros.

When this comparison does not find the value initially contained in Register Xj greater than the value
initially contained in Register Xk, a normal exit shall be performed in the manner previously described
in paragraph 2.2.3 of this specification.

When this comparison finds the value initially contained in Register Xj greater than the value initially
contained in Register Xk, a branch exit shall be performed in the manner previously described in
paragraph 2.2.3 of this specification. In addition, the 64-bit word initially contained in Register Xk
shall be increased by one in value and the result returned to the Xk Register. Overflow will be
ignored.

2.2.3.4 Branch on Segments Unequal

Branch to P displaced by 2*Q if segments unequal; else compare byte numbers, result to X1R
9DjkQ (Ref. 046)

This instruction shall perform a bit-for-bit comparison between the 12-bit SEG field contained in bit
positions 20 through 31 of Register Aj and the 12-bit SEG field contained in bit positions 20 through
31 of Register Ak. When the comparison finds the SEG fields not equal, this instruction shall perform
a branch exit in the manner described in paragraph 2.2.3 of this specification.

When the comparison finds the SEG fields equal, this instruction shall perform an algebraic
comparison of the 32-bit BN field contained in bit positions 32 through 63 of Register Aj to the 32-bit
BN field contained in bit positions 32 through 63 of Register Ak and shall perform a normal exit in the
manner described in paragraph 2.2.3 of this specification.

The algebraic comparison of the BN fields shall treat each of these 32-bit quantities as signed two’s
complement binary integers and shall store the result of their comparison into Register X1 Right as
follows: when the BN fields are equal, Register X1 Right shall be cleared in all 32-bit positions.

When the BN field from Register Aj is greater than the BN field from Register Ak, Register X1 Right
shall be cleared in bit positions 32 and 34 through 63, and shall be set in bit position 33. When the BN
field from Register Aj is less than the BN field from Register Ak, Register X1 Right shall be cleared in
bit positions 34 through 63 and shall be set in positions 32 and 33.
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2.2.3.56 Branch Relative

Branch to P indexed by 2*XkR
2Ejk  (Ref. 047)

This instruction shall perform an unconditional branch exit by modifying the contents of the P
Register in its rightmost 32-bit positions as follows:

The 32-bit halfword obtained from Register Xk Right shall be shifted left one bit position, end-off with
a zero inserted on the right, and the 32-bit shifted result shall be added to the rightmost 32 bits
initially contained in the P Register. This 32-bit sum shall be returned to the P Register in its
rightmost 32-bit positions.

2.2.3.6 Intersegment Branch

Branch to Aj indexed by 2*XkR
2Fjk  (Ref. 048)

In the absence of all associated Virtual Addressing Mechanism exceptions (other than a Page Table
Search Without Find condition at the branch address) this instruction shall perform a branch exit by
modifying the Key, SEG and BN fields contained in the P Register as follows:

The 12-bit Segment field, SEG, contained in bit positions 20 through 31 of Register Aj shall be
transferred to the corresponding 12-bit positions of the P Register.

The 32-bit halfword obtained from Register Xk Right shall be shifted left one bit position, end-off with
a zero inserted on the right, and the 32-bit shifted result shall be added to the rightmost 32 bits
obtained from Register Aj in bit positions 32 through 63. (In this context, the contents of Register X0
shall be interpreted as consisting entirely of zeros.) This 32-bit sum shall be transferred to the
rightmost 32-bit positions, 32 through 63, of the P Register.

The Key field initially contained in the P Register shall be altered according to the description
contained in subparagraph 3.6.3.2 of this specification.

Notes: The P(RN) field shall not be changed by the execution of this instruction.
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2.2.4 Copy

The instructions within this subgroup shall provide the means for accomplishing inter-register
transfers to the extent defined by the following instruction descriptions.

2.2.4.1 Copy, Xk Replaced by Xj

ODjk  (Ref. 049)
This instruction shall transfer the 64-bit word initially contained in Register Xj to the 64-bit positions
of Register Xk.

2.2.4.2 Copy, Xk Replaced by Aj

0Bjk  (Ref. 050)

This instruction shall transfer the 48 bits contained in Register Aj to the rightmost 48-bit positions,
16 through 63, of Register Xk. The leftmost 16-bit positions, 00 through 15, of Register Xk shall be
cleared.

2.2.4.3 Copy, Ak Replaced by Aj

09jk  (Ref. 051)
This instruction shall transfer the 48 bits contained in Register Aj to the 48-bit positions of Register
Ak.

2.2.4.4 Copy, Ak Replaced by Xj

0Ajk  (Ref. 052)

This instruction shall unconditionally transfer the rightmost 44 bits contained in positions 20 through
63, of Register Xj to the corresponding 44-bit positions of Register Ak. The 4-bit field having the
larger value in bit positions 16 through 19 of the Xj Register or the P Register, shall be transferred to
the corresponding 4-bit positions of the Ak Register.

2.2.4.5 Copy, XkR Replaced by XjR

0Cjk (Ref. 053)

This instruction shall transfer the 32-bit halfword initially contained in Register Xj Right to the 32-bit
positions, 32 through 63, of Register Xk Right. The initial contents of Register Xk Left shall not be
changed.
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' 2.2.5 Address Arithmetic

The instructions within this subgroup shall provide the means for accomplishing address arithmetic to
the extent defined by the following instruction descriptions.

2.2.5.1 Address Increment, Signed Immediate

Address Ak replaced by Aj plus Q
8EjkQ (Ref. 054)

This instruction shall transfer the leftmost 16 bits initially contained in bit positions 16 through 31 of
Register Aj to the corresponding 16-bit positions of Register Ak. In addition, the 16-bit Q field from
the instruction, expanded to 32 bits by means of sign extension, shall be added to the rightmost 32 bits
initially contained in bit positions 32 through 63 of Register Aj and the 32-bit sum shall be transferred
to the corresponding rightmost 32-bit positions of Register Ak.

2.2.5.2 Address Relative

Address Ak replaced by P plus 2*XjR plus 2*Q
8FjkQ (Ref. 055)

This instruction shall transfer the leftmost 16 bits contained in bit positions 16 through 31 of the P
Register to the corresponding 16-bit positions of the Ak Register. In addition, the 16-bit Q field from
the instruction shall be expanded to 31 bits by means of sign extension, these 31 bits shall be shifted
left one bit position with a zero inserted on the right, and this 32-bit shifted result shall be added to
the rightmost 32 bits obtained from the P Register. This 32-bit sum shall be added to the rightmost 32
bits obtained from Register Xj Right, shifted left one bit position with a zero inserted on the right, and
the final result shall be transferred to the rightmost 32-bit positions, 32 through 63, of Register Ak.
In this context, the contents of Register X0 shall be interpreted as consisting entirely of zeros.

2.2.5.83 Address Increment, Indexed

Address Ak replaced by Ak plus XjR

2Ajk  (Ref. 056)

This instruction shall add the 32 bits contained in Register Xj Right to the rightmost 32 bits initially
contained in bit positions 32 through 63 of Register Ak and shall return the 32-bit sum to the
rightmost 32-bit positions of Register Ak.
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2.2.5.4 Address Increment, Modulo

Address Ak replaced by Ai plus D per j
ATikiD (Ref. 161)

This instruction shall transfer the leftmost 16 bits initially contained in bit positions 16 through 31 of
Register Ai to the corresponding 16-bit positions of Register Ak. In addition, the 12-bit D field from
the instruction, expanded to 32 bits by extending zeros on the left, shall be added to the rightmost 32
bits intially contained in bit positions 32 through 63 of Register Ai. The leftmost 29 bits of this 32-bit
sum shall be transferred to bit positions 32 through 60 of Register Ak. A logical product (AND)
between the rightmost 3 bits of this 32-bit sum and the rightmost 3 bits of the j field from the
instruction shall be performed, with the 3-bit result of the logical operation transferred to bit
positions 61 through 63 of Register Ak. '

Note: The truth table for the bit-by-bit logical product (AND) operation is provided in subparagraph
2.2.8.1 of this specification.

2.2.6 Enter

The instruction within this subgroup shall provide the means for entering immediate operands,
(consisting of logical quantities of signed, two’s complement binary integers), into the X Registers to
the extent defined by the following instruction descriptions.

2.2.6.1 Enter Immediate

a. Enter Xk with plus j
3Djk  (Ref. 057)

b. Enter Xk with minus j
3Ejk (Ref. 058)

Operation: These instructions shall expand the 4-bit j field from the instruction to 64 bits by
extending 60 zeros on the left and shall transfer this 64-bit result or the two’s complement of this 64-
bit result, as determined by the operation code, to the Xk Register.

2.2.6.2 Enter Xk, Signed Immediate
Enter Xk with sign extended Q
8DjkQ (Ref. 059)

This instruction shall expand the 16-bit Q field from the instruction to 64 bits by means of sign
extension and shall transfer this 64-bit result to the Xk Register.
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'2.2.6.3 Enter X0 or X1, Immediate Logical

a. Enter X0 with logical jk
3Fjk  (Ref. 060)

b. Enter X1 with logical jk
395k (Ref. 164)

These instructions shall form a 64-bit result consisting of 4-bit k field from the instruction in bit
positions 60 through 63, the 4-bit j field from the instruction in bit positions 56 through 59 and zeros
in bit positions 00 through 55, and shall transfer this result to Register X0 or X1, as determined by the
instruction code.

2.2.6.4 Enter Signs

Enter XkL with signs per j
1Fjk  (Ref. 061)
The value of the rightmost 2 bits of the j field from the instruction shall be translated as follows:

a. If = 00, the 32-bit positions, 00 through 31, of Register Xk Left shall be cleared.

b. If = 01, the 32-bit positions, 00 through 31, of Register Xk Left shall be set.

c. If = 10 or 11, the sign bit in position 32 of Register Xk Right shall be transferred to all 32
bit positions, 00 through 31, of Register Xk Left.

2.2.6.5 Enter X0 or X1, Signed Immediate

a. Enter X0 with sign extended jkQ
B3jkQ (Ref. 169)

b. Enter X1 with sign extended jkQ
87jkQ (Ref. 165)

These instructions shall expand the 24-bit concatenation of the j, k and Q fields from the instruction,
right-justified, to 64 bits by extension of the most significant bit of the j field through bits 00 - 39
inclusive, and shall transfer this 64-bit quantity to bits 00 - 63 of Register X0 or X1.
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2.2.7 Shift

The instructions within this subgroup shall provide the means for shifting the initial contents of the
Xj Register and transferring the result to the Xk Register, to the extent defined by the following
descriptions.

All of the instructions within this subgroup shall derive the computed shift count in the following
manner: the rightmost 8 bits of the D field from the instruction shall be added to the rightmost 8 bits
initially contained in bit positions 56 through 63 of Register Xi Right and the 8-bit sum shall
represent the computed shift count. Any overflow from the 8-bit sum is ignored. In this context, the
contents of Register X0 Right shall be interpreted as consisting entirely of zeros.

The instructions within this subgroup shall interpret the computed shift count as follows: the sign bit

in the leftmost position of the 8-bit computed shift count shall determine the direction of the shift.
When the computed shift count is positive, (sign bit of zero), these instructions shall left shift. When
the computed shift count is negative, (sign bit of one), these instructions shall right shift. For 32-bit
quantities, shifts shall be from 0 - 31 bits left and from 1 - 32 bits right. For 64-bit quantities, shifts
shall be from 0 - 63 bits left and from 1 - 64 bits right. Based on an 8-bit signed two’s complement
shift count, these shifts are as follows:

| 32-bit 64-bit
0111 1111 01111111
: +  Left Shift 0- 31 : > LeftShift 0- 63
: (repeating) :
0010 0000 0100 0000
0001 1111 Left Shift 31 0011 1111 Left Shift 63
0000 0000 Left Shift 0 0000 0000 Left Shift 0
11111111 Right Shift 1 1111 1111 Right Shift 1
1110 0000 Right Shift 32 1100 0000 Right Shift 64
1101 1111 1011 1111
: +  Right Shift 1- 32 : +  Right Shift 1- 64
: (repeating) :
1000 0000 1000 0000

When these interpretations of the computed shift count result in an actual shift count of zero, the
associated instructions shall transfer the initial contents of the Xj Register to the Xk Register and no
shifting shall be performed.

CONTROL DATA PRIVATE

‘é - ;\\
p—



CONTROL DATA CYBER 180 MIGDS Ry AQTTo0
DATE July 15, 1988
Architectural Design and Control | PAGE 2-33

2.2.7.1 Shift Circular

Shift Circular, Xk replaced by Xj, direction and count per XiR plus D
A8jkiD (Ref. 062)

This instruction shall shift the 64-bit word initially contained in Register Xj, with the direction and
number of bit positions to be shifted determined by the computed shift count, and shall transfer the
‘result to Register Xk. The computed shift count shall be derived and interpreted in the manner
described in paragraph 2.2.7 of this specification.

This instruction shall shift circularly such that bits shifted out one end of the 64-bit word shall be
transferred into bit positions which become unoccupied at the opposite end of the 64-bit word as a
result of the shift.

2.2.7.2 Shift End-Off

a. Shift End-off, Xk replaced by Xj, direction and count per XiR plus D
A9jkiD (Ref. 063)

b. Shift End-off, XkR replaced by XjR, direction and count per XiR plus D
AAjkiD (Ref. 064)

Operation: These instructions shall shift the 64-bit word initially contained in Register Xj or the
32-bit halfword contained in Register Xj Right, as determined by the operation code, and shall transfer
the result to Register Xk or Register Xk Right as correspondingly determined by the operation code.
The direction and number of bit positions to be shifted shall be determined by the computed shift
count. The computed shift count shall be derived and interpreted in the manner described in
paragraph 2.2.7 of this specification.

Right Shift: Right shifts shall be performed end-off on the right and sign extended on the left. Thus,
bits shifted out of the rightmost bit position shall be lost and the leftmost bit position, which would
otherwise become unoccupied for each bit position shifted, shall be left unchanged.

Left Shift: Left shifts shall be performed end-off on the left with zeros inserted on the right. Thus,
bits shifted out of the leftmost bit position shall be lost and the rightmost bit position, which becomes
unoccupied for each bit position shifted, shall be cleared.
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2.2.8 Logical

The instructions within this subgroup shall provide the means for performing Boolean operations on
the 64-bit words contained in the X Registers to the extent defined by the following instruction
descriptions.

2.2.8.1 Logical Sum, Difference, and Product

a. Logical Sum, Xk replaced by Xk or Xj
18jk  (Ref. 065)

b. Logical Difference, Xk replaced by Xk EOR XJ
19jk  (Ref. 066)

c. Logical Product, Xk replaced by Xk AND Xj
1Ajk  (Ref. 067)

These instructions shall perform a logical operation between the 64-bit word initially contained in the
Xj Register and the 64-bit word initially contained in the Xk Register and shall return the 64-bit
Boolean result to the Xk Register.

The logical operations performed by these instructions shall consist of a logical sum (OR), a logical
difference (EOR) or a logical product (AND), as determined by the operation code, and accomphshed
according to the following truth tables.

OR: 0011 EOR: 0011 AND: 0011
0101 0101 0101
0111 0110 0001

2.2.8.2 Logical Complement

Logical Complement, Xk replaced by Xj NOT
1Bjk  (Ref. 068)

This instruction shall transfer the one’s complement of the 64-bit word initially contained in the Xj
Register to the 64-bit positions of the Xk Register.

Conceptually, taking the one’s complement of a 64-bit word shall be accomplished by subtracting it,
bit-for-bit, from a 64-bit word consisting entirely of one bits.

One’s Complement Truth Table; I’s: 1111
[Xjl: 0110
[Xk]: 1001
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2.2.8.3 Logical Inhibit

Logical Inhibit, Xk replaced by Xk AND Xj NOT
1Cjk  (Ref. 069)

This instruction shall perform a logical product between the one’s complement of the 64-bit word
initially contained in the Xj register and the 64-bit word initially contained in the Xk register and shall
return the 64-bit Boolean result to the Xk register.

The truth tables for the logical product and one’s complement operations are provided in
subparagraphs 2.2.8.1 and 2.2.8.2, respectively, of this specification.

2.2.9 Register Bit String

The instructions within this subgroup shall provide the means for addressing a contiguous string
(field) of bits, beginning and ending independently with any bit positions within a 64-bit word.

For each of the instructions in this subgroup, the bit strings shall be addressed by means of a 12-bit
field referred to as a bit string descriptor. This field of bits, including the field constituting a bit field
descriptor, shall be numbered from left to right, with the leftmost bit numbered 00. The 6-bit subfield
in bit positions 00 through 05 of a bit string descriptor shall designate the beginning, or leftmost, bit
position within a 64-bit word. The 6-bit subfield in bit positions 06 through 11 of the bit string
descriptor is a length designator that is interpreted as designating one less than the length (in bits) of
a bit string within a 64-bit word.

00 05|06 11

Leftmost Position Designator Length Designator (bit length -1)

Bit String Descriptor

For all instructions within this subgroup, indexing shall be carried out as follows: the bit string
descriptor obtained from the D field of the instruction shall be zero-extended on the left to 32 bits and
then added, without overflow detection, to the contents of register Xi Right (in this context, the
contents of register X0 shall be interpreted as all zeros); the rightmost 12 bits of the result shall then
be interpreted as a bit string descriptor, in the manner described above. For each of the instructions
in this subgroup, when, after indexing, the sum of the "Leftmost Position Designator"” and the "Length
Designator” is greater than 63 (decimal), an Instruction Specification error shall be detected, the
execution of the associated instruction shall be inhibited and the corresponding program interruption
shall occur.
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2.2.9.1 Isolate Bit Mask

Isolate Bit Mask into Xk per XiR plus D
ACjkiD (Ref. 070)

This instruction shall generate, in Xk, a bit mask consisting of a field of contiguous one bits whose
leftmost and rightmost bit positions are determined by the bit field descriptor calculated and
interpreted as specified in subparagraph 2.2.9. All bit positions to the left of the leftmost bit position
and all bit positions to the right of the rightmost bit position (leftmost bit position plus length
designator), if any, shall consist of zeros.

2.2.9.2 Isolate

Isolate into Xk from Xj per XiR plus D
ADjkiD (Ref. 071)

This instruction shall obtain a field of contiguous bits from the initial contents of the Xj register, shall
clear all 64-bit positions of the Xk register, and shall then transfer that field of contiguous bits, right-
justified, into the Xk register. The leftmost and rightmost bit positions of the field obtained from the
Xj register shall be defined by the bit field descriptor calculated and interpreted as specified in
subparagraph 2.2.9.

2.2.9.3 Insert

Insert into Xk from Xj per XiR plus D
AEjkiD (Ref. 072)

This instruction shall transfer a field of contiguous bits, initially contained right-justified in the Xj
register, to a field of contiguous bit positions in the Xk register. The length of the bit string obtained
from the Xj register, and the leftmost and rightmost bit positions of the Xk register shall be defined by
the bit string descriptor calculated and interpreted as specified in paragraph 2.2.9. All bit positions to
the left of the leftmost bit position, and all bit positions to the right of the rightmost bit position of the
Xk register, if any, shall be left unchanged.
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' 2.2.10 Mark to Boolean

Mark to Boolean, Set Xk per j and X1R
1Ejk  (Ref. 145)

This instruction shall test the two bits initially contained in the leftmost two bit positions, 32 and 33,
of Register X1 Right according to the 4-bit j field from the instruction. When the yalue of the two
leftmost bits initially contained in Register X1 Right is equal to any of the one or more values specified
by the instruction j field, Register Xk shall be cleared in bit positions 1 through 63, and set in bit
position 0. When the value of the two leftmost bits initially contained in Register X1 Right is not
equal to any of the one or more values specified by the instruction’s j field, Register Xk shall be cleared
in all 64-bit positions, 0 through 63. The values of the j field and the leftmost two bits initially
contained in Register X1 Right shall be interpreted with respect to equality (EQ) as follows:

Binary Value of Bits 32 and 33 of X1 Right, respectively

i 00 | 01 | 10 ] 1
0000 Unconditional inequality
0001 EQ
0010 EQ
0011 EQ EQ
0100 EQ
0101 EQ EQ
0110 EQ EQ
0111 EQ EQ EQ
1000 EQ
1001 EQ £Q
1010 EQ EQ
1011 EQ EQ £Q
1100 EQ EQ
1101 EQ EQ EQ
1110 EQ EQ EQ
1111 Unconditional equality
111 1 1 1 1
11 1 1 t 1
| R B T T I T T I e e i
11l 1 t 1
J I B T T T R I I IR A
! 1 1
| e T T I I B S
l 1

L I

Note: The four individual bits of j can be visualized as individual pointers which are associated, from
left to right, with the four possible values (00, 01, 10 and 11) of the tested bit-pair (bits 32 and 33 of
Register X1 Right). For example, if j = 0101, equality shall be detected when the value of the tested
bit pair is 01 or 11.
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2.‘3 BUSINESS DATA PROCESSING INSTRUCTIONS

The general form of execution for the instructions in this group shall involve the utilization of a first
data field in central memory, referred to as the "source,” to modify, replace, or compare with a second
data field in central memory referred to as the "destination." Both the source and destination fields
shall be individually described by means of independently designated Data Descriptors, with respect to
the types of representation, sign and zone conventions, lengths and relative locations of the data
fields.

The Data Descriptors shall be obtained from central memory at locations immediately following the
BDP instruction, as defined by the BDP instruction format and number of descriptors used by the
instruction. (See 2.3.1.) All descriptors consist of a 32-bit halfword, aligned to a parcel (16 bit)
boundary in central memory.

2.3.1 General Description

The instructions of this group utilize the jk and jkiD instruction formats in combination with one or
two descriptors in the following combinations:

(1) jk and two descriptors

Operation Code ] k

P8 e 4]

Descriptor j

pe2 | | 32 ]
Descriptor k
pes | 32 |

(2) jkiD and two descriptors

Operation Code
Pl 8 | 4 | & | & | 12 |

[
-
[~}

Descriptor j
pea | 32 |

Descriptor k ‘
e | 32 |

(3) jkiD and one descriptor

.
x
-
o

Operation Code
P [ 8 [ a4 4] 4] 12 |

Descriptor j or k
pes | 32 |
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2.3.1.1 Operation Codes

A total of 18 operation codes shall be utilized by the instructions comprising the BDP instruction
group. These instructions are individually listed with their full names in appendix A of this
specification. For the purpose of this specification, the BDP Instruction group shall be further divided
into three subgroups, including "short" instruction names, as follows:

Note: For the order of exception sensing for these instructions, as well as all other instructions, see
paragraph 2.8.7 of this specification.

Subgroup Short Name

BDP Numeric Sum

Difference
Product
Quotient

Scale

Scale Rounded
Decimal Compare
Numeric Move

Byte Compare

Compare Collated

Scan While Non-Member
Translate

Move Bytes

Edit

Immediate Data Move Immediate Data
Compare Immediate Data
Add Immediate Data

2.3.1.2 Access Types

For the purpose of establishing operand access validity, every central memory operand access which is
performed for the purpose of reading source field data shall be a read type access.

For the purpose of establishing operand access validity, every central memory operand access which is
performed for the purpose of writing destination field data shall be a write type access.

For the purpose of establishing operand access validity, every central memory reference operand
access which is performed for the purpose of reading data descriptors shall be an execute type access.
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2.3.1.3 Undefined Results for Invalid BDP Data

For the execution of any applicable BDP instruction which results in the recording of an Invalid BDP
Data condition, if either the corresponding bit in the user mask is clear or traps are disabled, then the
results stored into the destination field in central memory shall be undefined for instructions other
than Decimal Compare (Op. 74) and Compare Immediate Data (Op. FA), and the results stored in X1
Right (X1R) shall be undefined for both instructions. '

2.3.1.4 Overlap

The execution of BDP Instructions shall be undefined with respect to the generated results, for every
case in which the source and destination fields overlap and are not coincident in their leftmost and
rightmost byte positions.

2.3.2 Data Descriptors

Data Descriptors shall consist of 32-bit halfwords and shall directly follow the BDP instructions
referring to them.

A Data Descriptor shall be formatted as follows:

Fl o T L 0
1] 3 4 8 16
00 32-bit Descriptor 31
F=0, Length=L
F =1, Length = (X0) for Descriptor associated with Aj

Length = (X1) for Descriptor associated with Ak

The D field is a 3-bit reserved field in bit positions 01, 02 and 03 of the data descriptor. Interpretation
of other Data Descriptor fields follows.

2.3.2.1 Data Descriptor Interpretation

For all BDP instructions, the term "D(Aj)" shall be used to denote "the contents of the source data
field," addressed by means of the components associated with the BDP instruction’s j field designator.
Similarly, the term "D(Ak)" shall be used to denote "the contents of the other source field or the
destination data field," addressed by means of the components associated with the BDP instruction’s k
field designator. '

2.3.2.1.1 BDP Operand Address, 0 Field

The PVA corresponding to the leftmost byte of a BDP source or destination field shall be obtained by
utilizing the 16-bit O field of the corresponding data descriptor (bit positions 16 through 31) as a byte
item count to be added as a sign extended 32-bit offset (two’s complement for negative offset) to the
byte number (BN) portion of the base PVA contained in Register Aj or Ak respectively.
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2.3.2.1.2 BDP Operand Type, T Field

The T field shall consist of 4 bits, in bit positions 04 through 07 of the Data Descriptor, and shall
describe the type of data representation used in the associated source or destination field. The 12
values of the T field are assigned data type representations as follows:

Maximum Length
Data Type (bytes)

-

Packed Decimal No Sign
Packed Decimal No Sign Leading Slack Digit 19
Packed Decimal Signed

Packed Decimal Signed Leading Slack Digit

Unpacked Decimal Unsigned

Unpacked Decimal Trailing Sign Combined Hollerith
Unpacked Decimal Trailing Sign Separate 38
Unpacked Decimal Leading Sign Combined Hollerith
Unpacked Decimal Leading Sign Separate

Alphanumeric 256

Binary Unsigned
Binary Signed . 8

-0 (-] @ N UY I WN = O

— gt

Reserved
Reserved Ignored
Reserved
Reserved

o bt Pt ot
e WwnN

As determined by the operation code, source and destination field data types shall be restricted to only
those combinations which are deﬁned as valid within the instruction descriptions. The designation of
invalid T field combinations within the associated Data Descriptors shall result in the detection of an
Instruction Specification Error, the instruction’s execution shall be inhibited and the corresponding
program interruption shall occur. (See 2.8.1.4.) The term "freely compatible” as used in the BDP
instruction descriptions, means that any allowable source field data type may be used with any
allowable destination field data type.
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2.3.2.1.3 BDP Operand Length, F and L Fields

The length in bytes of a BDP source or destination field shall be obtained according to the value of the
1-bit F field (bit 00) of the corresponding descriptor as follows: .
F_ Length ‘
0 Obtained from the 8-bit L field (bits 08 through 15) of the corresponding descriptor)
1

Obtained from bits 55 through 63 of X0 Right for the descriptor associated with Aj, and
from bits 55 through 63 of X1 Right for the descriptor associated with Ak.

Although field lengths as long as 256 bytes are possible, the length of a BDP operand shall be
restricted to a smaller value for decimal and binary operations, according to the operand data type.
These inclusive limits are shown in paragraph 2.3.2.1.2.

When any BDP field length exceeds the specified maximum associated with a given data type, an
Instruction Specification Error shall be detected, the execution of that instruction shall be inhibited
and the corresponding program interruption shall occur. (See 2.8.1.4.)

If F equals 1, then only the rightmost 9 bits of X0 and X1 will be checked to determine whether or not
the field length exceeds the maximum allowed. The other bits of X0 and X1 will not be inspected and
will be assumed to be all zeros.
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2.3.2.2 Data and Sign Conventions

With respect to numeric data and sign conventions, interpretation shall be performed according to
Type (T) where applicable, for Characters (C), Digits (D) and Signs (S), using hexadecimal notation, as
follows:

Note: Data field examples are illustrated as three byte fields.
a. Type 0: Packed Decimal No Sign

D D D D D D

D: Hex (0) through hex (9); Decimal 0 through 9, respectively.
Note: This format corresponds to an even number of digits in the decimal number.

b. Type 1: Packed Decimal No Sign Slack Digit

0 D D D D ]

0: Hex (0); Decimal 0 (see item q for handling of slack digit).
D: Hex (0) through hex (9); Decimal 0 through 9, respectively.
Note: This format corresponds to an odd number of digits in the decimal number.

c. Type 2: Packed Decimal Signed

D D D D ] S

D: Hex (0) through hex (9); Decimal 0 through 9, respectively.

S: Hex (A), (B), (C), (E), or (F): positive [hex (C) is preferred];
Hex (D): negative.

Note: This format corresponds to an odd number of digits in the decimal number.

d. Type 3: Packed Decimal Signed Slack Digit

0 D D D D S

0: Hex (0); Decimal 0 (see item q for handling of slack digit).
Hex (0) through hex (9); Decimal 0 through 9, respectively.

S: Hex (A), (B), (C), (E), or (F): positive [hex (C) is preferred];
Hex (D): negative.

Note: This format corresponds to an even number of digits in the decimal number.

=

CONTROL DATA PRIVATE




| DOC. ARH1700
CONTROL DATA CYBER 180 MIGDS REV. AC
DATE July 15, 1988
Architectural Design and Control PAGE 244 P
\
e. Type 4: Unpacked Decimal Unsigned
)] D D
D: ASCII character 0 through 9 represented by hex (30) through hex (39), respectively.
f. Type5: Unpacked Decimal Trailing Sign Combined Hollerith
D . D c
D: ASCI character 0 through 9 represented by hex (30) through hex (39), respectively.
C: An ASCII character decoded as follows: ‘
ASCII 1 through 9 [ hex (31) through hex (39) ] either represents
ASCH A through I [ hex (41) through hex (49) ] +1 through +9
ASCII J through R [ hex (4A) through hex (4F) represents
and hex (50) through hex (52) ] - -1 through -9 )
ASCII (, <, O, & [ hex (7B), hex (3C), hex (30), hex (26) ] represents +0. '
ASCII ), !, - [ hex (7D), hex (21), hex (2D) ] represents -0.
Note: The underlined characters and codes are the preferred ones. o
g Type 6: Unpacked Decimal Trailing Sign Separate N
0 D s
D: ASCII character 0 through 9 represented by hex (30) through hex (39), respectively.
S: ASCII character + [hex (2B)]: positive sign;
ASCII character - [hex (2D)]: negative sign.
h. Type 7: Unpacked Decimal Leading Sign Combined Hollerith
c b D
C and D have the same meaning as for type 5 in subparagraph f.
(}'( "
‘&-‘

N
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2 '8 © BB

Type 8: Unpacked Decimal Leading Sign Separate

S D D

D and S have the same meaning as for type 6 in subparagraph g.

_Type 9: Alphanumeric

c c c

C: Any ASCII character code.
Type 10: Binary Unsigned
The field defined by the number of bytes contains the positive binary value of the operand.

(The unsigned numeric value is always considered to be positive. If negatively signed data is
moved to a type 10 receiving field, it too is considered positive.)

Type 11: Binary Signed
The field defined by the number of bytes contains the signed binary value of the operand,
negative values being represented in the two’s complement form.

. Type 12: Reserved

Type 13: Reserved
Type 14: Reserved
Type 15: Reserved
Slack Digit

For data types 1 and 3: The value of the slack digit as read from central memory shall be
ignored and treated as the value zero. The value of the slack digit as written into central
memory shall be forced to zero, remaining unaffected by any Arithmetic Overflow or
Arithmetic Loss of Significance conditions that may occur. (See 2.8.3.10 and 2.8.3.15.)
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2.3.3 BDP Numeric

The instructions in this subgroup shall provide the means for performing arithmetic, shift, conversion
and comparison operations for byte fields in central memory consisting of numeric decimal data.

Unless the length and type fields with the Data Descriptors associated with the source and destination
fields conform to the restrictions defined within the following instruction descriptions, the detection of
a Length or Type error shall result in an Instruction Specification Error condition, the execution of
the associated instruction shall be inhibited and the corresponding program interruption shall occur.

Overflow into or other alteration of the slack digit of destination field types 1 and 3 is not allowed (see
2.3.2.2, subparagraph q).

The result shall be right justified in the destination field. If the decimal result is shorter than the
destination field, the destination field shall be zero filled to the left. If the result is longer than the
destination field, the result shall be truncated on the left as necessary. Thus, conceptually, these
instructions shall process the data fields from right to left.

Note that these conventions shall cover the end cases for numeric operands of length equal to 1 for all
numeric data types. For instance, a Numeric Move (Op. 75) from a type 5 operand to a type 3 or type 6
operand of length 1 would amount to an extraction of the source field sign.

A source BDP operand of numeric type (0 through 8) and a length zero, shall be interpreted as the
value zero.

A destination BDP operand of length zero shall transform the associated instruction into a no-op.
However, when the source field does not also have a length of zero, exception sensing for the source
field shall occur normally (including the testing for Arithmetic Loss of Significance or Arithmetic
Overflow condition) with the exception that Divide Fault shall not be detected. When both
destination and source fields are of length zero, no data exception testing is performed on either field.
(See 2.1.7.)

Minus zero shall be considered equivalent to plus zero by all the instructions in this subgroup, with
respect to decimal numeric data. These instructions shall not store minus zero as a result except when
truncation of a nonzero, negative field produces a negative zero which will result in negative zero
being stored and detection of an Arithmetic Loss of Significance.

The representation for zero, zones and signs shall be normally determined by interpreting the T field
from the Data Descriptor associated with the destination field.

Division by zero shall not be allowed to the extent that the destination field in central memory shall
not be changed and a Divide Fault condition shall be detected. When the corresponding mask bit is set
and the trap is enabled, instruction execution shall be inhibited and program interruption shall occur.
(See 2.8.3.8.)

Each source digit shall be checked for decimal digit validity. An invalid decimal digit shall cause an
Invalid BDP Data condition to be detected. When the corresponding mask bit is set and the trap is
enabled, instruction execution shall be inhibited and program interruption shall occur. (See 2.8.3.16.)

The sequence of exception sensing for the decimal quotient instruction is as follows:

1) Check D(Aj) for an invalid decimal digit (Invalid BDP Data condition).
2) Check D(A)) for either zero length or zero value (Divide Fault condition).
3) Check D(Ak) for an invalid decimal digit (Invalid BDP Data condition).

Thus, invalid data in D(Ak) shall result in an Invalid BDP Data condition only in the absence of a
Divide Fault condition.
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2.3.3.1 Arithmetic

a. Decimal Sum, D(Ak) replaced by D(Ak) plus D(Aj)
70jk (2 descriptors) (Ref. 074)

b. Decimal Difference, D(Ak) replaced by D(Ak) minus D(Aj)
71jk (2 descriptors)  (Ref. 075)

¢. Decimal Product, D(Ak) replaced by D(Ak) times D(Aj)
72jk (2 descriptors) (Ref. 076)

d. Decimal Quotient, D(Ak) replaced by D(Ak) divided by D(Aj)
73jk (2 descriptors) (Ref. 077)

Operation: These instructions shall arithmetically modify the initial contents of the destination field
in central memory, (treated as an augend, minuend, multiplicand or dividend as determined by the
operation code) by the contents of the source field in central memory (treated as an addend,
subtrahend, multiplier or divisor as determined by the operation code) and shall transfer the decimal
result consisting of a sum, difference, product or quotient, as determined by the operation code, to the

destination field in central memory.
Divide Fault shall be detected as specified in the following table.

K J
Field K Field J Divide
Length Value Length Value Fault
0 * 0 * No
0 * Nonzero 0 No
0 * Nonzero Nonzero No
Nonzero 0 0 * Yes
Nonzero 0 Nonzero 0 Yes
Nonzero 0 Nonzero Nonzero No
Nonzero Nonzero 0 * Yes
Nonzero Nonzero Nonzero 0 Yes
Nonzero Nonzero Nonzero Nonzero No

* Since field length is zero, the data is not examined.
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Types: All'Packed decimal types and all Unpacked decimal types, except for the Leading Sign formats,
shall be freely allowed for decimal arithmetic; i.e., types 0 through 6, shall be compatible for these
instructions.

Unpacked Decimal Leading Sign (both conventions) shall not be supported in the decimal arithmetic.
A Numeric Move instruction must be generated to format the operands of those types prior to their
use in arithmetic operations.

Lengths: The maximum allowable lengths for the source and destination fields shall be determined
according to their respective decimal data types as defined in subparagraph 2.3.2.1.3 of this
specification.

Note: Decimal operands shall be treated as integer values.

When the results of these instructions exceed the capacity of the designated destination field such that
significant digits are not stored into central memory, an Arithmetic Overflow condition shall be
detected. When the corresponding user condition mask bit is set and the trap is enabled, instruction
execution shall be inhibited and program interruption shall occur. See subparagraph 2.8.3.10 of this
specification.

The results from these instructions shall be algebraically signed unless they are equal to zero in their
entirety and there is no arithmetic overflow, in which case their signs shall be made positive.

These instructions shall generate a result value in accordance with the type T of the destination field
and the preferred sign convention for that given type.
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2.3.3.2 Shift

a. Decimal Scale, D(Ak) replaced by D(Aj), scaled per XiR plus D
E4jkiD (2 descriptors) (Ref. 078)

b. Decimal Scale Rounded, D(Ak) replaced by rounded D(Aj), scaled per XiR plus D
E5jkiD (2 descriptors) (Ref. 079)

These Shift instructions shall move data initially contained in the source field to the destination field,
and shall provide shifting of the data under control of a shift count. The shift count shall be derived
in the following manner: the rightmost 8 bits from the instruction’s D field shall be added to the
rightmost 8 bits initially contained in bit positions 56 through 63 of Register Xi Right and the 8-bit
sum shall represent the computed shift count. Any overflow from the 8-bit sum is ignored. In this
context, the contents of Register X0 shall be interpreted entirely of zeros. A zero shift count shall
cause the instruction to act as a move only instruction.

The 8-bit shift count shall be interpreted as a signed, binary integer. When this 8-bit shift count is
positive, the direction of the shift shall be left with the number of decimal digit positions to be shifted
determined by the value of the shift count. When this 8-bit shift count is negative, the direction of the
shift shall be right with the number of decimal digit positions to be shifted determined by the value of
the two’s complement of the shift count with 1000 0000 being interpreted as right shift 128. Thus, -
positive shift counts shall provide the means for multiplying the source data field by powers of ten,
and negative shift counts shall provide the means for dividing the source data fields by powers of ten,
as the source data is moved to the destination field.

Shift counts shall be interpreted as follows:

0111 1111 Left Shift 127

0000 0000  Left Shift 0

1111 1111 Right Shift 1

1000 0001 :
1000 0000  Right Shift 128
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When nonzero digits are shifted left end-off, or truncated on the left, an Arithmetic Loss of
Significance condition shall be detected. If the corresponding user condition mask bit is set, and the

trap is enabled, instruction execution shall be inhibited and program interruption shall occur. (See
2.8.3.15.)

Shifting shall be accomplished end-off with zero fill on the appropriate end(s) as required to
accommodate the length and type of the receiving field. (For example, when the destination field is
longer than the source field, and the difference in field lengths is greater than the left shift count, such
a scale instruction shall provide zero fill, to the extent required, on both the right and left ends of the
destination field result.)

Types: Source field data shall be restricted to types 0 through 6, all of which shall be freely compatible
with allowable destination field data types of 0 through 6.

Lengths: The maximum allowable lengths for the source and destination fields shall be determined
according to their respective decimal data types as defined in subparagraph 2.3.2.1.3 of this
specification. '

Operation: These instructions shall move and scale the decimal data field initially contained in the
source field to the destination field. They shall transfer the sign of the source field to the destination
field without change, (unless the results consist entirely of zeros and there is no loss of significance, in
which case the sign of the destination field shall be made positive or unless the result would otherwise
contain a nonpreferred sign in which case the sign of the destination field shall contain the preferred

sign).

Scale Rounded: When specified by means of the operation code, rounding shall be performed for
negatively signed scale factors by adding five to the last digit shifted end-off and propagating carries, if
any, through the decimal result transferred to the destination field. Thus, the absolute value shall be
rounded upwards.

CONTROL DATA PRIVATE

AN
““{3: T »_‘/



CONTROL DATA CYBER 180 MIGDS ROV aaH1700
DATE July 15, 1988
Architectural Design and Control PAGE 2-51

2.3.3.3 Move

Numeric Move, D(Ak) replaced by D(Aj) after formatting
75jk (2 descriptors) (Ref. 092)

This instruction shall format the number obtained from the source field and shall transfer the result
to the destination field.

The source field shall be validated according to the T field from its associated descriptor; the source
field shall be reformatted according to the T field from the data descriptor associated with the
destination field and the result shall be transferred to the destination field.

The format of the different data types allowed in this instruction are described in subparagraph
2.3.2.2 of this document. The conversion and format operation shall be performed on any combination
of fields of type 0 through 8 or 10 or 11.

If the source has a decimal data type and the destination a binary data type, a conversion from decimal
to binary shall be performed. In this case, the maximum length for the source shall be determined by
the decimal data type: 19 bytes for types O through 3, and 38 bytes for types 4 through 8; the
maximum field length for the destination shall be 8 bytes. If the destination field is not long enough
to accommodate the entire binary number, truncation of the leftmost bytes shall occur. If the
destination field is longer than the result of the conversion, the sign bit shall be extended on the left. .

If the source has a binary data type and the destination a decimal data type, a conversion from bmary
to decimal shall be performed. The length restrictions on the operands are the same as in the previous
case. If the destination field is too short to accommodate the converted number, leading digits shall be
truncated according to the destination’s data type. If the receiving field is longer than the converted
number, leading zeros shall be supplied in accordance with the decimal data type: ASCII character
zero [hex(30)] or digit zero [hex(0)].

When truncation of data results in loss of significance, an Arithmetic Loss of Significance condition
shall be detected. When the corresponding user mask bit is set and the trap is enabled, program
interruption shall occur. Execution of this instruction (specifically storing into central memory) may
or may not be inhibited as determined on a model-dependent basis. However, when program
interruption occurs, the PVA in the P Register recorded in either the exchange package or the stack
frame save area shall point to this instruction.

When both operands are decimal, their maximum allowable lengths shall be determined according to
their respective decimal data types as defined in subparagraph 2.3.2.1.3, of this specification.

When both operands are decimal, the destination shall be filled from right to left. Unequal field
lengths shall result either in truncation of the leading digits or in insertion of leading zeros according
to the destination data type: ASCII character zero [hex(30)] or digit zero [hex(0)], for unpacked and
packed decimal data types, respectively.
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2.3.3.4 Comparison

Decimal Compare, D(Aj) to D(Ak), result to X1R
74jk (2 descriptors) (Ref. 083)

This instruction shall algebraically compare the decimal contents of the source field to the decimal
contents of the destination field and shall transfer a 32-bit halfword to Register X1 Right according to
the results of the comparison.

When the contents of the source and destination fields are equal, the entire 32-bit positions of Register
X1 Right shall be cleared.

When the contents of the source field are greater than the contents of the destination field, Register
X1 Right shall be cleared in bit position 32 and 34 through 63, and shall be set in bit position 33.

When the contents of the source field are less than the contents of the destination field, Register X1
Right shall be cleared in bit positions 34 through 63 and shall be set in bit positions 32 and 33.

Types: All Packed decimal types and all Unpacked decimal data types except for the Leading Sign
formats, shall be freely allowed in comparisons; i.e., types 0 through 6, shall be compatible for this
instruction.

Lengths: Lengths shall be confined to the same maximum values as for a Decimal Difference
instruction. Unequal field lengths shall be accommodated by providing zero fill in the leftmost
positions, as required, for the field having the shorter length. The maximum number of bytes occupied
by each operand is a function of its data type and is specified in subparagraph 2.3.2.1.3, of this
specification.

2.3.4 Byte

The instructions in this subgroup shall provide the means for comparing, scanning, translating,
moving, and editing byte fields in central memory to the extent defined by the following instruction
descriptions. '

These instructions shall utilize spaces for extending alphanumeric (type 9) fields, with the space being
represented by hex(20).

A source byte operand of length zero shall be functionally interpreted as a string of space characters
(ASCII character: hex(20)) for all the instructions in this subgroup except "Edit."

Decimal Significance Loss shall not be detected for the instructions in this subgroup.

2.3.4.1 Comparison

a. Byte Compare, D(Aj) to D(AKk), result to X1R, index to XOR
7Tk (2 descriptors) (Ref. 084)

b. Byte Compare Collated, D(Aj) to D(Ak), both translated per (Ai plus D), result to X1R, index to XOR
E9jkiD (2 descriptors) (Ref. 085)

These instructions shall compare the bytes contained in the source field to the bytes contained in the
destination field and shall transfer the results of that comparison to Register X1 Right.

The comparison shall proceed from left to right. When the field lengths are unequal, trailing space
characters shall be used for the field having the shorter length. The maximum length for each
operand shall be 256 bytes.
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These instructions shall ignore the type field. Each byte from the source and destination field shall be
treated as an 8-bit quantity having an absolute value with respect to the comparison operation.

The comparison shall continue until the longer field has been exhausted or until an "inequality” is
detected between corresponding bytes from the source and destination fields according to the following
definitions. For the Compare instruction, inequality between the bytes obtained directly from the
source and destination fields shall result in the completion of the comparison. For the Collated
Compare instruction inequality of the bytes obtained directly from the source and destination fields
shall result in the translation of both bytes, by means of a translation table, and inequality of the post-
translation bytes shall result in the completion of the comparison. When the translated bytes are
equal, and the longer field has not been exhausted, comparison between the corresponding bytes
obtained directly from the source and destination fields shall be resumed.

When every byte associated with the source field is equal to every corresponding byte associated with
the destination field, (including the trailing space characters if any), the entire 32-bit positions of
Register X1 Right shall be cleared. When the first inequality between bytes occurs as a result of a byte’
associated with the source field having a greater value than the corresponding byte associated with
the destination field, Register X1 Right shall be cleared in bit positions 32 and 34 through 63, and
shall be set in bit position 33. When the first inequality between bytes occurs as a result of a byte
associated with the source field having a value less than the corresponding byte associated with the
. destination field, Register X1 Right shall be cleared in bit positions 34 through 63 and shall be set in
bit positions 32 and 33. In addition, the sequence number of the byte which caused the first inequality
will be placed in Register X0 Right. (Note: the sequence number shall be initialized to zero.
Moreover, when one of these instructions terminates as a result of inequality, the value of the
sequence number transferred to Register X0 Right, if added to the leftmost byte addresses of the
source and destination fields, will provide the addresses of the source and destination field bytes,
respectively, which caused the inequality.) If no inequalities are found, Register X0 Right shall remain
unchanged.

Translation table: The translation table used for each occurrence of direct inequality during Collated
Compare instructions, shall be addressed by a PVA whose Ring Number (RN) and Segment (SEG) are
obtained from Ai, and whose Byte Number (BN) is formed by the 32-bit sum (ignoring overflow) of the
rightmost 32 bits of Ai plus the instruction’s 12-bit D field extended to the left with 20 zeros. The
entire table, consisting of 256 bytes, may be loaded internally to the processor, on a model dependent
basis before any operation on the data is performed.

Each byte shall be translated by using its value as a positive offset to be added to the beginning
(leftmost) address of the Translation Table, (Ai) + D, for the purpose of addressing the translated byte
to be read from central memory,

Invalid Segment/Access Violation: The associated program interruption shall occur as described in
paragraph 2.8.1 and the execution of this instruction shall be inhibited when either an Inalid Segment
or an Access Violation is recorded. '

Address Specification Error/Page Table Search Without Find: The associated program interruption
shall occur as described in paragraph 2.8.1 and the execution of this instruction shall be inhibited
when either an Address Specification Error or a Page Table Search Without Find is recorded except
when the exception is associated with unneeded data. In this case the processor may but need not
report the exception condition. Not reporting one of the two exceptions can only occur when a source
field spans two pages and the exception is associated with the second page and a mismatch occurs
using the data from the first page.
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2.3.4.2 Byte Scan

Byte Scan While Nonmember, D(Ak) for presence bit in (Ai plus D), character to X1R, index to X0R
F3jkiD (1 descriptor) (Ref. 086) '

Operation: The operation shall proceed from left to right on the destination field addressed by D(Ak).
One character at a time shall be taken from this character string and used as a bit address into the
string addressed by a PVA whose Ring Number (RN) and Segment (SEG) are obtained from Ai, and

whose Byte Number (BN) is formed by the 32-bit sum (ignoring overflow) of the rightmost 32 bits of '

Ai plus the instruction’s 12-bit D field extended to the left with 20 zeros. The scan shall terminate if
the bit thus addressed is ON or if the destination field has been exhausted; otherwise the next
character in D(AK) is considered.

Source Field: The operand addressed by Ai+D shall be interpreted as a bit string consisting of 256
bits (32 bytes). The entire table, consisting of 256 bits, may be loaded internally to the processor, on a
model dependent basis, before any operation on the data is performed.

Destination Field: The type field in D(Ak) shall be ignored. The operand addressed by D(Ak) shall be
interpreted as a byte string, and restricted to no more than 256 characters.

The binary value of the sequence number in the string, of the byte which caused the scan to terminate
shall be placed right-justified into X0 Right.

The binary value of the character itself which caused the scan to terminate shall be placed right-
justified into X1 Right.

If the scan stops by exhaustion of the characters in the byte string, X0 Right shall contain the length
of the original byte string and X1 Right shall be set in bit position 32 and cleared in bit positions 33
through 63.

Note: The function Byte Scan While Member can be performed by means of the Byte Scan While
Non-Member if the bit string specifying the characters not allowed in the byte string has been
previously logically negated.

2.3.4.3 Translate

Byte Translate, D(Ak) replaced by D(Aj), translated per (Ai plus D)
EBjkiD (2 descriptors) (Ref. 088)

This instruction shall translate each byte contained in the source field, according to the translation
table in central memory and shall transfer the results of the byte-by-byte translation to the
destination field.

The translation table shall be addressed in a manner identical to that previously described for the Byte
Compare Collated instruction in subparagraph 2.3.4.1 of this specification. The Type fields in the
Data Descriptors associated with the source field and the destination field shall be ignored. Both
operands shall be restricted to no more than 256 bytes.
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The translation operation shall occur from left to right with each source byte used as a positive offset
to be added to the beginning (leftmost byte) address of the translation table for the purpose of
permitting each byte’s translation. Translated bytes, thus obtained from the translation table, shall
be transferred to the destination field. The translation operation shall terminate after the destination
field length has been exhausted. When the source field length is greater than the destination field
length, rightmost bytes from the source field shall be truncated, to the extent required, with respect to
the translation operation. When the source field length is less than the destination field length,
translated space characters shall be used to fill the rightmost byte positions of the destination field to
the extent required.

2.3.4.4 Move

Move Bytes, D(Ak) replaced by D(Aj)
76jk (2 descriptors) (Ref. 089)

This instruction shall move the bytes contained in the source field to the destination field. The
operation shall be performed from left to right with unequal field lengths accommodated by the
truncation of trailing characters from the source field or the insertion of trailing spaces into the
destination field. The type fields of the source and destination data descriptors shall be ignored. Field
lengths shall be restricted to a maximum of 256 bytes. ‘

Invalid Segment/Access Violation: The associated program interruption shall occur as described in
paragraph 2.8.1 and the execution of this instruction shall be inhibited when either an Inalid Segment
or an Access Violation is recorded.

Address Specification Error/Page Table Search Without Find: The associated program interruption
shall occur as described in paragraph 2.8.1 and the execution of this instruction shall be inhibited
(except that some portion of the destination field may have meen modified) when either an Address
Specification Error or a Page Table Search Without Find.

2.3.4.5 Edit

Edit, D(Ak) replaced by D(Aj) edited per (Ai plus D)
EDjkiD (2 descriptors) (Ref. 091)

This instruction shall edit the digits or characters contained in the source field according to an edit
mask in central memory and shall transfer the result to the destination field. The edit mask shall be
addressed by a PVA whose Ring Number (RN) and Segment (SEG) are obtained from Ai, and whose
Byte Number (BN) is formed by the 32-bit sum (ignoring overflow) of the rightmost 32-bit of Ai plus
the instruction’s 12-bit D field extended to the left with 20 zeros. The edit mask shall consist of a one
byte length indication followed by a string of micro-operations. The length indication shall include
the byte containing the length. (Also see appendixes C & H.)

The edit instruction shall terminate as a result of exhausting the edit mask or under control of the
edit mask, i.e., MOP15 with the zero flag FALSE. For both of these circumstances, no exception
conditions shall be associated with the completion of the edit instruction even though the source and
the destination fields may not have been exhausted. In the event that the destination field is not
filled, the remaining portion of the destination field shall not be altered. In the event that the source
field is not exhausted, the entire source field shall be checked for invalid BDP data and the sign
examined. However, when the interpretation of the edit mask would otherwise result in reading
beyond the end of the source field or would result in writing beyond the end of the destination field, an
Invalid BDP Data condition shall be detected. Thus a destination field length of zero allows the Edit
instruction to proceed until the first output is produced at which point an Invalid BDP Data condition
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shall be detected. When the corresponding user mask bit is set and the trap is enabled, instruction
execution shall be inhibited and program interruption shall occur. See paragraph 2.8.3.16 of this

specifieation.

Type: The Source Data Descriptor type field shall be confined to the following types: 0, 1, 2, 3, 4, 5, 6,
7,8, and 9. A type 9 source field is assumed zero (ZF, zero field = true) and positive. The Destination
Data Descriptor type field shall be ignored, and the output field formatted as per type 9. An
Instruction Specification Error shall be detected when the source data type is 10, 11, 14, or 15. This
condition shall be detected even if the edit mask has a length of 0 or 1.

Special Conventions: The edit operation shall utilize the tables and toggles listed below.

a. Special Characters Table (SCT): The SCT is an eight byte table that shall be initialized by
the machine at the start of each edit operation to contain the following:

lank fill character

suppression character

b

i

Il 1 positive sig
Pl

I |

| A

n

1 negative sign
i

14
Table Index 0j1]2|3|14|5|61{7
Character |[blb}+]- ${/
Hexadecimal Value 20| 20| 2B| 2D} 2C| 2E| 24| 2F

Entries in the SCT shall be readable/writable under control of certain micro-operations
comprising the mask.

The Symbol (SM): The symbol is a string of 0 to 15 characters that shall be created under
control of the edit mask and inserted into the destination field under control of the edit
mask. Once the SM has been inserted into the destination field, it must be recreated before
it can be inserted again. At the start of an edit operation, the SM shall have a zero length.

The SM shall be utilized for the floating sign and floating currency editing features. It shall
also be utilized for sign sensitive and significance sensitive character string insertion.

End Suppression Toggle (ES): This toggle controls zero suppression. At start of edit, the
ES shall be initialized FALSE. The ES shall be set TRUE when zero suppression ends.

Negative Sign Toggle (SN): This toggle signifies the sign of the source field. At start of edit,
the SN shall be initialized FALSE for an unsigned numeric or a positive numeric source
field. It shall be initialized TRUE for a negative numeric source field, only.

Zero Field Toggle (ZF): This toggle signifies whether the source field is zero or nonzero. It
shall be initialized TRUE.
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Source Field Sign: For separately signed numeric data types, the bit positions in the source field
which are occupied by the sign shall be automatically skipped with respect to source field addressing
under control of the edit mask. For combined sign data types, only the numeric value shall be
interpreted with respect to read references of the source field sign byte position under control of the
edit mask.

Edit Micro-Operations: The mask shall be interpreted as a string of one byte micro-instructions with
the following format.

0o 34 7

Mop SV

The MOP is a micro-operator (MOP). It specifies an editing function. The SV is a specification value
(SV). Its meaning varies according to the specific MOP which it follows.

Edit control shall proceed from left to right on the mask, one character (or micro-operation) at a time.
After interpretation of the micro-operation, action shall be taken on the source and destination field
characters (or source digits) which shall also be operated from left to right.

Indexing through the source field shall be by bytes unless its data-type is packed numeric when
indexing shall be by half-bytes. Indexing through the destination field shall be by bytes.

Notation for MOP descriptions.

ES End suppression toggle.

SCT Special character table.

SCT(n) (n+1)th entry in the SCT (n must be 0-7).
3% Specification value.

Note: The one byte length indication contained in the leftmost byte position of the Edit Mask shall
include itself in specifying the length of the Edit Mask. (Thus, a maximum of 254 micro-operations
may be specified by this byte.)

When the value of the leftmost byte of the Edit Mask is equal to zero or one, the associated Edit
instruction shall result in no operation; however, the entire input field (except when type 9) is checked
for valid data.
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Although not included in each description, prior to the execution of each micro-operation the edit

mask index shall be incremented by one.

Micro-operations - MOPs
MOP 0

1. End MOP if SV=0.

2. Set ES true.

3. Translate SV (1 to 15) digits from the source field to their equivalent ASCII characters and
copy them into the destination field. The source field must not be type 9 or an Invalid BDP
Data condition will be detected. When the corresponding user mask bit is set and traps
enabled, instruction execution shall be inhibited and program interruption shall occur.

4. Perform the translate as specified by the NUMERIC function.

MOP1
1. End MOP if SV=0.
2. Set ES true.

3. Move SV (1 to 15) characters from the source field to the destination field. The source field
must be type 9 or an Invalid BDP Data condition will be detected. When the corresponding
user mask bit is set and traps enabled, instruction execution shall be inhibited and program
interruption shall occur.

MOP2,3

No operation.

MOP 4

1. End MOP if SV=0.

2. Move SV (1 to 15) characters from the edit mask to the destination field. When execution of
this MOP would require reading beyond the end of the edit mask, an Invalid BDP Data
condition shall be detected. When the corresponding user mask bit is set and traps enabled,
instruction execution shall be inhibited and program interruption shall occur.

MOP 5
Set the symbol to a single character representing the sign of the source data field.
e  Negative source data field
Copy SCT}; to the symbol field.
e Positive source data field

Copy the character (SCTgy) selected from the SCT indexed by the rightmost 3 bits of SV
into the symbol field.
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MOPG6

1. End MOP if SV=0.

2. Move SV (1 to 15) characters from the edit mask to the symbol. When execution of this
MOP would require reading beyond the end of the edit mask, an Invalid BDP Data condition
shall be detected. When the corresponding user mask bit is set and traps enabled,
instruction execution shall be inhibited and program interruption shall occur.

MOP 7
1. End MOP if SV=0.

2. Translate SV (1 to 15) digits from the source field to their equivalent ASCII characters and
copy them into the destination field. The source field must not be type 9 or an Invalid BDP
Data condition will be detected. When the corresponding user mask bit is set and traps
enabled, instruction execution shall be inhibited and program interruption shall occur.

o ES False AND zero digit
Copy SCT1 to the destination field.
e ES False AND nonzero digit
Set ES true and copy the symbol to the destination field followed by the translated digit.

e ESTrue
Copy the translated digit to the destination field.
MOP 8
e ESTrue
No operation.
e ESFalse
Set ES true and copy the symbol to the destination field.
MOP 9
e SV>1
Copy the Symbol to the destination field.
o SV«17

Copy the character (SCTgy) selected from the SCT indexed by the rightmost 3 bits of SV
into the destination field.
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MOPA
e SV>T
e  Source field positive
Copy the Symbol to the destination field.
e  Source field negative
Copy the SCT character to the destination field once for each character in the Symbol.
¢ SV<7
e Source field positive

MOPB

Copy the character (SCTgy) selected from the SCT indexed by the rightmost 3 bits of SV
into the destination field.

Source field negative
Copy SCT into the destination field.

This MOP is identical to MOP A with the action caused by the source field sign being exactly
reversed.

MOPC

e SV>7 : Q,_,,»;

ES True
Copy the Symbol to the destination field.
ES False

Copy the SCT, character to the destination field once for each character in the Symbol.

e SV«7

ES True

Copy the character (SCTgy) selected from the SCT indexed by the rightmost 3 bits of SV
into the destination field.

ES False
Copy SCT, into the destination field.

‘; =
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MOPD

Copy the next character from the edit mask into the SCT as indexed by the rightmost 3 bits of
Sv.

When execution of this MOP would require reading beyond the end of the edit mask, an Invalid
BDP Data condition shall be detected. When the corresponding user mask bit is set and traps
enabled, instruction execution shall be inhibited and program interruption shall occur.

MOPE
1. End MOPifSV =0.
2. Copy SCT, into the destination field SV (1 to 15) times.
MOPF
1. End MOPIifSV = 0.
2. IfZF False (Nonzero Source Field)
Terminate the Edit instruction.
3. IfZF True (Zero Source Field)

Reset to start of Destination field and copy SCT, into the destination field SV times.
Execution of this reset causes all characters previously transmitted to the destination field
to be, in effect, discarded (even when more than SV characters were previously transmitted).

Function NUMERIC

This function shall be used by micro-operations 0 and 7 to move a source digit into the destination
field.

Each source digit shall be checked; invalid decimal digits shall cause an Invalid BDP Data condition to
be detected. When the corresponding user mask bit is set and the trap is enabled, instruction
execution shall be inhibited and program interruption shall occur. See paragraph 2.8.3.16 of this
specification.

When the source field is packed numeric, appropriate ASCII zone bits shall be supplied for the
destination character.

A nonzero digit shall cause the ZF toggle to be set FALSE.

2.3.5 Calculate Subscript
This instruction (Op. F4) has been deleted from the CYBER 180 instruction set.
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2;3.6 Immediate Data

Within this instruction group, the Immediate Data Byte is an 8-bit field formed by the two’s
complement addition of bits 56 - 63 (Xi) Right and the rightmost 8 bits of the instruction’s D field.
Overflow is ignored on this summation. In this context, the contents of Register X0 shall be
interpreted as consisting entirely of zeros.

2.3.6.1 Move Immediate Data, D(Ak) replaced by XiR plus D per j

F9jkiD (1 descriptor) (Ref. 154)

This instruction shall move the Immediate Data Byte to the destination field after format conversion
per the destination field type and the j field suboperation code. The Immediate Data Byte is described
in paragraph 2.3.6. The least significant 2 bits of the j field shall be used as an encoding of the
operation to be performed:

a. If = 00, the unsigned (considered positive) numeric value (type 10) contained in the
Immediate Data Byte shall be moved right-justified to the receiving field, which must be of
type 10 or 11. If necessary, the destination field is filled with zeros on the left.

b. If = 01, the decimal numeric value (type 4) contained in the Immediate Data Byte shall be
moved right-justified, to the receiving field after possible reformatting to match the data
type of the destination. If the format requires a sign, a positive sign shall be supplied. The
destination shall be restricted to one of the decimal data types 0 through 6. This move shall
be executed according to the rules of the numeric move for truncation, padding and
validation.

Each source digit shall be checked for decimal digit validity. An invalid decimal digit shall
cause an Invalid BDP Data condition to be detected. When the corresponding user mask bit
is set, and the trap is enabled, instruction execution shall be inhibited and program
interruption shall occur.

This operation will not alter the slack digit of destination field types 1 and 3 (see 2.3.2.2,
subparagraph q). When truncation of numeric data results in loss of significance, an
Arithmetic Loss of Significance condition shall be detected. If the corresponding user
condition mask bit is set and the trap is enabled, instruction execution shall be inhibited and
program interruption shall occur. (See 2.8.3.15.)

c. If = 10, the ASCII character contained in the Immediate Data Byte is repeated left to right
in the receiving field. The destination data type shall be ignored.

d. If = 11, the ASCII character contained in the Immediate Data Byte is moved left-justified
into the receiving field, the rest of that field is space filled. The destination data type shall
be ignored.
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2.3.6.2 Compare Immediate Data, XiR plus D to D(AK) per j, result to X1R

FAjkiD (1 descriptor) (Ref. 155)

This command shall, depending on the value of the j field, compare the explicit value contained in the
Immediate Data Byte to D(Ak) after a possible reformatting to match the data type and shall transfer
a 32-bit halfword to Register X1 Right according to the result of the comparison. The Immediate Data
Byte is described in paragraph 2.3.6.

When the contents of the source and destination fields are equal, the entire 32-bit positions of Register
X1 Right shall be cleared.

The rightmost two bits of the j field shall be used as an encoding of the operation to be performed:

a. If j=00, the unsigned (considered positive) numeric value (type 10) contained in the
Immediate Data Byte shall be compared to the contents of field D(Ak), which must be of type
10 or 11. If field D(Ak) is longer than one byte, then the Immediate Data Byte will be zero-
filled to the left as necessary.

b. If j=01, the decimal numeric value (type 4) contained in the Immediate Data Byte shall be
compared to the contents of field D(Ak) after possible reformatting to match the data type of
field D(Ak). If the format requires a sign, a positive sign shall be supplied. The D(AKk) field
shall be restricted to one of the decimal data types 0 through 6. If field D(AK) is longer than
one byte, then the Immediate Data Byte shall be zero-filled to the left as necessary.

Each source digit shall be checked for decimal digit validity. An invalid decimal digit shall
cause an Invalid BDP Data condition to be detected. When the corresponding user mask bit
is set, and the trap is enabled, instruction execution shall be inhibited and program
interruption shall occur.

c. Ifj=10, the ASCII character contained in the Immediate Data Byte shall be compared left to
right with each successive byte contained in the D(Ak) field. The data type of field D(Ak)
shall be ignored.

d. Ifj=11, the ASCII character contained in the Immediate Data Byte shall be compared to the
leftmost byte in field D(Ak). If the comparison is equal and if field D(Ak) is longer than one
byte, then a space character shall be compared left to right with each successive remaining
byte contained in the D(AKk) field. The data type of field D(Ak) shall be ignored.

When the contents of the source field are greater than the contents of the destination field, Register
X1 Right shall be cleared in bit positions 32 and 34 through 63, and shall be set in bit position 33.

When the contents of the source field are less than the contents of the destination field, Register X1
Right shall be cleared in bit positions 34 through 63 and shall be set in bit positions 32 and 33.

The interpretation of the source and destination fields are analogous to those described under the
Move Immediate Data instruction, paragraph 2.3.6.1.
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. 2.3.6.3 Add Immediate Data, D(Ak) replaced by D(Ak) plus XiR plus D per j

FBjkiD (1 descriptor) (Ref. 156)

Operation: This command shall add the explicit integer value contained in the Immediate Data Byte
to D(Ak) after a possible conversion to match the destination data type. The Immediate Data Byte is
formed as described in 2.3.6.

Source: The Immediate Data Byte is used to store the integer value of the addend. The j field is used
as an encoding of the type of the data contained in the Immediate Data Byte. The least significant bit
of the j field is decoded as follows:

a. If = 0, the Immediate Data Byte contains an unsigned (considered positive) blnary integer
value; Immedlate Data Byte = Data Type 10.

b. If = 1, the Immediate Data Byte contains one ASCII character representing a decimal digit;
if invalid decimal data is encountered in the Immediate Data Byte, an Invalid BDP Data
condition shall be detected. When the corresponding user mask bit is set, and the trap is
enabled, instruction execution shall be inhibited and program interruption shall occur.
Immediate Data Byte = Data Type 4.

If the source corresponds to case a. above, the destination shall be confined to types 10 and 11.
If the source corresponds to case b. above, the destination shall be confined to types 0 through 6.

If unauthorized data types are specified, an Instruction Specification error shall be detected, the
instruction’s execution shall be inhibited, and the corresponding program interruption shall occur.
(See 2.8.1.4.)

Overflow into the slack digit of destination field types 1 and 3 is not allowed (see 2.3.2.2, sub-
paragraph q). When the results of the add operation exceed the capacity of the destination field, an
Arithmetic Overflow condition shall be detected. If the corresponding user condition mask bit is set
and the trap is enabled, instruction execution shall be inhibited and the program interruption shall
occur. (See 2.8.3.10.)
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2.4 FLOATING POINT INSTRUCTIONS

A floating point number shall consist of a signed exponent and a signed fraction. The signed fraction
shall also be referred to as the coefficient.

The quantity expressed by a floating point number shall be of the form (f’)iZ.x where f represents the
signed fraction and x represents the signed exponent of the base 2.

The exponent base of 2 shall be an implied constant for all floating point numbers and thus shall not
explicitly appear in any floating point format.

2.4.1 Format: 64-Bit

All 64-bit floating point data shall have one of two fixed length formats: a 64-bit word called single
precision, or a 128-bit word called double precision. :

In both the single and double precision formats, the leftmost bit position, 00, shall be occupied by the
sign of the fraction. The fifteen bit positions immediately to the right of bit 00, 01 through 15, shall be
occupied by the signed exponent.

The field immediately to the right of the signed exponent shall be occupied by the fraction which in
single precision format shall consist of 48 bits and in double precision format shall consist of 96 bits,
according to the following figures.

00}01 15|16 63

S Signed Exponent 48-bit Fraction

Single Precision Floating Point Number

00{01 15|16 63
S Signed Exponent Leftmost 48 bits of the 96-bit Fraction
\ / ‘

T :
64165 79180 ] 127
S Signed Exponent Rightmost 48 bits of the 96-bit Fraction

Double Precision Floating Point Number

A double precision floating point number shall consist of two single precision floating point numbers
located in consecutively numbered X Registers. The two single precision floating point numbers
comprising a double precision floating point number shall be referred to as the leftmost and rightmost
parts as contained in the Xn and Xn+1 Registers, respectively. The leftmost part may be any single
precision floating point number and when it is normalized, (the leftmost bit of the fraction, in bit
position 16, is equal to a one) the double precision floating point number shall be considered to be
normalized. The sign of the fraction and the exponent of the leftmost part shall constitute the sign of
the fraction and the exponent of the double precision number.
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The fraction field of the leftmost part shall constitute the leftmost 48 bits of the 96-bit double
precision fraction. The fraction field of the rightmost part shall constitute the rightmost 48 bits of the
96-bit double precision fraction. The sign of the fraction and the exponent of the rightmost part shall
not be utilized from any number constituting an input operand (argument) to a double precision
floating point operation. However, the formation of a double precision floating point result shall
include making the sign of the fraction of the rightmost part the same as that of the leftmost part and
shall also include making the exponent of the rightmost part equal to the exponent of the leftmost
part.

2.4.1.1 Standard Numbers

The fraction field of a floating point number shall have its binary point immediately to the left of its
leftmost bit position, 16. Both positive and negative quantities shall have a true fraction with the sign
indicated solely by means of the sign bit. A number shall be positive or negative depending on
whether the sign is a zero or a one, respectively.

Cmmmmmms Exponent ------- El D True Fraction ------—------ >

00]01102 0304 15(16 63

-
-t
-

Tt
LI A B Binary Point
t t Exponent Out of Range (02, 03)

t Exponent Bias

Sign of the Fraction

The fraction shall be considered to be multiplied by the power of 2 expressed by the exponent which, in
encoded form, occupies bit positions 01 through 15. The exponent field shall be used to represent both
‘standard and nonstandard floating point numbers. Standard floating point numbers shall have an
actual exponent range from -4096 to +4095 inclusive, and shall be encoded into the exponent field by
adding a bias equal to 214. The effect of biasing the exponent is demonstrated in table 2.4-1 for
standard floating point numbers in which the ascending order from smallest to largest encoded
representations corresponds to the smallest to largest progression of multiplier values represented by
the actual exponents in the range of -4096 to +4095 inclusive.

The ranges in magnitude, M, covered by standard, normalized floating point numbers in each of the
two formats is as follows:

Single precision; 24097 < M < (1-2-48)24095
(Approximately 14.4 decimal digits of precision)

Double precision; 24097 < M < (1-2-96)24095
(Approximately 28.9 decimal digits of precision)

For both formats these ranges approximate to:
(4.8) 10-123¢ < M < (5.2) 101232
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24.1.1.1 Z3

As shown in table 2.4-1, +Z3 and -Z3 are standard floating point numbers with zero coefficients. The
existance of -Z3 in the floating point number set plus the interpretation of +Z3 greater than -Z3 by
the floating point compare means that special consideration must be given to =Z3. Add and subtract
are the only floating point operations which can produce a Z3 result from normalized input operands
and will force any -Z3 result to a +Z3. Multiply and divide operations will only produce Z3 for
unnormalized input operands and will produce either +Z3 or -Z3 depending on the signs of the input
operands. This -Z3 gives rise to some anomalies. For example, when A = -Z3, and B and C are both
nonzero standard numbers in the following equation:

AB+C)=AB+AC
the comparison reduces to
-Z3 + +73
This is true because the floating point compare rules described in 2.4.5 interpret operands with
different signs to be unequal. These anomalies only occur when unnormalized operands are used. :

24112 N

As shown in table 2.4-1, +N and ~N are those standard floating point numbers which have nonzero
coefficients.
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2.4.1.2 Nonstandard Numbers

The exponent field shall also be used to represent nonstandard floating point numbers referred to as
Zero (271, £Z2), Infinity (INF), and Indefinite (:INDEF).

Table 2.4-1 illustrates hexadecimal exponent codes for corresponding nonstandard as well as standard
floating point numbers.

2.4.1.2.1 71, 172

Nonstandard floating point numbers constituting input arguments to floating point operations shall
be treated as if they consisted entirely of zeros when bits 01 and 02 are equal to zeros and also when
bits 01 and 03 are equal to zeros.

The nonstandard zero floating point numbers are represented as +Z1 or +Z2 as shown in table 2.4-1.
The specific number in the +Z1 range which consists of all (64) zeros is termed +0. Thus, wherever
+Z1 is indicated, the +0 is also included since it is a member of +Z1.

2.4.1.22 +INF

Nonstandard floating point numbers constituting input arguments to floating point operations shall
be treated as infinite values when bit 01 is equal to one and bits 02 and 03 are not equal to each other.

The nonstandard floating point numbers in the Infinite range are represented as *INF as shown in
table 2.4-1. The specific number in the +INF range which consists of 500....000 is termed +». The
specific number in the =INF range which consists of D00....000 is termed —». Thus wherever tINF is
indicated, the numbers 1o are also included since they are members of tINF.

2.4.1.2.3 :INDEF

Nonstandard floating point numbers constituting input arguments to floating point operations shall
be treated as indefinite values when bits 01 through 03 are all equal to ones.

The nonstandard floating pbint numbers in the Indefinite range are represented as tINDEF as shown
in table 2.4-1. The specific number in the +INDEF range which consists of 700....000 is termed +IND.
Thus, wherever +INDEF is indicated, the number +IND is also included since it is a member of
tINDEF.
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Hexadecimal exponent including the coefficient sign

Actual exponent (to the base 2)

Standard or nonstandard numbers

Number Classification

Comments :
' The specific number
7XXX -—--- Nonstd Indefinite|+INDEF 7000...00 is termed +IND
6FFF| 212,287 The specific number
: : Infinite +INF  5000...00 is termed +«
Positive | 5000 24,096
4FFF| 24,095 ' Standard numbers
Numbers : : +N with a nonzero
4000 20 coefficient

Standard| Standard
3FFF| 2-1 { Standard numbers
: +73

: : with a zero
(Coeff’nt | 3000| 2-4,096 :

coefficient
2FFF| 2-4,097

sign = 0)

: : +22
1000| 2-12,288
2-12,289
OXXX1| : +71 The specific number
2-16,384 0000...00 is termed +0
Nonstd.| Zero ———
2-16,384
8XXX| : -71
2-12,289
9000| 2-12,288
Negative : : -12
AFFF| 2-4,097
Numbers B00O| 2-4,096 Standard numbers
: : -13 with a zero
BFFF| 2-1 coefficient
Standard| Standard
(Coeff’nt | CO00 20 Standard numbers
: : -N with a nonzero
sign = 1)| CFFF| 24,095 coefficient
Dooo| 24,096 The specific number

: : Infinite | -INF  D000...00 is termed -o
EFFF| 212,287 | Nonstd.

FXXX ---- Indefinite|-INDEF

Table 2.4-1. 64-Bit Floating Point Representation
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2.4.1.3 Exponent Arithmetic

When the exponent fields from input arguments are added, as for floating point multiplication, or
subtracted, as for floating point division, the exponent arithmetic shall be performed algebraically in
two’s complement mode. Moreover, such operations shall take place, conceptually, as if the bias were
removed from each exponent field prior to performing the addition or subtraction and then restored
following exponent arithmetic so as to correctly bias the exponent result.

Exponent Underflow and Overflow conditions shall be detected for all single precision, but only for the
leftmost part of double precision floating point results.

2.4.1.4 Normalization

A normalized floating point number shall have a one in the leftmost bit position, 16, of the fraction
field. If the leftmost bit of the fraction is a zero, the number shall be considered unnormalized.
Normalization shall take place when intermediate results are changed to final results. Numbers with
zero fractions cannot be normalized and such fractions shall remain equal to zero.

For intermediate results in which coefficient overflow has not occurred and the initial operands were
normalized, the normalization process shall consist of left shifting the fraction until the leftmost bit
position contains a one and correspondingly reducing the exponent by the number of positions shifted.
For intermediate results in which coefficient overflow has occurred, the normalization process shall
consist of right shifting the fraction one bit position and correspondingly increasing the exponent by
one. For double precision floating point numbers, the entire fraction shall participate in the
normalization such that the rightmost part may or may not appear as a normalized single precision
number as determined by the value of the fraction.

For quotient and product instructions (Op. 32, 33, 36 and 37) if the operands are unnormalized, the
results may be unnormalized. (See the individual instruction descriptions.)

When exponent arithmetic operations on standard floating numbers generate an intermediate
exponent which is Out of Range, but normalization requirements generate an adjusted exponent
which is no longer Out of Range, then neither Exponent Overflow nor Exponent Underflow shall be
recorded for the final results.

2.4.1.5 Exceptions

With respect to floating point exceptions, (specifically Exponent Overflow, Exponent Underflow,
Indefinite, and Loss of Significance), bit position assignments within the User Condition and User
Mask Registers shall be in accordance with paragraphs 2.8.3 and 2.8.4 of this specification.

2.4.1.6 Double Precision Register Designators

The terms "Xk+1" and "Xj+1" shall be used to designate an X Register associated with the rightmost
part of a double precision floating point number. When the leftmost part of a double precision floating
point number, as designated by the terms "Xk" and "Xj" is associated with Register XF (in hexadecimal
notation) the terms "Xk+1" and "Xj+1" shall be interpreted as designating Register X0. Notation
designating the two registers holding the complete double precision floating point number is either
XXk or XXj. (See 2.4.3.4 through 2.4.3.6.)
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2.4.1.7 User Mask Bits

The form of the result to be stored for certain arithmetic operations involving any of the three
exception conditions Exponent Overflow, Exponent Underflow and FP Loss of Significance is a
function of the user mask bit associated with the exception. Tables 2.4-3 through 2.4-12 specify the
results for each floating point operation (SUM, DIFF, PROD, QUOT) as a function of the input
operands. These tables are arranged in pairs -- user mask clear, user mask set -- for each operation.

When both input operands are standard numbers or, one is a standard number and the other +Z1 or
172:

user mask clear selects a predetermined form for the result

+0 for result tZ2  Exponent Underflow
+0 for result +Z3  FP Loss of Significance
+o for result +INF Exponent Overflow

- for result -INF  Exponent Overflow
user mask set selects the generated result.

When both input operands are +Z1 or +Z2 or either operand is +INF:

the user mask does not affect the result and the forms +0, +® or == are stored.
(Note that when FP Indefinite is detected, the result stored is always of the form, +IND.)
2.4.1.8 Conversion (Int/FP)

The instructions within this subgroup shall provide the means for converting 64-bit words, contained
in the X Registers, between integer and floating point formats.

2.4.1.8.1 Convert from Integer to Floating Point

Convert, Floating Point Xk formed from Integer Xj
3Ajk (Ref. 097)

This instruction shall convert the signed, two’s complement, binary integer initially contained in the
64-bit positions of Register Xj to its equivalent, normalized floating point representation and shall
transfer this 64-bit result to Register Xk. Integers outside of the range of -248 through 248-1 shall be
truncated in the rightmost bit positions during conversion.

The integer initially contained in Register Xj shall be interpreted as having a magnitude (M) within
the following range:

. _263 < M < 263_1

When the integer initially contained in Register Xj consists entirely of zeros, it shall be transferred
without change to Register Xk.
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2.4.1.8.2 Convert from Floating Point to Integer

Convert, Integer Xk formed from Floating Point Xj
3Bjk  (Ref. 098)

This instruction shall convert the 64-bit floating point number initially contained in the Xj Register to
a signed, two’s complement, binary integer and shall transfer this 64-bit result to Register Xk. (The
fractional part of the binary equivalent shall be lost as a result of truncation of the appropriate
rightmost bits).

When the 64-bit floating point number initially contained in the Xk register:

1. Has an actual (unbiased) exponent which is less than or equal to zero, the result shall
consist of 64 zeros. No exception conditions are recorded.

2. Has a coefficient consisting entirely of zeros, the result shall consist of 64 zeros. No
exception conditions are recorded.

3. Is indefinite, a Floating Point Indefinite condition shall be detected. @ When the
corresponding user mask bit is set and the trap enabled, execution of this instruction shall
be inhibited and program interruption shall occur (2.8.3.14). When the corresponding user
mask bit is clear and/or traps are disabled, a result consisting of 64 zeros shall be stored and
instruction execution completed. -

4. Is infinite, an Arithmetic Loss of Significance condition shall be detected. When the
corresponding user mask bit is set and the trap enabled, execution of this instruction shall
be inhibited and program interruption shall occur (2.8.3.15). When the corresponding user
mask bit is clear and/or traps are disabled, a result consisting of 64 zeros shall be stored and
instruction execution completed.

Floating point numbers with magnitude (M) shall be correctly converted provided such numbers are
within the following range:

-(263.215) <M< 263.915

For integers outside of this range, the number transferred to Register Xk shall represent only the least
significant, (rightmost) 64 bits of the actual result, and an Arithmetic Loss of Significance condition
shall be detected. When the corresponding user mask bit is set and the trap enabled, execution of this
instruction shall be inhibited and program interruption shall occur. (Thus, such numbers shall be
truncated to their leftmost positions). See subparagraph 2.8.3.15 of this specification.
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2.4.1.9 Arithmetic

The instructions within this subgroup shall provide the means for performing arithmetic operations
on floating point numbers to the extent described in the following subparagraphs.

2.4.1.9.1 Floating Point Sum/Difference

a.  Floating Point Sum, Xk replaced by Xk plus Xj
30jk  (Ref. 099)

b.  Floating Point Difference, Xk replaced by Xk minus Xj
31jk (Ref. 100)

Inputs: For the execution of these instructions, when either or both of the input arguments initially
contained in Registers Xk and Xj consist of an Infinite (tINF) or Indefinite (INDEF) floating point
number, as defined in subparagraph 2.4.1.3 of this specification, the floating point result transferred
to Register Xk shall consist of a nonstandard floating point number as defined by tables 2.4-3, 2.4-4,
2.4-5 and 2.4-6. \

For the execution of these instructions, when both of the input arguments initially contained in
Registers Xk and Xj consist of zero (#Z1, tZ2) as described in 2.4.1.3, the floating point result.
transferred to Register Xk shall consist entirely of zeros (+0) and no Loss of Significance shall be-
recorded.

For those nonstandard input arguments for which an Infinite result is transferred to Register Xk, an
Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification.

For those nonstandard input arguments for which an Indefinite result is transferred to Register Xk, a:
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap enabled, execution of the instruction shall be inhibited and program interruption shall occur.
See subparagraph 2.8.3.14 of this specification.

In the absence of either input argument being Infinite (INF) or Indefinite (:INDEF) or both input
arguments being zero (#Z1, tZ2), these instructions shall execute according to the following
descriptions.

Exponent Equalization: The exponents of the two floating point numbers initially contained in the
Xk and Xj Registers shall be algebraically compared and when they are equal, that common exponent
shall be used as the intermediate exponent with neither of the associated coefficients shifted prior to
coefficient arithmetic. However, when the exponents are not equal, the coefficient associated with the
smaller exponent shall be shifted right, end-off, the number of bit positions designated by the
difference between the exponents, up to a maximum of 48. Thus, the coefficients shall be aligned and
the larger exponent shall be used as the intermediate exponent.

When the exponent difference is greater than 48, the larger exponent and its associated coefficient
shall be used as the intermediate exponent and coefficient.
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Coefficient Arithmetic: The two aligned coefficients, each consisting of a sign and a 48-bit fraction
shall be added or subtracted, as determined by the operation code, with the coefficient associated with
the Xj Register correspondingly treated as the addend or the subtrahend. The algebraic result shall
consist of a signed coefficient having 48 bits of precision along with an overflow bit, and shall be
referred to as the intermediate coefficient. (The overflow bit shall provide the required allowance for
"true" addition, i.e., FP sum of coefficients having like signs and FP Difference between coefficients
having unlike signs.)

Coefficient Overflow: When the overflow bit associated with the intermediate coefficient is a one, the
48 bits of precision associated with the intermediate coefficient shall be shifted one bit position right,
end-off, with the overflow bit inserted into the vacated, leftmost bit position. The intermediate
exponent shall be increased by one to adjust for this right shift of the coefficient and, provided the
intermediate exponent does not overflow, the adjusted exponent along with its bias, and the
normalized coefficient along with its sign, shall be transferred to the 64-bit position of Register Xk as
the final result.

Exponent Overflow: When the adjustment of the intermediate exponent results in overflow, and
exponent overflow condition shall be recorded and the final result of the associated instruction shall
be determined according to the state of the Exponent Overflow mask bit contained in the User Mask
Register. (See subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.)

When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias, and the normalized coefficient along with its sign (INF),
shall be transferred to the 64-bit positions of Register Xk as the final result. If the trap is enabled,
then the execution of the instruction shall complete and program interruption shall occur. See
paragraph 2.8.3.11 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Overflow condition is recorded,
the nonstandard floating point number Infinite (t®), as defined in paragraph 2.4.1.3 of this
specification, shall be transferred to the 64-bit positions of Register Xk as the final result.

Loss of Significance: When the overflow bit and the 48 bits of precision associated with the
intermediate coefficient consist entirely of zeros and one or both of the input operands consisted of a
standard floating point number, then a Floating Point Loss of Significance condition shall be recorded
and the final result of the associated instruction shall be determined according to the state of the
Floating Point Loss of Significance mask bit contained in the User Mask Register. (See subparagraph
2.8.3.13 and paragraph 2.8.4 of this specification.)

When the corresponding mask bit is a one at the time the Floating Point Loss of Significance condition
is recorded, the intermediate exponent along with its bias, and the intermediate coefficient along with
its positive sign (+Z3), shall be transferred to the 64 bits of Register Xk as the final result. If the trap
is enabled, then the execution of the instruction shall complete and program interruption shall occur.
See paragraph 2.8.3.13 of this specification.

When the corresponding mask bit is a zero at the time the Floating Point Loss of Significance
condition is recorded, the nonstandard floating point number zero (+0) as defined in subparagraph
2.4.1.3 of this specification, shall be transferred to the 64-bit positions of Register Xk as the final
result.
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Normalization: When the overflow bit associated with the intermediate coefficient is a zero and the 48
bits of precision associated with the intermediate coefficient do not consist entirely of zeros, these 48
bits of precision shall be left shifted to the extent required to achieve normalization, i.e., a one in the
leftmost bit position. Left shifting shall be accomplished end-off, with zeros inserted on the right, for
from O to 47 bit positions. For each bit position shifted left, the intermediate exponent shall be
decreased by one. Upon completion of normalization, provided the exponent has not underflowed, the
adjusted exponent along with its bias, and the normalized coefficient along with its sign shall be
transferred to the 64-bit positions of Register Xk as the final result.

Exponent Underflow: When the adjustment of the exponent results in underflow, an Exponent
Underflow condition shall be recorded and the final result of the associated instruction shall be
determined according to the state of the Exponent Underflow mask bit contained in the User Mask
Register. (See subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.)

When the corresponding mask bit is a one at the time the Exponent Underflow condition is recorded,
the adjusted exponent along with its bias, and the normalized coefficient along with its sign (+Z2),
shall be transferred to the 64-bit positions of the Xk Register as the final result. If the trap is enabled,
then the execution of the instruction shall complete and program interruption shall occur. See
paragraph 2.8.3.12 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Underflow condition is recorded,
the nonstandard floating point number Zero (+0), as defined in paragraph 2.4.1.3 of this specification,
shall be transferred to the 64-bit positions of Register Xk as the final result.
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2.4.1.9.2 Floating Point Product

Floating Point Product, Xk replaced by Xk times Xj
32jk  (Ref. 103) '

Nonstandard Inputs: For the execution of this instruction, when either or both of the input
arguments initially contained in Registers Xk and Xj consist of a Zero (1Z1, 1Z2), Infinite (:INF) or
Indefinite (:INDEF) floating point number, as defined in subparagraph 2.4.1.3 of this specification,
the floating point result transferred to Register Xk shall consist of a nonstandard floating point
number as defined by tables 2.4-7 and 2.4-8.

For those nonstandard input arguments for which an Infinite result is transferred to Register Xk, an
Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification. :

For those nonstandard input arguments for which an Indefinite result is transferred to Register Xk, a
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap enabled, execution of the instruction shall be inhibited and program interruption shall occur.
See subparagraph 2.8.3.14 of this specification.

Standard Inputs: In the absence of nonstandard input arguments, this instruction shall execution
according to the following descriptions.

Exponent Arithmetic: The signed exponents initially contained in Registers Xk and Xj shall be
algebraically added and the result shall be used as the intermediate exponent.

Coefficient Arithmetic: The signed coefficient initially contained in Register Xk shall be multiplied by
the signed coefficient initially contained in Register Xj. The result shall consist of an algebraically
signed product having 96 bits of precision.

Normalization: When the leftmost bit of the 96 bits of precision associated with the product is a one,
the sign and leftmost 48 bits of the product shall be used as the intermediate coefficient. When the
leftmost bit of the 96 bits of precision associated with the product is a zero, that product shall be
shifted left end-off one bit position, the sign and leftmost 48 bits of the shifted result shall be used as
the intermediate coefficient and the intermediate exponent shall be decreased by one.

Exponent Overflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the overflow direction, an Exponent Overflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Overflow Mask bit contained in the User Mask register. See
subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias, and the intermediate coefficient along with its sign, (:INF)
shall be transferred to the 64-bit positions of Register X as the final result. If the trap is enabled, then
the execution of the instruction shall complete and program interruption shall occur. See paragraph
2.8.3.11 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Overflow condition is recorded,
the nonstandard floating point number Infinite (i®), as defined in subparagraph 2.4.1.3 of this
specification, shall be transferred to the 64-bit positions of Register Xk as the final result.
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Exponent Underflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the underflow direction, an Exponent Underflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Underflow mask bit contained in the User Mask register. See
subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.

2.4.1.9.3 Floating Point Quotient

Floating Point Quotient, Xk replaced by Xk divided by Xj
33jk  (Ref. 104)

Nonstandard Inputs: For the execution of this instruction, when either or both of the input
arguments initially contained in Registers Xk and Xj consist of a Zero (+Z1, +Z2), Infinite (INF) or
Indefinite (:INDEF) floating point number, as defined in subparagraph 2.4.1.3 of this specification,
the floating point result transferred to Register Xk shall consist of a nonstandard floating point
number as defined by tables 2.4-9 through 2.4-12.

For those nonstandard arguments for which an Infinite result is transferred to Register Xk, an
Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification.

For those nonstandard input arguments for which an Indefinite result is transferred to Register Xk, a
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap enabled, execution of the instruction shall be inhibited and program interruption shall occur.
See subparagraph 2.8.3.14 of this specification.

When the Xj contains a nonstandard value of Zero (+Z1, $Z2), the contents of Register Xk shall not be
changed and Divide Fault condition shall be detected. When the corresponding user mask bit is set
and the trap is enabled, instruction execution shall be inhibited and program interruption shall occur.
See subparagraph 2.8. 3.8 of this specification.

Standard Inputs: In the absence of nonstandard input arguments, these instructions shall execute
according to the following descriptions.

Exponent Arithmetic: The signed exponent associated with the Xj Register shall be subtracted from
the signed exponent associated with Xk Register and the signed result shall be referred to as the
intermediate exponent.

Divide Fault: When the coefficient associated with the Xj Register is unnormalized and can be divided
into the coefficient associated with the Xk Register by a factor equal to or greater than 2.0, the
contents of Register Xk shall not be changed and a Divide Fault condition shall be detected. Further,
when the coefficient of Xj consists entirely of zeros (+Z3), the contents of Register Xk shall not be
changed and a Divide Fault condition shall be detected. When the corresponding user mask bit is set
and the trap is enabled instruction execution shall be inhibited and program interruption shall occur.
See subparagraph 2.8.3.8 of this specification.

In the event that a pair of operands is such that a Divide Fault is detected and such that the exponent
arithmetic will produce Exponent Overflow or Underflow, the Divide Fault and only the Divide Fault
shall be reported.
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Coefficient Arithmetic: The signed coefficient associated with the Xj Register shall be divided into the
signed coefficient associated with the Xk Register. The division shall be fractional, i.e., 48 zeros shall
be appended rightmost to the signed coefficient associated with the Xk Register in order to obtain a
dividend having 96 bits of precision. The results of the division shall consist of an algebraically signed
quotient having 48 bits of precision and an overflow bit. (The overflow bit shall provide the required
allowance for those cases in which the divisor can be divided into the dividend by a factor equal to or
greater than 1.0 but less than 2.0.) ‘

Normalization: When the overflow bit associated with the quotient is a zero, the sign and 48 bits of
precision associated with the quotient shall be used as the intermediate coefficient. When the
overflow bit associated with the quotient is a one, the 48 bits of precision associated with the quotient
shall be shifted one bit position right, end-off, with the overflow bit inserted into the vacated leftmost
bit position. The signed, 48-bit result shall be used as the intermediate coefficient and the
intermediate exponent shall be increased by one to adjust for the right shift of the quotient.

Exponent Overflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the overflow direction, an Exponent Overflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Overflow Mask bit contained in the User Mask register. See
subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias, and the intermediate coefficient along with its sign, (:INF)
shall be transferred to the 64-bit positions of Register Xk as the final result. If the trap is enabled,
then the execution of the instruction shall complete and program interruption shall occur. See
paragraph 2.8.3.11 of this specification. ’

When the corresponding mask bit is a zero at the time the Exponent Overflow condition is recorded,
the nonstandard floating point number Infinite (=), as defined in subparagraph 2.4.1.3 of this
specification, shall be transferred to the 64-bit positions of Register Xk as the final result.

Exponent Underflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the underflow direction, an Exponent Underflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Underflow mask bit contained in the User Mask register. See
subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Underflow condition is recorded,
the adjusted exponent along with its bias and the intermediate coefficient along with its sign (122)
shall be transferred to the 64-bit positions of the Xk Register as the final result. If the trap is enabled,
then the execution of the instruction shall complete and program interruption shall occur. See
paragraph 2.8.3.12 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Underflow condition is recorded,
the nonstandard floating point number Zero (+0) as defined in subparagraph 2.4.1.3 of this
specification shall be transferred to the 64-bit positions of the Xk Register as the final result.

Result in Range: When the intermediate exponent, including the adjustment for normalization when
applicable, is not equal to an Out of Range value, that intermediate exponent along with its bias, and
the intermediate coefficient along with its sign, shall be transferred to the 64-bit positions of Register
Xk as the final result. This final result shall always consist of a normalized number when both
numbers initially contained in the Xk and Xj Registers consisted of normalized numbers.
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2.4.1.9.4 Double Precision Floating Point Sum/Difference

a. Floating Point Sum, XXk replaced by XXk plus XXj
34jk (Ref. 105)

b.  Floating Point Difference, XXk replaced by XXk minus XXj
35jk (Ref. 106)

Inputs: For the execution of these instructions, when either or both of the input arguments initially
contained in Registers Xk and Xj consist of an Infinite (INF) or Indefinite (:INDEF) floating point
number, as defined in subparagraph 2.4.1.3 of this specification, the floating point result transferred
to Registers Xk and Xk+1 shall consist of nonstandard floating point numbers as defined by tables
2.4-3,2.4-4,2.4-5 and 2.4-6.

For the execution of these instructions, when both of the input arguments initially contained in
Registers Xk, Xk+1 and Xj, Xj+1 consist of zero (+Z1, +Z2) as described in paragraph 2.4.1.3, the
floating point result transferred to Registers Xk and Xk+1 shall consist entirely of zeros (+0) and no
Loss of Significance shall be recorded.

For those input arguments for which an Infinite result is transferred to Registers Xk and Xk+1, an
Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification.

For those input arguments for which an Indefinite result is transferred to Registers Xk and Xk+1 a
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap is enabled, execution of the interaction shall be inhibited and program mterruptxon shall
occur. See subparagraph 2.8.3.14 of this specification.

In the absence of either input argument being Infinite (INF) or Indefinite (:INDEF) or both input
arguments being Zero (2Z2, 1Z2) these instructions shall execute according to the following
descriptions.

Exponent Equalization: The exponents of the two floating point numbers initially contained in the
Xk and Xj Registers shall be algebraically compared and when they are equal, that common exponent
shall be used as the intermediate exponent with neither of the associated coefficients shifted prior to
coefficient arithmetic. However, when the exponents are not equal, the coefficient associated with the
smaller exponent shall be shifted right, end-off, the number of bit positions designated by the
difference between the exponents, up to a maximum of 96. Thus, the coefficients shall be aligned and
the larger exponent shall be used as the intermediate exponent.

Coefficient Arithmetic: The two aligned coefficients, each consisting of a signed fraction having 96

- bits of precision shall be added or subtracted, as determined by the operation code, with the coefficient

associated with Registers Xj and Xj+1 correspondingly treated as the addend or the subtrahend. The
algebraic result shall consist of a signed coefficient having 96 bits of precision along with an overflow
bit, and shall be referred to as the intermediate coefficient. (The overflow bit shall provide the
required allowance for "true” addition, i.e. FP Sum of coefficients having like signs and FP Difference
between coefficients having unlike signs.)
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Coefficient Overflow: When the overflow bit associated with the intermediate coefficient is a one, the
96 bits of precision associated with the intermediate coefficient shall be shifted one bit position right,
end-off, with the overflow bit inserted into the vacated, leftmost bit position. The intermediate
exponent shall be increased by one to adjust for this right shift of the coefficient. If the intermediate
exponent does not overflow, the adjusted exponent along with its bias and the leftmost 48 bits of the
normalized coefficient along with its sign shall be transferred to the 64-bit positions of Register Xk as
the leftmost half of the final result; also, the adjusted exponent along with its bias and the rightmost
48 bits of the normalized coefficient along with its sign shall be transferred to the 64-bit positions of
Register Xk+1 as the rightmost half of the final result.

Exponent Overflow: When the adjustment of the intermediate exponent results in overflow, an
Exponent Overflow condition shall be recorded and the final result of the associated instruction shall
be determined according to the state of the Exponent Overflow mask bit contained in the User Mask
register. See subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias, and the leftmost 48 bits of the normalized coefficient along
with its sign (:INF) shall be transferred to the 64-bit positions of Register Xk as the leftmost half of
the final result; also, the adjusted exponent along with its bias, and the rightmost 48 bits of the
normalized coefficient along with its sign (:INF) shall be transferred to the 64-bit positions of Register
Xk+1 as the rightmost half of the final result. When the corresponding user mask bit is set and the
trap is enabled, execution of the instruction shall complete and program interruption shall occur. See
paragraph 2.8.2.11 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Overflow condition is recorded,
the nonstandard floating point number Infinite (tw) as defined in subparagraph 2.4.1.3 of this

specification shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.

Loss of Significance: When the overflow bit and the 96 bits of precision associated with the
intermediate coefficient consist entirely of zeros and one or both of the input operands consist of a
standard floating point number, then a Floating Point Loss of Significance condition shall be recorded
and the final result of the associated instruction shall be determined according to the state of the
Floating Point Loss of Significance mask bit contained in the User Mask register. See subparagraph
2.8.3.13 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Floating Point Loss of Significance condition
is recorded, the intermediate exponent along with its bias and the leftmost 48 bits of the intermediate
coefficient along with its positive sign (+Z3) shall be transferred to the 64 bits of Register Xk as the
leftmost half of the final result; also, the intermediate exponent along with its bias and the rightmost
48 bits of the intermediate coefficient along with its positive sign (+Z3) shall be transferred to the 64
bit positions of Register Xk+1 as the rightmost half of the final result. If the trap is enabled, then
execution of the instruction shall complete and program interruption shall occur. See paragraph
2.8.3.13 of this specification.

When the corresponding mask bit is a zero at the time the Floating Point Loss of Significance
condition is recorded, the nonstandard floating point number zero (+0) as defined in subparagraph
2.4.1.3 of this specification shall be transferred to the 64-bit positions of both Register Xk and Register
Xk+1 as the final result.
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Normalization: When the overflow bit associated with the intermediate coefficient is a zero and the 96
bits of precision associated with the intermediate coefficient do not consist entirely of zeros, these 96
bits of precision shall be left-shifted to the extent required to achieve normalization, i.e. a one in the
leftmost bit position. Left shifting shall be accomplished end-off, with zeros inserted on the right, for
from O to 95 bit positions. For each bit position shifted left, the intermediate exponent shall be
decreased by one. Upon completion of normalization, provided the exponent has not underflowed, the
adjusted exponent along with its bias and the leftmost 48 bits of the normalized coefficient along with
its sign shall be transferred to the 64-bit positions of Register Xk as the leftmost half of the final
result; also, the adjusted exponent along with its bias and the rightmost 48 bits of the normalized
coefficient along with its sign shall be transferred to the 64-bit positions of Register Xk+1 as the
rightmost half of the final result.

Exponent Underflow: When the adjustment of the exponent results in underflow, an Exponent
Underflow condition shall be recorded and the final result of the associated instruction shall be
determined according to the state of the Exponent Underflow mask bit contained in the User Mask
register. See subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Underflow condition is recorded,
the adjusted exponent along with its bias and the leftmost 48 bits of the normalized coefficient along
with its sign (+Z2) shall be transferred to the 64-bit positions of the Xk Register as the leftmost half of
the final result; also, the adjusted exponent along with its bias and the rightmost 48 bits of the
normalized coefficient along with its sign (£Z2) shall be transferred to the Register Xk+1 as the
rightmost half of the final result. If the trap is enabled, then execution of this instruction shall
complete and program interruption shall occur. See paragraph 2.8.3.12 of this specification.

When the corresponding mask bit is a zero at the time the Exponent Underflow condition is recorded,
the nonstandard floating point number Zero (+0) as defined in subparagraph 2.4.1.3 of this
specification shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.
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2.4.1.9.5 Double Precision Floating Point Product

Floating Point Product, XXk replaced by XXk times XXj
36jk (Ref.107)

Nonstandard Inputs: For the execution of this instruction, when either or both of the input
arguments initially contained in Registers Xk and Xj consist of a Zero (2Z1, +Z2), Infinite (xINF) or
Indefinite (:INDEF) floating point number, as defined in subparagraph 2.4.1.3 of this specification,
the floating point result transferred to Registers Xk and Xk+1 shall consist of nonstandard floating
point numbers as defined by tables 2.4-7 and 2.4-8.

For those input arguments for which an Infinite result is transferred to Registers Xk and Xk+1, an

Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the

trap is enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification.

For those input arguments for which an Indefinite result is transferred to Registers Xk and Xk+1 a
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap is enabled, execution of the instruction shall be inhibited and program interruption shall
occur. See subparagraph 2.8.3.14 of this specification.

Standard Inputs: In the absence of nonstandard input arguments, this instruction shall execute
according to the following descriptions. :

Exponent Arithmetic: The signed exponents initially contained in Register Xk and Xj shall be
algebraically added and the result shall be used as the intermediate exponent.

Coefficient Arithmetic: The signed coefficient initially contained in Registers Xk and Xk+1 shall be
multiplied by the signed coefficient initially contained in Registers Xj and Xj+1. The result shall
consist of an algebraically signed product having 192 bits of precision.

Normalization: When the leftmost bit of the 192 bits of precision associated with the product is a one,
the sign and leftmost 96 bits of the product shall be used as the intermediate coefficient. When the
leftmost bit of the 192 bits of precision associated with the product is a zero, that product shall be
shifted left end-off one bit position, the sign and leftmost 96 bits of the shifted result shall be used as
the intermediate coefficient and the intermediate exponent shall be decreased by one.

Exponent Overflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the overflow direction, an Exponent Overflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Overflow Mask bit contained in the User Mask register. See
subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.
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When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias and the leftmost 48 bits of the intermediate coefficient along
with its sign (INF) shall be transferred to the 64-bit positions of Register Xk as the leftmost half of
the final result; also, the adjusted exponent along with its bias and the rightmost 48-bit positions of
the intermediate coefficient along with its sign (:INF) shall be transferred to the 64-bit positions of
Register Xk+1 as the rightmost half of the final result. If the trap is enabled, then execution of the
instruction shall complete and program interruption shall occur. See paragraph 2.8.3.11 of this
specification. '

When the corresponding mask bit is zero at the time the Exponent Overflow condition is recorded, the
nonstandard floating point number Infinite (iw) as defined in subparagraph 2.4.1.3 of this
specification, shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.

Exponent Underflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the underflow direction, an Exponent Underflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Underflow mask bit contained in the User Mask register. See
subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Underflow condition is recorded,
the adjusted exponent along with its bias and the leftmost 48 bits of the intermediate coefficient along
with its sign (£Z2) shall be transferred to the 64-bit positions of Register Xk as the leftmost half of the
final result; also, the adjusted exponent along with its bias and the rightmost 48-bit positions of the
intermediate coefficient along with its sign (1Z2) shall be transferred to the 64-bit positions of
Register Xk+1 as the rightmost half of the final result. If the trap is enabled, then execution of the
instruction shall complete and program interruption shall occur. See paragraph 2.8.3.12 of this
specification. :

When the corresponding mask bit is a zero at the time the Exponent Underflow condition is recorded,
the nonstandard floating point number Zero (+0), as defined in subparagraph 2.4.1.3 of this
specification, shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.

Result in Range: When the intermediate exponent, including the adjustment for normalization when
applicable, is not equal to an Out of Range value, the intermediate exponent along with its bias and
the leftmost 48 bits of intermediate coefficient along with its sign shall be transferred to the 64-bit
positions of Register Xk as the leftmost half of the final result; also, the intermediate exponent along
with its bias and the rightmost 48 bits of the intermediate coefficient along with its sign shall be
transferred to the 64-bit positions of Register Xk+1 as the rightmost half of the final result.
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2.4.1.9.6 Double Precision Floating Point Quotient
Floating Point Quotient, XXk replaced by XXk divided XXj
37k (Ref. 108)

Nonstandard Inputs: For the execution of this instruction, when either or both of the input
arguments initially contained in Registers Xk and Xj consist of a Zero (171, 72), Infinite (zINF) or
Indefinite (:INDEF) floating point number, as defined in subparagraph 2.4.1.3 of this specification,
the floating point result transferred to Registers Xk and Xk+1 shall consist of nonstandard floating
point numbers as defined by tables 2.4-9 through 2.4-12.

For those input arguments for which an Infinite result is transferred to Registers Xk and Xk+1, an
Exponent Overflow condition shall be detected. When the corresponding user mask bit is set and the
trap is enabled, execution of the instruction shall complete and program interruption shall occur. See
subparagraph 2.8.3.11 of this specification.

For those input arguments for which an Indefinite result is transferred to Registers Xk and Xk+1, a
Floating Point Indefinite condition shall be detected. When the corresponding user mask bit is set and
the trap is enabled, execution of the instruction shall be inhibited and program interruption shall
occur. See subparagraph 2.8.3.14 of this specification.

When the Xj Register contains a nonstandard value of Zero (+Z1, $Z2), the contents of Registers Xk
and Xk+1 shall not be changed and a Divide Fault condition shall be detected. When the
corresponding user mask bit is set and the trap is enabled, instruction execution shall be inhibited and
program interruption shall occur. See subparagraph 2.8.3.8 of this specification.

Standard Inputs: In the absence of nonstandard input arguments, this instruction shall execute
according to the following descriptions:

Exponent Arithmetic: The signed exponent associated with the Xj Register shall be subtracted from
the signed exponent associated with Xk Register and the signed result shall be referred to as the
intermediate exponent.

Divide Fault: When the coefficient associated with the Xj Register is unnormalized and can be divided
into the coefficient associated with the Xk Register by a factor equal to or greater than 2.0, the
contents of Registers Xk and Xk+1 shall not be changed and a Divide Fault Condition shall be
detected. Further, when the coefficients of Xj and Xj+1 consist entirely of zeros (1Z3), the contents of
Register Xk and Xk+1 shall not be changed and a Divide Fault condition shall be detected. When the
corresponding user mask bit is set and the trap is enabled, instruction execution shall be inhibited and
program interruption shall occur. See subparagraph 2.8.3.8 of this specification.

In the event that a pair of operands is such that Divide Fault is detected and such that the exponent
arithmetic will produce Exponent Overflow or Underflow, the Divide Fault and only the Divide Fault
will be reported.

Coefficient Arithmetic: The signed coefficient associated with the Xj Register shall be divided into the
signed coefficient associated with the Xk Register. The division shall be fractional, i.e., 96 zeros shall
be appended rightmost to the signed coefficient associated with the Xk Register in order to obtain a
dividend having 192 bits of precision. The results of the division shall consist of an algebraically
signed quotient having 96 bits of precision and an overflow bit. (The overflow bit shall provide the
required allowance for those cases in which the divisor can be divided into the dividend by a factor
equal to or greater than 1.0 but less than 2.0.)

CONTROL DATA PRIVATE

N



. AR
CONTROL DATA CYBER 180 MIGDS ROy pan0
DATE July 15, 1988
Architectural Design and Control PAGE 285

Normalization: When the overflow bit associated with the quotient is a zero, the sign and 96 bits of
precision associated with the quotient shall be used as the intermediate coefficient. When the
overflow bit associated with the quotient is a one, the 96 bits of precision associated with the quotient
shall be shifted one bit position right, end-off, with the overflow bit inserted into the vacated leftmost
bit position. The signed, 96-bit result shall be used as the intermediate coefficient and the
intermediate exponent shall be increased by one to adjust for the right shift of the quotient.

Exponent Overflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the overflow direction, an Exponent Overflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Overflow Mask bit contained in the User Mask register. See
subparagraph 2.8.3.11 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Overflow condition is recorded,
the adjusted exponent along with its bias and the leftmost 48 bits of the intermediate coefficient along
with its sign (:INF) shall be transferred to the 64 positions of Register Xk as the leftmost half of the
final result; also, the adjusted exponent along with its bias and the rightmost 48-bit positions of the
intermediate coefficient along with its sign (:INF) shall be transferred to the 64-bit positions of
Register Xk+1 as the rightmost half of the final result. If the trap is enabled, then execution of the
instruction shall complete and program interruption shall occur. See paragraph 2.8.3.11 of this
specification.

When the corresponding mask bit is zero at the time the Exponent Overflow condition is recorded, the
nonstandard floating point number Infinite (i) as defined in subparagraph 2.4.1.3 of this
specification shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.

Exponent Underflow: When the intermediate exponent, including the adjustment for normalization
when applicable, is equal to an Out of Range value in the underflow direction, an Exponent Underflow
condition shall be recorded and the final result of the associated instruction shall be determined
according to the state of the Exponent Underflow mask bit contained in the User Mask Register. See
subparagraph 2.8.3.12 and paragraph 2.8.4 of this specification.

When the corresponding mask bit is a one at the time the Exponent Underflow condition is recorded,
the adjusted exponent along with its bias and the leftmost 48 bits of the intermediate coefficient along
with its sign (+Z2) shall be transferred to the 64-bit positions of Register Xk as the leftmost half of the
final result; also, the adjusted exponent along with its bias and the rightmost 48-bit positions of the
intermediate coefficient along with its sign (£Z2) shall be transferred to the 64-bit positions of
Register Xk+1 as the rightmost half of the final result. If the trap is enabled, then execution of the
instruction shall complete and program interruption shall occur. See paragraph 2.8.3.12 of this
specification.

When the corresponding mask bit is a zero at the time the Exponent Underflow condition is recorded,
the nonstandard floating point number Zero (+0) as defined in subparagraph 2.4.1.3 of this
‘specification shall be transferred to the 64-bit positions of both Register Xk and Register Xk+1 as the
final result.
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2.4.1.10 Branch

The instructions in this subgroup shall consist of conditional branch instructions.

Each of these conditional branch instructions shall perform a comparison between two floating point
numbers. Then, based on the relationship between the results of that comparison and the branch
condition as specified by means of the instruction’s operation code, each conditional branch
instruction shall perform either a normal exit or a branch exit.

Normal Exit: When the results of a comparison do not satisfy the branch condition as specified by the
operation code, a normal exit shall be performed. A normal exit for all conditional branch instructions
shall consist of adding four to the rightmost 32 bits of the PVA obtained from the P Register with that
32-bit sum returned to the P Register in its rightmost 32-bit positions. :

Branch Exit: When the results of a comparison satisfy the branch condition as specified by the
operation code, a branch exit shall be performed. A branch exit shall consist of expanding the 16-bit Q
field from the instruction to 31 bits by means of sign extension, shifting these 31 bits left one bit
position with a zero inserted on the right, and adding this 32-bit shifted result to the rightmost 32 bits
of the PVA obtained from the P Register with the 32-bit sum returned to the P Register in its
rightmost 32-bit positions.
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2.4.1.10.1 Compare and Branch

a. Branch to P displaced by 2*Q if floating point Xj equal to Xk
98jkQ (Ref. 109)
b. Branch to P displaced by 2*Q if floating point Xj not equal to Xk
99kQ (Ref. 110)
c. Branch to P displaced by 2*Q if floating point Xj greater than Xk
9AjkQ (Ref. 111)
d. Branch to P displaced by 2*Q if floating point Xj greater than or equal to Xk
9BjkQ (Ref. 112)

Operation: Each of these instructions shall perform an algebraic comparison of the 64-bit word
obtained from Register Xj to the 64-bit word obtained from Register Xk. Each of these 64-bit words
shall be treated as a signed single precision floating point number as described in subparagraph 2.4.1.1
of this specification. The contents of Register X0 shall be interpreted as consisting entirely of zeros
with respect to both Xk and Xj.

Except for standard floating point numbers having like signs, the results of the comparisons for all of
these instructions are given in table 2.4-2 of this specification. All comparisons for which the results
are Indefinite, as indicated by "IND" in table 2.4-2, shall cause a Floating Point Indefinite condition to
be recorded. When the corresponding user mask bit is clear and/or the trap is not enabled, the
instruction shall perform a normal exit. When the trap is enabled and the corresponding mask bit is
set, execution of the instruction shall be inhibited and program interruption shall occur. The PVA
stored during the interrupt shall point to the Branch instruction that set the Floating Point Indefinite
condition bit. See subparagraph 2.8.3.14 of this specification.

For standard floating point number having like signs, a floating point subtract shall be performed in
the manner described in subparagraph 2.4.3.1 of this specification, with the exception that the
operation is performed as if the (FP Overflow, Underflow and Loss of Significance) User Mask bits
were set (Z2 not forced to zero, etc.) and that the result shall not be transferred to Register Xk but
shall be interpreted in its post-normalized form to determine the results of the comparison.

These instructions shall perform a normal exit or a branch exit in the manner previously described in
paragraph 2.2.3 of this specification. '
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2.4.1.10.2 Exception Branch

Branch to P displaced by 2*Q if floating point Xk is exception per j

9EKQ (Ref. 113)

This instruction shall perform a branch exit in the manner previously described in paragraph 2.4.4 of
this specification when the exception condition, as designated by the rightmost 2 bits of the j field
from the instruction, is applicable to the 64-bit floating point number contained in the Xk Register.

This instruction shall perform a normal exit in the manner previously described in paragraph 2.4.4 of
this specification when the exception condition, as designated by the rightmost 2 bits of the j field
from the instruction, is not applicable to the 64-bit floating point number contained in the Xk

Register.

The values of the rightmost 2 bits of the j field from the instruction shall be associated with exception

conditions as follows:
if 00, Exponent Overflow

nonstandard floating point numbers having biased exponents in the range: 5000 < exp < 6FFF

01, Exponent Underflow

nonstandard floating point numbers having biased exponents in the range: 0000 < exp < 2FFF

10 or 11, Indefinite

nonstandard floating point numbers having biased exponents in the range: 7000 < exp < 7FFF
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2.4.1.11 Compare

Compare floating point Xj to Xk, result to X1R
3Cjk (Ref.114)

This instruction shall perform an algebraic comparison of the 64-bit word initially contained in
Register Xj to the 64-bit word initially contained in Register Xk with the result transferred to Register
X1 Right. Each of these 64-bit words shall be treated as a signed single precision floating point
number as previously described in subparagraph 2.4.1.1 of this specification. The contents of Register
X0 shall be interpreted as consisting entirely of zeros with respect to both the Xk and Xj Registers.

Except for standard floating point numbers having like signs, the results of the comparison are given
in table 2.4-2 of this specification. All comparisons for which the results are indefinite shall cause a
Floating Point Indefinite condition to be detected. When the corresponding user mask bit is clear
and/or the trap is not enabled, register X1 Right shall be cleared in bit positions 33 through 63 and
shall be set in bit position 32. When the trap is enabled and the corresponding mask bit is set,
execution of the instruction shall be inhibited and program interruption shall occur. The PVA stored
during the interrupt, however, shall point to the Compare instruction that set the Floating Point
Indefinite condition bit. See subparagraph 2.8.3.14 of this specification.

For standard floating point numbers having like signs a floating point subtract shall be performed in
the manner described in subparagraph 2.4.3.1 of this specification, with the exception that the
operation is performed as if the (FP Overflow, Underflow and Loss of Significance) User Mask bits
were set (Z2 not forced to zero, etc.) and that the result shall not be transferred to Register Xk but
shall be interpreted in its post-normalized form to determine the result of the comparison.

When the initial contents of the Xj Register are equal to the initial contents of the Xk Register,
Register X1 Right shall be cleared in all 32 bit positions.

When the initial contents of the Xj Register are greater than the initial contents of the Xk Register,
Register X1 Right shall be cleared in bit positions 32 and 34 through 63 and shall be set in bit position
33.

When the initial contents of the Xj Register are less than the initial contents of the Xk Register,
Register X1 Right shall be cleared in bit positions 34 through 63 and shall be set in bit positions 32
and 33.
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2.4.1.12 Results _
The symbols used in tables 2.4-2 through 2.4-12 are defined in table 2.4-1 and as follows:
INDC - A result of indefinite returned by the floating point compare instruction. That is, a
value for X1-Right = (8000 0000),¢.
These symbols represent standard numbers with nonzero coefficients; N but not +Z3.
S -  Algebraic sum of two floating point numbers.
D -  Algebraic difference of two floating point numbers.
P -  Algebraic product of two floating point numbers.
Q - Algebraic quotient of two floating point numbers.
DVF - The Divide Fault condition (UCR55).
OVL - The Exponent Overflow condition (UCR58).
UVL - The Exponent Underflow condition (UCR59).
LOS - The Floating Point Loss of Significance condition (UCR60).
IND - The Floating Point Indefinite condition (UCR61).
Key for Tables 2.4-3 through 2.4-12:
Result operand Associated
Xk or V(Ak) exczpt:‘on ~ \;
! i & .
1 1 . con I on \'kw “““ F.
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i [ “ STANDARD NUMBERS NONSTANDARD NUMBERS
t71
}k +N -N +73 -13 172 +INF -INF +INDEF
+D,+22 < +D,+722 < (See
N |-D,-22 5| < +13 = < | < > < Note)
s +13 =
T +D,+72 < -D,-722 > (See
A -N > -D,-22 5| > | +13 = > > < Note)
g +13 = ,
A -D,-22 > (See
R +13 +13 = < +13 = < < > < Note)
|
+D, 412 < | (See
-13 > +13 = > +I3 = > > < Note)
171 (See
N 72 > < > < = > < Note)
0
N " (See (See
% +INF < < | < < < Note) < Note)
A
N (See (See
R -INF > > > > > > Note) Note)
R
D (See (See (See (See (See (See (See (See
+INDEF Note) Note) Note) Note) Note) Note) Note) Note)

Note: For the floating point compares indicated, FP Branch instructions (2.4.4.1) perform normal exit and record FP
Indefinite (UCR61). FP Compare instructions (2.4.5) set X1 to (8000 0000);g and record FP Indefinite
(UCR61), except when UCR61 is set and Traps are enabled in which case X1 is not altered.

Table 2.4-2. Floating Point Compare Results
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NONSTANDARD NUMBERS

STANDARD NUMBERS

Xj,V(Ai) n o7
x‘l("l’(ll\jl +N -N +73 -13 72 +INF -INF +INDEF
+S S +S +S
+N 40 OVL{+0 UVL|{+0 UVL|+0 UVL[+N 4o OVL|-o» OVL|4IND IND
s +0 UVL{+0  LOS|+0 LOS|+0 LOS[+0  UVL
T -S -S -S
A -N - OVL|+0 UVL|+0 UVL}-N 40 OVL|-o OVL|+IND IND
g +0 UVL|+0 LOS{+0 LOS{{+0 UVL
A B
g +23 +0 LOS}|+0 LOS|j+0 LOS|+o OVL|-o OVL|+IND IND
-3 +0 LOS{{+0 LOS]4+o OVL|{-» OVL{+IND IND
t71
N 172 +0 4o OVL|-» OVL{+IND IND
:
'S[ +INF 4o OVL|+IND IND|+IND IND
A |
R -INF -o  OVL|+IND IND
R
D
+INDEF .1+IND IND
‘ Xk +~ Xk + Xj
Table 2.4-3. FP Sum Results UM Clear
V(Ak) «~ V(Aj) + V(Ai)
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STANDARD NUMBERS NONSTANDARD NUMBERS
X3, V(Ai) 71
t
Xk,V(Ajl +N -N +73 -3 72 +INF -INF +INDEF
13l
+S 1S +S +S

+N +INF OVL|4Z2 UVL|+Z2 UVL|+Z2 UVL[+N 40 OVL|-» OVL|+IND IND
s +Z2 UVL|+Z3 LOS|{+Z3 LOS|+Z3 LOS[i+Z2 UVL
T -S -S -S
A -N -INF OVL|-Z2 UVL{-Z2 UVL|-N +o QVL]-o OVL|+IND IND
g -Z2 UVL{+Z3 LOS|{+Z3 LOS}-Z2 UuvL
A
5 +73 +Z3 LOS|{+Z3 LOS|{+Z3 LOS{+o OVL|-» OVL|+IND IND

-13 +Z3 LOS|i+Z3 LOS{+o OVL|-o OVL|+IND IND

171
N 172 +0 4o OVL|-o» OVL|+IND IND
g
% +INF 4o  OVL|+IND IND|+IND IND
a .
R -INF -o  OVL{+IND IND
R
D

+INDEF +IND IND
Xk « Xk + Xj
Table 2.4-4. FP Sum Results UM Set
V(Ak) « V(Aj) + V(Ai)

Traps Enabled:
Scalar - Replace +IND with Xk

Vector - Chart is as shown

Traps Disabled:
Scalar and Vector - Chart is as shown
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' STANDARD NUMBERS NONSTANDARD NUMBERS
Xj,V(Ai) - 71
+
Xk,V(AjI +N -N +13 -13 172 +INF - INF +INDEF
11
iD +D +D +D
+N 40  UVL|4o OVL|+0 UVL|+0  UVL|[|+N -0 QVL|+o OVL|+IND IND
S 40 LOS|{+0 UVL|[+0 LOS|+0  LOS|i+0 UVL
T -D 1D -D -D :
A -N - OVL{+0 UVL{+0 UVL|+0 UVL|-N -0 OVL|+o OVL|+IND IND
g +0 UVL{+0 LOS|+0 LOS|+0 LOS[{+0  UVL
A -D +D
R +73 +0 UVL[+0 UVL|+0 LOS|+0 LOS|{+0 LOS|-» OVL{+o OVL{+IND IND
D +0 LOS{+0 LOS
-D +D
-13 +0  UVL|+0 UVL|+0 LOS|+0 LOS[+0 LOS|-» OVL|+= OVL|+IND IND
+0 LOS|+0 LOS
171
172 -N +N +0 LOS|{+0 LOS[+0 -0 QVL|+o OVL[+IND IND
g +0 UVL|+0 UVL
N
% +INF fl4+o OVL|+o OVL|+® OVL|+o OVL|+o OVL|{+IND IND{+~ OVL|+IND IND
N
R -INF |-« OVL|-© OVL|-» OVL|-» OVL[j-®« OVL|-» OVL|+IND IND|+IND IND
D
+INDEF [[+IND IND|+IND IND|+IND IND|+IND IND[+IND IND|{+IND IND|+IND IND|+IND IND
Xk « Xk -Xj
Table 2.4-5. FP Difference Results UM Clear
V(Ak) « V(Aj) - V(A1)
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STANDARD NUMBERS NONSTANDARD NUMBERS
Xj,V(Ai) 71
b o
Xk,V(AjI +N -N +23 -13 72 +INF -INF +INDEF
11!
+D +D +D +D
+N +7Z2 UVL|[+INF OVL{+Z2 UVL|+Z2 UVL|+N - QOVL[+o OVL{+IND IND
s +Z3 LOS|+Z2 UVL|+Z3 LOS|+Z3 LOS|+Z2 UVL
T -D +D -D -D
A -N -INF OVL|*Z2 UVL|-Z2 UVL[-Z2 UVL|-N -o  OVL|+o OVL|[+IND IND
g -Z2 UVL|+Z3 LOS{+Z3 LOS|+Z3 LOS|{-Z2 UuvL
A -D +D
R +Z3 -Z2 UVL|+Z2 UVL{+Z3 LOS|+Z3 LOS|[+Z3 LOS|-» OVL|+o OVL|[+IND IND
D +Z3 LOS|+Z3 LOS '
-D +D
-73 -Z2 UVL|[+Z2 UVL|+Z3 LOS|+Z3 LOS|[+Z3 LOS|-o OVL|+o OVL|+IND IND
+Z3 LOS|+Z3 LOS
71
172 -N +N +Z3 LOS|+Z3 LOS[j+0 -o  QVL|+o OVL|+IND IND
g -22 UVL|+Z2 UVL ;
N
% +INF  Jl40  OVL]+o OVL|{+® OVL|+o OVL[f+o» OVL|+IND IND|+o OVL|+IND IND
ﬁ
R -INF [[-o OVL|-» OVL]-® OVL|{-o OVL[-o OVL|-» OVL[+IND IND|{+IND IND
D
+INDEF [|+IND IND|+IND IND|+IND IND|+IND IND[l+IND IND|+IND IND|+IND IND|+IND IND
Xk « Xk -Xj
Table 2.4-6. FP Difference Results UM Set
V(Ak) « V(4)) - V(Ai)

Traps Enabled:
Scalar - Replace +IND with Xk

Vector - Chart is as shown

Traps Disabled:

Scalar and Vector - Chart is as shown
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Xj,V(Ai) - 7
t
X'l(’\ll(i\jl +N -N +73 -13 172 +INF -INF +INDEF
+P -P 40  QVL[-» OVL
+N +o OVL|{-» OVL{+0 UVL|+0  UVL[+0 40 OVL|-o OVL|+IND IND
+0 UVL|+0 UVL{+Z3 -3
s +73 -13
T +P -o  QOVL[+o QVL
A -N +o  OVL{+0 UVL|+0  UVL|{+0 -0 QOVL|+o OVL|+IND IND
N +0 UVL|-Z3 +Z3
R +73
R 40  OVL|{-o OVL
D +13 +0 UVL[{+0 UVL|+0O +o0 QVL|-o OVL|+IND IND
+13 -13
+o  OVL
-13 +0  UVL{{+0 -0 QOVL{+o OVL|+IND IND
+73
171
N 172 +0 +IND IND!+IND IND|+IND IND
0 ",/”M\?}
N M
_Sr +INF +o OVL|-o» OVL|+IND IND
N
R -INF -0 QVL|+IND IND
R
D
+INDEF +IND IND
Xk « Xk x Xj
Table 2.4-7. FP Product Results UM Clear
V(AK) + V(Aj) x V(Ai)
£
iy
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Xj,V(Ai) -
+
Xk,V(Aji +N -N +73 -73 +72 +INF -INF | +INDEF
ULy
i +P -p +INF OVL|-INF oVL
+N  |+INF OVL|-INF ovL|+Z2 UVL|-Z2 UOVL|[+0 4o OVL|-o» OVL|+IND IND
+72 UVL|-Z2 UVL|+Z3 -73
. +73 -23
| T +P -INF OVL|+INF ovL
A -N +INF OVL|-Z2 UVL|+Z2 UVL[+0 -o  OVL|+o OVL|+IND IND
N +12 UVL|-I3 +13
R +13
I R +INF OVL|-INF ovL
D | +3 +22 UVL|-Z2 UVL[+0 +o  OVL|-o» OVL|+IND IND
+73 -13
| +INF OVL
-13 +72  UVL[[+0 —©  OVL|+o OVL|+IND IND
+73
+71
. 172 +0 +IND IND|+IND IND|+IND IND
0
% +INF 4o OVL|-o»  OVL|+IND IND
A
N
R -INF +o  OVL|+IND IND
R
D
+INDEF +IND IND
Xk « Xk x Xj
Table 2.4-8. FP Product Results UM Set
V(Ak) « V(Aj) x V(Ai)

Traps Enabled:
Scalar - Replace +IND with Xk

Vector - Chart is as shown

Traps Disabled:

Scalar and Vector - Chart is as shown
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% ﬂ STANDARD NUMBERS NONSTANDARD NUMBERS
J
‘ 171
{k +N -N +73 -3 72 +INF -INF +INDEF
+Q -Q
+N +o OV0L|-o OVL{Xk DVF|{Xk DVF[fXk DVF|+0 +0 +IND IND
+0 UVL{+0 UVL
s Xk DVF|Xk DVF
T -Q +Q
A -N  f|-o OVL|+o OVL|Xk DVF|Xk DVFlXk DVF[+0 +0 +IND IND
N +0 UVL|+0 UVL
g Xk DVFi{Xk DVF
R +o  QVL|-o OVL
D +73 +0 UVL|4+0 UVL{Xk DVF{Xk DVFliXk DVF|+0 +0 +IND IND
+13 -3
- OVL|+o OVL
-73 +0 UVL|+0 UVL{Xk DVF|Xk DVF|Xk DVF|+0 +0 +IND IND
-3 +73
71 '
N 172 +0 +0 +0 +0 Xk DVF|+0 +0 +IND IND
g
% +INF  fl40 OVL|{-» OVL|[+o OVL{-o OVL[Xk DVF|+IND IND|+IND IND|+IND IND
ﬁ
R -INF |l-®  OVL|[+o OVL|-o OVL{+o OVL|{Xk DVF|+IND IND|+IND IND|+IND IND
g
tINDEF fl+IND IND|+IND IND{+IND IND{+IND IND|IXk DVF|+IND IND|+IND IND[+IND IND

Table 2.4-9. FP Quotient Results Xk « Xk/Xj UM Clear
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‘i STANDARD NUMBERS NONSTANDARD NUMBERS
J
t71
)l(k +N -N +73 -13 t72 +INF -INF +INDEF
| +Q -Q
+N +INF OVL|-INF OVL|Xk DVF|{Xk DVF||Xk DVF(+0 +0 +IND IND
+Z2 UVL|-Z2 UVL
S Xk DVF|Xk DVF
L e ol
A -N -INF OVL[+INF OVL{Xk DVF|Xk DVF|IXk DVF|+0 +0 +IND IND
N -2 UVL|+Z2 UVL
2 Xk  DVF|Xk DVF
I R +INF OVL|-INF OVL
D +13 +Z2 UVL|-Z2 UVL{Xk DVF|Xk DVF{Xk DVF{+0 +0 +IND IND
+13 -13 ~
' -INF OVL[+INF OVL
-13 -Z2 UVL{+Z2 UVL{Xk DVF{Xk DVF|{Xk DVF{+0 +0 +IND IND
-13 +13
171 i
N t72 +0 +0 +0 +0 Xk DVF|+0 +0 +IND IND
O ¢
_? +INF jJl+o OVL|-» OVL|+o OVL|{-o OVL|{Xk DVF|+IND IND{+IND IND|+IND IND
A
2 -INF jf-o OVL{+® OVL|-o OVL{+o OVL[|Xk DVF|+IND IND[+IND IND|+IND IND
D
+INDEF [[+IND IND|+IND IND|+IND IND[+IND IND|{{Xk DVF|+IND IND|{+IND IND|+IND IND
Table 2.4-10. FP Quotient Results Xk « Xk/Xj UM Set
Traps Enabled:
Replace +IND with Xk
Traps Disabled:
‘Chart is as shown
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V(AT) ﬁ STANDARD NUMBERS NONSTANDARD NUMBERS
i) +
! +71
Y(?j} +N -N +3 | -13 t72 +INF ~INF +INDEF
+Q -Q
4o  OVL[-o OVL DVF DVF DVF
+N +0 UVL|+0 UVL|+INDy & |+IND{ & [I+IND{ & |+0 +0 +IND IND
DVF DVF IND IND IND
+IND{ & [+IND{ &
IND IN
S
T - +Q
A -0 OQVL{-o OQVL v DVF DVF
N -N +0 UVL{+0 UVL|+IND{ & [+IND{ & [[+IND{ & [+0 +0 +IND IND
D DVF DVF N IND IND
A +INDy & [+INDY &
5 IND IND
+o  OVL|-o OVL DVF ~ [(DVF DVF
+13 +0 UVL{+0 UVL|+IND{ & |+IN +IN +0 +0 +IND IND
+23 -13 IND IND IND

v
&
N
-0 OVL|+o OVL| DVF DVF
-13 +0  UVL|+0 UVL|+IN &D +IND ﬁ +IN +0 +0 +IND IND

-13 +73 D{
t71 D{D

o
™
3

l\v/!

v/{{ a

172 +0 +0 +0 +0 +IN +0 +0 +IND IND

DVF
-INF jf-0  OVL|4+o OVL|-» OVL[+o OVL +IND{I +IND IND|+IND IND[+IND IND

OX0>OTZ>-INn=202

N
v
&
N
DVF
+INF Jl+4o OVL|-o OVL|+o OVL|-» OVL +IND{ ﬁ +IND IND|{+IND IND|[+IND IND
v
&
N
v
&
N

DVF
+INDEF [|+IND IND|+IND IND{+IND IND|+IND IND +IND{ +IND IND|+IND IND[+IND IND

Note: See 2.12.1.5
Table 2.4-11. FP Quotient Results V(Ak) « V(4j) / V(Ai) UM Clear
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Table 2.4-12. FP Quotient Results V(Ak) « V(Aj) / V(Ai) UM Set

Traps Enabled or Disabled:
Chart is as shown

CONTROL DATA PRIVATE

V(AT) STANDARD NUMBERS NONSTANDARD NUMBERS
i
71
Y(?jl +N -N +73 -3 172 +INF -INF +INDEF
+Q -?
+INF OVL|-INF OVL DVF DVF DVF
+N +22 UVL{-Z2 UVL|+IND{ & |+INDY & [[+INDY & |+0 +0 +IND IND
DVF DVF IND IND IND
+INDY & |+INDY &
s IND IND
T -Q +Q
A -INF OVL{+INF OVL DVF DVF DVF
N -N -Z2 UVL{+Z2 UVL|+INDY & |[+IND{ & [[+IND{Y & |+0 +0 +IND IND
D DVF DVF IND IND IND
A +INDY & |+IND{ &
5 IND IND
+INF OVL|-INF OVL DVF DVF DVF
+Z3 +Z2 UVL|-Z2 UVL|+IND{ & |+INDY & {|+INDS & |[+0 +0 +IND IND
+73 -13 IND IND IND
-INF OVL|[+INF OVL DVF DVF DVF
-13 -Z2 UVL|{+Z2 UVL|+INDY & [+INDY & l[+IND{ & |+0 +0 +IND 'IND
-13 +73 IND IND IND
/1 DVF
172 +0 +0 +0 +0 +INDY & |40 +0 +IND IND
N IND
0
N DVF
% +INF [4o  OVL|-o OVL|+o OVL|[-o OQVL +IND{IﬁD +IND IND|+IND IND|+IND IND
A
N DVF
R -INF fl-o  OVL|[+o OVL|-o OVL|+o OVL|+IND IﬁD +IND IND|+IND IND|{+IND IND
R
D DVF
+INDEF [[+IND IND|{+IND IND|+IND IND|+IND IND|+IND I%D +IND IND|+IND IND[+IND IND
Note: See 2.12.1.5
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2.4.2 Format: 32-Bit

The 32-bit floating point format, called half-precision, is not implemented in the CYBER 180
architecture.

2.5 LOGICAL ENVIRONMENT

A logical environment shall be defined by two sets of registers. The first set shall be referred to as the
Processor State Register and shall include all items which are not unique to a process. Each processor
shall have one set of Processor State Registers.

The second set of registers shall be referred to as the Process State Registers and shall include all
items which are unique to a process. The act of going from one process state to another shall be
referred to as an exchange. The contents of the Process State Registers associated with the exchange
shall be referred to as an Exchange Package. Therefore, each process shall have one Exchange
Package to define its unique environment.

2.5.1 Processor State Registers

See Table 2.5-1 and the following paragraphs for the definition of each of the Processor State
Registers.

Processor State Register Bit Positions (inclusive)
Job Process State 32-63
Monitor Process State 32-63
Page Table Address 32-63
Page Table Length 56 - 63
Page Size Mask 57-63
Element Identifier 32 -63
System Interval Timer 32-63
Processor Identification 56 - 63
Virtual Machine Capability List 48 - 63
Keypoint Buffer Pointer 00 - 63

Table 2.5-1. Bit positions of Processor State Registers
when copied to or from a 64-bit X Register

2
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2.5.1.1 Job Process State (JPS)

The JPS shall consist of a 32-bit real memory byte address. It shall point to the first entry in the
exchange package for the job process. The JPS address shall be aligned with bits 32 through 63 of real
memory addresses. The JPS address shall be interpreted as zero, modulo 16. The processor shall
ignore bit 32 and shall interpret bits 60, 61, 62 and 63 as zero. The writing of any value other than
zero into these bits shall cause undefined operation with respect to the subsequent value of these bits.
The processor shall always return zero on a read of these bits assuming the previous write was zero as
described in 2.1.3.5b. (Also see table 2.5-2.)

A JPS which has bit 33 set causes undefined processor operation when this address is used.
Note: See 3.1.3 for the definition of a real memory address.

2.5.1.2 Monitor Process State (MPS)

The MPS shall consist of a 32-bit real memory byte address. It shall point to the first entry in the
exchange package for the monitor process. The MPS address shall be aligned with bits 32 through 63
of real memory addresses. The MPS address shall be interpreted as zero, modulo 16. The processor
shall ignore bit 32 and shall interpret bits 60, 61, 62, and 63 as zero. The writing of any value other
than zero into these bits shall cause undefined operation with respect to the subsequent value of these
bits. The processor shall always return zero on a read of these bits assuming the previous write was
zero as described in 2.1.3.5b. (Also see table 2.5-2.)

A MPS which has bit 33 set causes undefined processor operation when this address is used.

2.5.1.3 Page Table Address (PTA)

The PTA shall consist of a 32-bit real memory byte address. It shall point to the first entry in the Page
Table. The PTA address shall be aligned with bits 32 through 63 of real memory addresses. The
processor may assume, when performing virtual address translations, that the Page Table Address is
0, modulo the Page Table Length. A PTA which is nonzero, modulo the PTL will cause undefined
processor operation when virtual address translation is attempted. Note that the processor shall be
halted when writing these registers, thus, no virtual address translations will be attempted until the
processor is restarted. (See tables 2.1-2, 2.5-2.) The writing of any value other than zero into bits 52
through 63 shall cause undefined operation with respect to the subsequent value of these bits. The
processor shall return the following on read operations:

Bit 32 - zero, assuming zero on previous write
Bits 33 through 51 - the contents of PTA as written
Bits 52 through 63 - zero assuming zero on previous write

A PTA which has bit 33 set causes undefined process operation when this address is used.

CONTROL DATA PRIVATE
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2.5.1.4 Page Table Length (PTL)

The PTL shall consist of a mask which shall specify the length of the Page Table. The PTL mask shall
express the page table length 0, modulo 4096 bytes. The mask shall consist of a contiguous string of
one bits, beginning in the rightmost bit position of the PTL Register and extending towards the
leftmost bit position of the PTL Register.

There are two versions of the PTL register: 8 and 14 bits. The extended 14-bit PTL allows the smaller
page sizes to be used on central memories up to 2 gigabytes. (See 1.6 for a list of specific models, and
3.5.2.1 for a further description of PTL). Table 3.5-2 indicates the expected limits for operation with
the 8-bit PTL. The 4K pages can be used for 128 megabyte or smaller central memories, the 8K pages
can be used for 256 megabyte or smaller central memories, and so forth.

32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63

X Of€mmmmmm oo MPS --- -—-->lZ 7 71

X 0]< N -—-- >z 721712

X 0l<--- PTA-=mmmemmmm e >0 000 00O0O0O0O0 O 0 PTL=512))

X 0] e e 50000 00O0O0O0GO0CDOO0O0O0DO 1K

X 0€mmmmm o e >0 00000O0O0O0O0DOOO0O 2K

X Of€mcmmmm oo >0 00 000O0CO0GO0OO0DO0O0O0UO0O0 4K

X Of<cmmmmm- >0 0 00000O0O0GO0OOOTDO0O000 8 | t 8-bit

X Ol<mmemm——mmam ———- >0 00 00O0O0CO0OOOOGOOTD OO OO 16K PTL

X Ofcmmmmmmm o eem >0 0 000O0OO0OGOCOOCDOOO0O0O0O0O0 32K

X 0f< -- >0 0 00 00O0O0O0GO0OO0OO0O0O0O0CO O 64K

QR 1] R T —— PTA---=mmemmceee >0 0 000O0O0CO0COOCOO0O0D0O0O0O0TO0O0O 128K 1 )

32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 b 14-bit
PTL

QN 1] P 1] N——— >0 0 0000O0O0O0O0OD0O0O0O0O0CO0 OO0 O 0 0PTL=256K

X 0f< ~-w---==>| 000 0 0 0 0 0 0 O 0 C O 0 0 0 0 O OCOC OO O 512K

X Qf<m—mcmmemmmeeeeee >0 00 00O0O0O0O0O0CDOO0O0OO0O0D0O0O00O0O0CO0 O M

X Of<-mmmmmmmeeeeee >0 0000O0O0O0COOOOO0OOO0O0O0DO0O0O0O0O0COC O 2M

X Ofc-mmmmmmmmee >0 000000O0OO0OOOO0OOOOO0O0O0O0O0O0 00 aM

X 0j<---PTA--->| 0 0 0 0 0 0 0 0 0 0 O 0 O 0 0 O 0 O 0 O 0 OC O O O O 8M

X 0c-mmeommomeee STA-=-==m-mmmmemn == memmmm e >lz2 71

X = Bit is ignored and not used by the processor
Z = Bit is ignored and zero is used by the processor
0 = Bit must be zero or processor operation is undefined

Table 2.5-2. Real Memory Addresses

2.5.1.5 Page Size Mask (PSM)

The PSM shall consist of a 7-bit mask which shall specify the page size used in allocating real central
memory. (See subparagraph 3.4.2.2.)

2.5.1.6 Element Identifier (EID)

The EID shall consist of 32 bits and shall uniquely identify each hardware element, worldwide. See
paragraph 1.5 for the format of the EID register.
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2.5.1.7 System Interval Timer (SIT)

The SIT shall be a 32-bit counter which the system may use to establish a maximum time interval for
job mode execution. See subparagraphs 2.5.3.2 and 2.8.1.12 of this specification.

2.5.1.8 Processor Identifier (PID)
The PID shall consist of 8 bits and shall uniquely identify the processors in a system as follows:

Processor PID (Hex)
Primary processor 00
Optional processor 01

2.5.1.9 Virtual Machine Capability List (VMCL)

The VMCL shall consist of 16 bits which reflect the processor’s virtual machine capabilities on a bit-
by-bit basis as follows:

Bit 48 : CYBER 180
Bit 49 : CYBER 170 Mode
Bit 50 : Reserved
I ]
T | l
Bit 63 : Reserved

The processor shall provide zeros for bits 50 through 63 when VMCL is read via the maintenance
channel. :

2.5.1.10 Keypoint Buffer Pointer (KBP)

This 64-bit register shall contain the address (PVA) of the next location in central memory for writing
keypoint data. Bits 0-15 are unused (see 2.1.3.5). Bits 16-63 contain the PVA. The loading of this
register by means of the Copy to State Register instruction (OF) shall copy the rightmost bits of
register Xk directly. There is no special test performed on the ring number portion of the PVA.
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2.5.2 Process Staté Registers

Each Process State shall be defined by an individual Exchange Package. An Exchange Package shall
consist of 52 64-bit words in central memory at contiguous word locations. The contents of an
Exchange Package shall be formatted according to this specification such that corresponding
interpretation by a processor shall provide the means for establishing a unique Process State.

Each Exchange Package in central memory shall contain Process State information in sufficient
quantity and detail such that a processor may be dynamically switched between Exchange Packages.
Moreover, when a processor is switched from a first Exchange Package to a second Exchange Package
and at some later time is switched back to the first Exchange Package, the integrity of the processing
which occurs for the Process State represented by the first Exchange Package shall not be affected.

Processors may on a model-dependent basis load any or all of the Exchange Package from central

memory when a process is activated. To allow this freedom in implementation, the following items
must be noted concerning the Exchange Package area associated with an active process:

e The contents of the Exchange Package in central memory are undefined.

e The contents of the Exchange Package in central memory must not be altered by another
processor or I/O operation, or undefined processor execution will occur.

o The address register for the Exchange Package must not be altered while the associated
process is active.

Those items in the Exchange Package which shall exist in registers when an Exchange Package is
active shall be processor model-dependent. The processor model-dependent specifications shall define
those items.

- Figure 2.5-1 defines the contents of the first 52 words in an Exchange Package. The sections which
follow shall define the items contained in those words.

O
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a. The unused bits in the exchange package (see following list) are undefined when an

exchange package is created and are ignored when an exchange package is loaded into the
processor.

Word 1: Bits 00, 01, 08 and 09 (Unused)
Word 2: Bits 05 through 13 (Unused)
Word 7: Bits 00 through 07  (Unused)
Word 9:  Bits 00 through156  (Unused)
Word 10:  Bits 00 through 15  (Unused)
Word 16:  Bits 00 through 03  (Unused)
Word 36:  Bits 06 through 08 (Unused)
Word 37:  Bits 00 through 11 (Unused)
Words 38-51: Bits 00 through 15 (Unused)

The statements made in item a. shall also apply to the Exchange Package, Word 3, Bits 00
through 06 (leftmost 7-bit positions of the User Mask) with the exception that these bits

- shall be treated as ones.

The modification of Process State Register values in a central memory exchange package by
one processor at the time that process is being executed by another processor, shall result in
undefined operation. Overlapped exchange packages in central memory may also result in
undefined operations. ’ ‘

The C180 Exchange operations use RMAs to address the exchange packages (at JPS and at
MPS) while cache, when present, is always addressed by SVA. The C180 exchange packages
may either be in:

e cache bypass segments thus preventing stale data from appearing in the cache, or in

e noncache bypass segments thus requiring the software to purge cache appropriately
to prevent stale data.
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Figure 2.5-1. CYBER 180 Exchange Package (C180 Process)
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2.5.2.1 Program Address Register (P)
See paragraph 2.1.1.1 for the definition of the P Register’s contents.
P shall be located in bits 00 through 63 of word 0 in the Exchange Package.

2.5.2.2 A Registers

The 16 A Registers, A0 through AF, shall be located in bits 16 through 63 of words 1 through 16,
respectively, in the Exchange Package. See paragraph 2.1.1.2 for the definition of the A Register’s

contents.

2.5.2.3 X Registers

The 16 X Regxsters, X0 through XF, shall be located in bits 00 through 63 of words 17 through 32,
respectively, in the Exchange Package See paragraph 2. 1 1.3 for the definition of the X Register’s

contents.

2.5.2.4 Not Assigned
This paragraph is left blank intentionally.

2.5.2.5 Flags
The Flags field shall consist of five separate single bit flags which have the following definitions.

a.

Critical Frame Flag (CFF)

The CFF, if set, shall indicate that the currently active stack frame for the process defined
by this Exchange Package is a "critical frame.” In this context, software shall have exclusive
control over the state of CFF.

CFF shall be located in bit 0 of word 2 in the Exchange Package. (See 2.6.5.2 and 2.8.10.)
On Condition Flag (OCF)

The OCF is intended to facilitate the handling of "on condition" traps on the part of the

"process monitor." In this context, software shall have exclusive control over the state of
OCF.

OCF shall be located in bit 1 of word 2 in the Exchange Package. (See 2.6.5.2 and 2.8.10.)
Keypoint Enable Flag (KEF)

The KEF, if set, shall enable the recording of keypoint data into the central memory location
specified by the Keypoint Buffer Pointer. (See 2.5.1.15 and 2.6.1.7.)

KEF shall be located in bit 2 of word 2 in the Exchange Package. (See 2.8.10.)
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Process Not Damaged (PND)

Process Not Damaged is the primary determination made during CPU uncorrected error
analysis. If Stop on Error is implemented, the most expeditious stop is executed in order to
preserve the accuracy of the error and environmental data. There may not be time for the
hardware to monitor all conditions that could result in a damaged process. Therefore,
additional model-dependent status may be required to make a software Process Not
Damaged decision.

For systems in which stop on error is not implemented, the PND flag is the result of a
complete hardware analysis.

In either case, the definition of Process Not Damaged means the same thing, i.e. the ability
of the process to be retried. If PND = true, software will retry the process to determine if
the error is transient/intermittent or solid. If PND = false, software will abort the process.

The PND, when set during a C180 Job to Monitor exchange operation caused by an

uncorrectable error, indicates that there is no evidence that the process being executed was

damaged, and that it may be restarted. The PVA in P of the Exchange Package is the proper

address to restart the process but is not necessarily the address of the instruction which

initiated the activity that resulted in the malfunction. This flag is intended to allow
recovery of job mode processes where possible.

Note that the default state of this flag is interpreted as process damaged. Thus, on a model-
dependent basis, the hardware may detect many, few, or none of the undamaged processes
and set PND accordingly. While a processor may report undamaged processes as damaged, it
shall be a design objective to never report damaged processes as undamaged. Thus a process
denoted as undamaged via PND shall be as likely to be correct as any process with no fault
indication. This flag shall be ignored by the hardware when loading a C180 Exchange
Package and is only defined in the Exchange Package resulting from a Detected
Uncorrectable Error Interrupt.

PND shall be located in bit 3 of word 2 in the Exchange Package.
ECS Authorized (EA)

The EA, if set, shall enable the currently active process when in C170 State to access the ECS
via the 011, 012, 014 and 015 instructions. An attempt to execute these instructions to access
ECS when the EA is clear shall cause an Error Exit (Illegal Instruction) to be executed in
C170 State. (See table 7.2-2.)

EA shall be located in bit 4 of word 2 in the Exchange Package.

2.5.2.6 User Mask (UM)

UM shall be used by user processes to enable trap interrupts. There shall be 16 bits in the UM. See

paragraph 2.8.4 for details.

The UM shall be located in bits 00 through 15 of word 3 in the Exchange Package.

2.5.2.7 Monitor Mask (MM)

MM shall be used by the monitor to enable exchange interrupts. There shall be 16 bits in the MM.

See paragraph 2.8.2 for details.

The MM shall be located in bits 00 through 15 of word 4 in the Exchange Package.
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2.5.2.8 User Condition Register (UCR)

UCR shall be a 16-bit register which records the occurrence of specified conditions within the
processor. See paragraph 2.8.3 for details. ,

UCR shall be located in bits 00 through 15 of word 5 in the Exchange Package.
2.5.2.9 Monitor Condition Register (MCR)

MCR shall be a 16-bit register which records the occurrence of specified conditions within the
processor and central memory. See paragraph 2.8.1 for details.

MCR shall be located in bits 00 through 15 of word 6 in the Exchange Package.

2.5.2.10 Debug Mask (DM)

The DM shall consist of two flag bits and five mask bits which control and condition the debug
operations as described in paragraph 2.7.2 of this specification.

The DM bits shall be located in bits 09 through 15 of word 36 in the Exchange Package. The
assignments are as follows:

-Bit 09 : End of List Seen flag
Bit 10 : Debug Scan in Progress flag
Bit 11: Data Read mask
Bit 12: Data Write mask
Bit 13 : Instruction Fetch mask
Bit 14 : Branching Instruction mask
Bit 15: Call Instruction mask

2.5.2.11 Keypoint Mask (KM)

KM shall consist of a 16-bit mask which is tested during the execution of a Keypoint instruction as
specified in paragraph 2.6.1.7.

The KM shall be located in bits 00 through 15 of word 8 in the Exchange Package.
2.5.2.12 Keypoint Code (KC)

This process state register is no longer implemented. See 2.6.1.7 for the current keypoint
implementation.

2.5.2.13 Process Interval Timer (PIT)

PIT shall be a 32-bit counter which a process shall use to determine time intervals. See paragraph
2.5.3.1 for details.

The PIT shall be located in bits 0 through 15 of words 11 and 12 in the Exchange Package. Word 11
shall contain the leftmost 16 bits of PIT.
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2.5.2.14 Base Constant (BC)

The BC is intended to provide a means to communicate within the operating system. In this context,
software shall have exclusive control over the contents of BC.

The BC shall be located in bits 00 through 15 of words 13 and 14 in the Exchange Package. Word 13
shall contain the leftmost 16 bits of BC.

2.5.2.15 Model-Dependent Flags (MDF)

MDF shall consist of 16 bits. MDF shall be processor model-dependent and shall be defined in the
processor model-dependent specification.

MDF shall be located in bits 00 through 15 of word 15 in the Exchange Package.

2.5.2.16 Segment Table Length (STL)

STL, plus one, shall specify the number of 64-bit entries in the associated Segment Table. (See
25.2.18)

It shall be used to verify that references to the Segment Table are actually within the defined Segment
Table. STL shall be a positive 12-bit value. (See paragraph 3.3.)

The STL shall be located in bits 4 through 15 of word 16 in the Exchange Package.

2.5.2.17 Untranslatable Pointer (UTP)

When the processor sets MCR52, 54, 57 or 60 because of an exception detection, the processor shall
also load the address which could not be translated into the UTP. (See 2.8.1, 2.8.7 and appendix I.)
This occurs regardless of C170 or C180, Job or Monitor state. This address is always a PVA except for
the following cases. When a program interruption occurs as a result of Monitor Condition Register bit
52 being set because of an Address Specification Error either on the Purge Buffer instruction (2.6.5.3)
with K=0, 1, 8 or 9 or on the Load Page Table instruction, UTP will contain the SVA which was
associated with the Address Specification Error. The processor shall only alter the UTP when
MCR52, 54, 57 and/or 60 is being set due to detection of the associated exception.

When an Invalid Segment or Access Violation occurs, the UTP shall be loaded with the ring, segment,
and byte number of the address causing the exception detection. For those cases where the byte
number of the address is incremented or altered as part of the defined instruction execution, any of
the values which are allowed by the instruction definition are acceptable for the UTP.

When an Address Specification Error occurs, the UTP shall be loaded with the ring, segment and byte
number of the address causing the exception detection. For thoses cases where the byte number of the
address is incremented or altered as part of the defined instruction execution, any of the values which
are allowed by the instruction definition and which exhibit the Address Specification Error are
acceptable for the UTP.

When a Page Table Search without Find occurs, the UTP shall be loaded with the ring, segment and
byte number of the address causing the exception detection. For those cases where the byte number is
incremented or altered as part of the defined instruction execution, any of the values which are
allowed by the instruction definition and which reference the missing page are acceptable for the UTP.

Paragraph 2.8 describes the UTP definition when more than one of MCR bits 52, 54, 57 or 60 is set.
The UTP shall be located in bits 16 through 63 of word 34 in the Exchange Package.
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2.5.2.18 Segment Table Address (STA)

STA shall be a real memory byte address that points to the first entry in the Segment Table. (See
paragraph 3.3.) STA shall be interpreted as equal to 0 modulo 8. An STA which has bit 33 set causes
undefined processor operation when this address is used. STA shall be located in bits 00 through 15 of
words 34 and 35 of the Exchange Package. Word 34 shall contain the leftmost 16 bits of STA.

The processor shall ignore the state of bits 32, 61, 62 and 63 and operate as if these bits are zero. The
writing of any value other than zero into bits 32, 61, 62 and 63 shall cause undefined operation with
respect to the subsequent value of these bits. These bits (32, 61, 62 and 63) shall be zero when read
assuming the previous write was zero as noted in 2.1.3.5b. (Also see table 2.5-1.)

2.5.2.19 Last Processor Identification (LPID)

LPID shall consist of the 8-bit Processor Identification from the last processor which executed the
process defined by the Exchange Package. LPID shall be located in bits 08 through 15 of word 7 in the
Exchange Package. See 2.5.1.8 of this specification.

2.5.2.20 Trap Enables (TE)

TE shall consist of a 2-bit field that determines how traps shall be enabled. The bits in TE shall be set
by the "Copy from Xk per (Xj)" instruction (Op. OF). Although the bits in TE can be cleared by the
"Copy from Xk per (Xj)" instruction they shall normally be cleared by the hardware action described
below. See section 2.8.6 for a descrlptxon of the trap interrupt operation and section 2.8.10 for a
description of flag states.

a.  Trap Enable Flip-flop (TEF)

TEF shall be the flip-flop which enables a trap interrupt operation to occur when it is set. It
shall be set as described above and shall be cleared by hardware whenever a trap interrupt
occurs.

TEF shall be located in bit 14 of word 2 in the Exchange Package.
b.  Trap Enabled Delay (TED)

TED shall be a flip-flop which delays the enabling of trap interrupts until after the next Return
instruction (Op. 04) is executed. The trap enable shall be inhibited as long as TED is set. The
Return instruction clears TED. TED shall be set by the Copy instruction as just previously
described.

TED shall be located in bit 15 of word 2 in the Exchange Package.

2.5.2.21 Trap Pointer (TP)

TP shall consist of a PVA which points to a code base pointer in a binding section. The TP shall be
used whenever a trap interrupt occurs. (See 2.8.6.)

The TP shall be located in bits 16 through 63 of word 35 in the Exchange Package.

2.5.2.22 Debug Index (DI)

DI shall consist of a 6-bit word-index into the debug list. It shall record where the debug list search
must resume after a debug list find has been processed. (See 2.7.2.3.)

The DI shall be located in bits 00 through 05 of word 36 in the Exchange Package.
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2.5.2.23 Debug List Pointer (DLP)

DLP shall consist of a PVA that points to the first entry in the debug list. (See 2.7.2.1.)
The DLP shall be located in bits 16 through 63 of word 36 in the Exchange Package.

2.5.2.24 Top of Stack (TOS)

Each TOS shall consist of a PVA that points to the top of its associated stack. There shall be an
individual TOS pointer for each of the 15 rings. The TOS’s shall be located in bits 16 through 63 of
words 37 through 51 in the Exchange Package. The TOS for ring 1 shall be located in word 37, the
TOS for ring 2 shall be located in word 38, etc.

2.5.2.25 Model-Dependent Word (MDW)

MDW shall consist of 64 bits, shall be processor model-dependent and shall be defined in the processor
model-dependent specification. MDW shall be located in bits 00 through 63 of word 33 in the
Exchange Package.

2.5.2.26 Virtual Machine Identifier (VMID)

The VMID shall consist of 4 bits and shall reflect the virtual machine capability to be exercised, as well
as that most recently exercised, in the execution of the associated process. The VMID shall be located
in bit positions 04 through 07 of word 1 in the Exchange Package.

2.5.2.27 Untranslatable Virtual Machine Identifier (UVMID)

The UVMID shall consist of 4 bits and shall reflect the virtual machine capability that was required by
a process or procedure but was not included in the associated processor’s Virtual Machine Capability
List at the time an Exchange operation, a Call instruction or a Return instruction was executed. The
UVMID shall be located in bit positions 12 through 15 of word 1 in the Exchange Package. Values of
0-15 for this 4-bit field shall correspond to bit positions 48-63 respectively of the Virtual Machine
Capability List (VMCL); see subparagraph 2.5.1.12.

2.5.2.28 Largest Ring Number (LRN)

LRN shall consist of 4 bits and shall be equal in value to the largest ring number for which there is a
corresponding TOS entry in the associated Exchange Package. (See 2.5.2.24.) Usage of the LRN shall
be specified on a model-dependent basis. LRN shall be located in bits 12 through 15 of word 37 of the
Exchange Package.

2.5.2.29 Sample Program Instruction (SPI) Identifier
The SPI identifier shall consist of 6 bits in word 0 of the exchange package which may be:

e written into the exchange package,

e copied to/from the P register as part of the exchange,
e read by the PP as part of the P register read, or

e read by the CPU by the Copy instruction.
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2.5.3 Timers

The Process Interval Timer and the System Interval Timer shall be free-running timers to the extent
that, upon reaching a count of zero and recording the corresponding condition in the User or Monitor
Condition Register as described in subparagraphs 2.8.3.4 and 2.8.1.12 of this specification,
respectively, decrement operations shall continue to occur at the 1Mhz rate.

2.5.3.1 Process Interval Timer

The Process Interval Timer (PIT) shall consist of a 32-bit counter that shall decrement once each
microsecond. When it decrements to zero, it shall set the Process Interval Timer bit in the User
Condition Register and continue to decrement from zero to FFFF FFFF and so on. When traps are
enabled, execution of the current instruction shall complete and program interruption shall occur.
See paragraph 2.8.3.4 of this specification.

The PIT contains a different count for each User process. When a particular process is not in active
execution, its PIT value is stored in its Exchange Package. By this means, each User process may keep
track of time intervals within its own program execution.

PIT shall be set by the "Copy from Xk per (Xj)" instruction described in section 2.6.5.2, as well as
during an "Exchange" operation, described in 2.6.1.6 and 2.8.5.

An exchange operation (either to or from job mode) occuring when the PIT contains a value near zero
shall not be allowed to cause the processor to miss setting the appropriate UCR bit when the PIT
decrements to zero. .

2.5.3.2 System Interval Timer

The System Interval Timer (SIT) shall consist of a 32-bit counter that shall decrement once each
microsecond. When it decrements to zero, it shall set the System Interval Timer bit in the Monitor
Condition Register and continue to decrement from zero to FFFF FFFF and so on. When the
corresponding monitor mask bit is set, execution of the current instruction shall complete and
program interruption shall occur as described in paragraph 2.8.1 of this specification.

By this means, the Monitor process may keep track of time intervals within the processor. SIT shall
be set by the "Copy from Xk per (Xj)" instruction described in section 2.6.5.2.
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254 Stacks

Each process shall have the means for addressing 15 stacks, one for each possible ring of execution as
determined by the value of the ring number contained in the P Register.

The beginning of each stack shall be defined by the PVA referred to as the Top of Stack pointer,
previously described in subparagraph 2.5.2.24 and illustrated in figure 2.5-1 of this specification.

Note: TOS pointers shall be addressed, using real addressing mode, as follows:

Address of TOS pointer = (Job Process State Register or Monitor Process State Register) plus (288)
plus (8 times the value of the ring number contained in the P Register).

2.5.4.1 Stack Frames

Each stack shall be comprised of one or more stack frames. The beginning of each stack frame shall be
defined by the PVA referred to as the Current Stack Frame Pointer. At the time a procedure is
activated (or called) the CSF pointer shall be obtained by using the TOS pointer which corresponds to
the procedure’s ring of execution. During the time a procedure utilizes a stack frame, its length, from
the beginning address, shall be defined as including each contiguous PVA up to, but not including, the
PVA referred to as the Dynamic Space Pointer.

When within a process, a procedure "calls” another procedure, with the intention that the "called"
procedure will "return” to its "caller,” the stack frame associated with the "calling” procedure is
intended to provide the means for preserving its environment so that its execution may be suspended,
(at the time the other procedure is "called”), and then resumed, (at the time the "called" procedure
"returns").

At the end of each stack frame, a "save area" shall be defined for that part of a procedure’s
"environment" which is implicit to the Call and Return instructions as defined in subparagraphs
2.6.1.2 through 2.6.1.4 of this specification. The stack frame save area shall consist of from four to
thirty-three contiguous 64-bit words, beginning at the address defined by the Dynamic Space Pointer
with respect to Call instructions and beginning at the address defined by the Previous Save Area
Pointer with respect to the Return instruction.
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The Stack Frame Save Area shall be formatted as follows:

BYTE(HEX) WORD(DEC)
? 7 Y 0 ‘ P REGISTER . 0
;‘&’EMUM 8 {0000 vmiol 777777 a0 REGISTER (DYNAMIC SPACE POINTER) 1
AREA 10 SFSA DESCRIPTOR | A1 REGISTER (CURRENT STACK FRAME POINTER) | 2
v 18 [ USER MASK A2 REGISTER (PREVIOUS SAVE AREA POINTER) 3
2 V. /7] A3 REGISTER (BINDING SECTION POINTER) a4
28 | USER CONDITION® A4 REGISTER (ARGUMENT POINTER) 5
30 [ MONITOR CONDITION® | A5 REGISTER 6
38 7/ A6 REGISTER 7
40 A7 REGISTER 8
MAXIMUM / .
SAVE o &
AREA /é ®
80 /00— 15/] AF REGISTER 16
88 X0 REGISTER 17
[ ]
i : 7
100 XF REGISTER 32

00 P 63

® UCR AND MCR ARE STORED ON TRAP OPERATIONS. ON CALL
OPERATIONS, UCR AND MCR POSITIONS IN THE SFSA ARE UNDEFINED.

Figure 2.5-1. Stack Frame Save Area (SFSA)

Thus, the "environment” which is implicit to the Call and Return instructions shall include:

Minimally; P Register
Register A0 through A2 (DSP, CSF and PSA)
Frame Description (SFSA Descriptor)
User Mask
Virtual Machine Identifier (VMID, see 2.5.6)

Selectively; Register A3 through AF (contiguously numbered)
Register X0 through XF (contiguously numbered)

Notes: The PVA initially contained in the P Register shall be increased by four prior to writing the
entire P Register (including its Global and Local Key fields), into the Current Stack Frame Save Area,
Word 0, whenever such an operation occurs on the part of a Call instruction’s execution.

Bits 0-3 of word 1 of the SFSA shall be written as zero in memory as the SFSA is written on a Call or
Trap operation. These bits in the SFSA in memory are for use by applications and are not to be
modified by an operating system

Unused fields in the SFSA may be changed to undefined values during the execution of Call
instructions and shall be ignored during the execution of a Return instruction. This also includes bits
2 and 3 of the SFSA Descriptor. '
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The Stack Frame Save Area Descriptor shall consist of 16 bits formatted as follows:

00 01 02 03 04 08 12 15
cloj//| P
Fl Ci//| N XS AT XT
F| Fi//}] D
CFF: Critical Frame Flag
OCF: On Condition Flag
PND: Process Not Damaged
XS: X Register, starting number (First X Reg. No.)
AT: A Register, terminating number (Last A Reg. No.)
XT: X Register, terminating number (Last X Reg. No.)

Bit 2 shall be ignored by the processor

Trap Ihterrupt shall generate a maximum Stack Frame Save Area (33 words), by definition.

For Call instructions, the A and X Registers to be stored into the Stack Frame Save Area shall be
interpreted according to the contents of Register X0 Right, in the manner described in subparagraph
2.2.1.7 of this specification, with the exception that bit positions 48 through 51 of Register X0 Right
shall be ignored and the storing of the A Register group shall unconditionally begin with Register A0.
When Xs is greater than X, none of the X Registers shall be stored by Call instructions, and none
shall be loaded by a Return instruction.

The execution of a Call instruction or a Trap Interrupt shall store the states of the Critical Frame and
On Condition Flags into the Frame Descriptor associated with the Stack Frame Save Area. The
execution of a Return instruction shall load these Flags from the Frame Descriptor contained within
the previous Stack Frame Save Area.

The execution of a Trap Interrupt but NOT a Call instruction shall store the contents of the User
Condition Register and Monitor Condition Register in bits 0-15 of words 5 and 6, respectively, of the
Stack Frame Save Area. The bit or bits causing the trap shall then be cleared in the User and Monitor
Condition Registers. That is, any bit set in a condition register, for which the corresponding bit is set
in the appropriate mask register, shall be cleared. The execution of a Return instruction shall not
restore the condition registers from the Stack Frame Save Area.

The execution of a Call Instruction or a Trap Interrupt shall store the Virtual Machine Identifier
(VMID) associated with the "calling” or "trapped" procedure into bits 04 through 07 of Word 1 in the
Stack Frame Save Area. The execution of a Return Instruction shall conditionally load bits 04
through 07 of Word 1 from the Previous Stack Frame Save Area to the VMID in the manner described
in2.5.6. ‘

The PND, when set during a C180 Monitor Mode trap interrupt operation caused by an uncorrectable
error, indicates that there is no evidence that the process being executed was damaged, and that it may
be restarted. The PVA in P of the stack frame is the proper address to restart the process but is not
necessarily the address of the instruction which initiated the activity that resulted in the malfunction.
This flag is intended to allow recovery of monitor mode processes where possible.
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Note that the default state of this flag is interpreted as process damaged. Thus, on a model-dependent
basis, the hardware may detect many, few, or none of the undamaged processes and set PND
accordingly. While a processor may report undamaged processes as damaged, it shall be a design
objective to never report damaged processes as undamaged. Thus, a process denoted as undamaged via
PND shall be as likely to be correct as any process with no fault indication. This flag shall be ignored
by the hardware when loading a stack frame and is only defined in the stack frame resulting from a
Detected Uncorrectable Error Interrupt in C180 monitor mode.

2.5.5 Binding Section Segment

A Binding Section Segment shall be identified by the RP field within its associated Segment Descriptor
as described in 3.3.1.1 of this specification.

Binding Section Segments are intended to facilitate software linking of both code and data segments
from one procedure to another.

2.5.5.1 Code Base Pointer

With respect to the Call instruction, as described in subparagraph 2.6.1.2 of this specification, having
both inter-ring and inter-segment branching capabilities, a Binding Section Segment shall be used to
contain the Code Base Pointer to the "called" procedure. The Code Base Pointer shall be located on a
word boundary, shall consist of 64 bits and shall have the following format:

00 04 08 09 12 16 20 32 63
/1//7] cgp- 1111/
///1/] VMID|EPF|/////|CBP-R3|CBP-RN SEG BN

4 4 1 3 4 4 12 32

With respect to the "called” procedure these fields shall have the following interpretation:

CBP-VMID: Code Base Pointer, Virtual Machine Identifier
EPF: External Procedure Flag

CBP-R3: Code Base Pointer, Highest Ring Number for Call
CBP-RN: Code Base Pointer, Ring Number

SEG: Segment Number

BN: Byte Number

Bits 0-3 and 9-11 shall be ignored by the processor.

Note: When the External Procedure Flag is a one, the next contiguous word location from the Code
Base Pointer shall contain a PVA in its rightmost 48-bit positions, 16 through 63, referred to as a
Binding Section Pointer. Thus, a new Binding Section Pointer shall be provided (at the address of the
Code Base Pointer plus 8) when an "external procedure” is "called.”
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2.5.6 Virtual Machine

Virtual Machine support shall involve the VMCL defined in 2.5.1.12, the UVMID defined in 2.5.2.27,
as well as the 4-bit VMID fields from the Exchange Package defined in 2.5.2.26, the Stack Frame Save
Area defined in 2.5.4.1, and the Code Base Pointer defined in 2.5.5.1, of this specification. Values of 0
through 15 for these VMID fields shall correspond to bit positions 48 through 63, respectively, of the
VMCL. A match between VMID and VMCL shall exist whenever the corresponding bit position within
the VMCL is a one.

a.

Exchange operations shall include the check for VMID versus VMCL: when a match exists,
these operations shall occur as defined in 2.8.5. When a mismatch exists, an Environment
Specification Error shall be recorded along with the UVMID in the new (target) process’
Exchange Package and the processor shall exchange, trap, or halt according to table 2.8-1 of this

“specification. (Note that the job-to-monitor or monitor-to-job transition shall occur regardless of

the VMID/VMCL mismatch with respect to interpreting table 2.8-1.)

Call and Trap operations shall include the check for CBP-VMID versus VMCL: when a match
exists, these operations shall occur as defined in 2.6.1.2 and 2.8.6, respectively, including the
transfers of the initial contents of the VMID register to the Stack Frame Save Area, (Word 1,
Byte 0) and the CBP-VMID field to the VMID Register final. When a mismatch exists, an
Environment Specification Error shall be recorded along with the UVMID in the current
process’ Exchange Package and the processor shall exchange, trap or halt according to table
2.8-1 of this specification. (Note: A CBP-VMID/VMCL mismatch during a trap operation shall
include the setting of the Trap Exception bit.)

The return instruction shall include the check of the VMID contained in Word 1, Byte 0 of the
Stack Frame Save Area versus the VMCL: when a match exists, this operation shall occur as
defined in 2.6.1.4 including the transfer of the VMID from the Stack Frame Save Area to the
VMID Register associated with the current process. When a mismatch exists, an Environment
Specification Error shall be recorded along with the UVMID in the current process’ exchange
package and the processor shall exchange, trap, or halt according to table 2.8-1 of this
specification.

2.5.7 System Deadstart
The system deadstart procedure shall:

a.
b.

C.

Set Monitor Mode (this shall set bit 58 of the Status Summary Register).

Load the Monitor Process exchange package from the address pointed to by the Monitor Process
State Register.
Begin execution of the Monitor Process.
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2.6 SYSTEM INSTRUCTIONS

Several of the system instructions require certain privileges as specified by the XP field in the segment
descriptor (3.3.1) or require the processor to be in Monitor mode. The following chart is a summary of
these requirements.

Code Segment Attribute Mode Requirement
Non- Local Global
Privileged | Privileged | Privileged Job Monitor
VA VA A )
A1l instructions other VA VA A |
than those following Execute Execute Execute // // // // // //
Interrupt Proc. (Op. 03)|Priv.Inst.Ft|Priv.Inst.Ft| Execute |/ // // ; / // // y
Return (0p.04) VAR AR AN N A B |
SFSA VMID = 0 Execute Execute Execute VAR B A VA A |
SFSA VMID # 0 Env.Spec.Err{Env.Spec.Err| Execute VAR YA Y A A
VAR B Y A A
Purge Buffer (op. 05) VARV A A VA A
K=0,1,2,8~F Priv.Inst.Ft| Execute Execute VAR A2 Y A A |
K=3-7 Execute Execute Execute V2R A A IV A A
Copy to Reg. (Op. OE)
Registers 00 - 5F No-op No-op No-op No-op No-op
Registers 60 -+ 7F / /1 /Y1 7/ 7 7/ [/ |Inst.Spec| Execute
V2RV AR AR A VRV A A A A A | Error
Registers 80 - BF Priv.Inst Ft|Priv.Inst.Ft| Execute VA A A
Registers CO -+ DF Priv.Inst.Ft| Execute Execute VR A A VA A |
Registers EQ - FF Execute Execute Execute // // /N /7 // //
/ 1/
Load Pg.Tb1.Index(0p.17)|Priv.Inst.Ft| Execute Execute N VA
Brch.on Cond.Reg.(0p.9F)| / [/ / VA A Y A A
K=0,1,8,89 /1 1 /Y1 /1 /7|1 [ [ [/ |Inst.Spec| Execute
VARV AR A VAR A A R VR A A | Error
o K=2-7,A>F Execute Execute Execute A A
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2.6.1 Nonprivileged System Instructions

The following system instructions shall be permitted to execute for any executable segment with the
single exception described on the Return instruction (2.6.1.4). .

2.6.1.1 Program Error

00jk  (Ref.121)

The execution of this instruction shall result in the detection of an Instruction Specification error and
the corresponding program interruption shall occur. (See 2.8.1.4.)

The operation code for this instruction shall consist entirely of zeros.

The j and k fields from this instruction shall not be translated and their values shall have no effect on
the execution of this instruction.

2.6.1.2 Call Indirect

Call per (Aj displaced by 8*Q), arguments per Ak
B5jkQ (Ref. 115)

Operation: This instruction shall save the environment (2.5.4.1) as designated by the contents of
Register X0 Right, in the Stack Frame Save Area (SFSA) pointed to by the Dynamic Space Pointer
initially contained in Register AO. The stack associated with the current ring of execution, as
determined by the RN field initially contained in the P Register, shall be "pushed"” by transferring the
Dynamic Space Pointer, modified in its rightmost 32-bit positions by the addition of 8 times the

number of words stored into the stack frame save area, to the appropriate Top of Stack entry in the
executing process’ Exchange Package. The PVA obtained from Register Aj shall be modified in its
rightmost 32-bit positions by the addition of the sign-extended Q field from the instruction, (shifted
left 3 bit positions with zeros inserted on the right), and the resulting PVA shall be used to address a
Code Base Pointer from a Binding Section Segment. This Code Base Pointer shall be translated into a
PVA used to address the first instruction to be executed in the "called” procedure. The ring of
execution of the called procedure, P(RN) final, shall be used to obtain a Top of Stack pointer from the
process’ Exchange Package to be used as the new Current Stack Frame Pointer.

The processor may assume a 33-word SFSA when prevalidating this instruction. This has the effect of
allowing a Page Table Search Without Find interrupt to occur at points where a SFSA actually
terminates within a page but a maximum SFSA extends across the page boundary. This also has the
effect of allowing an Address Specification Error interrupt to occur at points where a SFSA actually
terminates with bit 32=0 but a maximum frame extends into the range where bit 32=1. The actual
store into the SFSA during instruction execution shall only store into the SFSA as described by the
Stack Frame Descriptor.

The processor may but need not prevalidate Aj+8*Q+8 for Address Specification Error and Page
Table Search Without Find regardless of the state of the External Procedure Flag.
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The A0, Al, and A2 Registers shall be altered to reflect changes with respect to the Current and
Previous Stack Frames and the A3, and A4 Registers shall be altered to reflect pertinent parameter
changes as required, in accomplishing this transfer of control from a "calling” procedure to a "called"
procedure.

Register assignments shall be as follows:

(A0) - Dynamic Space Pointer

(Al) - Current Stack Frame Pointer
(A2) - Previous Save Area Pointer
(A3) - Binding Section Pointer

(A4) - Argument Pointer

Virtual machine support shall be provided by the execution of this instruction to the extent previously
described in paragraph 2.5.6 of this specification.

For the purpose of referencing the 64-bit Code Base Pointer as previously described in subparagraph
2.5.5.1 of this specification, an Address Specification Error shall be recorded when the initial contents
of Register Aj are not 0, modulo 8.

The associated program interruption shall occur as described in paragraph 2.8.1 of this specification,
and the execution of this instruction shall be inhibited (except that portions of the environment may
be stored into the SFSA and A0 may be rounded up before the instruction is inhibited) when any of
the following exceptions are recorded.

Instruction Specification Error (See 2.5.4.1 and 2.8.1.4)

Value of the four bits in bit positions 56 through 59 of X0 Right is less than 2.
Environment Specification Error (See 2.8.1.8 and 2.5.6)

Code Base Pointer VMID mismatch with VMCL.

Outward Call/Inward Return (See 2.8.1.14)

Initial P Ring Number less than Segment Descriptor R1.

Invalid Segment

Access Violation

Address Specification Error
Page Table Search Without Find

See Appendix I for these four exception conditions.

Note: Steps a and b of the following execution sequence may occur out of order in relation to steps ¢
through s insofar as the rounding of Register A0 and the storing of the "Environment" into the SFSA
in central memory, (including the associated exception sensing), are concerned.
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" In the absence of a program interruption, the following sequence of events shall accomplish the
execution of the instruction:

*a.
*b.
*c.
*d.

t1.

Operation
(A0) + n - 1 to A0, 0 modulo n result
"Environment" to Stack Frame Save Area
Copy P Left to X0 Left
Store (A0), all 48 bits, incremented by
8 times the number of save area words,
to Top of Stack pointer for current ring
number
Load P Key with Segment Descriptor Lock
for callee
If P Ring Number is less than callee
Segment Descriptor R2, go to step h
Set P Ring Number equal to callee
Segment Descriptor R2
Load P SEG and BN fields with Code Base
Pointer SEG and BN fields
If CBP-VMID+#0, go to step m

If Code Base Pointer EPF is 0, go to

step |
Load A3 with new Binding Section Pointer

Copy (Ak) to A4

Copy (A0) to A2

Clear On Condition Flag .
Load Al with new Top of Stack pointer
per final P Ring Number and clear
Critical Frame Flag

Copy (Al) to A0

Copy CBP-VMID to VMID Register

* Unconditionally included in a Trap Interrupt

t Unconditionally omitted from a Trap Interrupt (see 2.8.6)

Remarks

Round DSP upward
See paragraph 2.5.4.1
Copy Caller’s ID
Update TOS pointer
See paragraph 2.5.2.24

Intra-ring Call

Inward Call

Test destination machine
CYBER 180
Internal Procedure

Ring Number stored into A3 ~ \\}
shall be the larger of the ring &
number in the BSP from

caller’s Binding Section and the

new P ring number. See

paragraphs 2.5.5.1and 3.2.1.1.

Pass parameters.

When k is 0-3, the final contents

of A4 shall be undefined with

respect to which A register is
transferred into A4.

DSP from step a to PSA pointer

Clear OCF

TOS to CSF pointer

Clear CFF

CSF pointer to DSP
See 2.5.6

} In step a, n is any multiple of 8 greater than zero and less than 272.
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2.6.1.3 Call Relative

Call to P displaced by 8*Q, Binding Section Pointer per Aj, arguments per Ak
B0jkQ (Ref. 116)

Operation: This instruction shall save the "environment," as designated by the contents of Register X0
Right, in the Stack Frame Save Area (SFSA) pointed to by the Dynamic Space Pointer initially
contained in Register A0. The stack associated with the current ring of execution, as determined by
the RN field initially contained in the P Register, shall be "pushed” by transferring the Dynamic Space
Pointer, modified in its rightmost 32 bit positions by the addition of 8 times the number of words
stored into the stack frame save area, to the appropriate Top of Stack entry in the executing process’
Exchange Package.

The P Register shall be modified in its rightmost 32 bit positions by the sign extended Q field from the
instruction, (left-shifted 3 bit positions with zeros inserted on the right). The final contents of the P
Register shall be made 0, modulo 8, by clearing the least significant 3 bit positions (61-63) and shall be
used to address the first instruction to be executed in the "called” procedure.

The processor may assume a 33-word SFSA when prevalidating this instruction. This has the effect of
allowing a Page Table Search Without Find interrupt to occur at points where a SFSA actually
terminates within a page but a maximum SFSA extends across the page boundary. This also has the
effect of allowing an Address Specification Error interrupt to occur at points where a SFSA actually
terminates with bit 32=0 but a maximum frame extends into the range where bit 32=1. The actual
store into the SFSA during instruction execution shall only store into the SFSA as described by the
Stack Frame Save Area Descriptor.

Registers A0, Al and A2 shall be altered to reflect changes with respect to the Current and Previous
Stack Frames and the A3 and A4 Registers shall be altered to reflect pertinent parameter changes as
required, in accomplishing this intra-ring, intra-segment transfer of control from a "calling” procedure
to a "called" procedure.

Register assignments shall be as follows:

(A0) - Dynamic Space Pointer

(Al) - Current Stack Frame Pointer
(A2) - Previous Save Area Pointer
(A3) - Binding Section Pointer

(A4) - Argument Pointer

Note: Steps a and b of the following execution sequence may occur out of order in relation to steps c
through i insofar as the rounding of Register A0 and the storing of the "environment" into the CSF
save area in central memory are concerned.
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The associated program interruption shall occur as described in paragraph 2.8.1 of this specification,
and the execution of this instruction shall be inhibited (except that portions of the environment may
be stored into the Stack Frame Save Area and A0 may be rounded up before the instruction is
inhibited) when any of the following exceptions are recorded:

Instruction Specification Error when the value of the 4 bits in positions 56 through 59 of Register
X0 Right is less than 2.

Invalid Segment

Access Violation

Address Specification Error
Page Table Search Without Find

See Appendix I for these four exception conditions.

In the absence of a program interruption, the following sequence of events shall accomplish the
execution of this instruction:

Operation Remarks
a. (A0) + n-1 to A0, 0 modulo n result* Round DSP upward
b. "Environment" to Stack Frame Save Area See paragraph 2.5.4.1
c.  Copy P Left to X0 Left Copy Caller’s ID
d. Store rounded (A0), incremented by 8 Update TOS pointer
times the number of save area words, to See paragraph 2.5.2.24
Exchange Package per initial P Ring Number
e. (P) plus 8*Q, 0 modulo 8, to P Intra-ring, Intra-segment Call
f. Copy (Aj) to A3 and (Ak) to A4 Pass Parameters. When k is
' 0-3, the final contents of A4
shall be undefined with respect
to which A register is
transferred into A4. When j is
0-2, the final contents of A3
shall be undefined with
respect to which A register is
transferred into A3.
g.  Copy rounded (A0) to A2 and clear DSP from step a to PSA
pointer.
Critical Frame Flag : Clear Flag.
h. Copy rounded (A0), incremented by 8 times the TOS to CSF pointer and DSP
number of save area words, to A0 and Al )
i Clear On Condition Flag Clear OCF

* In step a, n is any multiple of 8 greater than zero and less than 272.
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2.6.1.4 Return

04jk  (Ref. 117)

Operation: This instruction shall reestablish the Stack Frame and "environment’ of a previous
procedure as defined by the Previous Save Area Pointer.

The j and k fields from this instruction shall not be translated. Thus, their values shall have no effect
on the execution of this instruction for which all execution parameters shall be implicit.

The Stack Frame Save Area from which a previous procedure’s "environment" shall be obtained, shall
be addressed by means of the PVA initially contained in Register A2. (See 2.9.4 for SFSA Pushdown
description.) The format of the previous procedure’s Stack Frame Save Area shall conform to the
description contained in paragraph 2.5.4.1 of this specification. This operation of loading the
environment does not include loading or altering either MCR or UCR.

Virtual machine support shall be provided by the execution of this instruction to the extent previously
described in paragraph 2.5.6 of this specification.

The processor may assume a 33-word Stack Frame Save Area when prevalidating the previous SFSA.
This has the effect of allowing a Page Fault interrupt to occur at points where an SFSA actually
terminates within a page but a maximum frame extends across the page boundary. This also has the
effect of allowing an Address Specification Error interrupt to occur at points where an SFSA actually
terminates below 232=1 but a maximum frame extends beyond 232=1. The actual load of the SFSA
during instruction execution shall only load the SFSA as described by the SFSA Descriptor.

- The associated program interruption shall occur as described in paragraph 2.8.1 of this specification,

and the execution of this instruction shall be inhibited or completed as specified when any of the
following exceptions are recorded:

Environment Specification Error

The value of thefield designating the last A Register to be loaded, as contained in the previous Stack
Frame Save Area Descriptor, is less than 2.*

Final (A0) would not equal initial (A2). This test may but need not be implemented.
Previous Save Area VMID mismatch with VMCL is per paragraph 2.5.6.+

Attempt to execute a Return instruction not having Global Privilege to a Previous Stack Frame Save
Area containing a VMID#0.

Attempt to execute a Return instruction with some data in the SFSA Pushdown but the SFSA is not
accessible in central memory. In this case, the processor may but need not also report the exception
condition which was encountered. If an Address Spec Error, Page Table Search Without Find, Invalid
Segment, or Access Violation is reported along with the Environment Spec Error, the UTP must be
appropriately loaded. Detection of an Environment Spec Error because the SFSA is not accessible
may cause the hardware to leave garbage in the A and X registers and in the TOS pointer for the
target ring. The hardware (including the Service Processor) shall leave the P of the process to which
control was being passed in the P register and shall not leave an A register with a ring number less
than the P ring number.

Outward Call (Inwgrd Return) if final P ring number would be less than initial A2 ring number.}

* This test is not required when the SFSA Descriptor is retrieved from the SFSA Pushdown.
1 This test is not required when the VMID is retrieved from the SFSA Pushdown.
} This test is not required when the P ring number is retrieved from the SFSA Pushdown.
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Critical Frame Flag if the initial state of the Critical Frame Flag is equal to a one.

Invalid Segment

Access Violation

Address Specification Error
Page Table Search Without Find

See Appendix I for these four exception conditions.

In the absence of a program interruption, the following sequence of events shall accomplish the
execution of this instruction:

Operation:

a. Load the "environment" from the Stack Frame Save Area (SFSA) pointed to by the PVA initially
contained in Register A2. The "environment" consists of the following:

P register (64 bits) including Key.
This results in a Branch exit for the RETURN instruction (2.1.3.4).
VMID (4 bits)

Critical Frame Flag and On Condition Flag to be set/cleared as per the Stack Frame
Descriptor (2.5.4.1).

User Mask (16 bits)

Registers A0 through AT as specified in the SFSA Descriptor. As part of this load of the A
register, the larger value of the following shall be transferred to the Ring Number (bits
16-19) of each A register:

1) the ring number of the A register as obtained from the Stack Frame Save Area.
2) the initial ring number of the A2 register.

3) the Rl field contained in the segment descriptor associated with the initial A2.
X registers (64 bits each) as per the SFSA Descriptor. )

b.  The ring number of the A registers not loaded in step a shall be unaltered by this instruction
except when step a causes th