- Search user created libraries to satisify unresolved global symbols
- Dynamically assign memory
- Create a memory map describing the location of each object module and data block loaded


## PROGRAM SEGMENTATION

The Linking Loader and Macro Assembler permit the user to segment source programs into five different sections. These sections and their corresponding functions are as follows:

$$
\begin{aligned}
& \text { ASCT - Absolute Section (non-relocatable) } \\
& \text { There may be a limited number of absolute } \\
& \text { sections in a user's program. These sections } \\
& \text { are used to allocate/load/initialize memory } \\
& \text { locations assigned by the programmer rather } \\
& \text { than the loader, for example, addresses } \\
& \text { assigned to ACIA's and PIA's. } \\
& \text { BSCT - Base Section } \\
& \text { There is only one Base Section. The linking } \\
& \text { loader allocates portions of this section to } \\
& \text { each module that needs space in SSCT. BSCT } \\
& \text { is generally used for variables that will be } \\
& \text { referenced via direct addressins. BSCT is } \\
& \text { limited to locations } 0-255 \text { of the addressing } \\
& \text { range. } \\
& \text { CSCT - Blank Common (uninitialized) } \\
& \text { There is only one CSCT. This section is used } \\
& \text { for blank commen (similar to FORTRAN blank } \\
& \text { common). This section cannct be initialized. }
\end{aligned}
$$

- DSCT - Data Section

There is only one Data Section. The linking loader allocates portions of this section to each module that needs a part of DSCT. DSCT is generally used for variables (RAM) which are to be accessed via extended mode addressing.

- PSCT - Program Section

PSCT is similar to DSCT except that it is intended to be used for instructions. The PSCT/DSCT division was made to facilitate a RAM/ROM dichotomy.

This section concept is preserved by the Loader during the load process. As a module is being loaded, each of its sections is combined with the corresponding sections of previously loaded modules. As a result, the absolute load module produced by the Loader will contain one continuous memory area for each section type encountered during the load operation.

In addition to the program segmentation provided by the section concept, the M6800 relocation and linking scheme supports named common. The named common concept provides the function of initializable common areas within BSCT, DSCT, and PSCT. In processing named common definitions, the Loader shall:

- Assign to each named common area a size equal to the largest size defined for the named common during the load process.
- Allocate memory at the end of earh section for the named common blocks defined within that section.

The load maps shown in figure I-1 describe the load process with regard to sections and named common. The module PGMI requires memory to be reserved in BSCT, CSCT, DSCT, and PSCT, although the only space necessary in DSCT is for the named common NCOM1. The module PGM2 requires that memory be allocated in BSCT, CSCT, DSCT, and PSCT. Neither module defines any ASCT blocks.

The load module's map illustrates a typical memory map that might be produced by loading PGM1 and PGM2. The BSCT for both PGM1 and PGM2 are allocated memory within the first 256 bytes of memory. As shown, the first 32 ( 20 hex) bytes of BSCY are reserved by the Loader for use by the disc operating system unless otherwise directed. After BSCT, space for blank common is allocated, followed by space for PGM2's DSCT. Since PGMI requires no DSCT for its exclusive use, none will be allocated. The named cormon block NCOMI within DSCT is assigned memory at the end of OSCT. Finally, the PSCT's for PGM1 and PGM2 are allocated along with PSCT's common blocks NCOM2 and NCOM3.

The Loader assigns memory within sections in the order in which the modules are specified. Named common bloiks are allocated memory at the end of their corresponding section, in the order in which they are defined. Figure l-2 illustrates a load module map produced by loading PGM2, followed by PGM1. This load module map is sifightly different from the map in figure l-1 where Penl wes loaded first.

| LENGTH | PGMI |
| :---: | :---: |
|  |  |
| 3 | BSCT |
| 35 | CSCT |
| 20 | NCOMI (DSCT) |
| 50 | PSCT |
| 5 | NCOM2(PSCT) |
| 10 | NCOM3(PSCT) |


| LENGTH | PGM2 |
| :---: | :---: |
|  |  |
| 10 | BSCT |
| 35 | CSCT |
| 20 | DSCT |
| 10 | NCOM1 (DSCT) |
| 60 | PSCT |
| 10 | NCOM3(PSCT) |
| 5 | NCOM2(PSCT) |


| ADDRESS | LOAD MODULE |
| :---: | :---: |
| 0 | SYSTEM AREA |
| 32 | BSCT PGM1 |
| 35 |  |
| 45 | BSCT PGM2 |
|  | CSCT |
| 80 | DSCT PGM2 |
| 100 | NCOM1 |
| 120 |  |
|  | PSCT PGM1 |
| 170 |  |
|  | PSCT PGM2 |
| 230 |  |
| 235 | NCOM2 |
| 245 | NCOM3 |

FIGURE I-1
LOAD MAPS


FIGURE I-2
LOAD MAP

Relocation allows the user to assemble a source program without assigning absolute addresses at assembly time. Instead, absolute memory assignment is performed at load time. In order to relocate a program (within memory), the source program must be assembled with the M6800 Macro Assembler using the OPT REL directive. Programs assembled with this directive will cause the assembler to produce a relocatable object module instead of an absolute object module. These relocatatile object modules contain information describing the size of each section (ASCT, BSCT, CSCT, and DSCT) and named common area as well as the relocation data. A complete description of the relocatable object module format is contained in the M6800 Macro Assembler Manual.

In order to load a relocatable object medule, the M6800 Linking Loader must be used. The Loader assigns load addresses and produces an absolute object module compatioie with the EXORciser loader.

The advantages of using relocation are:

- Reassembly is not required for each: new absolute load address.
- Relocation via the M6800 Linking Loader is faster than reassembly.
- Dynamic nemory assignament of modules is possible.

Linking allows instructions in one program to refer to instructions or data which reside within other programs. If all programs are assigned absolute addresses during assembly time, it is possible to directly reference another program via absolute addresses. However, when using relocatable programs, absolute load addresses are not generally known until load time. In order to access other relocatable programs or data blocks, external reference symbols must be used. These external symbols are comonly called global symbols since they may be referenced by any module at load time. Although global symbols are used to link modules at load time, they must be explicitly defined and referenced at assembly time. This is accomplished by the M6800 Macro Assembler directives, XDEF and XREF. The XDEF directive indicates which symbols defined within a module can be referenced by other modules. The XREF directive indicates that the symbol being referenced is defined outside the module. At load time, global references are matched with their corresponding global definitions. Any reference within a module to a global symbol is updated with the load address of the global symbol. If the loader detects a global reference without an associated global definition, an undefined globai error will be printed and a load address of zero will be assigned to the reforence.

## MODULE LIBRARIES

The M6800 Linking Loader can automatically search a file for modules which contain definitions satisfying any unresolved global symbols. Such a file is called a library file and is composed of one or more object modules. The Loader sequentially searches the library file. If a module is found which contains a symbol definition satisfying an unresolved global symbol, the module will be loaded. Only those modules which can satisfy an unresolved reference will be loaded. Since a library file is searched only once, modules which reference other modules within the library file should occur within the library file before the referenced module. Otherwise, the user must direct the Loader to search the library again.

## MEMORY ASSIGMMENT

During the load process, absolute addresses are assigned to the program sections within the specified modules. Normally the loader will automatically perform this assignment by allocating memory by sections in the order: ASCT, BSCT, CSCT, DSCT and PSCT. However, the user may define the starting and/or ending address of any non-ASCT section. In this case, the Loader will first reserve memory for those sections with defined load addresses before allocating space for any other section. The Loader also permits a user to specify the relative section offset of a module
within a section. However, a section of a module is always loaded in the associated load section in the order in which the module was specified.

## LOAD MAPS

The Loader will optionally produce a load map describing the menory layout resulting from the load of the specified modules. Figure I-3 is an example of some of the features included in a typical load map. In addition to this full load map, the Loader may be directed to produce partial load maps listing only the undefined global symbols or section load addresses.

## OPERATING ENVIRONMENT

## Equipment Requirements

Minimum equipment requirements for the M6800 Linking Loader include:

- EXORciser
- 10K bytes of RAM
- Floppy Disc
- Console


## Software Requirements

The M6800 Linking Loader operates under the EDOS2.3 floppy disc operating system to load relocatable object modules produced by the M6800 Macro Assembler.

## CALLING THE LINKING LOADIR

The M6800 linking loader must be called while under the control of the disc operating system. When the user types the command

$$
\text { RLOAD }\langle c / r\rangle
$$

the disc executive will load the Linking loader. Upon entry, the loader prints

## M6800 LIHKING LOADER REV n.m

(where n.m is the revision number)
The character '?' is the Loader's prompt and is printed whenever the Loader has completed the last command and is ready for another.

## LOADER INPUT

The input to the Loader is in one of two forias - commands and object modules. The Loader commands control the relocation and linking of desired object modules. The object nodules are produced by the M6800 Macro Assembler when the relocation option is specified. Each source program assembled by the Macro Assembler creates a single relocatable object module on a disc file. These disc files or those files created by merging one or more of these files are used as the input to the -oader.

The Loader command structure provides for the loading of an entire file or selected modules within a file. In addition, a disc file may be used as a library file.

## COMMAND FORMAT

Each Loader cormand line consists of a sequence of commands and comments followed by a carriage return. The first blank in a command line terminates the command portion of the line and the remainder is assumed to be comments. Multiple commands may appear on a line by using a semi-colon (i) as a command separator. The format of a cormand line may thus be defined as:

$$
\left.\left[\langle\text { command }\rangle[i\langle\text { command }\rangle]_{0}^{00}\right][\langle\text { space }\rangle[\langle\text { comments }\rangle]]<\varepsilon / r\right\rangle
$$

The commands in a command line are executed only after the Loader detects a carriage return.

If a command line is entered incorrectly, the line may be corrected in either of two manners. First, the command line may be deleted completely by typing CTRL $X$ (the CTRL and $X$ keys typed simultaneously). This causes the Loader to ignore the current command line and a new prompt (?) will be printed. Instead of deleting the entire command line, the command line may be corrected by deleting the character(s) in error. This Is accompltshed by typing a RUBOUT to delete the last character typed. The typing of a RUBOUT also causes the last character
to be printed. After deleting the character(s) in error, the corrected version of the command line may be entered.

The Loader will execute all the commands in a command line before another prompt is issued. If an error is detected while attempting to process a command, that command will be teminated. The remaining commands in the command line will be ignored.

When using multiple commands per line, it should be noted that selected commands require that they are the last command on a line. These commands include:

- init
- All intermediate file commands (IF, IFON, IFOF)
- ABSP when used in conjunction with an intermedate file


## loader commanos

> The Loader commands are divided into three classes: (1) control commands; (2) load directives; (3) state directives. The control comiands are used to initiate fass 1 and Il of the Lodder as weli as to return to ExBug or the disc operating syster. The load directives are used to identify the modules to de loaded. Finally, the state directives airect the assignment of menory to the various program sections and the production of a load map.


## Control Commands

ABSP - Produce Absolute Load Module

$$
\text { FORMAT: ABSP }\left[=\langle\text { m_name }\rangle\left[,\left\langle\begin{array}{l}
\text { printable } \\
\text { information }
\end{array}\right\rangle\right]\right]
$$

DESCRIPTION: ABSP initiates the second pass of the Loader. During this pass, an absolute binary memory lmage is produced in EXORciser loadable format on the disc file defined by the BO comiand. If an output module name is specified, it will be included in the module's So record. Any printable information is also included in the 50 record if specified. The printable information may contaín any character and is terminated only by a semi-colon or carriage return. NOTE: A space is a valld character in the privitable information and does not termincte the command line. The module name and printable information may not exceed 30 characters. If an intermediate file (IF) was
generated during Pass $I$, the second pass of the Loader will proceed automatically as directed by the commands entered during
the first pass. When an IF is being used, the ABSP command must be the last command in a command line.

In the event that an IF is not created during Pass I, the same sequence of commands used in Pass I (with the exception of the MAP conmands) must be repeated exactly as in Pass 1.

Prior to the ABSP command, a binary output file must be defined via the BO command.

EXAMPLE: ABSP=ROOT, A SQUARE ROOT PROGRAM
As a result of this command, the second pass of the assembler is inftiated to produce an absolute modile. The phrase 'ROOT, A SQUARE ROOT PROGRAM' is written in the SO record of the absolute module.

BO - Binary Output

FORMAT: BO $=$ < f_name $>$

DESCRIPTION: The BO command is used to direct the binary output in EXORciser load format to a disc file. The disc file defined by the BO command must not currently exist on the defined drive.

| EXAMPLE: $B O=B O B J$ | Write binary load module on <br> file BOBJ on drive 0 |
| ---: | :--- |
| $B 0=B O B J 1: 1$ | Write binary load module on <br> file BOBJI on drive 1 |

## EXBUG

FORMAT: EXBUG

DESCRIPTION: The EXBUG command is one of two commands which may be used to exit the Loader.

EXBUG causes control to be returned to the EXORciser's EXBUG mode after all

Loader files are closed.

## FORMAT: EXIT

DESCRIPTION: The EXIT command is one of $t w$ ) commands which terminates the Loader's activity. EXIT causes control to be returned to the disc operating system.

IDOF - Suppress Printing of Module ID

FORMAT: IDOF
DESCRIPTION: The LOOF command suppresses the printing of the module name and print information associated with each object module loaded. The Loader is initialized to the IDOF state.

1DON - Print Module 10

FORMAT: IOON
DESCRIPTION: This command causes the printing on the console of the name and printable information associated with each object module loaded or encountered in a library file.

FORMAT: IF $=\langle$ f_name $\rangle$

DESCRIPTION: The IF command defines a file to be used as an intermediate file. An intermediate file is a copy of all pass I Loader conmands and object modules. It is used to direct the Loader durirg Pass II, instead of requiring the user to retype the Pass I command sequence during Pass II. The If command also automatically places the Loader in intermediate flle mode similar to the IFON command. Like the IFON command, the IF command must be the last command in a cormand line.

The If file name must be a valid disc file name and may not be the name of an existing file on the specified disc unit.

EXAMPLE: IF=IFILE Defines IFILE on drive 0 as the intermediate file.

IFOF - Intermediate File Mode Off

FORMAT: IFOF

DESCRIPTION: IFOF temporarily suppresses the creation of the intermediate file unti? an IFON directive is encountered. This cormand must be the last command in a command line.

IFON - Intermediate File Mode On

FORMAT: IFON

DESCRIPTION: This cormand directs the Loader to write
all further commands and object modules onto the intermediate file. This directive remains in effect until an IFOF or Pass II command is detected. The IFON command must be the last command on a command line. IFON is implied when the intermediate file is defined by the IF command. If an intermediate file is to be used during Pass II, the IFON directive must be in effect.

## INIT - Inftialize Loader

## FORMAT: INIT

DESCRIPTION: INIT initializes the Loader for Pass 1.
This command is performed atitomatically when the Loader is first initiazed. The use of this command permits several output object modules to be created by the Loader. The INIT command must be the last cormand in a command line.

OI - Object Input

FORMAT: $01=\langle f$ name $>$

DESCRIPTION: The 01 command is used to identify an input file containing one or more object modules. The file name must be the name of an existing disc file.

$$
\begin{array}{ll}
\text { EXAMPLE: } \quad \text { OI=PGM1 } & \begin{array}{l}
\text { Object input on file PGM1 on } \\
\text { drive } 0
\end{array} \\
\text { 01=PGM2:0 } & \begin{array}{l}
\text { Object input on file PGM2 on } \\
\text { drive 0 }
\end{array}
\end{array}
$$

FILE - File Mode

## FORMAT: FILE

DESCRIPTION: The FILE directive is used to place the Loader in file mode. Wilite in file mode, the Loader will operaie on all the modules within a file as directed by the load directives. The file mode is the default mode. The file mode may be temporarily overridden by the ':M' option of the LOAD command.

## LIB - Library Search


DESCRIPTION: The LIB cormand instructs th:e Loader to search the specified object nodules for those modules which satisfy any undefined globe? references. Any module that satisfies a global symbol will be loaded. The object modules to be searched are specified in the same nanner as explained in the description of the LOAD commarid.

Modules loaded via the !!B command may also reference global sintuols that are not defined. Since a library flle is searched once for each LiB :ommand, care should be taken when creating a library file in order to avoid multiple passes of the same library file.

## EXAMPLE: LIB

Searches the remsining modules on the input file to resolve unsatisfied globai references

LIB+218:1 The file Mit on disc unft 1 will be used as a library file.

LOAD - Load a File or Module

DESCRIPTION: The IOAD command directs the Meyer Linting Loader to load the specifies object files and/or modules.

If a < number> is given, the Loader
will load the next <number> of modules from the disc file defined by the 0 : command. When the <number> format of the LOAD command is used, the ':M' feature or the MODU directive must be in effect. The ' $: M$ ' option causes the loader to eriter module mode only for the indicated subcommand. A maximum of 255 modules may be loaded at one time with this form.

The use of the <name> form of the LOAD command causes the Loader to load the defined module or file. The < name> must be a valid file or module name. To load a module by name, the ':M' feature or the MODU directive must be in effect and the module must be contained within the disc file defined by the 01 command.

> NOTE: Disc files are sequential flles and are not rewound prior to a module search.

When no options are specified as part of the LOAD command, only one file or module will be loaded from the disc file defined by the 01 command.

EXAMPLE: LOAD=PGM1:1 Loads all modules within file PGMI on disc drive 1

| $\angle O A D=1: M, P G M 2: M$ | Loads from the input file <br> the next module and the <br> module named PGM2 |
| :--- | :--- |
| LOAD=PGM3 |  | | Loads the file PGM3 from |
| :--- |
| drive $B$ or the module PGM3 |
| from trie defined input file. |
| The file/module mode of the |
| Loader cetermines whether |
| a file or module will be |
| loaded. |

MODU - Module Mode

FORMAT: MODU
[ESCRIPTION: The MODU directive olaces the loader in the module mode. While in the module mode, the <name> and < number> options of the load directivas shall refer to modules.

SKIP - Skip Input Modules

FORMAT: $S K I P=<$ number $>[: M]$
DESCRIPTION: The SKIP command directs the Loader to skip the defined number of modules in the file indicated by the II command. The MOOU directive or ':M' option mast be in effect. A maximur of 2.55 modules may be skipped with a single command.

EXAMPLE: $\quad S K I P=2: M \quad \begin{aligned} & \text { Skips the next two modules on } \\ & \text { the input file }\end{aligned}$

SRCH - Search for a File or Module

FORMAT: $\quad$ SRCH $=<$ name $>[: M]$
DESCRIPTION: SRCH causes the Loader to search for a named object module or file. If the MODS directive is in effect or the ':M' option specified, the current disc file defined by the 01 command will be searched for the named module. If the coader is operating in the file mode as directed by the FILE command, a disc search will be performed for the named fiie. If the named file is found, this file will become the new object input file for future Loader commands. When in file mode, the file named must be a valid file name and the drive unit may be given by typing a colon (:) and the drive number after the file naris. If no drive unit is specified, drive 0 is assumed.

EXAMPLE: $S R C H=F A D D: 1$ Searches disc unit 1 for the flie FADD. If found, FADD will be the new inpist file.

SRCH-SINE:M Searches for the module named SINE on the current input plie.

## Ctate fommands

: ot trat furrerit relatide adtress of the
sperifued ecetior lopry ESO, or ESCT:
to the given rumber. The doftned rumber ras: be greater thari or equal to the section's current lestion counter address. The ' $\$ ' option caves the loader to ster: the specified section of all future modules loaded on an address modulo the given rusmber. The ' $\backslash$ ' opticn remains in effect until revoked with a ' $0^{\prime}$ ' option or until the current pass of the Loader is complete. If the ' $\$ ' option is in effect when memory is assigned, the start address of the section will be rodulo the given number. The ' $\$ ' optien doas not apply to named common blocks within the specified section.

## EXAMPLE: CURP $=\$ 100$ Sets the relative PSCT location counter to 100 (nexadecimal).

CURP $=\backslash \$ 100$ Causes the Loajer to update PSCT's relative location counter to the next madulo 100 (hexadecimal) address. This function is performed for each module loaded after this command.

DEF - Loader Symbol Definition

$$
\text { FORMAT: DEF: < name } 1\rangle=\left\{\begin{array}{l}
\langle\text { number }\rangle \\
\langle\text { name2 }\rangle
\end{array}\right\}\left[\begin{array}{c}
\text { ASCT } \\
\text { BSCT } \\
\text { OSCT } \\
\text { PSCT }
\end{array}\right]
$$

DESCRIPTION: The DEF command is used to define a global symbol and enter it in the global symbol table. The symbol to be defined is given by namel and must be a valid Macro Assembler variable name. The symbol may not currently be cefined. If the <number> option is used, the symbol will be defined with the given number as the relative adoress with in the specified section. The DIF command may be used to provide another name for a previously defined symbol by using the <name2> option. [nan:e2](nan:e2) must be a currently defined global symbol. The section options - ASCT, ESCT, DSCT, PSCT are used to define the section associated with the defined section. ASCT is the default section.

EXAMPLE: DEF:ACIA1-SEC10,ASCT

Defines symbol ACIAI as an ASCT symbol with absolute address EC10 (hexadectmal).

END - Ending Address
FORMAT : END $\left\{\begin{array}{l}B \\ C \\ D \\ P\end{array}\right\}=\langle$ number $>$

DESCRIPTION: The END commands are used to set the absolute ending address of the associated section (BSCT, CSCT, DSCT or PSCT). If both an ending and starting address are defined, the size describec by these boundaries must be greater than or equal to the size of the associated section.

EXAMPLE: ENDB=255 BSCT will be allacated such that the last address reserved is 255 (decimal).
map - Prints l.oad Maps
FORMAT: $\operatorname{MAP}\left\{\begin{array}{l}C \\ F \\ S \\ U\end{array}\right\}$
DESCRIPTION: The MAP conmands are used to display the current state of tho modules loaded or the Loader's state wivectives.

WrC - Prints the curent size, user defined starting address, and user defined ending address for each of the sections, as well as the size, starting address, and ending address for each ASCT defined.

MAPF - A full map of the state of the loaded modules is produced after the Loader assions menory. This map fincludes, a list of any undefined symbols, a section load rlap. a load rip for each defined module and named common and a defíned globa: symbol map.

MAPS - The Loader assigns memory to those sections not defined by a user supplied starting and/or ending address. A memory load msp which defines the size, starting address and ending address for each section is printed.

MAPU - Prints a ilst of all global references with currantly remain undefined.

STR - Starting Address
Formal: sof $\left\{\begin{array}{l}\mathrm{l} \\ \mathrm{f} \\ \mathrm{D} \\ p\end{array}\right\}=\langle$ number $\rangle$

OESCRIPTION: Fhe STR conmand wet the absolute starting address of the associared section (BSCT, CSCT, DSCT, PSCT. Those sections whose starting address is not difined ty the user will be assigned a starting Address by the Loder.

EXAMPLE: STR:-\$1000 PSCT will be alircated menory
starting at 1009 inexadecimal\}.

STRB.0 Overwrites the default starting address of BSCT.

## APPENOIX A

## A SUMMARY OF M6800 LINKING LOADER COMMANDS

## COMMAND

## FUNCTION

CONTROL COMMANDS

| $\operatorname{ABSP}\left[=<m_{\text {_ }}\right.$ name | le information ] ] $^{\text {a }}$ Initiates Pass II |
| :---: | :---: |
| $B 0=\langle f$ name $>$ | Specify the binary object file |
| exbug | Give control to EXBUG |
| EXIT | Give control to the disc operating system |
| IDOF | Suppress identification princing |
| IDON | Print module identification information |
| $\mathrm{IF}=<\mathrm{f}$ n name $>$ | Specify the intermediate file |
| IFOF | Intermediate file mode off |
| iFOH | intermediate file mode on |
| $1{ }^{1} 1$ | Inirialize the Loader |
| $0:=<$ ¢ 0 ce> | Specify the object input file |
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## APPENDIX $:$

I. INKING IOADEP HRROR MISSAGF.

Errors detected by the Linking loader while processing a cormand or loading a module will result in an ermornesagu being printers at the user's terminal. These errors are divided into two classificetions: fatal errors and non-fatal (warning) errors. When the loader deterts a non-recoverable error, a fatal error message will te fir rites. friy commands not processed on the last command lire will be ignored ares a new prompt printed. if the loder can recover from an error, oniy a warning message will be orinted.

FATAL ERROR MESSAGES

## Hessage

Expianation

| 36 | BSt Assigment Error - the comb:rec size of BSCT is greater than the amount that an be allocated ir the defined BSCT area. |
| :---: | :---: |
| cor | Common Overfiow - the size of a suction's common is greater than 65,536. |
| GAE | General Assignment Error - the Loacier cannot assign absolute memory addresses. This may result from: <br> - the definitions of ASCTs <br> - user assignment of section addresses <br> - the combined length of all sections exceeding 65,536 <br> - the order in which the Loder assigns memory |

ICM Illegal Command valid relocatable object module.

ISY Illegal Syntax - error in the option or specification field of a command. This error may also occur when a command is not terminated by a semi-color, space or carriage return.

LOV Local Symbol Table Overflow - not enough memory for all the global (external) symbols defined by the object modules.

SOV Section Overflow - the size of a section is greater than 65,535 .

UAE User Assignment Error - the user has iricorrectly defined load addresses. This error occurs when:

- the user defined end address is less than the user defined start address
- the space allocated by the user defined start and end addresses is less than that required for the section
- the user has defined load addresses which overlap.

180 Undefined B0 File

WARNING MESSAGES

Message

## Explanation

$\begin{array}{ll}\text { MOS-< symbol> } & \text { Multiply Defined Symbol - the Loader has encoun- } \\ \text { tered another definition for the previously } \\ \text { defined global < symbol>. Only the first } \\ \text { definition will be valid. }\end{array}$

UOS-〈symbol> Undefined Symbol - the < symbol> ivas not defined during Pass I. A load address of zero will be assumed.

## FATAL 1/0 ERRORS

If the Loader detects an error while attemptiry to read or write from disc, the following message will be printed.
DK xx ST yy f_name
where $x x$ is the disc unit, $y y$ is the $1 / 0$ error, and f_name is the name of the file being referenced. If an l/O error is detected while creating an intermediate file, the Loader shall suspend the If creation. In this event, the user should reinitialize the Loajer.

1/0 Errors

## Explanation

| 3 | Dnly one outfiat file may be opened at any time |
| :--- | :--- |
| 4 | Device not ready |
| 5 | Invalid device (Loader error) |
| 6 | Dupiicate file name |
| 7 | Named file does not exist |
| 8 | File not opened |
| 9 | Unexpected end-of-file |
| C | Oirectory or disc space full |
| $E$ | Checksum error on object record |

## APPENUIXC

EXAMPLES OF LOAO OPERATION

This appendix serves to illustrate the major "eatures provided by the M6800 Linking Loader. Figures C-1, C-2 and C-3 show three programs which have been assembled by the M6800 Macro Assembler. The relocatable object modules created by assenbling these programs are used as input modules to the Loader in Figures $C-4,0-5$ and $C-6$. Figure C-4 illustrates the use of the Loader withoat an intermediate file. In Figure C-5, an intermediate file is created and an example of user defined starting addresses is shown. An illustration of library files is provided in figure $C-6$. The library file PG120 was created by mergiing files 9610 and PG20.


| (0)Y)! |  |  | pam | Fin! |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| M0.: |  |  | ifi | 触, | F. MCG, LIEN $=100$ |  |  |
| yon? |  |  | TL | Frave |  | ESSACLS | (HATM) |
| Duct |  |  | 1[ ${ }^{1}$ | HESA | frorean! |  |  |
| conct |  | + |  |  |  |  |  |
| aras: |  | - iul | N ME | AlE A |  |  |  |
| gina |  | - ! | He[ | m' ${ }^{\text {- }}$ | H" N EXP) |  |  |
| miner |  | + |  |  |  |  |  |
| moniy |  | 8 O | STM | ETt |  |  |  |
|  | $\because \because$ | $=\mathrm{mbl}$ | Frs | M0:1 | FIR TO MESEALE | E 1 1/ | PSCT |
|  | M-0 | 5 morot | Fic | M 6 : | PIF TOE TESSAE | ? IIN | [SC(1) |
| weys Mrad | $\therefore$ | $\therefore 40$ | FLE | M | FTF TO MESSAKE | 3 (1) | IN BSCT) |
| Wrol 相 | $\cdots$ |  | $\cdots$ |  | WTA 10 TESSAE | 4 ( CFF | IN CSCT) |





| $\cdots$ |  |  | $\because$ |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| : $:$ | 4 | i 4 ! | $F \cdot \mathrm{C}$ |  |  |  |
| : .- | A | - | $\therefore$ |  |  |  |




FIGURE C-1
MESSAGE PROGRAM 1



## 

```
R ATEST N00BT+OONE
Ne ECint corymo
NE BCimy: vin!?+
NR (n)\ In:2 vac21+(0)
```



```
F EXENT ShGSt
```




```
    P wo:4 wraf! NWpystonge4
```









```
NE vine MEinj aris4
```




```
R Fly: Susgomost
```




```
    P DO4E TOFNTP 00070 0)NTS (0082 n0092%
```



00001
00002
00003
00004
00005
00006
0000710000
00008 N 0000
00009 N 0002
00010 0004
0001 IN 0006

NAM PGZ
SPT OPEF. PRI. NOD, LLEF=100
ITL PROCPAM TO PRIMT OST ESSACES (Qxepracram:

- MESAKE POINTER AFEA (800M)

BCOM COM BSCl
0002 A MSEIPI PHB?
0002 A MSGZPT RUR 2
0002 A MSGYPY RNB 2
0002 \& RSCAPT PM ?

00013 K 0000 ECOMPD DOMN BST!
000141000014 \& CNECT FCE CHECE-ONSC

OOOIN 0014 o4 a FCE 4
00017 O O15 M ONSE EOU PO OFESACE


| 0002600000 |  |  | DST |  |
| :---: | :---: | :---: | :---: | :---: |
| 0002700000 | 415 | A MSCA | F® | MESSACE |
| 0002000000 | 04 | A | FCB | 4 |


figure c-2
MESSAGE PROERAM 2


| 0005000000 A |  |  | DSCT |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0005100004 | 0014 | A | RNE | 20 | data sectich |
| 000520 O01E | 0001 | A STACX | PR | 1 | STACX STORACE AREA |
| 00054 | F564 | A EXBENT | EQ | 4564 |  |

00056
DD
TOTA ERRORS 00000

```
NB BOONT 00007*
1B BCONT2 00013+
N0001 CNSG 00014000154
180000 CNSSCT OOO144
N80015 CNSE 00014000174
0 F5S4 EXPONT 00047000544
R EXEPRT 00035 00040 00042 00048:
R NSGI 000484
NB 0000 NSGIPT 00008+00034
R NSO2 00039000484
NB 0002 R502PT 00009400041
OB 0000 NSC3 00023+00047
*0004 nac3p1 00010+
MOD000 NSSA 00027+00047
NE 0006 NSGHPT 00011.
R PGIE 00043000484
DP 0000 PGT2 00034+00047
DD DOIE STACX 0004700052.
```

FIGURE C-2
MESSAGE PROGRAM 2 (continued)


```
00001
00002
0000 ?
```

00005 •ENA! $\because \sim M$

| 90007C 9 Ma | $\therefore \therefore$ |  |  |
| :---: | :---: | :---: | :---: |
| 0000 |  | C.4: | 4 |
| 00019 |  | $15: 5$ | 9!S: |
| 00011 |  | re: | E.cce: |


| OM! 3 A Mry | A: ${ }^{\text {a }}$ |  |  |
| :---: | :---: | :---: | :---: |
| OMO14A ! 1 O! | $\because$ | \& $\because:$ |  |
| 000154 ! $1 \times 3.8$ | - $\square^{\circ} \mathrm{O}$ | rus |  |
|  | $\cdots$ | -5: |  |
| 000198 1000 | -4 | ! 1.1 |  |
| ODOJCA ! NWI E[ NV | $\therefore \mathrm{A}^{\text {cese }} \mathrm{S}$ | -very |  |
| 00020A 1 Mn TE MMEA | A | Eres: |  |

00022
E:
TOTAL ERRTRE NWN

D IMA ATEST Wi!n Ma:E*
1ON ATECT2 NM! $\leq$ Mi!
C0000 !ect Mrwandile
$R$ EXEST NY!: : NW:
8 EXPSPT MAn!! AnR:!

FIGURE C-3

Msigu Lidk IMS LDALIEF REV 1.0

こロI＝FG30：LDAII
：BD＝EDTミT
THE：F
：LDAD＝FG10．PGこD
201＝Fに30：LDAた
TMAPF
ND UNIEFINEI SMMEDLS
MPP
；El2e STE sND IOMN
A goige 1 gona 100 s




F flige plote ritas ribig
MODULE HAME ESGT IGST FST FE！GUEロ リİF UOE


comiant
rime ：：IVE EtF
ETGMM E That buEF
EODMME E Minc nGE
LIEFIIEI ：YMECL：



－taft e gatio
－E：IT

EXEDİ 1.2 MHIT
－F0：5
MESミAGE 1
MESSATGE
MESSAGE E
MESSAGE
MESSAGE 3
MESSAGE 3 ．
MESSAGE 4
COMMDN TEST FFDGFAM
E×BuG $1 . \bar{c}$

LOAD TWI FILES FGIOPFİD
LDAD FILE FGSD
MHIME GES DE JEGT FILE
STAFT FASS II
FEFEET FAHE 1 EOMTANDS
PFint filll maf

71F=F!

ACDFE illll
sMAFi.
: :IZE : IF EMT $:$ ORH

f. Bogic FFFF bicion wincii


ODAD=FG10, FGこD, Figic
: FD= E1:ABSE
- SIZE ETR END GOMI

H OOON 1 ing 1 lime





- MAFF
FFICTT FIILL. HAF
HE MASEFIHFI , MEPU
MAF
    - -ITE TF FMII UNM.

a lloline 1 litie $: 116!$






A: : IGII AE: JEIETT FILE - EJ



COMMDTI
MAME $\vdots: I T E \quad$ :TF
BCOMM I いいいこ: ロにテ




CTAPT F OG: IL

ILOGD. 81
EXbuG l.e malfi
-50ค36
MESSAGE 1
MESSAGE 1
MESSAGE
MESSAGE 2
MESSAGE 3
MESSAGE 3
MESSACE 4
COMMDN TEST FROGKAM
EXBUG 1.2
FIGURE C-5

```
M800 LITAITHG LOHEIEF EEV 1.!!
%100+1
:1F=F?
7LOHI=FF10
    PG1 MESEMGE FFDIGRAM I
ilFDF
TMAPII:IEDII
    ATEST ENEEEHT MSGZ MSG4
OOOS !HIIEFINEG STMEDLS
;
TLIB=F51こ口:1
    PG1 NESEAGE FFDISRAM 1
    PG2
:IFDF
7MRE|J:IFDIA
    ATESI
gOOI UNDEFINE[: YMEDL:
MLDAD=F530
    PG3
:RO=RS:IDDF:ARSF
TMAPF
MO IJNUEFIMEU FYMEDLS
M*P
    S SIZE STR ENG :OMN
    A 000s 1000 1005
    A 0006 1005 100B
    E 00こ2 00こ! gina& golu
    G0030 0050 0,0TF 0030
```



```
    P DOSS OOEE OIAE GOOG
MODUNE NGME ESET DSET PELT
        PG1 OMEO O!FB ODF.S
```




```
EDMMIN
    NAME S SICE STE
BCOMM E CGOR OOEA
ECGMME E OOLS qO3E
OEFINED SYMBOLS
    NGMME SHAME S STF NAME S STE MAME S STR MAMME S STR 
    NGM, NAME S STA MAME S STE NAME S STR MAMME S STR 
```



```
STAPT P OOFO
sex:T
```

FRIUT MOIILLE IHFDEMFITDP
$\because$ FEATF IMTEFMEIIATE $\because$ ILE－F
LOAG FILE FINIJ
TBFIH IF JFF

PEME ○TA：－t
FILE FGIEO COMTAIM：MGIMJLE：FIg』 ANO FGE




LDAE MORME FG：
［IEFIME DEIEST FILE EO．ETART PAS： 11
FILL ：MF

```
GETHGM TO [I]:% DFEEAT\H; SYSTEM
```

FIGURE C－6
EXAMPLE OF LJBRARY FILES

